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Il presente lavoro Ł frutto di un tirocinio svoltosi nel periodo settembre
2008 - febbraio 2009 presso l’azienda Automatic Data Processing - Dealer
Services Italia (ADP DSI).
L’Automatic Data Processing Ł stata fondata nel 1949 da Henry Taub,
vicino a New Jersey, USA. I primi servizi o￿erti dall’azienda consistevano
nell’elaborazione dei libri paga, che fra l’altro venivano eseguiti manualmente.
Divenne una societ￿ per azioni nel 1961,e nel 1974 fu trasformata in una
multinazionale con sedi in Olanda e Inghilterra.
Oggi il gruppo ADP fattura oltre 8 miliardi di dollari annui, ha 585000
clienti in tutto il mondo con 40000 dipendenti. ¨ presente nella classi￿ca
￿Fortune 300￿ con 27 miliardi di dollari di capitalizzazione (NASDAQ - dati
2008) con un ￿AAA Credit Rating￿.
ADP Ł composta da due business units:
 Employer Services
 Dealer Services
Il ramo Dealer Services nasce nel 1972, con all’attivo circa 300 dipendenti.
Dopo una crescita esponenziale, nel 2008, arriva a contare 7300 dipendenti
con 1,36 miliardi di dollari di fatturato. Recentemente, all’inizio del 2009,
acquista Automaster Oy con sede in Helsinki, Finlandia. Automaster Ł una
societ￿ di capitali privata, fondata nel 1983, che supporta i rivenditori di au-
to e gli importatori con la soluzione software ￿Automaster￿. Gode di ottima
reputazione sul mercato come fornitore di soluzioni DMS (Database Mana-
gement Systems), con una forte presenza nei Paesi Scandinavi, in Europa
Centrale ed Orientale ed in Russia. Complessivamente, Automaster gestisce
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piø di 500 clienti in 39 paesi con oltre 20.000 utenti su 30 marchi. In seguito
a questa fusione, ADP DS Ł presente in 94 paesi con oltre 27000 clienti.
La ADP Dealer Services Italia, nata nel 1979, ad oggi conta 250 associati.
Attualmente supporta 1600 clienti con piø di 22000 utenti unici e gestisce il
51% del mercato italiano gestionali auto. O￿re inoltre servizi di hosting dati,
noleggio stampanti, noleggio e gestione pc, gestione delle reti informatiche e
della sicurezza nonchØ telefonia avanzata (over ip) e tra￿co dati.
La sede presso la quale si Ł svolto il tirocinio, l’unica in Italia, Ł situata
in via Julia 39, Busa di Vigonza, provincia di Padova.
1.2 Il progetto formativo
Il progetto formativo prevede la realizzazione di un sistema per la ge-
stione delle risorse aziendali, hardware e software, con particolare attenzione
alla gestione del licensing software. Per licensing si intende la validazione
dell’installazione di un particolare software sulle workstation aziendali.
Il progetto formativo Ł costruito sui seguenti punti cardine:
1. gestione degli utenti (de￿niti a livello aziendale come associati):
 gestione dell’inserimento,
 gestione della cancellazione (disattivazione in quanto si vuole man-
tenere traccia dei vecchi utenti non piø attivi),
 gestione della modi￿ca
2. gestione delle risorse hardware e software a disposizione:
 gestione dell’inserimento,
 gestione della cancellazione,
 gestione della modi￿ca.
3. gestione del downgrade software: cioŁ la gestione del licensing improprio
di un software (associazione del software con una licenza non propria
di tale software)
4. gestione del ￿usso dell’assegnazione e della dismissione temporanea dei
beni aziendali
5. gestione del ￿usso dell’assegnazione e della dismissione dei beni azien-
dali1.2 Il progetto formativo 3
6. gestione della convalida dell’assegnazione e della restituzione dei beni
aziendali
7. gestione del kit software assegnato all’associato
8. gestione dei contratti di manutenzione.
9. gestione della ricerca di un item hardware con chiave completa o par-
ziale sul serial number
10. data migration informazioni da precedente data base a nuovo ambiente
11. aggiornamento automatico, da ￿le .csv dei canoni mensili di manuten-
zione hardware
12. gestione reportistica a video, attraverso generazione documenti stam-
pabili ed esportazione su ￿le excel:
 quadratura licenze installate ed acquistate con evidenza delta e
segnale anomalia con attenzione alle casistiche di downgrade soft-
ware
 distribuzione di speci￿co software per utilizzatore
 distribuzione di speci￿co hardware per utilizzatore
 lista anomalie (video/stampa/esportazione su ￿le excel)
￿ hardware non assegnato
￿ software non assegnato
￿ elenco licenze disponibili.
Per quadratura software si intende la corrispondenza fra licenze acquistate e
licenze richieste dalle installazioni dei software sulle workstation aziendali. Da
parte dell’azienda Ł stata fatta la richiesta di avere un sistema agevolmente
modi￿cabile nel tempo, da poter integrare con sistemi aziendali preesistenti.
Una delle modi￿che ipotizzate Ł stata l’integrazione del sistema sviluppato
con un sistema di gestione della documentazione che metta in relazione un
campo url, riferibile al sistema di gestione della documentazione, ad un evento
modellato nell’applicazione.
La soluzione sviluppata Ł stata integrata nel sistema informativo azienda-
le; in particolare, il software sviluppato permette l’autenticazione degli utenti
avallata dal sistema informativo aziendale attraverso il protocollo LDAP.
L’attenzione particolare che viene richiesta nella gestione del licensing Ł
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legale che tale gestione impone, si ha un ulteriore interesse nel conoscere ap-
profonditamente, e con un certo livello di digitalizzazione, le proprie risorse
software. Questo Ł dovuto ai vari rapporti che l’azienda ha a livello di part-
nership con fornitori di soluzioni IT come Microsoft e IBM. In particolare
ADP Ł un Microsoft Gold Certi￿ed Partner ed un IBM Business Partner.
Questi accordi permettono di godere di forti vantaggi a livello economico
nell’acquisto degli strumenti che queste aziende a loro turno forniscono o
utilizzano nella normale routine aziendale.
1.3 La realt￿ aziendale.
Il tirocinio in questione Ł stato sviluppato nell’ambito del gruppo Inter-
nal Information Services (IIS), entit￿ che si occupa della gestione delle risorse
informatiche all’interno dell’azienda, dalla con￿gurazione dei personal com-
puter alla gestione ed ampliamento della rete informatica interna. Nonostante
questo, il lavoro Ł stato sviluppato in autonomia dal tirocinante. Le interazio-
ni sono avvenute nell’analisi della realt￿ aziendale da modellare, nella sintesi
di alcuni requisiti e nella selezione delle scelte di progettazione.
La struttura aziendale predilige gruppi di persone ai quali vengono asse-
gnati di￿erenti mansioni. Alcuni sono adibiti alla produzione vera e propria
del business dell’azienda mentre altri al mantenimento della stessa struttu-
ra. Ogni gruppo ha uno o piø amministratori atti a dirigere il lavoro dello
stesso. Ad ogni associato all’interno dell’azienda, per il proprio lavoro, viene
assegnato un insieme di risorse, che quasi sempre comprendono un personal
computer (￿sso e/o laptop), con il necessario corredo software per il funziona-
mento. Ulteriori risorse che possono essere assegnate, in funzione del pro￿lo
dell’utente, possono essere telefoni cellulari o ￿ssi, data card, stampanti por-
tatili, proiettori o strumenti di rete come router o switch. Gli ultimi, anche se
usati nell’infrastruttura aziendale, e non solamente dall’utente assegnatario,
vengono associati ai responsabili di tali apparecchiature.
All’atto di commissione del progetto esisteva un software che gestiva una
semplice anagra￿ca degli utenti, un database con i software ed i hardware
disponibili in azienda, le informazioni accessorie a tali elementi nonchØ una
limitata gestione delle associazioni fra di essi. In pratica si parla di un’appli-
cazione web-based sviluppata utilizzando Microsoft ASP che si basa su un
database realizzato in Microsoft Access.
La realizzazione dello strumento preesistente Ł stata fatta ad un livello
che potrebbe essere considerato ludico per quanto riguarda la parte del da-
ta base in quanto la soluzione utilizzata non sfrutta i concetti che ha reso
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e￿ciente funzionamento. Infatti la vecchia base di dati usa delle relazioni non
correlate da vincoli di chiave esterna, nonostante si riferiscano l’un l’altra e
ancor meno usa vincoli di chiave primaria sui dati. Di conseguenza non si
poteva avere una garanzia sulla coerenza dei dati presenti. La veri￿ca veniva
eseguita manualmente dall’operatore. A complicare la situazione c’era anche
la mancanza di documentazione a supporto dello schema sia della base di
dati che dell’applicativo.
Logicamente il tool gestionale sviluppato e codi￿cato fortemente sulla
struttura della base di dati dando poche possibilit￿ di modi￿ca agevole.
In seguito a queste osservazioni si Ł chiaramente vista la necessit￿ della
completa ingegnerizzazione dello strumento, tenendo in considerazione sche-
mi di funzionamento dei prodotti gi￿ esistenti; questo in quanto gi￿ utilizzati
sul campo. La struttura della vecchia base di dati Ł stata utile per la deter-
minazione delle informazioni da gestire nel mini-mondo. Allo stesso tempo
Ł stata anche un vincolo, in quanto le informazioni del vecchio database,
rappresentano la situazione, per quanto parziale, del mini-mondo, e doveva-
no essere portate nel nuovo modello. Questo ha appesantito e condizionato
la struttura ￿nale dell’applicazione in quanto a livello aziendale non c’era
la disponibilit￿ nell’integrare le informazioni mancanti tanto meno per una
rigorosa veri￿ca della coerenza degli stessi.Capitolo 2
Progettazione base di dati
2.1 Progettazione concettuale
2.1.1 Analisi dei requisiti
Il principale patrimonio aziendale Ł l’insieme degli associati (utenti) e
dalle risorse a loro disposizione.
Gli utenti hanno un account all’interno del sistema informatico aziendale
con delle credenziali d’accesso. Si vuole utilizzare la procedura d’accesso di
tale sistema in quanto, con ottima probabilit￿, piø robusto dal punto di vista
della sicurezza e meno oneroso in termini di lavoro. Gli utenti dal punto di
vista di gestione dell’applicativo si dividono in utenti semplici, che possono
visualizzare solamente dati in funzione del ruolo, e utenti amministratori
che possono anche modi￿care la rappresentazione del mini-mondo. Gli utenti
visualizzano dati in funzione del ruolo che rivestono nei gruppi. In particolare
un utente amministratore visualizza dati inerenti alla propria situazione ed
alla situazione degli utenti facenti parte dei gruppi nei quali ha ruolo di
amministratore. La partecipazione degli utenti ai gruppi non Ł esclusiva: un
utente pu￿ partecipare a diversi gruppi con ruoli di￿erenti. Un utente pu￿
anche non partecipare a nessun gruppo.
Degli utenti vogliamo memorizzare le seguenti informazioni: il nome uten-
te di login al sistema aziendale, la data d’inserimento del nominativo ed il
nome ed i cognome dello stesso per una lettura piø agevole. Un utente una
volta inserito nel database non deve essere eliminato, anche in caso di scom-
parsa dal mini-mondo, ma disabilitato in quanto si vuole mantenere una
cronologia delle informazioni inserite nel tempo. Un utente disabilitato pu￿
essere riabilitato nel caso si abbia un reintegro dello stesso.
Gli utenti vengono riuniti in gruppi che possono essere strutture realmen-
te esistenti (esempio: u￿cio amministrativo, u￿cio vendite ecc.) al interno
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dell’azienda oppure virtuali come raggruppamenti territoriali. La partecipa-
zione al gruppo avviene con ruoli diversi: partecipazione semplice oppure
partecipazione con ruolo di responsabilit￿ per i manager del gruppo. Per
ogni gruppo di utenti si vuole anche memorizzare il nome del gruppo e la
data di creazione.
Le risorse di cui si vuole tenere traccia sono di due tipi: l’hardware
consegnato ￿sicamente all’utente e le licenze associate ai software installa-
ti/associati. Si nota che non tutti gli hardware hanno necessariamente dei
software associati.
Le risorse hardware sono di diverso tipo. Possono essere cellulari, pc lap-
top, pc ￿ssi, switch, stampanti, router, scanner, supporti di memorizzazione
ecc. Per identi￿care questi elementi vengono utilizzati diversi parametri in
funzione del periodo temporale nel quale sono stati introdotti in azienda. Al-
cuni sono identi￿cati attraverso una targhetta alfanumerica ([reparto].[tipo
hardware].[indice numerico sequenziale]), altri in funzione del type model e
serial number de￿niti dal produttore, presenti su tutti i prodotti attualmen-
te in commercio. Si vogliono memorizzare ulteriori informazioni come una
descrizione commerciale del modello, il numero di mesi per il quale viene ga-
rantito il prodotto dal venditore, la data di acquisto, la data dell’inserimento
dell’item nel archivio, la tipologia di garanzia che il venditore o￿re (on site,
carry in) e il marchio (che viene volutamente confuso con il produttore). Le
risorse hardware hanno una vita limitata. Si vuole memorizzare anche l’even-
tuale data di dismissione e lo stato ￿nale della risorsa (rottamata, rivenduta
ecc). Una risorsa hardware pu￿ essere sottratta alla vita aziendale per un
intervento di manutenzione temporaneo oppure sostituita in garanzia o at-
traverso interventi di manutenzione. Si evince dalla realt￿ aziendale che per
alcuni item si registra anche la destinazione d’uso.
Le risorse software sono la collezione di licenze che l’azienda ha nel suo
portafoglio. Il software senza una licenza che ne giusti￿chi l’installazione Ł
irrilevante e illegale. Si vuole avere un’anagra￿ca dei software utilizzati in
azienda. Per ogni software si vuole memorizzare il nome, la data di inserimen-
to nell’anagra￿ca, il produttore, una stringa con l’URL (Uniform Resource
Locator) del produttore o eventualmente del software. Si vuole anche avere
l’informazione sulla possibilit￿ o meno di acquistare licenze per tale software.
Alcuni software presentano condizioni di licenza diversa in funzione del pac-
chetto linguistico associato, indi sar￿ necessario tenere conto del pacchetto
linguistico caricato. Si vuole avere anche un ￿ag che indichi se l’item Ł attivo
ed utilizzabile oppure disabilitato.
Per validare le installazioni dei software bisogna associare all’installazio-
ne una licenza. Di￿cilmente vengono acquisite licenze singole in quanto la
maggior parte dei software sono standard e vengono utilizzati da piø utenti,8 2. Progettazione base di dati
indi la consuetudine aziendale di chiamare le collezioni di licenze pool (con-
suetudine che verr￿ mantenuta per comodit￿).
Ogni pool di licenze acquistato abilita un ben de￿nito numero di installazioni
ed ha un costo. Un pool di licenze abilita lo stesso software. Il costo viene
associato alla licenza singola.
Le licenze possono venire assimilate attraverso canali di￿erenti: possono pro-
venire dalla casa madre, che acquisisce a livello mondiale i pacchetti software
comuni; a livello europeo (dalla sede con base nel Regno Unito), o ancora a
livello locale, direttamente attraverso l’u￿cio acquisti. La provenienza delle
licenze Ł importante nella quadratura fra la licenze richieste e le possedute.
Le licenze hanno tipologie diverse: possono essere OEM (Original Equipment
Manufacturer) per indicare il legame insolubile con l’hardware associato, per-
sonali cioŁ fornite dagli utenti stessi ecc. Si dovr￿ tenere conto di un campo
chiamato ￿tipo licenza￿. Alcune licenze hanno una scadenza temporale indi
si vuole tenere conto della data di acquisto, di scadenza e di inserimento nel
database. Una licenza pu￿ abilitare l’installazione anche di versioni diverse
da quelle per la quale Ł stata rilasciata (fenomeno che viene chiamato do-
wngrade a livello aziendale). Solo alcuni software possono prestarsi a donare
licenze ad altri software. Il downgrade si pu￿ applicare anche con software
che di￿eriscono non solo nella versione ma anche nel nome .
Alcuni software per veri￿care che ci sia una licenza associata richiedono
una stringa di conferma chiamata product key (pk). La pk viene veri￿cata dal
software all’atto dell’installazione normalmente. Alcuni produttori utilizzano
un’unica strigna per piø licenze, mentre altri individuano la singola licenza
con una pk. Si vuole tenere traccia di questo comportamento in quanto lo
smarrimento del product key pu￿ invalidare la licenza. Per identi￿care pool di
licenze diversi viene anche usata una stringa alfanumerica univoca ottenuta
attraverso funzioni di hash, campo chiamato ￿objectGuid￿.
Si vuole poi essere in grado anche di tenere traccia del numero di licen-
ze necessarie in azienda per la validazione del parco installazioni. Si vuole
associare ad ogni installazione di software il numero di licenze che tale instal-
lazione impiega. Verr￿ periodicamente fatta una veri￿ca, chiamata quadra-
tura, che vada a veri￿care che il numero di licenze richieste dalle installazioni
registrate trovi riscontro nel pool licenze in possesso. La veri￿ca viene fatta
manualmente.
Ad alcune risorse hardware, prevalentemente personal computer, vengono
associate delle risorse software attraverso il processo d’installazione. Normal-
mente l’installazione dei software avviene in gruppo, dato che Ł un processo
prevalentemente eseguito prima dell’assegnazione all’utente. Si vuole model-
lare anche la situazione nella quale si associano a certe risorse hardware delle
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macchine virtuali hanno delle denominazioni e possono essere installate su
diversi sistemi, come anche i gruppi di software che vengono installati. Ad
ogni installazione si vuole associare un numero di licenze che abilita la stes-
sa per ogni software. Il numero di licenze richiesti da una installazione pu￿
essere diverso da 1 in quei sistemi adibiti a server dove i programmi vanno
usati da piø utenti contemporaneamente.
Alcune risorse hardware sono coperte da contratti di manutenzione. I
contratti di manutenzione sono delle polizze d’assicurazione, di durata tipi-
camente annuale, che speci￿cano un costo unitario per ogni risorsa hardware
coperta. Questi contratti vengono stipulati solo per una parte delle risorse
aziendali. I contratti di manutenzione possono avere diverse caratteristiche
molto variabili nel tempo. O￿rono diversi servizi in funzione della risorsa
hardware. Alcune risorse hanno delle garanzie (Service Level Agreement) di
servizio. Le garanzie solitamente consistono in un tempo massimo entro il
quale avviene l’intervento di manutenzione. Per ogni contratto di manuten-
zione si vuole memorizzare la data di stipula, la data di scadenza della polizza
e l’azienda che garantisce la polizza.
Ogni risorsa nella realt￿ aziendale ha un fornitore che pu￿ essere un ven-
ditore, un fornitore di assistenza oppure un produttore di hardware. Per ogni
fornitore ci interessa conoscere una denominazione ed i suoi referenti. Ogni
referente ha un nome, una sede di cui si vuole memorizzare l’indirizzo ed un
campo in cui si vogliono inserire annotazioni.
Ad ogni utente vengono assegnate una o piø risorse. Le risorse assegnate
sono sempre risorse hardware. Delle assegnazioni si vuole tenere una trac-
cia temporale anche quando vengono dismesse; di conseguenza avranno un
identi￿catore univoco nel tempo. L’assegnazione di una risorsa nasce automa-
ticamente, a livello aziendale, per esempio appena dopo l’assunzione, oppure
a richiesta dell’associato interessato ad ampliare le proprie risorse lavorative.
L’assegnazione avviene in due fasi: al primo livello c’Ł l’u￿cio IIS che valuta
la necessit￿ della richiesta (potendo nel caso anche ri￿utarla), in quanto ge-
store delle risorse aziendali. Successivamente l’u￿cio amministrativo registra
in formato cartaceo l’evento.
Il ￿usso di assegnazione inizia con la richiesta dell’associato, che successi-
vamente deve essere approvata dal responsabile del gruppo di appartenenza.
Tale richiesta poi viene presentata all’u￿cio IIS, che in funzione della ri-
chiesta, valuta le risorse piø adatte da assegnare e propone una soluzione
tecnica approfondita. Una volta accettata la soluzione dalla parte richieden-
te l’assegnazione viene convalidata dal IIS. PerchØ il ￿usso d’assegnazione si
consideri concluso la parte richiedente deve espletare le formalit￿ ammini-
strative di registrazione: in particolare deve compilare una richiesta cartacea
che verr￿ ￿rmata e conservata nell’archivio dell’azienda. Dopo l’approvazione10 2. Progettazione base di dati
amministrativa la risorsa richiesta viene consegnata ￿sicamente presso l’uf-
￿cio IIS. Il processo di dismissione avviene inizialmente presso l’u￿cio IIS,
che una volta veri￿cata l’integrit￿ della risorsa hardware avvia il processo
di dismissione che verr￿ concluso presso l’u￿cio amministrativo. Come da
richiesta questo ￿usso deve essere in parte modellato a livello applicativo
in modo da facilitare il procedimento. Infatti, per quanto la procedura sia
semplice, una gestione non controllata porta a notevole dispendio di tempo
sottratto ad altre attivit￿, nonchØ ad un elevato rischio di errori di registrazio-
ne. Sovente ci si imbatte infatti in casi di risorse alienate senza registrazione
o di realt￿ non correttamente modellate (situazioni che in termini di tempo
assorbono anche giornate intere di lavoro). Un’assegnazione pu￿ assumere
diversi signi￿cati: un utente pu￿ avere assegnata una risorsa per l’utilizzo
nelle sue mansioni, come responsabile di tale risorsa (esempio: un server di
prova assegnato al responsabile del gruppo ingegneria atto ad essere usato
come demo, viene usato da tutti gli utenti ma l’assegnazione pu￿ essere fatta
al responsabile del gruppo) oppure come sostituto nel caso il responsabile
non sia presente ￿sicamente in azienda. Un’assegnazione si sviluppa in un
intervallo temporale e nel momento di avvio pu￿ avere gi￿ previsto un mo-
mento di dismissione. Per alcune assegnazioni la supposta ￿ne pu￿ essere
trascurata mentre per altre si vuole rispettare l’ipotesi di ￿ne. Si vuole man-
tenere una traccia temporale del processo di assegnazione, quindi delle date
di accettazione della richiesta di assegnazione, della registrazione ammini-
strativa, dell’e￿ettiva consegna della risorsa, della consegna della risorsa per
il processo di dismissione e dell’e￿ettiva dismissione della risorsa.
2.1.2 Speci￿ca dei requisiti - Diagramma E-R
L’associazione principale che emerge dall’analisi si pu￿ osservare nella
￿gura 2.1.
Si pu￿ ra￿nare il modello dell’entit￿ risorsa attraverso il processo di spe-
cializzazione disgiunta, valutato sulla tipologia della risorsa, in altre tre enti-
t￿: RISORSA_HW, RISORSA_SW, POOL_LICENZE, ognuna con i propri
attributi. Il ra￿namento Ł visibile nella ￿gura 2.2.
Si nota, nel diagramma, che tutte le entit￿ risultanti dalla specializzazione
presentano un campo riguardante l’entit￿ fornitore; in due casi il legame indi-
ca un venditore mentre nell’altro un produttore. Tali attributi convergeranno
nel diagramma ￿nale in relazioni con l’entit￿ FORNITORE.
Una complessit￿ maggiore si Ł riscontrata nel modellare il processo di
installazione. Infatti, in un’installazione si va ad associare ad un particolare
hardware un certo raggruppamento di software oppure un particolare soft-












































































Figura 2.3: Ra￿namento installazione
ma casistica. Per l’installazione di un singolo software verr￿ usato un gruppo
contenitore formato dal solo software in questione. Questa ipotesi ci consen-
te di sempli￿care la struttura logica del processo, utile poi nello sviluppo
dell’applicativo, e permette anche di risparmiare spazio in memoria. Model-
lare l’installazione come associazione fra la risorsa hardware e il particolare
software aumenterebbe notevolmente il numero di entit￿ installazione da me-
morizzare. Secondariamente questa scelta ci permette di gestire agevolmente
il caso di installazione di macchine virtuali in quanto per identi￿care una tale
entit￿ basta avere un attributo che indichi l’evenienza. Di conseguenza viene
modellata un’ulteriore entit￿ di nome RAGGRUPAMENTO_SW, implicata
direttamente nell’associazione INSTALLAZIONE. Il raggruppamento si de-
￿nir￿ statico quando la sua composizione, indi la collezione di software, non
pu￿ essere modi￿cata. De￿nizione utile sia per modellare i contenitori (che
non sono altro che dei gruppi statici che contengono un solo elemento e hanno
lo stesso nome dell’elemento contenuto) che per indicare eventuali controin-
dicazioni alla modi￿ca della struttura del gruppo. Omettendo gli attributi
delle entit￿ gi￿ note otteniamo il diagramma parziale visibile in ￿gura 2.3.




































































Figura 2.4: Modello E-R.14 2. Progettazione base di dati
fatto che l’installazione lega il pacchetto software alla particolare macchina,
giusti￿cando l’installazione con una licenza che pu￿ essere impropria, per abi-
litare un determinato software, che non necessariamente Ł quello che per de￿-
nizione la licenza abilita da de￿nizione di licenziazione impropria. Per sempli-
￿care il modello possiamo pensare INSTALLAZIONE come un’entit￿ debole
identi￿cata dalle relazioni USA (associazione fra RAGGRUPAMENTO_SW
e INSTALLAZIONE) e SUBISCE (associazione fra RISORSA_HW e IN-
STALLAZIONE). La nuova entit￿ INSTALLAZIONE sar￿ comunque colle-
gata a POOL_LICENZE e a RISORSA_SW da un’associazione del terzo
grado denominata ASSEGNA_LIC_PER_SW, che lega logicamente le tre
entit￿ riuscendo a modellare correttamente anche la casistica di downgrade
nella licenziazione.
Si pu￿ a questo punto esprimere uno schema riassuntivo del modello com-
plessivo, visibile nella ￿gura 2.4. Lo schema Ł stato ristrutturato ed integrato
con le relazioni mancanti. Vengono omessi gli attributi per salvaguardare la
facilit￿ di lettura.
Le entit￿ deboli vengono rappresentate con il formalismo di [1][cap. 3],
mentre le associazioni identi￿canti vengono rappresentate con il proprio no-
me sottolineato e collegate all’entit￿ debole con una freccia. Per la com-
pleta speci￿cazione dello schema si vedano le tabelle 2.1 e 2.2 riassuntive










Attributo composto che descrive il nome ed il cognome
anagra￿co dell’associato.
eUtenteLogico Indica se l’utente Ł logico oppure reale
eUtenteAttivo Indica se l’utente Ł attivo oppure disattivato
eElliminato Indica se l’utente fa parte della schiera degli utenti
attivabili oppure Ł eliminato.
tipoUtenteAmministrativo
(nome, descrizione)
Attributo composto che che indica il tipo di utente dal
punto di vista di controllo sul applicativo





nomeGruppo Indica il nome del gruppo
tipoGruppo (nome, descri-
zione)
Attributo composto che indica la tipologia di divisione
che il raggruppamento rappresenta






targaID Indica il nome che viene usato sulle targhetta
identi￿cativa di alcune risorse hardware
destinazioneDUso (nome,
descrizione)
Attributo composto che indica la destinazione d’uso per
la quale Ł dedicato l’hardware
tipoHw (nome, descrizio-
ne)
Attributo composto che indica la tipologia della risorsa
hardware
modelloCommerciale Indica il modello commerciale della risorsa hardware
typeModel Indica il type model associato dal produttore al
particolare modello della risorsa hardware2.1 Progettazione concettuale 15
serialNumber
Indica il serial number univoco associato dal produttore
alla particolare risorsa hardware. Identi￿ca un oggetto a
livello mondiale insieme al type model ed al produttore.
garanziaOriginaleMesi
Indica il numero di mesi per i quali il produttore ga-
rantisce il prodotto, determinabile insieme alla data di
acquisto.
tipoGaranzia (nome , de-
scrizione) Indica la tipologia di garanzia che il venditore o￿re.
dataInserimento Indica la data dell’inserimento del item
dataCessazioneEsistenza Indica la data in cui la risorsa ha cessato la propria
esistenza
dataAcquisto Indica la data di acquisto della risorsa.
statoHw (nome, descrizio-
ne)
Attributo composto che indica lo stato hardware in cui




nomeSW Indica il nome commerciale del software
dataInserimento Indica la data d’inserimento nella base di dati.
url Indirizzo internet del produttore o del software.
acquistabile Flag che indica se il software Ł acquistabile o meno.






nome Nome del raggruppamento software.
descrizione Descrizione del gruppo.
dataCreazione Indica la data in cui Ł stato creato il raggruppamento.
gruppoStatico Flag che indica una composizione del gruppo non
modi￿cabile.





denominazione Nome del fornitore.
tipoFornitura ( nome, de-
scrizione )
Attributo composto che indica le tipologie di servizi
vengono forniti dal fornitore.
{ referenti ( nome , indiriz-
zo, note ) }





numeroLicenze Indica il numero di licenze che il pool abilita.
costoUnitarioLicenza Indica il costo unitario di ogni licenza.
tipoAcquisizione (nome,
descrizione)
Attributo composto che indica il canale di acquisizione
del pool.
tipoLicenza (nome, descri-
zione) Attributo composto che indica il tipo della licenza.
dataAcquisizione Indica la data di acquisizione.
scadenza Indica la scadenza delle licenze.
dataInserimento Indica la data di inserimento nella base di dati.
productKeyMultiplo Flag che indica se le licenze hanno un product key
ognuna oppure se Ł presente uno generico.





idContratto Identi￿catore del contratto. Viene usato un campo
numerico.
dataStipula Indica la data di stipula del contratto.
dataScadenza Indica la data di scadenza del contratto.




dataInstallazione Indica la data nella quale Ł stata fatta l’installazione.





data Data nelle quale avviene la sostituzione
motivazione Contiene una breve motivazione per la sostituzione.
descrizione Contiene una descrizione maggiormente dettagliata per
l’evento
Tabella 2.1: Modello ER ￿ Entit￿ ￿ Tabella riassuntiva degli attributi.16 2. Progettazione base di dati
Relazione Entit￿ Attributo Descrizione
PARTECIPA UTENTE [0,N]
GRUPPO [1,N]
ruolo ( nome, descrizio-
ne )
Attributo composto che
indica con che ruolo l’uten-
te partecipa al gruppo
data
Indica la data dalla nel-






dataInserimento Indica la data di inseri-
mento nel sistema
dataPreassegnazione Indica la data di preasse-
gnazione della risorsa
dataPreassegnazioneA
Indica la data di preas-
segnazione amministrativa
della risorsa.
dataAssegnazione Indica la data di assegna-
zione ￿sica della risorsa.
dataScadenza




Indica la data di avvia-
mento del processo di di-
smissione. Coincide con il
momento in cui la risor-
sa viene riconsegnata in
u￿cio IIS per la veri￿ca
dataDismissione




















Indica la data nella qua-
le parte la copertura della
particolare risorsa
costoManutenzioneMese
Indica il costo di manuten-
zione della risorsa riferito
ad un singolo mese.































DOWNGRADE RISORSA_SW [0,N] - dona
RISORSA_SW [0,N]- riceve
transitivit￿
Flag che indica se il pote-
re di downgrade si applica







Indica il numero di licen-
ze che la particolare in-








Indica il numero di licen-
ze che la particolare instal-
lazione ha associato per il
particolare software.
Tabella 2.2: Modello ER ￿ Associazioni ￿ Tabella riassuntiva degli attributi.
2.1.3 Speci￿ca dei requisiti funzionali
Le principali funzioni che l’applicativo deve espletare, escluse quelle ov-
vie di inserimento, modi￿ca, eliminazione e interrogazione di ogni entit￿,
sono descritte nel progetto formativo. In particolare possiamo evidenziare le
seguenti:
1. DWD: De￿nizione di downgrade software : indicazione della relazione
(donatore-ricevente) di downgrade.
2. DWU: Utilizzazione della relazione di downgrade software in un’abili-
tazione di un’installazione.
3. QD: Quadratura delle licenze software.
4. DSWU: Distribuzione di speci￿co software per utilizzatore.
5. DHWU: Distribuzione di speci￿co hardware per utilizzatore.18 2. Progettazione base di dati
6. INST: Registrazione di nuova installazione.
7. GUS: Operazioni tipiche su utente.
8. GHW: Operazioni tipiche su hardware.
9. GSW: Operazioni tipiche su software.
10. GPOL: Operazioni tipiche su licenze.
Normalizzando i valori, si possono de￿nire dei gradi d’intensit￿ (molto basso,
basso, medio, alto) per quanto riguarda frequenza delle operazioni. Possiamo
quindi esplicitare una mappa della frequenza delle funzioni principali, visibile
nella tabella 2.3.











Tabella 2.3: Frequenza delle operazioni piø rilevanti
2.1.4 Analisi carico applicativo






























Tabella 2.4: Tabella riassuntiva dei volumi.
Alcuni oggetti hanno un volume diverso da quello rilevabile a regime, in
quanto di alcune informazioni non viene tenuta una traccia temporale, al
contrario di quello che si vuole ottenere.
2.2 Progettazione logica - Modello Relazionale
2.2.1 Traduzione nel modello relazionale
Per la traduzione nel modello relazionale utilizziamo l’algoritmo descritto
in [1][sez. 7.1] applicato al modello E-R riassunto nella ￿gura 2.4 e descritto
dettagliatamente nella tabella 2.1.
Regole di traduzione.
Per la traduzione dello schema vengono seguite le seguenti regole generali:
1. Per ogni entit￿ (forte) E nello schema ER, si costruisce una relazione R
che contenga tutti gli attributi semplici di E. Di un attributo composto si20 2. Progettazione base di dati
inseriscono solo gli attributi componenti semplici. Si sceglie come chiave
primaria per R uno degli attributi chiave di E. Se la chiave scelta per E
Ł composta, l’insieme di attributi semplici che la compongono formano
nel complesso la chiave primaria di R.
2. Per ogni tipo di entit￿ debole W dello schema ER con tipo di enti-
t￿ proprietario E, si costruisce una relazione R e si inseriscono tutti
gli attributi semplici, o componenti semplici di attributi composti, di
W come attributi di R. Inoltre si inseriscono come attributi di chiave
esterna di R gli attributi di chiave primaria delle relazioni corrispon-
denti ai tipi di entit￿ proprietari. La chiave primaria di R Ł data dalla
combinazione delle chiavi primarie delle relazioni proprietarie e dalla
eventuale chiave parziale dell’entit￿ debole.
3. Per ogni attributo multivalore A si costruisce una nuova relazione R. La
relazione R comprende un attributo corrispondente ad A, piø l’attributo
di chiave primaria K (come chiave esterna di R) della relazione che
rappresenta il tipo di entit￿ o il tipo di associazione che ha A come
attributo. La chiave primaria di R Ł data dalla combinazione di A e
K. Nel caso di attributo multivalore composto si considerano le sue
componenti semplici.
4. Se un’entit￿ E partecipa ad un’associazione binaria A, con vincoli [1,1],
allora alla relazione R costruita per tale entit￿ vengono aggiunti gli
attributi di A ed un riferimento alla chiave primaria (come chiave
esterna) della controparte F legata ad E dall’associazione.
5. Per ogni tipo di associazione R binaria di tipo M:N, cioŁ E ￿ [0,N] ￿ R
￿ [1,N] ￿F oppure E ￿ [0,N] ￿ R ￿ [0,N] ￿ F, si costruisce una nuova
relazione S che rappresenta R. Si inseriscono come attributi di chiave
esterna di S le chiavi primarie delle relazioni che rappresentano i tipo
di entit￿ partecipanti; le loro combinazioni formano la chiave primaria
di S. Si inseriscono fra gli attributi di S anche tutti gli attributi semplici
del tipo di associazione.
6. Per le associazioni R di grado maggiore di 2, nel caso in esame al mas-
simo di grado 3, si costruisce una nuova relazione S. Si inseriscono in
S come attributi di chiave esterna le chiavi primarie delle relazioni che
rappresentano i tipi di entit￿ partecipanti. Si inseriscono come attributi
di S anche tutti gli attributi di R. La chiave primaria della relazione
risultante S Ł la combinazione di tutte le chiavi esterne che riferiscono
le relazioni rappresentanti i tipi di entit￿ partecipanti ad esclusione di
quelle che partecipano con vincolo di cardinalit￿ massima unitario.2.2 Progettazione logica - Modello Relazionale 21
Lo schema relazionale ottenuto dalla traduzione viene descritto nella tabella
2.5. Nel caso in osservazione si nota che per l’entit￿ UTENTE l’attribu-
to Anagra￿ca(Nome,Cognome) anche se tradotto in un unico attributo no-
meCognomeAnagra￿co non presenta una perdita rilevante d’informazione in
quanto l’anagra￿ca verr￿ usata solo per un’agevole lettura dell’operatore.
















destinazioneDUso _destinazioneUso.nome chiave esterna




















































tipoAcquisizione _tipoAcquisizione.nome chiave esterna
























































































idUtente Utenti.userID chiave primaria ere-
ditata da Utenti










idUtente Utenti.userID chiave primaria ere-
ditata da Utenti
modelloCommercialeHW RisorsaHW.modelloCommerciale chiave primaria ere-
ditata da RisorsaHW
typeModelHW RisorsaHW.typeModel chiave primaria ere-
ditata da RisorsaHW













modelloCommercialeHW RisorsaHW.modelloCommerciale chiave primaria ere-
ditata da RisorsaHW
typeModelHW RisorsaHW.typeModel chiave primaria ere-
ditata da RisorsaHW










































































































































































Tabella 2.5: Modello Relazionale.26 2. Progettazione base di dati
2.2.2 Schema modi￿cato dal committente
Lo schema cosi ottenuto Ł stato sottoposto ai referenti aziendali. Dopo una
discussione sulle varie scelte adottate si Ł deciso di modi￿care leggermente lo
schema ￿nale della base di dati.
Le ragioni principali delle modi￿che sono state mantenere una struttura
semplice dell’applicativo e cercare di mantenete il piø possibile la compatibili-
t￿ con la vecchia base di dati. Molte delle informazioni modellate nell’attuale
progetto non trovano riscontro rendendo molto di￿cile poi la sintesi dell’ap-
plicativo di transizione dei dati. Una delle principali richieste Ł stata quella
di allentare il vincolo di chiave sulla relazione RisorsaHW. Come evidenzia-
to nell’analisi, in vari periodi temporali sono state usate diverse tecniche di
identi￿cazione delle risorse. Questo implica che il parco delle risorse registra-
te usa diversi parametri per l’identi￿cazione a seconda del periodo. Lo stesso
problema si riscontra per la relazione PoolLicenze. In generale si Ł deciso an-
che di sostituire le chiavi primarie multiple di entit￿ a se stanti, ove possibile,
con chiavi singole e quelle alfanumeriche con chiavi numeriche da usare come
indice.
Soggetto di ulteriore modi￿ca Ł stata la relazione ￿Assegnazione￿ trasfor-
mata in un’entit￿ a se stante. Questo Ł preferibile nel caso si voglia mantenere
la cronologia delle installazioni nel tempo. Il vincolo di univocit￿ in funzione
del tempo verr￿ implementato a livello applicativo.
E stato richiesto inoltre la presenza su ogni relazione rilevante di due cam-
pi di testo, descrizione e note, nel caso non fossero presenti per permettere
di memorizzare informazioni accessorie non strutturate. Il campo descrizione
viene ipotizzato per o￿rire le proprie informazioni a tutti gli utenti ce hanno
accesso alle informazioni generali sulla risorsa mentre il campo note si vuole
riservare per l’utilizzo dei soli ￿addetti ai lavori￿, amministratori o personale
tecnico.
La versione dello schema della base di dati, e￿ettivamente implementato,
viene presentata nella ￿gura 2.5.
2.3 Progettazione ￿sica - Vincoli del commit-
tente
La progettazione ￿sica della base di dati Ł stata immediata grazie al-
l’analisi e￿ettuata in principio. Ad ogni attributo rappresentante una deno-
minazione, una descrizione oppure un’annotazione Ł stato associato il tipo2.3 Progettazione ￿sica - Vincoli del committente 27
dato varchar. La lunghezza massima delle stringhe Ł stata de￿nita con i com-
mittenti, generalmente alle denominazioni sono stati associati 100 caratteri
mentre ai campi rappresentanti descrizioni oppure annotazioni 500. I ￿ag so-
no stati mappati con il tipo boolean mentre le date con il tipo date. Le chiavi
primarie virtuali inserite sono state mappate con il tipo dati int/smallint in
funzione della previsione di valore massimo che si pu￿ ipotizzare. Per alcuni
attributi sono stati individuati dei parametri piø probabili di default.
Uno dei vincoli progettuali imposti dal committente Ł stato quello di im-
plementare la base di dati su un sistema Microsoft SQL Server, versione 2000.
Questo in quanto l’intranet aziendale possedeva gi￿ dei servizi di questo tipo
attivi e l’aggiunta di una base di dati sarebbe stata molto agevole. Tale vin-
colo non ha condizionato minimamente il processo di sviluppo in quanto il
DBMS in questione implementa tutti i vincoli d’integrit￿ espressi dal model-
lo relazionale. Al contrario Ł stata molto apprezzata l’interfaccia gra￿ca che
tale sistema mette a disposizione per la de￿nizione dello schema. Tale inter-
faccia permette di rappresentare la base di dati su un’area piana sulla quale
si possono de￿nire nuove relazioni con l’aiuto del solo puntatore del mouse.
A tali relazioni si possono aggiungere attributi de￿nendo semplicemente il
nome nel campo adibito. Una volta scelto il tipo di dato si possono de￿nire i
vincoli referenziali e di chiave primaria. I vincoli di chiave primaria vengono
associati ad un simbolo rappresentante una chiave. I vincoli referenziali ven-
gono rappresentati da dei connettori orientati che collegano le due relazioni
implicate. Il connettore presenta un simbolo rappresentante una chiave dalla
parte della chiave primaria referenziata ed il simbolo rappresentante l’in￿nito
dalla parte della relazione contenente la chiave esterna. Si pu￿ visionare una
rappresentazione gra￿ca della base di dati implementata ￿sicamente nella




descrizione No varchar(500) ('')
statico No bit ((0))











descrizione No varchar(400) ('')
note No varchar(400) ('')
eSLA No bit ((0))






eSottoSLA No bit ((0))
manutentore No int
idHW No int
descrizione No varchar(500) ('')












motivo No varchar(500) ('')








descrizione No varchar(500) ('')
annotazioni No varchar(500) ('')
leggeGruppo No bit ((0))
scriveGruppo No bit ((0))
elliminabile No bit ((1))




descrizione No varchar(500) ('')




descrizione No varchar(500) ('')




descrizione No varchar(500) ('')
statico No bit ((0))
Column Name Nullable Data Type Allow... Default Val... Identity
_tipoSW
id No smallint
quadra No bit ((1))
nome No varchar(100)
descrizione No varchar(500) ('')
Column N... N... Data Type Al... Defau... Id...
Fornitore
idInterno No int
eProduttoreSW No bit ((1))
eProduttoreHW No bit ((1))
faAssistenza No bit ((1))
eDistributoreSW No bit ((1))
eDistributoreHW No bit ((1))
ragioneSociale No varchar(500)




descrizione No varchar(500) ('')
note No varchar(500) ('')
idFornitore No int
indirizzo No varchar(500) ('')




descrizione No varchar(500) ('')
inReportSWxLic No int ((0))
statico No bit ((0))














statoAssegnazione No smallint ((1))
scadenzaImportante No bit ((0))




descrizione No varchar(500) ('')
annotazioni No varchar(500) ('')
statico No bit ((0))







eAttivo No bit ((1))
url No varchar(500) ('')
descrizione No varchar(500) ('')
annotazioni No varchar(500) ('')
acquistabile No bit ((1))
lingua No smallint ((1))






descrizione No varchar(500) ('')





noteIntegrative No varchar(500) ('')
dataCreazione No date
idCreatore Yes int
elliminabile No bit ((1))





eUtenteLogico No bit ((0))
eUtenteAttivo No bit ((1))
eUtenteLDAP No bit ((0))








descrizione No varchar(500) ('')




descrizione No varchar(500) ('')
statico No bit ((0))




descrizione No varchar(500) ('')
sceltoXdef No bit ((1))
Column Name N... Data Type Allo... Def... Iden...
RisorsaHW
idInterno No int





modelloCommerciale No varchar(100) ('')
typeModel No varchar(100) ('')
serialNumber No varchar(100) ('')
garanziaOriginaleMesi No int ((0))
tipoGaranzia No smallint ((1))
dataInserimento No date
idFornitore Y... int
descrizione No varchar(500) ('')








descrizione No varchar(500) ('')
legge No bit ((1))
scrive No bit ((0))




descrizione No varchar(500) ('')
dataCreazione No date
gruppoStatico No bit ((0))
macchinaVirtuale No bit ((0))




descrizione No varchar(500) ('')




note No varchar(500) ('')
idHW No int
idGruppoSW No int
descrizione No varchar(500) ('')





numeroLicenzeInstallate No smallint ((1))




descrizione No varchar(500) ('')
urlRelativo No varchar(100) ('')
urlText No varchar(100)
type No smallint




transitivo No int ((1))




descrizione No varchar(500) ('')





numeroLicenze No int ((1))
costoUnitario No float ((0))
dataAcquisto Yes date
dataInserimento No date
productKeyMultiplo No bit ((0))
swAbilitato No int
fornitore No int
descrizione No varchar(500) ('')
annotazioni No varchar(500) ('')
tipoAcquisto No smallint
objectGUID No varchar(50) ('')
disponibile No bit ((1))
visibile No bit ((1))
abilitato No bit ((1))
codiceInternoObsoleto No varchar(100) ('')
versione No varchar(500) ('')




cardPrenot N... int ((1))
ipotLicCopertura N... smallint ((1))




descrizione No varchar(5... ('')
Column Na... Nulla... Data Type Allow N... Default Va... Ident...
  1-1
Figura 2.5: Schema Relazionale implementatoCapitolo 3
Progettazione Applicativo
3.1 Introduzione
L’analisi dei requisiti per la progettazione dell’applicativo Ł strettamente
legata a quella per la progettazione della base di dati in quanto si devono
legare le due strutture per modellare la realt￿ aziendale. L’applicativo deve
essere quindi in grado di implementare le operazioni descritte nel progetto
formativo ed implicitamente nell’analisi funzionale. Per operazioni ci si rife-
risce prevalentemente alle azioni base di inserimento, modi￿ca, eliminazione
ed interrogazione delle relazioni ottenute attraverso l’analisi sviluppata pre-
cedentemente. Si dovranno ulteriormente implementare tutti quei vincoli che
sono stati tralasciati a livello di strutturazione della base di dati, come il
rilassamento dei vincoli di chiave sulla relazione RisorsaHW o Associazione.
Tali vincoli verranno veri￿cati precedentemente ad ogni azione di modi￿ca
dello stato della base di dati. In pratica prima di eseguire qualunque opera-
zione di inserimento o modi￿ca si dovr￿ veri￿care lo stato nella quale si trova
la base di dati e lo stato raggiunto attraverso la modi￿ca che non Ł altro che
il processo che implementa il DBMS per il rispetto dei vincoli relazionali.
3.1.1 Scelta dell’architettura
Le architetture possibili per la realizzazione dell’applicativo sono mol-
teplici. Un approccio possibile, obsoleto ed utilizzato prevalentemente nel
periodo precedente al consolidamento di Internet e delle tecnologie associa-
te, Ł quello di codi￿care un eseguibile che s’interfacci con il server DBMS
e fornisca all’utente tutte le funzioni richieste. L’utilizzo multiutente su di-
verse workstation si pu￿ ottenere fornendo ad ogni utilizzatore una copia da
installare sulla propria workstation opportunamente con￿gurata. Per quanto
funzionante, una soluzione simile Ł altamente ine￿ciente. Si consideri come
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giusti￿cazione di tale a￿ermazione l’esempio di update delle funzioni del soft-
ware oppure di correzione di bug, evenienze molto frequenti nel mondo del
software. In un’architettura simile si dovrebbe ripetere l’installazione su tut-
te le macchine interessate dall’applicativo. Secondariamente lo sviluppo ed il
mantenimento dell’applicativo diventa un lavoro rilevante.
L’alternativa piø adatta per quelle che sono le necessit￿ di una applica-
zione come quella in discussione Ł l’architettura basata sulle applicazioni web
(web-application). In un’applicazione web il codice viene eseguito presso un
server (che normalmente coincide con quello web attraverso moduli o plugin
aggiunti), mentre l’I/O viene trasmesso all’utente attraverso la rete.
Dal punto di osservazione dell’utente, l’unico strumento necessario per
usare una tale applicazione Ł un browser web attraverso il quale collegarsi al
server ed interrogare lo stesso. La modi￿ca del codice di una web-application
avviene senza alcuna modi￿ca da parte dell’utilizzatore e sovente senza che
quest’ultimo abbia percezione di tali modi￿che, a meno che non siano evidenti
(esempio: modi￿ca all’interfaccia utente).
3.1.2 Tecnologie utilizzate
Considerando i vincoli del committente sulle piattaforme da utilizzare,
in particolare ￿SQL Server 2000￿ per quanto riguarda il DBMS e ￿Internet
Information Services￿ versione 5.1 o superiore per quanto riguarda il server
web, si Ł trovata come soluzione ottimale l’abbinamento a tali tecnologie di
￿ASP.NET 3.5￿, per la codi￿ca dell’applicativo.
Come ambiente di sviluppo Ł stato usato ￿Microsoft Visual Studio Ex-
press Edition￿, uno strumento fortemente indirizzato verso la realizzazione di
applicazioni web. L’ambiente Ł composto dai seguenti tool:
 Visual Basic 2008 Express Edition
 Visual C# 2008 Express Edition
 Visual C++ 2008 Express Edition
 Visual Web Developer 2008 Express Edition
Per lo sviluppo dell’applicativo Ł stato impiegato ￿Visual Web Developer 2008
Express Edition￿ come IDE e Visual C# come linguaggio di programmazione.
Come testing DBMS sono stati usati ￿SQL Server 2008 Express Edition￿ ed
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3.1.3 ASP.NET
ASP.NET Ł sostanzialmente un insieme di classi, basate sul framework
￿.NET￿, che possono essere istanziate usando un qualsiasi linguaggio com-
patibile con Common Language Runtime. Quindi teoricamente una web-
application pu￿ essere sviluppata con un linguaggio diverso per ogni sezione.
Uno schema sintetico del framework .NET si pu￿ visualizzare nella ￿gura 3.1.
Il funzionamento delle web-application si basa sulla tecnologia degli HTML
Forms, introdotta con HTML 2.0. HTML Forms Ł un modo per listati HTML
di inviare informazioni dall’utente verso il server attraverso campi testo o
pulsanti.
Una web-application sviluppata in ASP.NET generalmente possiede uno
o piø template (denominati pagine master, salvate con estensione ￿.master￿).
Un template non Ł altro che una veste gra￿ca, in HTML, che descrive la
parte comune delle pagine web. Il layout usato per l’applicativo sviluppato
si pu￿ osservare nella ￿gura 3.2.
Al layout in HTML vengono aggiunti dei blocchi di codice (control-
li ContentPlaceHolder ) che si comportano come dei contenitori. Una web-
application sviluppata in ASP.NET si articola in uno o piø ￿le ￿.aspx￿ conte-
nenti il codice ( HTML e ASP.NET ) che andr￿ a posizionarsi nei vari conte-
nitori del template speci￿cati nel relativo listato. Un listato pu￿ speci￿care
codice per tutti, parte, o nessun contenitore del template.
Ad ogni ￿le ￿.aspx￿ viene associato un ￿le di codice puro con estensione
￿.cs￿ (nel caso il codice venga sviluppata in c#) che ha lo stesso nome del ￿le
￿.aspx￿. L’applicazione si costruisce semplicemente costruendo dentro il ￿le
￿.aspx￿ la veste gra￿ca alla quale si aggiungono dei controlli creati ad hoc,
ognuno con le proprie funzionalit￿. Ad un blocco di controllo si possono asso-
ciare delle azioni (metodi scritti in c#) in funzione di alcuni eventi modellati
diversi da controllo a controllo. Quando si veri￿ca l’evento il controllo del
￿usso viene passato al blocco di codice associato. Il codice viene inserito nel
￿le ￿.cs￿ e viene organizzato in metodi.
Ogni web-application ha un ￿le di con￿gurazione, ￿web.con￿g￿, sviluppato
in XML che de￿nisce le impostazioni di sicurezza, di stato dell’applicazione
oppure delle variabili globali (anche se per tale ￿nalit￿ esiste una struttura
piø adatta) ecc. Per reazioni a eventi e variabili globali dell’applicazione viene
usato il ￿le ￿Global.asax￿.
Per inserire un controllo in una pagina HTML abbiamo due possibilit￿
utilizzando ￿Visual Web Developer’. La piø immediata Ł quella di utilizzare
la modalit￿ ￿Design￿. I controlli si inseriscono semplicemente trascinandoli
dentro una rappresentazione del layout. L’ambiente si occuper￿ di inserire il
codice relativo nonchØ una rappresentazione gra￿ca nel layout. Per de￿nire32 3. Progettazione Applicativo




Figura 3.2: Template applicativo.
i parametri del controllo si usa un menu interattivo raggiungibile attraverso
il click destro del mouse. Alternativa alla modalit￿ ￿Design￿ Ł la modali-
t￿ ￿Source￿ nella quale il codice viene inserito testualmente. Nello sviluppo
dell’applicativo Ł stata utilizzata quest’ultima modalit￿ in quanto rende mol-
to piø semplice de￿nire la posizione del controllo nel ￿usso dell’applicativo
essendo anche molto piø snella e veloce.
Per inserire un controllo testualmente in un listato ￿.aspx￿ lo si racchiu-
de in un markup HTML preceduto da dai caratteri ￿asp:￿. La forma ￿na-
le sar￿ ￿<asp:[nomeControllo] [attributi] runat=￿server￿ >￿. L’attributo ￿ru-
nat=server￿ Ł obbligatorio se si vuole che il comando venga eseguito a livello
server. La mancanza di tale attributo rende il markup uguale ad un normale
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3.2 Strumenti e metodi d’implementazione
3.2.1 Controlli ASP
Le applicazioni realizzate in ASP.NET utilizzano dei costrutti a livello
server che possono facilitare molto il processo di codi￿ca. ASP.NET forni-
sce alcuni controlli che sono prede￿niti, ma che possono anche essere crea-
ti dall’utente in funzione delle proprie necessit￿. I controlli si sostituisco-
no all’utente nella realizzazione di molteplici operazioni basilari e ripetitive
dando la possibilit￿ di concentrarsi principalmente sull’organizzazione logica
dell’applicazione.
Normalmente, o meglio detto nelle versioni precedenti di ASP, nel realiz-
zare un applicativo, si doveva gestire nei minimi dettagli sia la parte gra￿ca
che la parte logica sottostante. Il controllo evita di dover per forza gestire
la parte gra￿ca, logica o entrambe mettendo a disposizione delle traduzioni
standardizzate delle varie operazioni piø frequenti. Un esempio Ł la realizza-
zione di una tabella che visualizzi il risultato di una interrogazione sulla base
di dati. Senza i controlli si sarebbe dovuta realizzare prima una veste gra￿ca
minima e generare un ciclo che per ogni tupla del risultato generi l’adeguata
codi￿ca HTML per inserire i dati nella tabella. ASP.NET fornisce il control-
lo ￿GridView￿ al quale si fornisce una fonte dei dati ed alcuni parametri per
de￿nirne il comportamento ed il controllo realizza automaticamente la veste
gra￿ca senza coinvolgere minimamente l’utente. Ovviamente la veste gra￿ca
pu￿ essere piø o meno complessa in funzione della con￿gurazione del control-
lo. Questa strutturazione Ł molto comoda in quanto la velocit￿ con la quale si
pu￿ ipoteticamente generare codice funzionante Ł molto elevata, sicuramente
molto piø elevata rispetto ai paradigmi, che potremo chiamare ￿imperati-
vi￿, che non presentano questa strutturazione. Ovviamente questo approccio
presenta delle problematiche, non indi￿erenti, nel caso si necessiti di fun-
zioni non standard in quanto de￿nire i propri controlli non Ł un’operazione
propriamente agevole.
Di seguito verranno elencati i principali controlli utilizzati per lo sviluppo
dell’applicativo:
ContentPlaceHolder ￿ Controllo che permette di de￿nire un’area
riservata in un template dove andr￿ ad inserirsi il codice de￿nito nel controllo
Content.
Content ￿ Controllo che contiene il listato che viene inserito nel tem-
plate indicato nell’attributo ContentPlaceHolderID.
SqlDataSource ￿ Controllo che de￿nisce all’interno della struttura nel-
la quale viene dichiarato (solitamente all’interno di un controllo Content)
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controllo verso il database d’interesse, viene de￿nita nel attributo Connec-
tionString. Il controllo pu￿ essere utilizzato sia per interrogare la base di
dati che per modi￿carla. Per ogni operazione d’interrogazione, modi￿ca, o
eliminazione vengono de￿nite le relative istruzioni SQL rispettivamente negli
attributi SelectCommand, UpdateCommand,DeleteCommand. Le operazioni
possono essere anche parametrizzate attraverso l’utilizzo di opportuni pa-
rametri collegati ad altri controlli nell’applicazione. Gli attributi vengono
de￿niti nella relativa stringa SQL attraverso il costrutto ￿@[nome attributo].
Secondariamente, all’interno del blocco di codice del controllo viene de￿nita
una sezione, per ogni tipologia di operazione, nella quale vengono speci￿cati
i legami fra la stringa ￿nome attributo￿ ed un relativo controllo della pagina.
LinkButton ￿ Semplice controllo che de￿nisce un link. La di￿erenza
con un normale link HTML Ł che viene riferito livello server e gli si possono
associare azioni in funzione degli eventi che lo investono.
Image ￿ Controllo che implementa il funzionamento del tag <img>.
Riferibile a livello server (come LinkButton).
Calendar ￿ Controllo che implementa un oggetto calendario. Utile nella
GUI.
GridView ￿ Controllo che permette di rappresentare una relazione di
un data in una pagina web. Permette sia l’interrogazione sulla base di dati
che operazioni come modi￿ca e inserimento.
Button ￿ Semplice controllo che implementa un pulsante.
ListBox ￿ Controllo che implementa il costrutto HTML <select></select>,
cioŁ un elenco di opzioni che possono essere selezionate. La selezione pu￿ es-
sere singola oppure multipla. Pu￿ essere collegato ad un controllo di tipo
SQLDataSource. Pu￿ solo implementare operazioni di interrogazioni della
base di dati.
DropDownList ￿ Controllo molto simile al controllo ListBox che per￿
visualizza e seleziona una sola opzione. Pu￿ essere collegato ad un oggetto
del tipo SQLDataSource potendo solamente visualizzare dati.
DetailsView ￿ Controllo che visualizza una sola tupla di una selezione
sulla base di dati.
Repeater ￿ Controllo che costruisce un elenco con associazione a da-
ti che consente di ottenere un layout personalizzato ripetendo un modello
speci￿cato per ogni elemento visualizzato.
MultiView ￿ Controllo utilizzato come contenitore per un gruppo di
controlli View. Un controllo View non Ł altro che una vista. Attraverso questo
controllo possiamo creare applicazioni multi-view dentro una pagina web.
Tutti i controlli hanno un attributo id che identi￿cano gli oggetti istanzia-
ta durante l’esecuzione della particolare pagina ASP.NET . L’id del oggetto
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propriet￿ durante la normale esecuzione. Ogni controllo che prevede la co-
struzione di codice HTML in fase di istanziazione, possiede anche attributi
tipici dei costrutti HTML come la de￿nizione dei fogli di stile del controllo
(CssClass), de￿nizione dei colori di background ecc.
3.2.2 Struttura dell’applicativo
Per la realizzazione dell’applicativo si Ł pensato di dividere il proble-
ma in tanti segmenti specializzati ognuno in certe operazioni. Si sono cos￿




4. Gestione gruppi software
5. Gestione risorse software
6. Gestione pool licenze
7. Gestione assegnazioni
8. Gestione installazione software
9. Gestione licenziazione installazioni
10. Gestione assegnazione IIS
11. Gestione assegnazione amministrativa
12. Gestione reportistica
13. Gestione applicativo
Per ogni area sono stati sviluppati dei moduli per la maggior parte com-
posti da una pagina ￿.aspx￿ e la relativa pagina di codice c#. Ogni modulo si
comporta come una mini applicazione a se stante, isolata ed auto su￿ciente
che posiziona il proprio codice nei relativi campi del layout descritto nella
￿gura 3.2 e utilizza le informazioni comuni accedendo al ￿le web.con￿g nel
quale Ł stato deciso di inserire i pochi dati comuni. Questi dati consistono
prevalentemente nelle stringhe di connessione al database e nelle espressioni
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ogni mini applicazione vengono usati gli ambienti multi-view per gestire le
varie sezioni nelle quali alcuni moduli vengono suddivisi.
La gestione dell’accesso alle varie aree dell’applicazione viene gestita di-
namicamente. Nel database Ł stato aggiunta una relazione
WebsiteAreas (id , name, desrizione, urlRelativo, urlText, type) .
Per ogni area del sito viene aggiunta una tupla a questa relazione che ver-
r￿ secondariamente utilizzata per la costruzione del link all’area del sito.
WebsiteAreas Ł collegata ai gruppi di utenti attraverso la relazione
AccessMap (idGruppo, idAreaSito )
che mette in relazione ogni gruppo di utenti alle aree del applicazione alle
quali gli utenti facenti parte dei relativi gruppo hanno accesso.
Ogni modulo dell’applicativo esegue un controllo sull’utente che vi accede
veri￿candone l’e￿ettiva abilitazione. Se l’utente non Ł abilitato gli si segnala
l’errore e lo si indirizza verso la pagina principale dell’applicazione.
La sezione Gestione applicativo Ł formata da diversi moduli. In questa
sezione si de￿niscono la relazione fra i gruppi e le aree del sito alle quali
quest’ultimi hanno accesso, le operazioni di sincronizzazione dell’insieme de-
gli utenti con il sistema informativo aziendale nonchØ alcune veri￿che sulla
coerenza dei dati nella base di dati.
3.2.3 Sessioni
HTTP Ł un protocollo senza stato, cioŁ non mantiene informazioni tem-
porali sulle pagine che visitiamo. Se vogliamo che una esecuzione di una
pagina al tempo tb ricordi informazioni della sua stessa esecuzione al tem-
po ta dobbiamo usare un metodo per memorizzare tale informazioni. Una
scelta possibile sono le variabili di sessione le quali sono coppie di chiavi me-
morizzate temporaneamente nella memoria del server. Una delle due chiavi
memorizza il nome della variabile mentre l’altra il valore.
Le sessioni non sono l’unico modo di mantenere memoria sullo stato in una
applicazione web e nemmeno il piø adatto per passaggio di dati fra istanze
temporali diverse. Infatti per la memorizzazione viene usata direttamente la
memoria centrale. Per grossi quantitativi di dati si rischia di mandare o￿ine
il servizio di hosting web o addirittura generare perdita di dati se il server
dati Ł presente sulla stessa macchina ￿sica. Nel nostro caso data la quantit￿
minima di informazioni non si corre il rischio di creare alcun rallentamento in
quanto sono state usate per la memorizzazione di indici numerici, o di singole
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3.2.4 Espressioni regolari
In alcune operazioni di input dati da parte dell’utente si ha la necessit￿
di controllare, o per meglio dire limitare, l’insieme di stringhe che si possono
inserire. In ASP.NET questo viene ottenuto attraverso l’utilizzo del controlli
RegularExpressionValidator. Il modulo viene inserito nella pagina HTML nel
punto nel quale si vogliono visualizzare eventualmente i messaggi di errore
de￿niti nell’attributo ErrorMessage. Per il funzionamento, il controllo ha bi-
sogno di una stringa di de￿nizione dell’insieme delle stringhe che possono
essere accettate da un certo campo di input de￿nito nell’attributo Control-
ToValidate. Tale stringa di de￿nizione viene denominata Regular Expression
(Espressione Regolare).
Le espressioni regolari non sono altro che delle regole logiche che indi-
cano quali, come ed in che numero alcuni caratteri possono comparire in
una stringa. Per esempio se abbiamo un capo rappresentante una mail ci
possiamo aspettare ragionevolmente che il valore di un tale campo sia forma-
to da una stringa alfanumerica iniziale, il simbolo @ ed un’ulteriore stringa
alfanumerica indicante il nome del server presso il quale il servizio viene
domiciliato.
Nella teoria delle espressioni regolari i caratteri vengono divisi in due ti-
pologie: caratteri propri, denominati literals, e caratteri generici, metacharac-
ters. A questa distinzione si aggiungono degli operatori che denotano insiemi
e operazioni fra insiemi di queste due tipologie di caratteri.
3.2.5 Stampa / download di informazioni su ￿le
Uno dei requisiti contenuti nel progetto formativo era quello di dare la
possibilit￿ di stampare o scaricare informazioni dall’applicativo.
Per la stampa la soluzione scelta Ł stata quella di mettere in risalto a
video solamente il contenitore centrale del layout abbinato al logo superiore
dell’azienda. Si ottiene cosi una pagina web contenente solamente le infor-
mazioni d’interesse che pu￿ essere stampata agevolmente usando la funzione
messa a disposizione dal browser.
Per il download delle informazioni si Ł scelto di usare formati semplici di
strutturazione dei ￿le. Per dati organizzati in tabelle si Ł scelto il formato
￿.csv￿ (Comma Separated Values) che permette di salvare dati sotto forma
testuale. Le colonne si separeranno utilizzando il simbolo ￿;￿ mentre le ri-
ghe della tabella vengono inserite in linee separate del ￿le di testo. I valori
di testo vengono inseriti fra doppi apici in modo da avere gi￿ una format-
tazione corretta nei software che verranno utilizzati per gestire questi dati
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Per ogni oggetto, solitamente di tipo GridView, Ł stata creata una fun-
zione , collegata ad un oggetto di tipo Button o Link, attraverso la quale si
sono compattate tulle le informazioni presenti in tale oggetto. La stringa cosi
ottenuta viene poi inviata al browser del utente sotto forma di ￿le di testo,
con la relativa estensione, ￿.csv￿ oppure ￿.doc￿.
Nel processo di assegnazione di una risorsa hardware si Ł voluto imple-
mentale anche la stampa automatica del modulo di assegnazione, che si pu￿
visualizzare in ￿gura 3.3, precompilato con i dati dell’utente e della risor-
sa hardware da assegnare. Per generare questo ￿le si Ł utilizzato il formato
￿.doc￿. L’applicativo dispone di una copia digitale di tale modulo nella quale
sono stati inserite delle apposite stringhe che al momento della generazio-
ne del ￿le vengono ricercate e sostituite con i dati relativi all’assegnazione
operata. Il modulo cosi ottenuto pu￿ essere stampato e contro￿rmato.
3.3 Integrazione con la struttura informatica
aziendale
Il maggiore lavoro d’integrazione sviluppato per questo l’applicativo Ł sta-
ta la procedura di login. Su richiesta del committente, si sono volute utiliz-
zare le stesse credenziali del sistema aziendale. Per implementare il processo
si richiedono all’utente username e password attraverso un collegamento si-
curo (HTTPS). Le due stringhe vengono usate per avviare un collegamento
con i servizi Active Directory aziendali. Se il collegamento viene accettato e
l’identit￿ dell’utente veri￿cata si procede alla veri￿ca sull’abilitazione all’ac-
cesso delle aree del sito. Viene cosi fatta una selezione delle pagine alle quali
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Conclusioni e considerazioni
Il presente lavoro di tirocinio Ł stato molto istruttivo per diverse ragioni
dal punto di vista professionale. Attraverso il processo di sviluppo supportato
si Ł compreso a fondo l’importanza delle varie fasi in cui viene divisa teorica-
mente la progettazione di un applicativo. In particolar modo si Ł evidenziata
l’importanza che riveste l’analisi dei requisiti del committente. Un’analisi non
completa o imprecisa comporta quasi sempre la modi￿ca di buona parte del
progetto con relativa perdita di tempo annessa. In aggiunta non si ha la pos-
sibilit￿ di sintetizzare una progettazione di qualit￿ in quanto ci sono sempre
zone d’ombra nelle quali, rinviando il problema di analisi, si rischia sempre di
inciampare in problemi di diversa natura, dalla coerenza logica del modello
alla complessit￿ risultante dell’applicativo.
Si Ł altrettanto sentita la necessit￿ durante lo sviluppo della sintesi di un
insieme di strumenti di lavoro, che dovrebbe essere elaborata in contempora-
nea al lavoro di analisi. Questo perchØ si Ł notato che non sempre le tecnologie
utilizzate o￿rono tutti gli strumenti che possono servire. Avere un’analisi che
dia la possibilit￿ di modellarsi ed adattarsi Ł sicuramente da preferirsi come
d’altronde studiare preliminarmente tutti gli strumenti necessari ad imple-
mentare il modello sintetizzato. Esempio sono i controlli o￿erti da ASP.NET
che possono rivelarsi utilissimi ￿ntanto che le operazioni da svolgere rientra-
no in certi canoni. Un’operazione non prevista da tali controlli pu￿ risultare
molto piø di￿cile da implementare che in un ambiente meno strutturato.
La di￿colt￿ di sviluppare continuando un lavoro preesistente Ł stato un
altro fattore di complessit￿. Questo sia perchØ il progetto preesistente pu￿
avere lacune di documentazione, come capitato in questa situazione, sia per-
chØ generalmente se un progetto presenta dei limiti in partenza, di￿cilmente
si riesce a correggerli con un lavoro che non sia pari o addirittura superiore
ad una reingegnerizzazione completa. Nel caso in esame ci si Ł scontrati con
entrambe le situazioni.
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Un’ulteriore di￿colt￿ incontrata Ł stata quella di ricavare le informazioni
per l’analisi dei requisiti. Infatti il lavoro Ł stato sviluppato all’interno della
normale vita aziendale. Il lavoro di analisi, per quando sintetico possa essere,
richiede comunque dei tempi che non sono nulli e non tutti gli attori del
mini-mondo sono disposti a fornire. ￿ stato infatti di￿coltoso, a volte, avere
le informazioni di cui si necessitava.
Alla ￿ne del tirocinio, l’applicativo frutto del presente elaborato Ł stato
completato e parzialmente testato. Non Ł stato eseguito un lavoro rigoroso
di testing per mancanza di tempo (lavoro che il committente si Ł impegnato
a sviluppare per conto proprio). L’applicativo Ł stato comunque consegna-
to funzionante e completo, avendo superato anche una veri￿ca ￿nale delle
funzionalit￿ con approvazione da parte del committente.Bibliogra￿a
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