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Abstract
In this paper, we describe an algorithm to /nd all isomorphic distinct cases for multi-component interfaces
in a block. All case numbers for one to eight colors have been shown. These results are /tting all other
known conclusions.
c© 2002 Elsevier Science B.V. All rights reserved.
Keywords: Front tracking; Interface; Topology; Multi-component
1. Introduction
The computation of a dynamically evolving 7uid interface requires the ability to detect and resolve
change in the topology of a moving front. Front tracking provides sharp resolution of wave fronts
through the active tracking of interfaces between distinct materials. A major challenge to this method
is to handle changes in the interface topology [1–5]. In this paper, we describe an algorithm to /nd
all isomorphic distinct cases for multi-component interfaces in a block. All case numbers for one
to eight colors have been shown. These results are /tting all other known conclusions. Especially,
we have drawn all interface /gures of 57 cases for three-component. Not only applied in the front
tracking method, but also as a basic tool, they are expected for application in some other interface
analysis.
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Fig. 1. Two-dimensional case of two-component.
2. Front tracking method
Front tracking is a numerical method that represents interfaces explicitly as lower-dimensional
meshes moving through a volume /lling grid. This method implemented in the code FronTier, has
matured as a numerical scheme in one, two and three space dimensions. For more information of
FronTier, please refer to web site www.ams.sunysb.edu/∼sock/FTdoc/FTmain.html.
A major challenge is the robust geometrical description and topological bifurcation of the interface.
There are two speci/c regions of the Interface. The one is spikes: the heavy 7uid falls into the lighter
one. Another is bubbles: the light 7uid rises into the heavier.
3. Two-dimensional case for two-component
For two-dimensional case of two-component, we can use grid based front tracking method
(Fig. 1): (1) Compute the crossings of the interface and the grid block edges. (2) Determine com-
ponent values at the grid block corners and eliminate inconsistent crossings. (3) Reconstruct a new
interface using the remaining consistent grid block edge and interface crossings.
4. Three-dimensional case for two-component
For three-dimensional case of two-component, the reconstruction is based on the following three
hypotheses: (1) At most two 7uid components intersect any individual cell in the reconstruction
lattice. (2) Each cell edge has at most one interface crossing. (3) The cell corners and edges that
lie on the same side of the reconstructed interface form a connected set.
We can consider a grid based interface reconstruction as the follows: For a two-7uid interface
within each grid cell, there are 28 =256 possible con/gurations for the crossings of the cell edge by
the interface. Through elementary operations of rotation and re7ection these cases can be reduced
to the 16 cases shown above plus the trivial case of no edge crossings (Figs. 2 and 3).
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Fig. 2. Three-dimensional case of two-component.
Fig. 3. Three-dimensional case of two-component.
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Fig. 4. Three-component interfaces.
5. Three-dimensional case for three-component
In Fig. 4(a), let eight nodes A, B, C, D, E, F , G, H in a mesh block correspond to three colors
1, 2, 3, so number of all cases will be 38 = 6561. If we just pay attention on the node A as a /x
point, then there are three rotations with the same structure (Figs. 4(b) and (c)). Because there are
the eight nodes in a block, we will have 8× 3 = 24 rotations with the same structure the follows:
ABCDEFGH ADHEBCGF AEFBDHGC
BCDAFGHE BAEFCDHG BFGCAEHD
CDABGHEF CGHDBFEA CBFGDAEH
DHEACGFB DABCHEFG DCGHABFE
EFBAHGCD EADHFBCG EHGFADCB
FBAEGCDH FGCBEHDA FEHGBADC
GHDCFEAB GFEHCBAD GCBFHDAE
HDCGEABF HEADGFBC HGFEDCBA
Further, if we consider symmetry of the colors, we will have 3! = 6 cases with the same structure
by replacing the three colors:
{1; 2; 3} ⇒ {2; 1; 3} ⇒ {3; 1; 2} ⇒ {1; 3; 2} ⇒ {2; 3; 1} ⇒ {3; 1; 2}
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6. An algorithm
Let
X = {A; B; C; D; E; F; G; H}
and
Y = {1; 2; 3};
then from the above discussion, the problem will be reduced to /nd total number of all diGerent
structure based on the 24 rotations and 6 color exchanges. Where, we consider 24 rotations with the
space symmetry as one kind structure, and also consider 6 color exchanges as one kind structure.
It is a sample marging problem and we can solve it by writing a program. In fact, by the above
24 rotations and 6 color exchanges, we have written a code which can sort all isomorphic distinct
cases for three-component interfaces in a block.
7. Program for case of three colors
#include<stdio.h>
main()
{
int i,j,k0,k1,k2,c0,c1,c2,k= 0;
int m= 0,n0,n1,n2,b[6][3];
int rec[1000][8], s[144][8];
printf(‘‘Enter color allocation (c0,c1,c2):’’);
scanf(‘‘%d %d %d’’,& c0,& c1,& c2);
for(k0= 0;k0<3;k0++)
for(k1= 0;k1<3;k1++)
for(k2= 0;k2<3;k2++)
{
if(k1==k0 | | k2==k0 | | k2==k1)
continue;
else
{
b[m][0]= k0;
b[m][1]= k1;
b[m][2]= k2;
m= m+1;
}
}
for(s[0][0]= 0;s[0][0]<3;s[0][0]++)
for(s[0][1]= 0;s[0][1]<3;s[0][1]++)
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for(s[0][2]= 0;s[0][2]<3;s[0][2]++)
for(s[0][3]= 0;s[0][3]<3;s[0][3]++)
for(s[0][4]= 0;s[0][4]<3;s[0][4]++)
for(s[0][5]= 0;s[0][5]<3;s[0][5]++)
for(s[0][6]= 0;s[0][6]<3;s[0][6]++)
for(s[0][7]= 0;s[0][7]<3;s[0][7]++)
{
n0= n1= n2= 0;
for(j= 0;j<8;j++)
{
if(s[0][j] == 0) n0++;
if(s[0][j] == 1) n1++;
if(s[0][j] == 2) n2++;
}
if(n0 != c0 | | n1 != c1 | | n2 != c2)
continue;
if(k == 0)
{ for(j= 0;j<8;j++)
rec[0][j]= s[0][j];
k= k+1;continue;
}
s[1][0]= s[0][0];
s[1][1]= s[0][3];
s[1][2]= s[0][7];
s[1][3]= s[0][4];
s[1][4]= s[0][1];
s[1][5]= s[0][2];
s[1][6]= s[0][6];
s[1][7]= s[0][5];
s[2][0]= s[0][0];
s[2][1]= s[0][4];
s[2][2]= s[0][5];
s[2][3]= s[0][1];
s[2][4]= s[0][3];
s[2][5]= s[0][7];
s[2][6]= s[0][6];
s[2][7]= s[0][2];
s[3][0]= s[0][1];
s[3][1]= s[0][2];
s[3][2]= s[0][3];
s[3][3]= s[0][0];
s[3][4]= s[0][5];
s[3][5]= s[0][6];
s[3][6]= s[0][7];
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s[3][7]= s[0][4];
s[4][0]= s[0][1];
s[4][1]= s[0][0];
s[4][2]= s[0][4];
s[4][3]= s[0][5];
s[4][4]= s[0][2];
s[4][5]= s[0][3];
s[4][6]= s[0][7];
s[4][7]= s[0][6];
s[5][0]= s[0][1];
s[5][1]= s[0][5];
s[5][2]= s[0][6];
s[5][3]= s[0][2];
s[5][4]= s[0][0];
s[5][5]= s[0][4];
s[5][6]= s[0][7];
s[5][7]= s[0][3];
s[6][0]= s[0][2];
s[6][1]= s[0][3];
s[6][2]= s[0][0];
s[6][3]= s[0][1];
s[6][4]= s[0][6];
s[6][5]= s[0][7];
s[6][6]= s[0][4];
s[6][7]= s[0][5];
s[7][0]= s[0][2];
s[7][1]= s[0][6];
s[7][2]= s[0][7];
s[7][3]= s[0][3];
s[7][4]= s[0][1];
s[7][5]= s[0][5];
s[7][6]= s[0][4];
s[7][7]= s[0][0];
s[8][0]= s[0][2];
s[8][1]= s[0][1];
s[8][2]= s[0][5];
s[8][3]= s[0][6];
s[8][4]= s[0][3];
s[8][5]= s[0][0];
s[8][6]= s[0][4];
s[8][7]= s[0][7];
s[9][0]= s[0][3];
s[9][1]= s[0][7];
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s[9][2]= s[0][4];
s[9][3]= s[0][0];
s[9][4]= s[0][2];
s[9][5]= s[0][6];
s[9][6]= s[0][5];
s[9][7]= s[0][1];
s[10][0]= s[0][3];
s[10][1]= s[0][0];
s[10][2]= s[0][1];
s[10][3]= s[0][2];
s[10][4]= s[0][7];
s[10][5]= s[0][4];
s[10][6]= s[0][5];
s[10][7]= s[0][6];
s[11][0]= s[0][3];
s[11][1]= s[0][2];
s[11][2]= s[0][6];
s[11][3]= s[0][7];
s[11][4]= s[0][0];
s[11][5]= s[0][1];
s[11][6]= s[0][5];
s[11][7]= s[0][4];
s[12][0]= s[0][4];
s[12][1]= s[0][5];
s[12][2]= s[0][1];
s[12][3]= s[0][0];
s[12][4]= s[0][7];
s[12][5]= s[0][6];
s[12][6]= s[0][2];
s[12][7]= s[0][3];
s[13][0]= s[0][4];
s[13][1]= s[0][0];
s[13][2]= s[0][3];
s[13][3]= s[0][7];
s[13][4]= s[0][5];
s[13][5]= s[0][1];
s[13][6]= s[0][2];
s[13][7]= s[0][6];
s[14][0]= s[0][4];
s[14][1]= s[0][7];
s[14][2]= s[0][6];
s[14][3]= s[0][5];
s[14][4]= s[0][0];
s[14][5]= s[0][3];
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s[14][6]= s[0][2];
s[14][7]= s[0][1];
s[15][0]= s[0][5];
s[15][1]= s[0][1];
s[15][2]= s[0][0];
s[15][3]= s[0][4];
s[15][4]= s[0][6];
s[15][5]= s[0][2];
s[15][6]= s[0][3];
s[15][7]= s[0][7];
s[16][0]= s[0][5];
s[16][1]= s[0][6];
s[16][2]= s[0][2];
s[16][3]= s[0][1];
s[16][4]= s[0][4];
s[16][5]= s[0][7];
s[16][6]= s[0][3];
s[16][7]= s[0][0];
s[17][0]= s[0][5];
s[17][1]= s[0][4];
s[17][2]= s[0][7];
s[17][3]= s[0][6];
s[17][4]= s[0][1];
s[17][5]= s[0][0];
s[17][6]= s[0][3];
s[17][7]= s[0][2];
s[18][0]= s[0][6];
s[18][1]= s[0][7];
s[18][2]= s[0][3];
s[18][3]= s[0][2];
s[18][4]= s[0][5];
s[18][5]= s[0][4];
s[18][6]= s[0][0];
s[18][7]= s[0][1];
s[19][0]= s[0][6];
s[19][1]= s[0][5];
s[19][2]= s[0][4];
s[19][3]= s[0][7];
s[19][4]= s[0][2];
s[19][5]= s[0][1];
s[19][6]= s[0][0];
s[19][7]= s[0][3];
s[20][0]= s[0][6];
s[20][1]= s[0][2];
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s[20][2]= s[0][1];
s[20][3]= s[0][5];
s[20][4]= s[0][7];
s[20][5]= s[0][3];
s[20][6]= s[0][0];
s[20][7]= s[0][4];
s[21][0]= s[0][7];
s[21][1]= s[0][3];
s[21][2]= s[0][2];
s[21][3]= s[0][6];
s[21][4]= s[0][4];
s[21][5]= s[0][0];
s[21][6]= s[0][1];
s[21][7]= s[0][5];
s[22][0]= s[0][7];
s[22][1]= s[0][4];
s[22][2]= s[0][0];
s[22][3]= s[0][3];
s[22][4]= s[0][6];
s[22][5]= s[0][5];
s[22][6]= s[0][1];
s[22][7]= s[0][2];
s[23][0]= s[0][7];
s[23][1]= s[0][6];
s[23][2]= s[0][5];
s[23][3]= s[0][4];
s[23][4]= s[0][3];
s[23][5]= s[0][2];
s[23][6]= s[0][1];
s[23][7]= s[0][0];
for(i= 0;i<24;i++)
for(j= 0;j<8;j++)
{
if(s[i][j] == 0)
{
for(k0= 1;k0<6;k0++)
s[i+k0 ∗ 24][j]= b[k0][0];
}
if(s[i][j] == 1)
{
for(k0= 1;k0<6;k0++)
s[i+k0 ∗ 24][j]= b[k0][1];
}
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if(s[i][j] == 2)
{
for(k0= 1;k0<6;k0++)
s[i+k0 ∗ 24][j]= b[k0][2];
}
}
for(i= 0;i<144;i++)
for(k1= 0;k1<k;k1++)
{
if(s[i][0] != rec[k1][0] | | s[i][1] != rec[k1][1]
| | s[i][2] != rec[k1][2] | | s[i][3] != rec[k1][3]
| | s[i][4] != rec[k1][4] | | s[i][5] != rec[k1][5]
| | s[i][6] != rec[k1][6] | | s[i][7] != rec[k1][7])
continue;
else goto same;
}
for(j= 0;j<8;j++)
rec[k][j]= s[0][j];
k= k+1; continue;
same:
continue;
}
for(k1= 0;k1<k;k1++)
printf(‘‘%d %d %d %d %d %d %d %d’’,rec[k1][0],rec[k1][1],
rec[k1][2],rec[k1][3],rec[k1][4],rec[k1][5],rec[k1][6],rec[k1][7]);
printf(‘‘k= %d’’,k);
}
By running this program, we have found all isomorphic distinct cases for three-component inter-
faces in a block (Table 1), where ci means the number of nodes with color i in a block, k means
the number of cases with diGerent structure. We have also drawn all interface /gures for 57 cases
in three colors. Two examples are shown in Fig. 5.
Table 1
57 cases for n= 3
c0 c1 c2 k
1 1 6 3
1 2 5 7
1 3 4 13
2 2 4 16
2 3 3 18
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Fig. 5. Two examples: (0; 1; 2; 2; 2; 2; 2; 2) and (0; 1; 2; 1; 2; 2; 2; 2).
Table 2
1 case for n= 1
c0 k
8 1
Table 3
14 cases for n= 2
c0 c1 k
1 7 1
2 6 3
3 5 3
4 4 7
8. Generalization for multi-component cases
Our program can do all up to 8 component block interface. After taking a big CPU time, we
have /nished /nding all case number for one to eight colors. These results are /tting all other
known conclusions. From Tables 2–8, number of all isomorphic distinct cases for multi-component
interfaces are shown:
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Table 4
94 cases for n= 4
c0 c1 c2 c3 k
1 1 1 5 3
1 1 2 4 22
1 1 3 3 18
1 1 2 3 35
2 2 2 2 16
Table 5
60 cases for n= 5
c0 c1 c2 c3 c4 k
1 1 1 1 4 7
1 1 1 2 3 24
1 1 2 2 2 29
Table 6
19 cases for n= 6
c0 c1 c2 c3 c4 c5 k
1 1 1 1 1 3 3
1 1 1 1 2 2 16
Table 7
3 cases for n= 7
c0 c1 c2 c3 c4 c5 c6 k
1 1 1 1 1 1 2 3
Table 8
1 case for n= 8
c0 c1 c2 c3 c4 c5 c6 c7 k
1 1 1 1 1 1 1 1 1
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9. Conclusion
In this paper, we have described an algorithm to /nd number of all isomorphic distinct cases
for multi-component interfaces in a block. All case number with diGerent structure for one to eight
colors have been shown. These results are /tting all other known conclusions. Especially, we have
drawn all interface /gures of 57 cases for three-component. Not only applied in the Front Tracking
method, but also as a basic tool, they are expected for application in some other interface analysis.
As a continuous work, we will consider unicity analysis for topology structure of every case by
information of adjoining blocks, and also will consider some application and veri/cation in real
computing problems.
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