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This thesis deals with the design and development of the Smartbike system, consisting of 
a management application, a mobile application and an electric bicycle. The thesis fo-
cuses mainly on the development of management application, but also includes minimum 
requirements for the mobile application. The electric bicycle is just a part of the project’s 
future development. 
 
The Smartbike system was developed as a thesis project and was designed to create an 
electric bicycle rental system. In the Smartbike system, a customer should be able to re-
serve, rent and see available bicycles using the mobile app. The system administrator 
should be able to manage users as well as track the location and status of the bicycles 
through the management application. 
 
The result of the thesis project was a management application prototype with the most 
essential features for the prototype stage. Development of the mobile application was 
limited to concept version that could be used to demonstrate required features. 
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LYHENTEET JA TERMIT 
 
 
API Ohjelmiston eri komponenttien välinen rajapinta 
Array Lista objekteja 
Backend Verkkosovelluksen palvelinpää 
Block Lyhyt alue koodista, esimerkiksi sulkeitten sisältö 
Bluetooth Lyhyen matkan langaton tiedonsiirtostandardi 
Client  Pääte, jolla otetaan palvelimeen yhteys 
Framework Yleinen ja uudelleenkäytettävä ohjelmistoympäristö 
Frontend Verkkosovelluksen selainpää 
HTTP Selainten ja WWW-palvelimien tiedonsiirtoprotokolla 
JSON Yksinkertainen tiedostomuoto tiedonvälitykseen 
NFC Kommunikaatio protokolla kahden elektronisen laitteen vä-
lillä 
Repositorio Tallennustila mistä ohjelmistopaketteja voidaan hakea ja 
asentaa 
String Tietotyyppi, joka sisältää sarjan alfanumeerisia merkkejä 
Template Muotti, jonka mukaan verkkosivun osa määritellään 
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1 JOHDANTO 
 
Tämä opinnäytetyö käsittelee Smartbike -järjestelmää. Järjestelmä sisältää kokonaisuu-
dessaan ohjelmisto- ja laitteistopuolen, tämä opinnäytetyö keskittyy vain ohjelmistokehi-
tykseen. Mobiilisovellus toteutetaan natiivina Android sovelluksena. Pyörän ohjelmisto 
ei ole osana opinnäytetyötä, mutta kehityksen aikana käytetään Android-sovellusta sen 
simuloimiseen. Verkkopalvelimella käytetään MeteorJS kehitysalustaa, joka sisältää 
MongoDB -tietokannan, palvelinpuolen ja selainpuolen. 
 
Järjestelmän ylläpitäjä pystyy seuraamaan sähköpyörien sijaintia, sekä muita tietoja verk-
kokäyttöliittymällä. Käyttäjä pystyy näkemään vapaiden pyörien sijainnin mobiilisovel-
luksesta, jonka jälkeen hän pystyy navigoimaan halutessaan vapaalle pyörälle ja vuok-
raamaan sen käyttöönsä. 
 
Toisessa luvussa käydään lävitse järjestelmän kuvaus, joka on toteutettu asiakkaan suul-
lisesti antamien vaatimusten mukaisesti. Kolmannessa luvussa käydään lävitse järjestel-
män toteuttamisessa käytettyjä työkaluja ja teknologioita. Neljännessä luvussa käydään 
lävitse järjestelmän toteuttamisessa käydyt työvaiheet. Viidennessä luvussa käydään lä-
vitse projektin ongelmat, jatkokehitysideat ja yhteenveto. 
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2 JÄRJESTELMÄN KUVAUS 
 
Projektissa toteutettu Smartbike järjestelmä toimii prototyyppinä sähköpyörien hallinta ja 
seuranta järjestelmälle, joka voidaan esitellä Tampereen kaupungille mahdollisena kau-
punkipyörä toteutuksena. Järjestelmän kolme keskeisintä osaa ovat: sähköpyörä, mobii-
lisovellus ja hallintosovellus. 
 
Sähköpyörässä tarvitaan GPS-paikannus ja mobiiliverkkoyhteys, jotta se voi toimia osana 
järjestelmää. Pyörän tulisi lähettää palvelimelle ainakin seuraavat tiedot: pyörän tunniste, 
akunvaraustaso, moottorinkäyttöaste, pyörän sijainti, sen hetkinen nopeus ja aikaleima. 
Mikäli verkkoyhteyttä ei ole saatavilla pyörän tulisi tallentaa tiedot väliaikaisesti omaan 
muistiin, kunnes verkkoyhteys palautuu ja tallennetut tiedot voidaan lähettää palveli-
melle. 
 
Mobiilisovellukseen tulisi kirjautua pankkitunnuksilla, jolloin käyttäjän henkilöllisyys 
voidaan varmistaa. Mobiilisovelluksesta tulisi löytyä ainakin seuraavat ominaisuudet: 
Karttanäkymä, josta näkyy lähimmät vapaat pyörät, pyörän varaus ja pyörän lukituksen 
avaaminen. 
 
Hallintosovelluksen pääasiallinen käyttötarkoitus on päästä tarkastelemaan järjestelmään 
tallennettuja tietoja pyöristä, asemista sekä käyttäjistä. Järjestelmästä tulisi löytyä ainakin 
seuraavat tiedot: pyörien ja latausasemien tekniset tiedot, pyörillä kuljetut reitit sekä tie-
dot siitä ketkä ovat pyörää käyttäneet ja milloin. Järjestelmään tallennetuista tiedoista tu-
lisi pystyä analysoimaan esimerkiksi yleisimmät reitit, joille on järkevä sijoittaa lataus-
asemia ja henkilötietoja voidaan käyttää selvittäessä ilkivaltatapauksia. 
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3 TEKNOLOGIAT JA TYÖKALUT 
 
Tämän kappaleen tarkoitus on selvittää projektissa käytetyt teknologiat ja työkalut. En-
simmäisenä käydään sovelluksen ja palvelimen välinen kommunikaatio, jonka jälkeen 
käydään palvelin päässä käytetyt työkalut. Viimeisenä käydään verkkoselaimen ja sovel-
luksen toiminta. 
 
 
3.1 Sovellus – Palvelin kommunikaatio 
 
REST – rajapinnan asettamien standardien avulla kommunikaatio palvelimen ja sovellus-
ten välillä saadaan toteutettua helposti. REST arkkitehtuuri tyyliä käyttäessä voidaan to-
teuttaa client- ja palvelinpää itsenäisesti. REST rajapinnassa käytetään yleisesti GET, 
POST, PUT ja DELETE HTTP -pyyntöjä. 
 
Pyörän ja palvelimen välinen kommunikaatio tapahtuu HTTP POST -pyynnöllä, jossa 
pyörän sovellus lähettää POST -pyynnön palvelimen porttiin 80. POST -pyynnön body 
sisältää datan, datan määrää ja tyyppiä ei ole rajoitettu, ja header kertoo datan tyypin. 
(Everything curl) 
 
Mobiilisovelluksen ja palvelimen välisessä kommunikaatiossa käytettään HTTP POST ja 
GET pyyntöjä. Mobiilisovellus käyttää HTTP POST pyyntöä esimerkiksi lähettäessä 
pyörän varaamiseen tarvittavat tiedot palvelimelle. HTTP GET pyyntöä käytetään, kun 
mobiilisovellus pyytää tietoa palvelimelta, kuten pyörien paikkatiedot. HTTP GET pyyn-
nön osana lähetään myös tietoa palvelimelle, kuten hakuparametreja. 
 
 
3.2 Palvelin 
 
Projektin testivaiheessa palvelimena toimii virtualisoitu 64-bittinen Debian 8.8.0 käyttö-
järjestelmä. Debian on ilmainen linux distribuutio, johon on saatavissa laaja valikoima 
kolmannen osapuolen sovelluspaketteja, mutta oletusasennus ei pakota asentamaan mi-
tään tarpeetonta (About Debian n.d.). Näistä syistä se on valittu projektin palvelinkäyttö-
järjestelmäksi. 
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3.2.1 Meteor 
 
Meteor on avoimen lähdekoodin Javascript kehitysalusta, joka on toteutettu Node.js:llä 
ja se tukee ainakin seuraavia käyttöalustoja: Android, iOS ja verkkoselain. Meteor käyttää 
natiivina MongoDB -tietokantaa ja se käyttää DDP:tä ja publish-subscribe -mallia tiedon 
hallintaan backendin ja frontendin välillä, eikä erilliselle synkronisaatio koodille ole tar-
vetta. (What is Meteor.js? 2014) 
 
Meteorin käyttämä DDP (Distributed Data Protocol) on protokolla palvelinpään tieto-
kanta kyselyitä ja päivityksiä varten, joka muutosten tapahduttua lähettää ne clientille 
(DeBergalis 2012). DDP käyttää publish-subscribe viestintä mallia, jossa viestin lähettäjä 
(publisher) luokittelee viestit luokkiin välittämättä vastaanottajista (subscriber) (Pub/Sub 
Messaging n.d.). 
 
 
3.2.2 MongoDB 
 
MongoDB on ilmainen avoimen lähdekoodin tietokanta, joka toimii ainakin seuraavilla 
alustoilla: Windows, Linux, OS X. MongoDB:ssä tieto tallennetaan JSON-dokumenttien 
kaltaiseen muotoon, mikä tarkoittaa, että kokoelmassa olevien dokumenttien sisältämien 
kenttien ei tarvitse pysyä samoina. MongoDB tarjoaa tehokkaan tavan tiedon hakuun ja 
sen analysointiin, indeksoinnin ja reaaliaikaisen aggregoinnin avulla. (What is MongDB? 
n.d.) 
 
 
3.2.3 NGINX verkkopalvelin 
 
NGINX on ilmainen avoimen lähdekoodin HTTP-palvelin, jota käytetään projektissa Me-
teor applikaation julkaisemiseen. NGINX skaalautuu hyvin kaiken kokoisten järjestel-
mien tarpeisiin. Koska projektin järjestelmä alkaa pienenä testiympäristönä, mutta järjes-
telmä voi kasvaa hyvinkin suureksi niin NGINXin skaalautuvuus tekee siitä hyvin sovel-
tuvan valinnan. Skaalautuvuuden lisäksi NGINXin suurimpia hyötyjä ovat sen korkea 
suorituskyky, pieni muistijalanjälki ja sen helppo konfigurointi. (NGINX Wiki n.d.)  
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3.2.4 Phusion Passenger 
 
Projektin applikaatio palvelimena on käytössä Phusion Passenger, jonka avulla Nginx 
verkkopalvelin käynnistetään aina palvelimen käynnistyksen yhteydessä. Passengerista 
on saatavilla maksullinen Enterprise versio, joka tarjoaa lisäominaisuuksia kuten moni-
säkeistys. Projektissa otettiin kuitenkin käyttöön ilmainen avoimen lähdekoodin versio, 
koska projektin testivaiheessa ei ole tarvetta enterprise version tarjoamille lisäominai-
suuksille. Passengerin kehityksessä on panostettu vakauteen ja luotettavuuteen, joten se 
on soveltuva järjestelmille, joiden on tarkoitus olla aina käytettävissä, kuten Smartbike 
järjestelmä. Passengeria voidaan käyttää ainakin Meteor, Ruby, Python ja Node.js appli-
kaatioiden hallitsemiseen verkkopalvelimella. (Phusion passenger n.d.) 
 
 
3.3 Verkkoselain 
 
Verkkoselain on sovellus, joka tulkitsee HTML/CSS dokumentteja, ajaa javascript koo-
dia ja näyttää ne käyttäjälle selkeässä muodossa. Järjestelmän hallintosovellus on toteu-
tettu käytettäväksi verkkoselaimella, jonka ansiosta sitä voidaan käyttää yleisimmillä 
alustoilla kuten: Windows, Linux ja OS X. 
 
 
3.3.1 HTML/CSS 
 
HTML (HyperText Mark-Up Language) on kieli, jolla tehdään verkkosivuja yhdessä 
CSS:n (Cascadin Style Sheet) kanssa. HTML-dokumentti toimii verkkosivun pohjana ja 
se sisältää tarvittavat luokitukset CSS-tiedostoa varten. CSS määrittelee verkkosivun ul-
koasun HTML-dokumentin luokitusten mukaisesti. 
 
 
3.3.2 Javascript 
 
Javascript on oliopohjainen komentosarjakieli, joka toimii HTML:n ja CSS:n ohella pää-
asiallisena verkkosisällön tuottamistyökaluna. Kaikki modernit verkkoselaimet tukevat 
javascriptiä ilman erillisiä lisäosia. Javascript ei sisällä itsessään mitään I/O -rajapintoja 
vaan ne tulevat ympäristöltä, johon se on sisällytetty. (Flanagan 2011) 
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3.3.3 Bootstrap 
 
Bootstrap on ilmainen avoimen lähdekoodin framework verkkosivujen ja applikaatioiden 
suunnitteluun. Bootstrap sisältää HTML ja CSS pohjia painikkeille, lomakkeille ja muille 
käyttöliittymän komponenteille. Toisin kuin monet muut frameworkit, bootstrap keskit-
tyy vain frontend kehitykseen. (Bootstrap n.d.) 
 
 
3.3.4 Mobiilisovellus 
 
Mobiilisovellusta kehitettiin Android älypuhelimille, mutta teoriassa sen pitäisi toimia 
myös muillakin Android pohjaisilla älylaitteilla. Mobiilisovelluksen prototyyppi toteutet-
tiin käyttämällä Android Studiota ja sen ohjelmoinnissa käytettiin Java -ohjelmointikieltä.   
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4 TYÖVAIHEET 
 
Kappaleen sisältö käsittelee Smartbike-järjestelmän luomisessa käydyt työvaiheet. En-
simmäisenä käydään teknologioiden tutustuminen ja niiden valintaperusteet, jonka jäl-
keen selvitetään frontendiä tehdessä käytetyt ratkaisut ja tämän jälkeen backendin ratkai-
sut. Kahdessa viimeisessä kappaleessa käydään läpi mobiilisovelluksen toteutus ja sovel-
lusten testaus. 
 
 
4.1 Teknologioihin tutustuminen ja valinta 
 
Projektin alussa tutustuttiin eri vaihtoehtoihin, joilla projektia voisi lähteä toteuttamaan. 
Tietokannan valintaa tehdessä tutustuttiin seuraaviin tietokantoihin: Cassandra, mysql ja 
postgre sql. Backend vaihtoehtoina mietittiin NodeJS:ia tai Spring Frameworkkia ja fron-
tend vaihtoehdoiksi harkittiin PHP:ta tai Javascriptia, Yhtenä kaiken tarjoavista vaihto-
ehdoista Meteorin ohella harkittiin web2py -kehitysalustaa. Projektissa päädyttiin käyt-
tämään Meteor -kehitysalustaa, koska se tarjoaa kaiken tarvittavan yhdessä paketissa. 
Meteorin backendinä toimii NodeJS, frontendinä Javascript ja sen tietokantana on Mon-
goDB. 
 
Mobiilisovellus päädyttiin tekemään natiivina Android sovelluksena, koska noin 70% 
suomessa myydyistä älylaitteista käyttää Android -käyttöjärjestelmää (statcounter 2018). 
Pyörän simulaattori sovellusta lähdettiin myös tekemään natiivina Android sovelluksena, 
koska siinä on käytössä monia saman kaltaisia metodeja kuin mobiilisovelluksessa, joten 
säästyttiin ylimääräiseltä työltä. 
 
 
4.2 Frontend ratkaisut 
 
Projektissa käytettiin meteorin vakio ulkoasupakettia blaze-layoutia. Meteor myös tarjoaa 
vaihtoehdoiksi AngularJS:iä ja Reactia. Blaze-layoutin avulla ulkoasun muuttumattomia 
komponentteja, kuten sivun otsikkoa, ei ladata uudelleen, joka kerta kun vaihdetaan nä-
kymää. Blaze-layout määrää mitä komponentteja näkymässä on ja käytössä oleva 
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bootstrap CSS kirjasto määrää komponenttien ulkonäön. Sivuston osoitepolkujen määrit-
telemiseen käytetään Meteoriin saatavaa kolmannen osapuolen FlowRouter pakettia, joka 
on yksinkertainen ja tehokas työkalu reittien määrittelemiseen. 
 
 
KUVA 1. Esimerkki ulkoasun määrittelystä 
 
Meteorin blaze-layoutissa ulkoasun määrittäminen tapahtuu kuvan 1 mukaisella tavalla. 
Meteor hakee dynaamisesti reitin määrittämät HTML-komponentit ja reitit määritellään 
FlowRouter pakettia käyttäen. Blaze-layouttia käyttäessä samana pysyvä sisältö säilyy 
sivulta toiselle ja vain muuttuva sisältö renderöidään uudelleen, millä saavutetaan sula-
vampi siirtyminen sivulta toiselle. 
 
 
KUVA 2. Navigointi palkin html tiedosto 
 
Kuvan 2 koodissa linkit on generoitu meteoriin saatavan FlowRouter paketin pathFor -
funktiolla. Linkit ovat määritelty riveillä 5-8, loput html tiedoston riveistä ovat CSS-tyy-
litiedostoa varten luokituksia. 
 
14 
 
 
KUVA 3. Taulujen sisällön luonti 
 
Bikes.html tiedostossa pyörien tiedot sijoitetaan haluttuun tauluun kuvan 3 mukaisella 
tavalla, missä {{#each}} blockkiin sijoitetaan haluttu array ja käytettävä template, 
jonka mukaisesti tieto esitetään taulussa. Pyörien tietojen selainnäkymän käyttämä temp-
late määritellään locations.html tiedostossa. Templatessa määritellään taulun rivien ja ko-
lumnien sisältö kuvassa 3 esitetyllä tavalla. Asemat taulun näkymä luodaan omissa tie-
dostoissaan, jotka sisältävät hyvin samankaltaisen koodin kuin pyörät näkymän tiedostot. 
 
 
4.2.1 Google-maps palvelun käyttö.  
 
Google-maps palvelun käyttöönottoa varten meteorille on tehty oma paketti, jota hyväk-
sikäytetään tässä projektissa. Google-maps palvelun käyttöön tarvitaan API-key, jonka 
saa googlelta ilmaiseksi rajoitetuilla käyttömäärillä, maksimissaan 25000 kartan latausta 
vuorokaudessa.  
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KUVA 4. Google-maps palvelin käyttöönotto 
 
Kuvan 4 koodin funktio, jossa kartta otetaan käyttöön, ajetaan kun verkkosivu ladataan. 
Riveillä 14-17 ladataan kartta olio ja palautetaan se näkymälle. Rivillä 19 haetaan pyörien 
paikkatiedot muuttujaan ja riveillä 22-26 asetetaan pyörien sijainnit kartalle. 
 
 
KUVA 5. Kartan oletusasetukset 
 
Kuvan 5 koodin funktio tarkistaa onko kartta ladattu, jos se on ladattu niin funktio lähettää 
JSON-objektin kuvan 4 koodissa luodulle kartta oliolle. JSON-objekti sisältää kartalle 
valitut oletusasetukset, kuten pituus- ja leveyskoordinaatit ja näytetyn kartan laajuus. 
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4.2.2 Selain/näkymät 
 
Tässä kappaleessa käydään hallintajärjestelmän prototyyppivaiheen eri näkymät. Järjes-
telmässä on seuraavat näkymät: Sisäänkirjautuminen, taulut pyörien ja asemien tiedoista 
sekä karttanäkymä, josta näkyy pyörien sijainnit. 
 
 
KUVA 6. Sisäänkirjautumisen selainnäkymä 
 
Kuvassa 6 esitetään hallintajärjestelmän sisäänkirjautumisnäkymä. Sisäänkirjautuminen 
toteutettiin Meteorin sisältämällä accounts-base -paketilla. accounts-base sisältää seuraa-
vat ominaisuudet: Standardi mallin mukaisen kokoelman, metodeita käyttäjän tilan seu-
raamiseen/muokkaamiseen sekä API:n jolla rekisteröidään uusia kirjautumistapoja, kuten 
Facebook tai Google. (Meteor Guide n.d.)  
  
 
KUVA 7. Pyörien tietojen selainnäkymä 
 
Kuvan 7 näkymässä pyöristä näytetään seuraavat tiedot: ID, Sijaintitiedot ja milloin tieto 
on lähetetty. Näiden lisäksi pyöristä tullaan näyttämään myöhemmässä vaiheessa pyörien 
teknisiä tietoja, kuten: akunvaraus, käytössä olo, nopeus sekä moottorin käyttöaste. 
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KUVA 8. Kartan selainnäkymä 
 
Kuvan 8 kartalla näkyy pyörien, sekä latausasemien sijainnit. Karttanäkymää käytetään 
hallintosovelluksen päänäkymänä, eli se on ensimmäinen näkymä sisään kirjautumisen 
jälkeen. Liikuttamalla hiiren osoitin pyörän merkin päälle, siitä aukeaa tietokenttä, josta 
tulisi päästä pyörän tarkempiin tietoihin. Käyttöliittymästä vielä puuttuu suodattimia, 
joilla voidaan valikoida mitä kartalla näytetään.  
 
 
KUVA 9. Asemien tietojen selainnäkymä 
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Kuvan 9 asemat näkymä näyttää tietoja asemista, kuten aseman nimi ja osoite. Tässä nä-
kymässä tullaan näyttämään myös: pyörien lukumäärä, linkit asemassa olevien pyörien 
tietoihin ja vapaiden paikkojen lukumäärä. 
 
 
4.3 Backend ratkaisut 
 
Projektin testivaiheessa on käytössä työryhmän itse pystyttämä Debian virtuaalipalvelin. 
Aluksi oli tarkoituksena käyttää Debianin versiota 9, mutta kehitysvaiheessa tarvittavista 
sovelluspaketeista puuttui tuki. Projektissa päädyttiin käyttämään vanhempaa, mutta pa-
remmin tuettua Debianin versiota 8. 
 
 
4.3.1 REST – rajapinta 
 
REST – rajapinta on toteutettu Meteoriin löytyvällä kolmannen osapuolen Restivus -pa-
ketilla. Testausta varten alustavasti käytettiin Restivus -paketin vakio funktioita tietokan-
nan kanssa keskusteluun. Restivus -paketin vakio funktioiden käyttöä ei ole kuitenkaan 
rajoitettu, joten niitä pääsee käyttämään ilman sisään kirjautumista. Prototyypin testivai-
heessa REST -rajapinnan tietoturvan puuttuminen ei kuitenkaan ollut haitallista. 
 
 
4.3.2 Nginx palvelin 
 
Projektiin valitun Nginx HTTP -palvelimen asennus tapahtuu lataamalla asennuspaketti 
Debianin viralliselta repositoriolta suorittamalla komento: apt-get install nginx, jonka jäl-
keen se asentuu automaattisesti. Nginxin käynnistäminen, pysäyttäminen ja uudelleen 
käynnistäminen tehdään systemctl enable/start/stop/restart nginx komennoilla. 
 
 
19 
 
 
KUVA 10. Nginxin konfiguraatio tiedosto sivustolle 
 
Kuvan 10 konfiguraatio tiedossa määritellään Nginx palvelimen asetuksia. Rivillä 2 mää-
ritellään, että kuunnellaan http-porttia 80. Rivi 4 kertoo Nginxille palvelimen nimen. Ri-
villä 7 asetetaan sovelluksen frontendissä ajettavan koodin sijainti. Riveillä 10-13 Pas-
senger asetetaan enabled tilaan ja sille kerrotaan, että applikaatio tyyppi on node ja sen 
käynnistystiedosto. Rivit 16-18 kertoo applikaatiolle tietokannan sijainnin ja sen osoit-
teen. 
 
 
4.3.3 Tietokanta 
 
Järjestelmässä käytössä olevaan MongoDB tietokantaan luodaan kokoelmat pyörien ja 
asemien tiedoille. Pyöristä tallennetaan seuraavat tiedot: Pyörän uniikki tunniste, sijain-
tikoordinaatit ja aikaleima, siitä milloin tieto on lähetetty pyörältä. Asemista tallennettaan 
seuraavat tiedot: Aseman uniikki tunniste, osoite ja vapaiden latauspaikkojen lukumäärä. 
Tietokanta metodeissa käytetään check -funktiota, joka tarkistaa muuttujan tietotyypin. 
Check -funktio nostaa Match.Error virheen, jos tietotyyppi on vääränlainen. Kappaleessa 
käydään läpi locations -kokoelman luonti ja sen metodit, myös muiden tietokannan ko-
koelmien luonti ja metodit toteutetaan lähes identtisellä tavalla. 
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KUVA 11. Kokoelman luonti ja sen julkaiseminen 
 
Kuvan 11 koodissa rivillä 5 luodaan kokoelma, johon tallennetaan pyöriltä saatu infor-
maatio. Rivin 7 if -lausekkeessa varmistetaan, että koodi ajetaan vain palvelinpäässä. 
Rivin 8 publish -funktio julkaisee locations kokoelman sisällön, jotta siihen pääs-
tään käsiksi frontendissä. 
 
 
KUVA 12. Insert -metodin luonti 
 
Kuvan 12 koodin insert -metodissa tarkistetaan, että lisättävä data on haluttua tieto-
tyyppiä ja se on, se lisätään tietokantaan. Käytetyn insert -metodin sisään ottamat pa-
rametrit ovat: pyöräntunniste(bikeId), leveyskoordinaatti(lat) ja pituuskoordi-
naatti(lon), jotka ovat string muotoisia. Näiden lisäksi insert -metodille annetaan ai-
kaleima(timestamp) parametri, joka on päivämäärä tietotyyppiä. 
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KUVA 13. Remove -metodin luonti 
 
Kuvassa 13 luodaan remove -metodi. Metodille syötetään parametri muuttujaan loca-
tionId, jonka tietotyyppi tarkistetaan. Tietotyypin oikeellisuuden varmistamisen jäl-
keen kokoelmasta poistetaan haluttu dokumentti. 
 
 
KUVA 14. Update -metodin luonti. 
 
Kuvan 14 koodissa luodaan update -metodi. Metodissa haetaan kokoelmasta haluttu 
dokumentti tunnisteen(id) perusteella, jonka jälkeen halutut tiedot päivitetään dokument-
tiin. Ennen dokumentin päivittämistä metodi myös varmistaa, että dokumentin sisällön 
tietotyypit eivät muutu. 
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4.4 Mobiilisovellus 
 
Mobiilisovellus on natiivi Android sovellus, joka käyttää Google Maps apia kartan piir-
tämiseen. Sovellus hakee GPS:n avulla viimeisimmän sijainnin ja sijoittaa sen kartalle. 
Kartta myös keskitetään saadun sijainnin mukaan. Sovellus hakee palvelimen REST-ra-
japinnasta lähimpien vapaiden pyörien ja asemien sijainnin HTTP GET pyynnöllä, jonka 
jälkeen pyörien ja asemien sijainnit näytetään kartalla. 
 
 
KUVA 15. Mobiilisovelluksen perusnäkymä. 
 
Mobiilisovellus on mobiililaitteella toimiva sovellus, joka on käytössä henkilöllä, joka 
haluaa pyörän käyttöönsä. Kuvassa 15 näytetään sovelluksen perusnäkymä, jossa käyttä-
jälle näytetään vapaana olevat pyörät ja latausasemat. Pyörän kuvaketta koskettamalla 
aukeaa tietokenttä, josta selviää pyörän sijainti ja tietokentässä on painikkeet reittihaulle 
ja pyörän varaamiselle. Pyörä pysyy varattuna käyttäjälle 15 minuutin ajan, jonka aikana 
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muut eivät pysty varamaan tai ottamaan pyörää käyttöön. Aseman kuvaketta kosketta-
malla aukeaa listaus asemassa olevista varaamattomista pyöristä, listasta pystyy avaa-
maan saman tietokentän kuin karttanäkymässä pyörän kuvaketta koskettamalla. 
 
 
4.5 Testaus 
 
Testaus tapahtuu hyvin yksinkertaisesti, koska prototyyppivaiheen järjestelmässä käyttö-
tapauksia on hyvin rajattu määrä. Testaus voidaan suorittaa koekäyttämällä järjestelmää 
ja testaamalla sen eri ominaisuuksia.  
 
Pyörän ja palvelimen välistä kommunikaatiota oli tarkoitus testata pyörää varten tehdyllä 
testisovelluksella. Pyörän puutteellisuuden takia jouduttiin kuitenkin käyttämään sitä var-
ten kehitettyä simulaatiosovellusta. Sovellus simuloi pyörän datan lähetystä lähettämällä 
HTTP POST pyyntöjä palvelimelle, joihin on manuaalisesti syötetty tiedot. 
 
Hallintosovelluksen testaus tapahtui erilaisilla kokoonpanoilla, joissa käytettiin Windows 
10 käyttöjärjestelmää. Testiselaimina käytettiin seuraavia selainversioita: Google 
Chrome 54.0.2840.99 m (64-bit), Opera 41.0, Mozilla Firefox 50.0 ja Microsoft Edge 
38.14393.0.0. Mobiilisovelluksen testaaminen tapahtui kahdella eri Samsung-merkki-
sellä älypuhelimella. Joiden versiot ovat Android 6.0.1 ja Android 4.1.2. 
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5 TULOKSET 
 
Tässä kappaleessa käydään läpi merkittävimmät projektin aikana esiintyneistä ongelmista 
ja kuinka niistä selvittiin. Kappaleen toisessa osassa käydään läpi projektin eri osa-aluei-
den jatkokehitys tarpeet. Kappaleen viimeisenä osana on lyhyt yhteenveto, siitä miten 
projektista suoriuduttiin. 
 
 
5.1 Ongelmat 
 
Aluksi mobiilisovellusta oli tarkoitus ruveta kehittämään Apachen Cordovalla, jolloin 
mobiilisovelluksen kääntäminen eri alustoille tapahtuisi helpommin. Tuntemattomista 
syistä johtuen Cordova ei suostunut toimimaan käytetyillä työkoneilla, jonka takia mo-
biilisovellus lähdettiin toteuttamaan Android Studiolla.  
 
Projektin edetessä laitteistopuolen kehitys pysähtyi, koska työntekijät siirtyivät toisiin 
tehtäviin, jolloin jouduttiin kehittämään vaihtoehtoisia ratkaisuja. Lopputuloksena pää-
dyttiin kehittämään pyörää simuloiva sovellus, jonka avulla pystyttiin testaamaan hallin-
tosovelluksen REST -rajapintaa. 
 
 
5.2 Jatkokehitys 
 
Hallintosovellus 
Hallintosovellukseen on jatkossa tarkoitus lisätä lisää toimintoja kuten käyttäjähallinta ja 
pyörien lokitiedot. Käyttäjähallinnasta tulisi näkyä rekisteröityneet ja kirjautuneet käyt-
täjät. Hallinnassa tulisi pystyä lisäämään, poistamaan ja muuttamaan käyttäjän tietoja, 
näiden lisäksi sieltä tulisi päästä myös tarkastelemaan käyttäjän tarkkoja tietoja kuten: 
sen hetkistä saldoa, pyörien käyttökertoja ja varauksia.  
 
Hallintosovelluksen kehityksen edetessä pyörä- ja asemalistaukseen lisätään informaa-
tiota. Pyöristä tulisi nähdä, jos akunvaraus on tietyn kynnyksen alapuolella (esimerkiksi 
alle 30%) tai jos pyörä on ollut pitkän yhtäjaksoisen ajan käyttämättä (esimerkiksi 24h). 
Pyörän sovelluksen tulisi lähettää vikailmoitus, mikäli vika on sellainen jonka sovellus 
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voi havaita, mutta myös käyttäjien tulisi voida lähettää järjestelmään vikailmoituksia suo-
raan pyörästä. Palvelimen tulisi myös antaa vikailmoitus pyöristä joihin ei ole saatu yh-
teyttä vaadituin aikavälein. Pyörien poikkeustilat pitäisi olla selkeästi nähtävissä esimer-
kiksi värikoodeilla tai erillisissä listauksissa. 
 
Hallintosovelluksesta tulisi löytyä toiminto, jonka avulla voidaan määritellä pyörien käyt-
töalue. Tärkeimpänä osana käyttöalueenmäärittely toimintoa olisi, että voidaan määritellä 
alueet, joille pyöriä voidaan jättää. 
 
Mobiilisovellus 
Mobiilisovelluksen jatkokehityksessä siihen tulisi lisätä sähköpyörän lukonavaus, joka 
toimii käyttäen joko NFC tai bluetooth teknologiaa. Sovellukseen sisäänkirjautumiseen 
tulisi käyttää pankkitunnuksia, jotta käyttäjän henkilöllisyys saadaan varmistettua. Pyö-
rien lisäksi sovelluksen karttanäkymään tulisi saada näkyviin lähimmät latauspisteet. 
 
Sähköpyörä 
Sähköpyörässä tulisi olla GPS -moduuli, jonka avulla pyörän sijaintia seurataan. Tämän 
lisäksi pyörä tarvitsee mobiiliverkkoyhteyden, jotta dataa voidaan lähettää palvelimelle. 
Pyörässä tarvitaan myös tallennuskapasiteettia, jotta data voidaan väliaikaisesti tallentaa 
verkkoyhteyden katketessa. Käyttäjiä varten pyörässä tulisi olla lukko, jonka avaaminen 
onnistuu NFC tai bluetooth yhteydellä.   
 
 
5.3 Yhteenveto 
 
Smartbike -järjestelmän kehittäminen on toiminut työryhmän ensiaskeleena Meteor ap-
plikaatioiden suunnitteluun ja kehittämiseen. Koska lähes kaikki käytetyt teknologiat oli-
vat työryhmälle entuudestaan tuntemattomia, projektin alku oli kömpelö ja aikaa kului 
teknologioihin tutustumiseen. Projektissa opittiin monenlaisista teknologioista, kuten: 
Debian palvelinympäristöstä, Meteor -kehitysympäristöstä ja MongoDB:n tietokantara-
kenteesta. Teknologioiden lisäksi projektista opittiin minkälaisia haasteita voi esiintyä, 
kun projekti on jakaantunut monelle eri osa-alueelle. 
 
Projektin lopputuloksena saatiin aikaiseksi prototyyppi Smartbike -järjestelmän hallinto-
sovelluksesta. Hallintosovellukseen pystyy tallentamaan tietoja pyöristä ja asemista. Pyö-
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rien tietojen tallentaminen tapahtuu REST -rajapinnan kautta. Hallintosovelluksesta löy-
tyy karttanäkymä, josta pääsee tarkastelemaan pyörien sijaintia kartalla. Kuitenkaan kaik-
kia sovelluksien tavoitteena olleita ominaisuuksia ei saatu valmiiksi asti, ennen kuin jat-
kokehitys siirtyi toiselle osapuolelle. 
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