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Este trabajo de final de grado presenta los principios de diseño y los algoritmos 
para construir un planificador de tiempo acelerado de las llegadas de los 
aviones, este planificador está basado en un algoritmo de protocolo FCFS 
(first-come-first-served) y en un algoritmo no FCFS. Los algoritmos 
proporcionan la base conceptual y computacional para el Traffic Management 
Advisor (TMA) del Centre/terminal radar approach control facilities (TRACON), 
ese concepto comúnmente se denomina arrival manager (AMAN). 
 
El objetivo principal del planificador es asignar al avión que llega una pista 
favorable y ordenar después los aviones para que aterricen a una hora que 
minimice los retrasos entre otras variables. 
 
Para solventar este problema ha sido seleccionada por Eurocontrol (the 
European Organisation for the Safety of Air Navigation) una plataforma de 
simulación a tiempo acelerado llamada AirTOp. 
 
Dicho software contiene un módulo que permite ejecutar un algoritmo AMAN, 
pero debido a múltiples desventajas y problemas en dicho módulo, como la 
escasa información acerca del código, el hecho de que cambiar un parámetro 
en la simulación conlleva un tiempo de entre 2 a 4 meses o el hecho de que 
Eurocontrol está pagando una licencia especial solo para utilizar el módulo 
AMAN, ha llevado a pensar en una mejor solución. 
 
Esta solución propuesta conlleva la creación de un módulo dede zero, 
separado del software principal, un plugin, ya que AirTOp proporciona una  
API (Application Programming Interface) que el usuario puede utilizar para 
crear, extraer o modificar cualquier dato durante las simulaciones. 
 
La creación de este módulo ha sido hecha en Java debido a que AirTOp está 
programado también en Java y permite así crear un plugin fácilmente. 
 
Un plugin es un elemento externo que puede utilizar alguna información del 
software principal y además permite al usuario modelar y crear nueva 





Para la creación del plugin AMAN se han probrado dos soliciones, en orden de 
complejidad, un algoritmo planificador FCFS (First Come First Served) y un 
algoritmo no FCFS. 
 
Al final de este proyecto se ha entregado un módulo de AMAN totalmente 
funcional, creado en el lenguaje de programación Java con Eclipse, ayudando 
a los controladores a controlar las situaciones reduciendo la media de retrasos 
hasta un 20% e incrementando el número de restricciones en el tiempo 
posibles en un 17%. 
 
Como resultado de este módulo se ha hecho un desarrollo y distribución del 
mismo para la unidad ATM/RDS/ATS en Eurocontrol, unidad encargada de la 
investigación e innovación en el campo de Air Traffic Management y Air Traffic 
Services. 
 
Por último, he creado una guía de usuario para la creación de un plugin, que 
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This report presents design principles and algorithms for building a fast-time 
scheduler of arrival aircraft based on a FCFS (first-come-first-served) 
scheduling protocol and non FCFS. The algorithms provide the conceptual and 
computational foundation for the Traffic Management Advisor (TMA) of the 
Centre/terminal radar approach control facilities (TRACON) automation 
system, that’s it an arrival manager (AMAN concept). 
 
The primary objective of the scheduler is to assign arrival aircraft to a 
favourable landing runway and schedule then to land at times that minimize 
delays. 
 
In order to solve the problem a fast time simulator platform was selected by 
Eurocontrol (the European Organisation for the Safety of Air Navigation) named 
AirTOp. 
 
Many problems in that module, as for example the lack of information about the 
code, the fact that for changing one small parameter, the process involved 
takes more than 2 or 4 months or the fact that EUROCONTROL is paying a 
special license only to use this specific module has brought to think in a better 
solution. 
 
This solutions entails the creation of a separate module from zero, a plugin, 
due to AirTOp is providing and API (Application Programming Interface) where 
the user can create, retrieve or modify the data during the simulations. 
 
The creation of this module was made in Java due to AirTOp is programmed in 
Java and allows easily the creation of a plugin. 
 
A plugin is an external module that can use some information from the main 
software, and allows the user to model and create some new information, such 
as a new AMAN. 
 
In the creation of the AMAN plugin two solution has been tested, in order of 
complexity to continue programming, an FCFS time schedule algorithm (First 





By the end of this project a full AMAN was created in Java with Eclipse, helping 
the Air Traffic Controllers to manage the situation with better solutions, it can 
reduce the average delays up to 20% (depending of the case) and it improves 
the time constraint feasibility in a 17%. 
 
A full deployment and distribution of this plugin has been made for the 
ATM/RDS/ATS unit in Eurocontrol, unit in charge of the research and 
development for the Air Traffic Management and Air Traffic Services 
improvements and innovations. 
 
In addition a user guide for the creation of a plugin has been created, explaining 
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The urgent need for increasing the efficiency of the air traffic management (ATM) 
process has led to intense efforts in designing automation systems for air traffic 
control (ATC). One of this efforts have concentrated on a real-time scheduler, it 
computes flight times of aircraft to selected points (meter gates and runways 
thresholds) and processes these flight-time estimates along with required air 
traffic control´s constraints (e.g., separation) to generate an scheduled arrival 
times of aircraft to these points in order to make effective and efficient use of 
airport and runway capacity. 
 
The Air Traffic Control (ATC) system has the responsibility of maintaining a safe 
and orderly flow of aircraft in Europe. An important part of this responsibility is the 
planning of airport operations, such as the arrival and departure of aircraft.  
 
In this project I present a procedure for computing safe and efficient arrival 
schedules while taking into account several key operational constraints, this 
procedure is commonly named AMAN (Arrival Manager). 
 
It exists numerous solutions for the AMAN concept, even ANSPs (Air Navigation 
Service Providers) develop his own specific solutions. In this case Eurocontrol 
(the European Organisation for the Safety of Air Navigation) is trying to provide a 
common solution for Europe, and has introduced the standards in the concept of 
arrival manager in Europe [1]. 
 
To do this Eurocontrol is using a software tool named AirTOp as well as other 
tools. AirTOp is a fast time simulation platform and allows the user to do 
practically everything, from 4D simulations to runway allocation. 
 
Currently AirTOp includes an AMAN functionality, but the results obtained in the 
development of AirTOpsoft (the main developers) are not as good as expected 
for the organisations. 
 
Many problems in that module, as for example the lack of information about the 
code, the fact that for changing one small parameters the process involved is 
more than 2 or 4 months or the one that Eurocontrol is paying a special license 
only to use this specific module has brought to think in a better solution. 
 
This solutions entails the creation of a separate module from zero, a plugin, due 
to AirTOp is providing an API (Application Programming Interface) in which the 
user can use to create, retrieve or modify the data during the simulations. 
 
The creation of this module was made in Java since AirTOp is programmed in 
Java and allows easily the creation of a plugin. 
 
In the creation of the AMAN plugin two solution has been tested, in order of 
complexity to continue programming, an FCFS time schedule algorithm (First 
Come First Served) and a non-FCFS time schedule algorithm. 
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The first step tries to compute a time constraint to allocate to the different flights 
a fixed time slot, this time slot as the algorithm is FCFS, maintaining the order of 
arrival of aircrafts, this order cannot be changed. The current module of AirTOp 
is an algorithm FCFS and don’t allow to change the order on the time slots. 
 
The second step was to improve the algorithm in order to allow the shifting 
positions along the selected flight plans. This algorithm then is a non-FCFS which 
include some different ways to compute a new order like shuffling the entire list 
of aircraft or rotate some positions inside the list. 
 
Those different ways to compute a new order (non-FCFS) are random and 
produce lots of order trying to find a better solution than the one provided by the 
algorithm FCFS. 
 
To assign how good is a solution we need to define some metrics that will be 
explained in detail later on, that metrics are, the average delay and the number 
of feasible time constraint (or the number of aircraft that can achieve the 
requested slot). 
 
Based on those parameters the plugin select the best solution based on a cost 
function which introduces a value on each metric. 
 
The results obtained in this algorithm were in some cases better than the first 
algorithm (FCFS) and better than the ones provided by the actual AMAN module. 
 
Once the plugin was finished, as a result of the benefits obtained, this plugin was 
deployed and distributed to all people working on the same topic at Eurocontrol.  
 
The final deliverable was the plugin with a user guide for the creation of a generic 
plugin for AirTOp. 
 
The full source code and the user guide created by me can be found in the 
annexes. 
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CHAPTER 1. MAIN CONCEPTS 
 
Before going into detail in the main experiment and results it is important to 
understand some basic concepts on which this project has been based. 
 
The first topic is AMAN, the main functionality to develop, AirTOp the tool used 
to simulate AMAN and finally the issues to solve with the actual AMAN 
functionality in AirTOp and the possible solution, a plugin development. 
 
This will be explained a bit in detail to make more understandable the results and 
conclusions on this project. 
 
1.1. AMAN (Arrival Manager) 
 
Since the late 1990s, the aviation industry has been developing what today is 
known as Arrival Manager (AMAN [2]), systems and tools to assist air navigation 
services providers (ANSPs) with aircraft arrivals, in particular during challenging 
periods such as runway closures or bad weather. 
 
ANSPs have also developed bespoke system to meet their own specific needs 
and consequently numerous products and systems have been introduced with 
great effect across European airports. 
 
In order to serve the changing needs of airlines and air traffic control, the airspace 
and route structure surrounding a large airport have evolved into increasingly 
complex forms. 
 
The general idea of the AMAN concept is to generate advisories for the controller 
and provide functions (e.g. automatic runway allocation, separation calculation, 
departure slot allocation for runways in mix mode operation) to reduce the 
workload of the supported controllers. 
 
This advisories are optimized according to different and selectable goals (e.g. 
minimum total delay, average delay, or minimum deviation from preferred profile). 
 
The AMAN results are mainly presented in the form of the sequence position for 
a configured set of waypoints and requested times over these waypoints (RTOs). 
 
These RTOs can be used directly to guide flights by applying some time 
constraints (TC) to determine the exactly RTO. 
 
AMAN is capable to adapt its suggestions according to the dynamic traffic 
evolution, this automated adaption and the requested optimization of the 
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suggested planning may contradict the needs of the controller to base his work 
on a more or less stable plan. 
 
It always takes some time to implement the planning in cooperation with the pilots 
and other sectors if necessary. 
 
The advisories generated by an arrival manager should not change too often or 
at least keep some important parameters stable. 
 
The cycle in the figure 1.1 shows the important processes when using AMAN, 
based on the traffic situation and its continuous monitoring, AMAN generate its 
advisories for the controller. 
 
The controller add this information to his planning and is also able to modify them 
and add some extra constraints into the calculation of AMAN if it is desired. 
 
Finally the controller is the one that takes the decision and send the 










One solution provided is the schedule design, and it is the one selected in this 
project. 
 
For the purpose of the schedule design, the arrival airspace is divided into Center 
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Whereas the Center region has an irregular outer boundary, the TRACON/TMA 
area is a circular region about 35 nautical miles in radius around the airport and 
is completely surrounded by the Center Airspace. 
 
Some points (waypoints in the route) located specifically on the boundary 
between the two areas are referred to as meter gates and in most terminal areas, 
the arrival routes are merged at that gates corresponding to main arrival 
directions. 
 
The traffic flying to each gate is normally separated into three independent 
streams by segregating each type at the gate-crossing point. The three primary 
aircraft types defined by the Wake Category Vortex are Heavy, Medium and Light 
aircraft, which have significantly different airspeed ranges and which have a lot 





Figure 1.2 Scheme of AMAN airspace 
 
 
For the design of the scheduler, there is a need to define the exact point to give 
to air traffic controller sufficient time and airspace to manoeuvre aircraft in the 
TRACON/TMA and so they will cross the meter gate at the scheduled times. 
 
In order to achieve an efficient sequence order in the real-time process the 
scheduled times to cross the meter gate, initial landing times and runways 
assignments must be made well before cross the meter gate. 
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This point/points are named freeze horizon and its shape must vary depending 
on the scenario, in most of the cases can be approximated to a circular area of 
300 nautical miles. 
Resuming this concept, when an aircraft pass into the freeze horizon it has a 
specific slot (fixed time) to arrive at the airport and this time slot is freeze (remain 
constant). 
 
Summarizing, the main purpose of the scheduler design on AMAN is to compute 
time slots for all aircrafts, this aircraft will be separated when arriving at the 
metering gates a minimum distance depending on the aircraft type and the time 
slot assigned to an aircraft will remain constant (“will be frost”) after passing the 
freeze horizon in order to make it easy to controller to manage the situation within 
the TRACON or TMA 
 
 
1.1.1 Operational Benefits 
 
A very important benefit of the use of the AMAN is to centralize the planning of 
the arrival traffic and organize the distribution of the results to all related sectors. 
 
In addition with this ability to monitor the traffic continuously, AMAN provides 
notifications to the controllers. 
 
Without this notifications, numerous conflict alerts has to be solved by the ATC, 






AirTOp is the software selected for the creation of the AMAN functionality, this 
tool was created by AirTOpsoft and it is a fast time simulator platform which 
provides lots of possibilities of simulations to the most important ANSPs and 
safety organisations around the world as AENA, Fraport, Airbus, DLR; NLR… 
and of course Eurocontrol. 
 
AirTOp is a unique rule-based gate-to-gate fast-time simulator which include: 
 
 En-route traffic and ATC modelling. 
 Advanced Airport TMA/TRACON modelling and runway system 
sequencing. 
 Network and Flow Management (ATFM) modelling. 
 Realistic airport airside movements 
 Realistic airport terminal modelling 
 Extensive and customizable with API 
 




1.2.1. En-route traffic and ATC modelling. 
 
AirTOp supports all key en-route structures and controller tasks, as well as all 
static or dynamic restrictions related to them, thus providing realistic en-route 
simulation. 
 
Waypoints, ATS Routes with altitude and/or speed restriction per segment 
direction, ATC Sectors and dynamic sectorization, radar controller tasks and 
dynamic allocation of a radar controller to a sector, can all be easily defined by 
simply clicking on the map, or via the adjacent information display. They can also 
be completely or partially imported from external data sources. 
 
Modelling of sectors (elementary or combined, military), control centres (with their 
associated sector opening schemes, entry and occupancy capacities), as well as 
regional airspace (NAS, ECAC ...) is supported. 
 
Letters of agreement (departure or arrival altitude/speed restrictions), context-
based altitude changes, dynamic re-routing to avoid overloaded or closed sectors 
(military or weather) can be easily entered into the scenario using user-readable 
rules associated to controllers. They can then be realistically simulated.  
 




1.2.2. Advanced Airport TMA/TRACON modelling and 
runway system sequencing. 
 
AirTOp also supports all key approach and departure structures for airports and 
realistically simulates all related aircraft movements in the airport TMA/TRACON 
airspace and simulates all required departure/approach controller tasks. 
 
En-route domain objects, runways, SIDs, holding stacks, STARS and transition 
vectoring can be easily created/edited directly on the map, or using the adjacent 
information displays.  
 
AirTOp supports all key static or dynamic (rule-based) restrictions associated to 
the above objects. These include speed/course/altitude restrictions along SIDs, 
STARs, manoeuvring areas on approach, rule-based departure/arrival 
separations, wake turbulence separation, etc. 
 




Figure 1.3 Rule-based departure and approach sequencing between 
dependent runways of single or multiple airports (New-York metro). Approach 




The rule-based runway dependencies concept of AirTOp lets users take into 
account all constraints imposed on the arrivals and departures of one runway by 
those on another. 
 
 
1.2.3. Network and Flow Management (ATFM) modelling. 
 
4D Trajectory Based Operations (TBOs) is a key component of both the US Next 
Generation Air Transportation System (NextGen) and Europe's Single European 
Sky ATM Research (SESAR). 
 
AirTOp supports the modelling of this concept including the modelling of: 
 
 Planned 4D trajectory synchronization and negotiation, 
 Airspace planned entry load and occupancy monitoring, 
 Flow management and Demand Capacity Balancing (DCB), 
 Time based (TTA/CTA/RTA) or distance based point-in-space metering. 
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1.2.4. Realistic airport airside movements and terminal 
modelling 
 
Realistic, detailed models of airport ground layout can be built, supporting airport 
design or air traffic simulation. It can be used as a stand-alone application, and 
is also integrated into the AirTOp framework, making it possible to combine it with 






Figure 1.4   Aircraft and ground handlers modelling in Paris CDG airport 
reporting fuel consumption, emission, average, per service and total distance 
done per vehicle, handler and airport. 
 
 
The powerful rule-based engine lets the end-user easily define all typical airport 
controller tasks, such as runway entry/exit selection and usage, runway crossing 
procedures, runway lining-up procedure, allocation of gates/parking 
positions/stand-off positions/hangars, flight plan connections and turnaround 
management, towing operations, de-icing procedures (at gate or at dedicated 
stations), re-routing, stop-and-wait,  runway departure/arrival separations, etc. 
 
 
1.2.5. Extensive and customizable with API 
 
This is the most valuable feature of AirTOp and the main functionality used in my 
project, the AirTOp development suite is a unique feature allowing AirTOp 
customers to enhance and/or customize the AirTOp fast time simulator. The API 
(Application Programming Interface) gives access to any data and their attributes 
at any time during simulation execution.  
 
New domain objects or reporting events can be added to the application and be 
accessible to the end-user via a generated or customized interface, either during 
scenario editing, or at runtime. Custom import plug-ins can be written to allow 
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importing of traffic or any other data from any custom data source (file or 
database).  
 
The development suite also features a customizable distributed data control 
plugin, allowing the integration of AirTOp as a separate module of a physically 
distributed application over several platforms. 
 
 
Figure 1.5 AirTOp development schema. 
 
 
AirTOp is programmed in Java and its API is also in Java, allowing the user to 
create and develop their own plugins as shown in the figure 1.5 
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1.3. Actual AMAN vs plugin 
 
The next thing to introduce is the problem and what is the solution provided by 
me. 
 
As mentioned before it already exists a specific module in AirTOp named AMAN 
(Arrival Manager), this functionality was created by AirTOpsoft, the same 
developers of AirTOp. 
 
But the module was created with the collaboration of Eurocontrol because 
AirTOpsoft don’t have a pure aeronautical background and they require some 
specifications in order to produce a specific tool. 
 
AirTOpsoft is developing also this module with the consequent positive and 
negative aspects that we are going to explain and then we are going to compare 
with the solution of creation a plugin, a separate module and choose which the 
best solution is. 
 
 
1.3.1. Pros and cons of AirTOp AMAN 
 
We can start with the list of positive aspects on that module: 
 
 AirTOp AMAN provide sometimes a good solution based on the maximum 
number of feasible time constraints. 
 
 The user don´t have to work in the code for solving problems, just tell 
AirTOpsoft about the inconveniences in AMAN to add or modify features. 
 
 When AirTOpsoft does a modification, then they deploy and release a new 
software version for everybody at the same time. 
 
 
In the other hand, there is also a list of negative aspects on AirTOp AMAN: 
 
 The code executed during the simulation is for the people that is using it, 
a black box, where not all assumptions are well documented. 
 
 If you want to add or modify some feature in the module, then you need to 
start a long process with AirTOpsoft to describe everything to change.  
 
 It takes around 3 to 4 months to modify any small parameters and check 
that is working properly. 
 
 There is a significant work required behind, in specifying all the required 
AMAN functionalities. 
 
12                                                                                                                   AMAN Plugin development in Java for AirTOp 
 
 The solutions provided by this module were not good in most of the cases, 
obtaining non-logical results. 
 
 This specific module has a subscription fee to use it at Eurocontrol which 
is quite expensive. 
 
 
1.3.2. Pros and cons of AMAN own plugin. 
 
Now that we defined the pros and cos of actual AirTOp AMAN, we need to do the 
same with the positive and negative aspects of programming a plugin from zero 
to build an AMAN plugin. 
 
In the list of positive aspects we have: 
 
 Is it possible to build some functionalities without the need or help of the 
main developer (AirTOpsoft) 
 
 The solution provided by the plugin can be better than the one provided 
by AirTOpsoft 
 
 Can be faster than waiting to the main developer solutions. 
 




The main negative aspects of developing a plugin are: 
 
 It is complex and difficult to start programming from 0, you need a previous 
programming knowledge. 
 
 Sometimes the need of external support still desirable, you work with the 
rules (API) of AirTOpsoft that implies that sometimes it is difficult to abroad 
problems because you need to work with specific functions to do almost 
everything. 
 
 We have an API dependence, it is possible that with a change on the API 
your plugin has to be modified in order to work properly, so there is a 
probability that you have to readapt your plugin every software update. 
 
 To develop a plugin in AirTOp you need a special developer license and a 








Comparing the pros and cons of both ways I considered that it exists a lot of 
inconvenient in the actual AirTOp AMAN that can be solved by programming from 
zero a plugin. 
 
So in order to save time, money and to improve the actual module of AMAN I 
started to develop a plugin in Java with Eclipse. 
 
In addition and the most important is that the plugin can produce at the end of the 
developing a new solution, that can be a better solution than the one provided by 
the current AMAN module. 
 
So the next step will be to develop the plugin and compare the results obtained 
to see if it is working as an arrival manager making some simulations with AirTOp.
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CHAPTER 2. AMAN PLUGIN DEVELOPMENT 
 
 
2.1. Requirements      
 
In this section I’m going to explain which requirements are basic in order to 
program the AMAN plugin for AirTOp.  
 
Basically we are going to code with the programming language JAVA so we need 
the JDK (Java Software Developer Kit) in at least version 1.6 to run AirTOp. In 
my case I used 1.7 version of the JDK. 
 
To code with JAVA I have choose the IDE (Integrated Development Environment) 
of Eclipse. 
 
In addition we need a special version of the software AirTOp, the one which 
include the API variant, furthermore to use this specific version we also need a 
special license (a physic dongle) and a file to do the deployment. 
 
The first two elements (JDK and Eclipse) are free software and can be installed 
for free, but for AirTOp software and the license you have to pay. In this case I 
was using a license provided from Eurocontrol.  
 
All this elements were installed in a computer with Windows 7 (version x64 bits).
  
 
2.2. Creating a project in Eclipse 
 
To do our task we need to create a new project in order to run AirTOp directly 
from Eclipse thus will be easier to test our plugin every time we modify our code. 
 
Briefly we need to use the previously execution environment of Java (JDK), 
incorporate the license file and the deployment file (which name is 
”deployment.jar” ) in the same folder as our project, then we need to create two 
options in Eclipse, a “Java Build Path” and a “Run Configuration” options. 
 
The first element, the Java Build Path define which files we are going to use or 
link while running AirTOp with Eclipse (that’s all .jar files and some resources 
folders) and the second one we need to extract from the batch file (executable 
file of AirTOp) the characteristics to run it in Eclipse and fill in all the required data. 
 
To do all this steps which are really summarized here and as a result of my work 
in Eurocontrol I created a documentation with a user guide which include all the 
information and all the steps to follow in order to create a new plugin. This file can 
be found in the Annex. 
AMAN Plugin Development                                                                                                                                              15 
 
 
2.3. Programming a Plugin 
 
To programming a plugin in AirTOp, AirTOpSoft (name of the company who 
develop the software) has created an API (Application Programming Interface). 
 
Plugins are the entry points for the implementation of custom addons to AirTOp, 
they provide access to the application framework, and as a consequence allow 
users to register their own components such as a menu or toolbar actions, 
simulation adapters or domain objects editing panels.  
 
The user then can use this API in order to interact with the main software by using 
this functions and methods within the API. 
 
There is only one requirement, you must at least use the class TAtsCustomPlugin 
to run your code, this class is provided within the API sample source code (plugin 
example created by AirTOp which is included in the resources folder), this and 
only this class will be loaded by default on AirTOp. 
 
The steps followed were creating the main plugin file and then create some other 
class files to do the following tasks: create menu and toolbar actions, create a 
new domain object, create a simulation adapter, etc. 
 
All this steps will be explained briefly in the following subsections. 
 
 
2.3.1.  Main Plugin file – TeurRunwayQueuePlugin.java 
 
This first main file (TeurRunwayQueuePlugin.java) will connect our code with 
AirTOp using the tools provided within the API. 
 
First of all to create a plugin, I needed to create a new class which extend the 
class AxxxPlugIn and it override the method plugInto (this method allow the 
retrieval of the application framework and add some actions, adapters etc to the 
application) 
 
We needed to import some functionality from the API in order to create a plugin, 
we are going to start to import the most basic functionalities to connect our plugin 








Figure 2.1 Importing functionalities source code. 
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The activation of any custom shall be done by redefining one class 
(TAtsCustomPlugin.java) which is provided within the API but with an empty 
“plugInto” method. 
 
The role of this class is simply to provide the entry point to any custom code to 
be added to AirTOp. 
 
By doing this we have our plugin registered in the application. 
 
 
2.3.2.  Creating menu and toolbar actions – 
TeurRunwayQueueAction.java 
 
Actions can be used to provide users with tools to edit a project outside of a 
simulation (it means that during the simulation the user won´t be able to perform 
any action, and for that reason it will be necessary to add a simulator listener in 
order to know when the application is running a simulation or not). 
 
I created several actions like for example, importing data, setting up part of a 
project, generating reports, etc. 
 
Here are the different steps to create a new action and add it to the AirTOp menu 
bar and toolbar. 
 
An action shall implement the IxxxAction interface, the quickest way to do this is 
to extend the AxxxProjectAction class. It should override the method 
actionPerformed which contains the code to execute when the action is triggered. 
The class extending this abstract class will only be activated when a project is 
opened in AirTOp. 
 
It is needed to register the action in the application and for do that we are going 
to link this class file with the main plugin class file. 
 
And the last thing is to set where we want to have this action in the menu or in 
the toolbar of AirTOp and the name and basic description of our action, an action 
can be added anywhere in the AirTOp's main menu and/or toolbar, or can be 
called from any custom menu, toolbar or widget. 
 
 
As we can see in the figure 2.2 below this is the result. 
 




Figure 2.2 Example of Action in the HMI (Human Machine Interface) of AirTOp. 
 
 
2.3.3.  Creating a new domain object – TEurRunwayQueue.java 
 
Now we are going to add a custom object type (TEurRunwayQueue.java) to 
AirTOp project, it is possible to add your own type of object as well as it is possible 
to retrieve and modify instances of the existing ones, but those characteristics will 
be explained later on. 
 
This new object type will be edited through the user interface and will be saved 
and loaded automatically. 
 
The new object type shall extend the method AxxxAnnotatedFeatured, this 
abstract class works with annotations to complete the object type description. The 
annotations are used to define the properties of the custom object. 
 
The name of the new object and the data of it will need the class annotation 
@Featured. 
 
Inside this function we need to describe everything of our object. We need to 
describe each field type of our object, name and initial value with the properties 
Name and InitialValue (respectively) of class annotation @Attribute. 
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Figure 2.3 Description source code of our object TEurRunwayQueu.java. 
 
 
Other properties can be described using this class annotation. As we can see in 
the figure 2.3 we define 4 main fields first, an ID which is the only mandatory field 
of domain objects, an Airport which will be optional to fill in, a Time Separation 
with an initial value of 1 minute, and a Waypoint selectable by the user from the 
list of Waypoints. 
 
We need to define some getters and setters and some other special functions 
described in the annex. 
 
As all classes has to be registered in the main plugin file. 
 





Figure 2.4 Representation of the object TEurRunwayQueue.java.  
 
 
2.3.4.  Create a simulation adapter – 
TeurRunwayQueueAdapter.java 
 
An adapter (IAtsSimulatorListener) can be used to perform some computation 
during a simulation and/or add specific behaviour while the simulation is running. 
 
An Adapter must have at least one property “Active” which allows the user to 
activate or deactivate it during a simulation, but other custom properties can be 
added to our project. 
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We are going to create an adapter with two properties, an activate/deactivate 
property and an Update step property. 
 
Itself an adapter is a listener that is listening all the time which is the simulation 
time, the update step property will allow the user the possibility to set the 
frequency of execution of our main algorithm. 
 
To create a simulation adapter, our public class shall need to extend the 
AAtsProjectSimulatorAdapter method, and use some specific methods (available 
also in the annex) to retrieve and allow the user to modify this data through the 
HMI. 
 
Adapters are registered from a plugin. The available application framework gives 
access to the internal plugin which handles all simulation adapters. 
As always we need to register our adapter in our main .java file of our main plugin 
file. 
 
The adapter is instantiated in the plugin and registered directly when the plugin 
is initialized via the plugInto method and is registered in the 
TAtsSimulatorListenersPlugIn which can be retrieved from the application 
framework. 
 




Figure 2.5 Representation of the adapter TEurRunwayQueueAdapter.java file. 
 
 
2.3.5. Retrieve, modify and create instances on existing 
domain objects. 
 
The domains objects of a project are contained in data sets, each data set 
contains the same type of objects, and we have the possibility to retrieve, modify 
and create instances of those domain objects. 
 
The domain objects are the thing that you can define in AirTOp, for instance an 
Aircraft is an object which the domain object type in the API is named IAtsAircraft. 
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All instances of a given domain object type (e.g. FlightPlans, Aircraft) are stored 
in one specific dataset and a domain object property/feature can be retrieved 
using its getter methods, for instance we can retrieve some properties of the 















IxxxEditableDataSet<IAtsAircraft> aircraftDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
 
In addition new instances of existing domain objects shall be created via the 
TxxxObjectFactory so domain object´s properties/features can be added using 
the set methods of the interface. 
 
For our algorithm I was using a great amount of objects as for example Flight 
plans, routings, Waypoints, Aircrafts, Sectors, RBMT (Reference 
Business/Mission Trajectory), etc., and they will be explained in the section of the 
main algorithm.
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CHAPTER 3. MAIN ALGORITHM 
 
Our principal mission is to create an algorithm that can replace the actual module 
of AMAN in the AirTOp software. 
 
An schedule optimization problem are closely related to the famous traveling 
salesman problem, both types of problems give rise to search procedures that 
exhibit polynomial growth rates in computing time as the number of schedulable 
aircraft increases. Such procedures become computationally impractical to 
implement in real-time applications for all but a small number of schedulable 
aircraft. 
 
To do that I started from zero and whith an intial step curve of complexity in the 
algorithm of AMAN. 
 
I divided this chapter in two sections based in the complexity of the algorithm, in 
the first part the algorithm used is a basic FCFS (First Come First Served) [3] and 
the second one is an algorithm no FCFS with the implementation of the Wake 
Vortex Category of each aircraft. 
 
 
3.1. Algorithm FCFS  
 
As I explained before, an algorithm FCFS schedule all the elements (aircraft in 
this case) in order of arrival. 
 
So this algorithm will froze all the aircraft with a fixed schedule based on the ETO 
without TC (Estimated Time Over without Time Constraint). 
 



















Time Constraint request 
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Figure 3.1 Block diagram explaining the basic performance and interacting 
between plugin and main software. 
 
So as we can see, in an orange square we have AirTOp and in a purple circle our 
plugin (our code). 
 
We need to extract from AirTOp the data that we are going to use, the idea is to 
retrieve the information of all flight plans in the scenario and based on some 
criteria that I will explain later on, this algorithm computes a TC (Time Constraint), 
indicating the amount of time that an aircraft have to accelerate or decelerate in 
order to achieve the time requested by the TC. 
 
Basically our algorithm includes all the classes explained before of a plugin, an 
object which name is TEurRunwayQueue, an adapter named 
TEurRunwayQueueAdapter and an Action (TEurRunwayQueueAction) to store 
all the data in an Excel file. 
 
The user has to create a new object and fill in all the fields of it, this include to 
select a Waypoint (normally an IAF or Initial Approach Fix). This selected 
Waypoint will be the point until the algorithm will be executed. 
 
It also include an Airport (which is optional), this field has to be filled in in case 
that you want only the aircrafts that pass over the selected waypoint but the 
destination airport is exactly the selected by the user. 
 
And the last parameter to fill in is the Separation Time, this value will be the 
minimum time separation between all the aircrafts when arriving or passing over 
the selected Waypoint. This value is normally set by default into 2 minutes, but 
the user can modify this field. 
 
Summarizing our algorithm will use this object to know what the separation time 
between aircraft is and is going to compute some time constraints in order to 
achieve this separation time before arriving the selected waypoint. 
 
To achieve the indicating TC, an AOC (Aircraft Operator Center) will be set in the 
scenario, and this AOC will decide which aircraft will accelerate or decelerate in 
order to achieve the requested time. 
 





































Figure 3.2 Block diagram of algorithm FCFS 
 
 
The main parameter that we are extracting directly from AirTOp are all flight 
plans, flight plans contains inside the information of each flight but in a static way, 
that means that the flight plan must remain equal along the simulation and any 
parameter won´t change in this object. 
 
From all the flight plans extracted from AirTOp we need to filter the ones that are 
inside the AOC, that means that is controlled by the ATC (Air Traffic Controller) 
and the flight follows a route that is going to pass over the selected Waypoint by 
the user. If both conditions are verified, then they are stored in a list. 
 
To change parameters directly while flying (during the simulation), it is needed to 
modify not the flight plan but the RBMT (Reference Business/Mission Trajectory).  
 
The RBMT allows the appropriate modification by the user and can be change 
during the flight (during the simulation) and it contains more or less the same data 
as the flight plans, and more fields due to the possibilities of modification (as for 
example the field Time Constraint). 
 
From the list of the selected flight plans we need to retrieve his RBMT and then 
extract the ETO without TC from the selected waypoint. 
 
The ETO without TC contains an IxxxTime value, which is the time format in 
AirTOp (represented in Days Hours:Minutes:Seconds), we need to work in 
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Then we need to sort the list in order of time to achieve the FCFS algorithm, then 
we need to compute the TC. 
 
TC were computed by difference of time on ETO without TC and adding this time 
to the RBMT to compute the next TC. 
 
So for example the basic idea is explained in the following example: 
 
5 Flight Plans  4 Selected (Same aircraft, same performances) 
 
The user has selected a minimum time separation of 2 minutes, and the time 
differences between flights plans are lower than this minimum so we will need to 
compute the time to add in each case. 
 
 
Table 3.1 Example of time schedule algorithm FCFS 
 
Flight Plan Departure 
ETO without 
TC 
ETO with TC 
Time 
Constraint 
#1 10:00:00 10:20:00 10:20:00 +0 
#2 10:01:00 10:21:00 10:22:00 +1 min 
#3 10:01:30 10:21:30 10:24:00 +2.5 min 
#4 10:03:00 10:23:00 10:26:00 +3 min 
 
 
Table 3.2 Example continuation of time schedule algorithm FCFS 
 






As we can see the 4 selected flight plans are the same aircraft, so that means 
the same performance, the selected waypoint is 20 minutes away from the 
departure and the arrive with a time difference lower than the selected by the user 
(see table 3.1 and 3.2) 
 
Then we need to apply a time constraint which will be propagating in time as for 
example we can see that initially the time separation between aircraft #3 and #4 
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3.2. Algorithm non FCFS 
 
We created an algorithm FCFS which is given a solution for AMAN, but this 
solution is simple and less realistic, we have to take into account more 
parameters in order to make the solution more similar to reality. 
 
The next step then is to complicate this algorithm by adding some functionalities 
and changing some other parameters as the wake vortex category. 
 
 
3.2.1. Wake Vortex Category 
 
The first big element to introduce was the wake vortex category or the in-trial 
distance separation.Depending on the aircraft type (super, heavy, medium, small 
and light), each type generate a wake vortex turbulence that perturb the air for 
the aircraft trailing (aircraft that follow a leader aircraft). 
 
So then we need to compute the time separation distances for the trailing and the 
leader aircraft, generally, it involves modelling the airspeed profile of each type 
of aircraft and the wind speed on final approach and then integrating the 
equations of motion along the final approach path, the result of this process is the 
time separation matrix given in the table 3.3 for the case of zero wind. 
 
The conversion process is complex and is given here only in outline and the date 
was determined by the FAA’s wake vortex safety rules [5]. 
 
 
Table 3.3 Wake Vortex Category safety rules by FAA. Minimum time separation 
at a runway threshold when the true air speed (TAS) and ground speed is 130 
knots (with no wind) at the threshold. 
 





 Super Heavy Medium Small Light 
Super 69 166 194 194 222 
Heavy 69 111 138 138 166 
Medium 69 111 111 111 138 
Small 69 69 69 69 111 
Light 69 69 69 69 69 
 
 
Where for that table: 
 
Super = a separate designation only for the Airbus A380 
Heavy = Aircraft capable of takeoff weights of 140.000 kg or more 
Medium = aircraft capable of takeoff weights from 19.000 kg to 140.000 kg  
Small = aircraft capable of takeoff weights from 11.000 kg to 19.000 kg 
Light = aircraft capable of takeoff weights under 11.000 kg 
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The numerical values given in the table 3.3 should be interpreted as 
representative examples for the purpose of this project, it can be changed and 
may be revised when new operational experiences determines that vortex 
separation rules need to be modified to improve safety. 
 
In our project as more than 95% of the traffic used are medium and heavy aircraft 
we need to define the values of separation for those cases: 
 
 
Table 3.4 Table used for heavy and medium aircraft. 
 




 Heavy Medium 
Heavy 111 138 





The process of implementation of this algorithm non-fcfs can be observed easily 
in the figure 3.3. 
 
As in the algorithm FCFS the basis are the same, first of all we extract all the 
flight plans, we select the ones that pass over our selected waypoint or IAF and 
check that are inside the AOC and therefore an ATC can provide a regulation in 
order to change the speed. When we have our flight plans selected, we retrieve 
the RBMT (remember that we use RBMT because the flight plan must remain 
equal and all modifications has to be done here). 
 
Now from the RBMT we extract two parameters, the ETO without TC and the 
wake category vortex of all aircraft in those flight plans. 
 
Based on those data now we headed to calculate TC but this time from 3 different 
methods: 
 
1. FCFS (as before) 
2. Shuffling (moving randomly the order of the flight plans) 
3. Rotating (moving randomly the order of the flight plans but with 
restrictions) 
 
From this 3 methods we are going to compute the average delay of all flight plans 
and the number of TC feasible. 
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In the process of selecting the flight plans, now we added a feature to take into 
account the pop-up flights, flights non planned that suddenly appears in the 
middle of the sector for many reasons, add this flight plans if it accomplish the 






























Figure 3.3 Block diagram of the performance of the non-FCFS algorithm 
 
 
3.2.3. Shuffle method 
 
In order to change the natural order of arrival (the FCFS order) we can try some 
other solutions.  
Remember that it exists a time separation distance between different wake 
category vortex aircraft type, so maybe there is another solution instead of the 
FCFS that can provide a better solution in terms of delays. 
 
To test this possibility I added a method which shuffle the entire order of the vector 
of flight plans, that means that randomly the position in our schedule (time slots) 
















FCFS SHUFFLE ROTATING 
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Normally this method is a heavy change in the order and it is really estrange that 
produce some better solution than the FCFS. 
 
This example show how this shuffle function is working. 
 
Each time slot contains one flight plan number: 
 
 
FP #1 FP #2 FP #3 FP #4 FP #5 
 
Figure 3.5 Shuffle example (I)  
 
 
After shuffling all elements randomly one possible result can be this: 
 
 
FP #5 FP #2 FP #4 FP #1 FP #3 
 
Figure 3.6 Shuffle example (II) 
 
 
It exists an exponential number of possible solutions, so check for the best 
solution with this method can be easy if the number of elements to shuffle is very 




3.2.4. Rotating method 
 
The next method to compute another solution is the rotating method. 
 
The rotating method tries to shift the position of some random aircraft but with a 
“common sense” 
 
This sense is based in the idea of shifting only a small number of aircrafts and 
thee selected aircrafts can be only shifted a limited number of positions 
(backward or forward) all depending randomly. 
 
The selected parameters were the amount of aircraft rotated and the maximum 
position shifted backward or forward. 
 
The amount of aircraft rotated is a random number between 1 and the total 
amount of flight plans less the number of positions that can be changed, (to make 
sure that a selected aircraft can be shifted the number of position selected, e.g., 
you cannot move backward the last aircraft because is it the last one already) 
 
The maximum number of position shifted backward or forward has been limited 
up to 2 positions as maximum. It has been tested that if you try to change more 
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than 3 positions, the possibility of obtain a better solution in my test scenarios 
were very low. 
 
This example show how this rotate function is working. 
 
Each time slot contains one flight plan number: 
 
 
FP #1 FP #2 FP #3 FP #4 FP #5 
 
Figure 3.7 Rotating example (I) 
 
 
Then we select the number of aircraft to be changed randomly, for example 2, FP 
#2 and FP #4. 
 
Then randomly we select the number of position that each aircraft is going to be 
rotated. By rotating one aircraft the rest are pushed to occupy the place of the 
rotated aircraft. 
 
The number of positions shifted will be for the first aircraft:  1 position backward; 









FP #1 FP #3 FP #2 FP #4 FP #5 
 
 






















3.2.5. Determine the best solution. 
 
To determine which method of the three (FCFS, shuffle or rotating) are providing 
the best solution it is time to set some metrics. 
 
In this project I selected the average delay and the number of feasible TC. 
 
To compute the average delay between all aircraft in each method I computed 
the delay of each aircraft, then I sum up all the delay and divided this value 
between the numbers of aircrafts affected. 
 
 






To compute the number of feasible TC what I did was to apply the TC in AirTOp 
and retrieve if the TC was possible or not. 
 
Sometimes a TC cannot be possible to an aircraft to be performed (which means 
that is not feasible). An easy example to understand is what happen when you 
try to apply a big TC in a very short distance, by speed control it can be easy that 
the TC cannot be achieved because every aircraft has a minimum performance 
date, it is not possible to decelerate an A320 below a certain speed and when 
this is required, AirTOp provide a non-feasible TC. 
 
Having a huge percentage of feasible TC is good, to compute this value we do it 
as follow: 
 
% 𝐹𝑒𝑎𝑠𝑖𝑏𝑙𝑒 =  
𝑇𝑜𝑡𝑎𝑙 𝑓𝑒𝑎𝑠𝑖𝑏𝑙𝑒
# 𝑇𝑖𝑚𝑒 𝐶𝑜𝑛𝑠𝑡𝑟𝑎𝑖𝑛𝑡𝑠
 𝑥 100 
 
 
Based on this two data we compute our cost function which will indicate how well 
is the solution. 
 
We want a solution with the minimum average delay and with the maximum 
percentage of feasible time constraints. 
But the number of feasible TC is more important than the average delay, so we 









The method which provides the lowest value of the cost function will be the one 
selected in our algorithm to provide the TC every update step.
Simulations                                                                                                                                                                        31 
 
CHAPTER 4. SIMULATIONS 
 
Once we have developed our AMAN plugin, we need to test it in some different 
cases to see specifically how it is working. 
 
The main purpose of this plugin was programming once and use the same plugin 
in all kind of scenarios. 
 
As explained before AirTOp allow the user to create their own scenarios and to 
import or create the traffic flow on it. 
 
I created some scenarios specifically to test the different algorithms step by step, 
increasing the complexity of the scenario gradually and a traffic flow in those 
scenarios. 
 
And then started the simulation in order to collect the data of those scenarios with 
the different algorithms. 
 
4.1. Scenario creation on AirTOp 
 
AirTOp allows to the creation of infinity of possible scenarios in a very simple way. 
For our simulations we need some basic parameters to define in AirTOp, those 
parameters are required to test the algorithm and to simulate the traffic in AirTOp. 
 
The first thing to create in the scenario are everything needed to define a route, 
that’s it waypoints, airports and runways. 
 
The second thing we need is some flights (flight plans), in a flight plan we need 





Figure 4.1 AirTOp scenario example. 
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Once we have our routes and our traffic flow, we need a third thing ATC control, 
to do this we need to create some sectors of control named AOC (Aircraft 
Operator Center). 
 
Inside those AOC and for each airport we need to create the controllers and all 
their tasks to be done. 
 
 
4.2. Simple scenario simulation 
 
The first scenario created was what I denominated as simple scenario. 
 
This simple scenario as you can see in the figure 4.2 is the northern part of 
France, it has two sectors forming one big AOC. 
 
In colour red, there are 2 Airports , the main Airport is named AP#1, and the main 
flight route goes from the waypoint WP #1 to the IAF #1 passing through the rest 




Figure 4.2 First simple scenario. 
 
 
In colour light blue we have our traffic flow, formed by: 
 
 4 Flight plans: 
 
o Same performance: all aircraft type Boeing B737-800 (Medium) 
o Following the same route, from WP #1 to IAF1 
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o Landing on AP#1 
 
The WP#1 is outside the AOC, so this flight plans are not inside of our selected 
flight plans at the beginning of the simulation. 
 
For the simulation I used my plugin with the algorithm FCFS on and off and then 
compared the results (see the result chapter to see the results of this simulation) 
 
The AMAN parameters was set to: 
 
- Time Separation: 2 minutes 
- Update Step: 1 minute 
- Waypoint selected to make the queue: IAF#1 
- Airport selected: AP#1 
 
Summarizing the simulation take into account all the flights passing from IAF1 
and arriving at AP#1, those flights have to arrive at IAF with a minimum 
separation time of 2 minutes, this separation is made by the AOC with the method 




4.3. Pop-up flight simple scenario simulation 
 
The second scenario is just a modification of the traffic flow on the simple 
scenario by adding a pop-up flight. 
 
In this simulation there is 2 routes: 
 
 In the 1st route we have 4 flight plans 
 
o Same performance: all aircraft type Boeing B737-800 (Medium) 
o Following the same route, from WP #1 to IAF1 
o Landing on AP#1 
 
 In the 2nd route we have 1 flight plan (the pop-up flight) 
 
o Same performance: aircraft type Boeing B737-800 (Medium) 
o Following the route from WP #5 to IAF1 
o Landing on AP#1 
 
 




Figure 4.3 Pop-up flight simple scenario representation. 
 
 
4.4. Complex scenario simulation: Rome (LIRF) 
 
To test the different algorithm in a more complex scenario was developed a 
complex scenario of Italy. 
 
This scenario was made with the collaboration of ENAV (the ANSP legal entity 
which is responsible for civilian air traffic management in Italy). The data was 
extracted from real simulations of the FIR of Rome and has the traffic of 133 
aircraft going to the 2 main airports in Rome; LIRF (Rome Fiumicino) and LIRA 
(Rome Ciampino). 
 
All waypoints and routes are the real ones and the sector configurations also. 
This scenario was made in 3 months due to the complexity of extracting the data 
from real simulations and transforming the data. 
 
 




Figure 4.4 Complex scenario representation (Rome - LIRF) 
 
 
In this scenario the AMAN parameters was set to: 
 
- Time Separation: 1 and 2 minutes 
- Update Step: 1, 5 and 15 minutes 
- Waypoint selected to make the queue: TAQ 
- Airport selected: LIRF (Rome Fiumicino) 
 
 
4.5. Wake Vortex Category simple scenario simulation 
 
In this scenario I used the same parameters as the simple scenario, but changing 




In this scenario the AMAN parameters was set to: 
 
- Time Separation: Wake Category Vortex 
- Update Step: 1 and 5 minutes 
- Waypoint selected to make the queue: IAF1 
- Airport selected: AP#1 
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4.6. Wake Vortex Category complex scenario simulation: 
Rome (LIRF) 
 
In the last simulation I used the complex scenario by differentiating the traffic flow 
into the wake category vortex type (all aircrafts were medium and heavy) 
 
In this scenario the AMAN parameters was set to: 
 
- Time Separation: Wake Category Vortex 
- Update Step: 1 and 15 minutes 
- Waypoint selected to make the queue: TAQ 
- Airport selected: LIRF (Rome Fiumicino)
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CHAPTER 5. RESULTS 
 
After finishing the simulation we extract the data in order to compute some 
results. 
 
As explained before for the FCFS algorithm we only are going to see the aircrafts 
arriving at the selected waypoint if the TC was feasible.  
 
To a better understanding of the results is quite recommended to see the videos 
of the simulations. Those videos can be displayed in YouTube and the links of 
those are in the annex C. 
 
5.1. Result of Algorithm FCFS Simple scenario simulation 
 
As explained before in the first scenario we are going to test an FCFS algorithm 
for the selected flight plans and we want to achieve a time separation of 2 
minutes. 
 
In the table below we can see the list of selected flight plans, in the firs column 
there is the simulation entry time, that is the time an aircraft pass through the 
initial point of the route (in this case WP #1). 
 
The original separation between all aircraft remains equal along the route 
because all aircraft are the same B737-800 and therefore the same performance. 
 
 





FP Time of 
Arrival at IAF 
Actual Time at 
IAF 
1 10:00:00 10:50:15 10:45:41 
2 10:01:30 10:51:45 10:47:11 
3 10:02:00 10:52:15 10:47:41 
4 10:03:30 10:53:45 10:49:11 
 
 
When the adapter is on, we can see that some time constraints are applied and 













FP Time of 
Arrival at IAF 
Time 
Requested (TC) 
1 10:00:00 10:50:15 10:45:47 
2 10:01:30 10:51:45 10:47:47 
3 10:02:00 10:52:15 10:49:47 
4 10:03:30 10:53:45 10:51:47 
 
 

















1-2 00:01:47 01:30 00:01:30 01:30 
2-3 00:01:49 00:30 00:00:30 00:30 





 Adapter is OFF: Separation at IAF remains equal 
 Adapter ON: Separation at IAF tries to achieve 2 minutes of separation 
 
We can see that then the separation when the aircrafts arrive at IAF the value of 
separation is closer to the desired (2 minutes) although the value is not exactly 2 
minutes. 
 
As explained before it exists some limitations, the first one is that we are only 
using speed control, and in the selected distance is not possible to achieve the 
speed to achieve this time due to the performance of the aircraft. 
 
The second one is that AirTOp work with estimation and those TC can be a little 
bit inaccurate (in order of seconds from 1 to 3 seconds more or less). 
 
Even so, the results are around 90% of all cases around the desired separated 
time. 
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5.2. Result of Pop-up flight in simple scenario simulation 
 
In this case we are going to use the same scenario but with the modification of 
the pop-up flight by adding a route number 2 with another flight plan flying over 
the selected waypoint IAF1 and landing at AP#1. 
 
The minimum separation required is also of 2 minutes and in this case the update 
step of the experiment is 5 minutes 
 
In the table XX we can see the simulation entry time of all flight plans, it is exactly 
the same as the previous test but this add an extra row with a flight plan number 
5. 
 
This flight plan #5 follows another different route and the entry time in the 
simulation is before the rest of the flight plans. 
 
We can see also the published time constraints that our algorithm has applied by 
the end of the time simulation and the arrival time to the airport. 
 
 






Arrival Time Routing Published TC 
ETO Without 
TC 
FP#1 10:00:00 10:50:15 R#1 00:00:00 10:45:41 
FP#2 10:01:30 10:51:45 R#1 10:47:49 10:47:49 
FP#3 10:02:00 10:52:15 R#1 10:49:49 10:49:31 
FP#4 10:04:15 10:54:30 R#1 10:53:45 10:52:25 
FP#5 10:20:45 10:53:07 R#2 10:51:45 10:50:49 
 
 
As the simulation runs the algorithm every update step (every 5 minutes in this 
case), we can see every 5 minutes a new TC. 
 
In the hour 10:00:00 the first aircraft enter in the simulation and it start the 
simulation time. 
 
At 10:20:00 there is only 4 flights inside the AOC so the algorithm computes some 
TC in order to achieve the 2 minutes of minimum separation. 
 
5 minutes later, at 10:25:00 a pop-up flight (FP#5) appears in the middle of the 
AOC and we need to reallocate the flight and re-schedule the rest of time slots if 
is needed. 
 
As we can see the new flight gets the time slot of the FP#4 and this obtain a new 
time slot with a new time constraint maintaining the minimum separation distance. 
40                                                                                                                   AMAN Plugin development in Java for AirTOp 
 
 








As a final result we can see that the flights with the adapter On has increase the 
time difference in order to achieve the minimum time separation. 
 
 
Table 5.6 Results on adding a pop-up flight. 
 
 
Time difference at 
IAF 
ADAPTER OFF 




FP#1 - FP#2 00:01:30 00:01:52 + 00:00:22 
FP#2 - FP#3 00:00:30 00:01:58 + 00:01:28 
FP#3 - FP#5 00:00:52 00:01:18 + 00:00:26 
FP#5 - FP#4 00:01:23 00:01:36 + 00:00:13 
 
 
As before it exists the same limitation due to the speed control and the 
performance of the aircraft, and in some cases the result is not 2 minutes. 
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5.3. Result of Algorithm FCFS on a complex Scenario 
(Rome –LIRF) 
 
As in the rest of scenarios, in the Rome – LIRF scenario is working in the same 
way. 
 
From the initial 133 flights, 36 aircraft are going to pass over TAQ (the selected 
IAF) and landing on LIRF airport. 
 
Applying a minimum separation distance of 1 minute for every time slot and an 
update step of 15 minutes we obtain some time constraints that are applied in 
AirTOp. 
 
Here we can start to see that some TC are not applied because they are not 
feasible, when the time slot to achieve by an aircraft is not possible then it 
computes which is the difference with the TC, if it is bigger than the safety margins 
(the safety margin are of 3 minutes in advance and 2 minutes lower than the 
required) then the TC is marked as not feasible and therefore not possible to 
achieve for the selected aircraft.  
 
In that case AirTOp tries to do the best that an aircraft can and in the table 5.7 
we can see how some cells are in blank because they are not feasible. 
 
Table 5.7 Complex scenario results after applying the computed TC. Some of 
them are not Feasible and are represented in blank. The table contains 31 flights 
but it is shorted to show only 12 elements. 
 
PublicationTime Callsign PublishedTC FeasibleTC 
1 06:30:00 AZA2015 1 06:22:11  
1 06:30:00 SWR1726 1 06:36:23 1 06:36:23 
1 06:30:00 AZA2311 1 06:37:23  
1 06:30:00 AZA059 1 06:38:23  
1 06:30:00 AFR304L 1 06:39:23 1 06:39:23 
1 06:30:00 AZA1382 1 06:40:23  
1 06:30:00 AZA2019 1 06:41:23  
1 06:30:00 WLX311 1 06:42:23 1 06:42:12 
1 06:30:00 AZA317 1 06:53:19 1 06:53:19 
1 06:30:00 AZA2013 1 06:54:19 1 06:38:33 
1 06:30:00 AZA2011 1 06:55:19 1 06:38:39 
1 06:30:00 BAW552 1 06:56:19 1 06:56:19 
… … … … 
 
 
By extending the table the results are that 8 flights from 31 gets a non-feasible 
TC, that’s it more or less the 25% of the flights. 
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If we compare the results with the actual AMAN module the results are the same, 
it publishes the same TC and the same aircraft percentage of the flights are non-
feasible, 25%. 
 
5.4. Result of Algorithm non-FCFS on a simple scenario. 
 
Now we introduce the wake vortex category as explained before, and we add 
some other aircraft to the traffic flow, that traffic can be checked at the table 5.8 
 
 










FP#1 1 10:00:00 R#1 Medium B738 
FP#2 1 10:01:30 R#1 Heavy A340 
FP#3 1 10:02:00 R#1 Heavy DC87 
FP#4 1 10:04:15 R#1 Heavy A330 
FP#5 1 10:20:45 R#2 Medium A320 
 
Now we start the simulation (which can be observed in the video in the annex C), 
from the video we can see that it founds a better solution in term of Average delay 
and number of feasible time constraint. 
 
One example of this can be seen in the following table 5.9: 
 
Table 5.9 Example of time scheduling non-FCFS which reduces the average 
delay. 
 
Simulation Time Method Average Delay Feasibility of TC 
10:28:00 
FCFS 83.25 seconds 100% 
Shuffling 185.6 seconds 80% 
Rotating 75.16 seconds 100% 
 
 
The algorithm FCFS will assign a time slot in order to enter the AOC, but in this 
case we have some heavy and medium aircrafts, and the time difference between 
both varies as shown in the table 3.4 
 
If the leader aircraft is a heavy and the trailing one is medium, the time separation 
between those two aircrafts are 138 seconds while the time separation in the 
inverse case (swapping the position of those two aircraft) then the time separation 
required by the wake category vortex is reduced to 69 seconds. 
 
At 10:28:00 all 5 aircraft are flying at the same time, the last aircraft is an A320 
(medium) and the flight plan #4 is an A330 (a heavy one). 
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(5.1) 
Between those two aircrafts exists a time separation initial of 60.91 seconds at 
10:28:00. 
 
If we swap the aircraft position the separation distance is reduced by half, 69 
seconds. 
 
So by swapping these two aircrafts we win the time difference of  
 
 
Time Win = 69 – 60.91 =8.09 seconds   
 
 
In the following figure we can see how in one of the solutions the las aircraft 
overtakes the flight plan number 4. 
 
 
Figure 5.1 An A320 overtakes an A330 because the solution provided save 
around 8 seconds of time. 
 
 
I run the simulation 100 times and extracted the data of how many times the 
solution were the best for every update step and the results are shown in the 
table 5.10 
 
The simulation starts at 10:00:00 when the first aircraft enter the simulation at 
WP#1, and it ends at 10:55:00 when the last aircraft to arrive lands at AP#1. 
 
That it 55 times the code is being executed, remember that the update step is 1 
minute in this example, so every minute during the simulation is computing this 
three method. 
 
Multiplying this 55 code execution times 100 simulations we obtain 5500 
solutions. 
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Table 5.10 Results of the three methods in the simple scenario. 
 
Method 
Provides the best 
solution 
Percentage 
FCFS 2788 50,69 % 
Shuffling 27 0.5 % 
Rotating 2685 48,81 % 
 
 
As we can see 48.81% of the solutions provided in this example selected as the 
best solution the rotating method. 
 
In addition we can see that most of the cases the best solution is offered by the 
FCFS algorithm, which is normal in this example due to the low number of aircraft 
in the simulation as in most of the update steps the best solution is unique. 
 
We can see that the shuffling method don´t provide a best solution quite often 
and only 0.5 % of the solutions provided by this method were the best solution. 
 
It is also normal as shuffling idea must be considered as a crazy idea and just 
have into account for those special cases in which the common sense is not the 
best solution. 
 
It happened the same in the nature, is like a mutation something which disturb 
totally one solution and which have a very low probability to provide a better 
solution. 
 
But sometimes this method provides the best solution, so it has to take into 
account. 
 
     
5.5. Result of Algorithm non-FCFS on a complex scenario. 
 
Now we are going to run the simulation with the non-FCFS algorithm on the 
complex scenario of Rome. 
 
All aircraft (133 in total) are of the wake category vortex type medium (75.18% of 
total) and heavy (24.8% of total). 
 
The results obtained were a little bit different than in the simple scenario. 
 
I run 20 times the simulation, starts at 06:00:00 and ends two hours later at 
08:00:00 when the last aircraft lands on LIRF, that’s it 8 update steps of 15 
minutes each. 
 
The total solution provided then is 8 times 20, 160 solutions. 
 
For those solutions in the table 5.11 we can check the results. 
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Table 5.11 Results after simulating 20 times a non-FCFS algorithm on a 
complex scenario of Rome. 
 
Method 
Provides the best 
solution 
Percentage 
FCFS 72 45 % 
Shuffling 1 0.625 % 
Rotating 87 54.37 % 
 
 
In this case the FCFS provides the best solution in the 45% of the times, but the 
rotating method provides the best solution in 87 of 160 cases, that’s it 54.37 % 
of the times, beating the solution provided by the FCFS. 
 
In the other hand we have the shuffling method which only has provided a best 
solution once, or 0.625 % of the times. 
 
Another data to compare is that the rotating method provides a big amount of 
feasible time constraint, where in the case of the algorithm FCFS provides a 
75% of feasibility (see Table 5.7 and the result), the rotating method provides 
more than 95% of time constraint feasibility (96.77% exactly). 
 
The average delay on average (it means the average of the variable “average 
delay” in one simulation) was improved in the rotating mode up to 20% in some 
cases with respect with the FCFS method as seen in the table 5.12. 
 




Average Delay on 
Average (in seconds) 
Time Constraint 
Feasibility 
FCFS 1208 75% 
Shuffling 1780 56.32% 
Rotating 967 96.77% 
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CHAPTER 6. CONCLUSIONS 
6.1. Main conclusions 
 
The final conclusions about the plugin is that this development can be done, with 
help at the beginning of AirTOpsoft or without, it was really complex. 
 
Create a plugin allows the user to test almost everything, furthermore different 
people con continue the works of other as the source code is delivered. 
You can create a code/functionality that works in all kind of scenarios and 
situations, not only for particular cases. 
 
As it was demonstrated, it can be faster than waiting for the developer’s solutions. 
 
And the most important thing is that the solutions provided can be more accurate, 
as seen in the AMAN plugin. 
 
AMAN plugin provide the full source code in the hands of Eurocontrol to be 
improved in the future, and includes some new functionalities that makes a big 
evolution in the past module. 
 
This module improved the solutions provided in around 50% on the cases, where 
a non-FCFS time slot order provides a better solution in order of average delay 
and time constraint feasibility. 
 
This improved results help the Air Traffic Controllers to manage the situation with 
better solutions, it can reduced the average delays up to 20% (depending of the 
traffic) and it improves the time constraint feasibility in a 17%. 
 
In the other hands it exists some other negative aspects on the plugin creation, 
starting on the developer license fee that is needed to pay if you want to develop 
your own code. 
 
Also the dependence on the API, the user can only use the function and the 
objects provided in the API, so it is not 100% accessible. 
 
In addition AirTOpsoft can upgrade this API and the user will need to update or 
at least check that the plugin is working on the newest versions of AirTOp. 
 
A deployment and distribution is also needed when the plugin is finished, and 
every time the software receives and update. 
 
As a personal conclusion of this work I have learn quite a lot, developed an AMAN 
tool in 4 months during my stay in EUROCONTROL was really hard sometimes, 
especially on the part of programming. I never used Eclipse or programmed in 
Java before. In addition I needed some special trainee from Eurocontrol to learn 
about AirTOp. 
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The result is that I only needed support at the beginning, as the initial learning 
curve can be very steep.  
 
The environment of work was also very different, as an international organisation 
I was the only Spanish in the team, everything was in English and I improved also 
my presentation skills. 
 
I tried as engineer to learn everything needed by my own in some cases or in 
other cases work in group. 
 
I adjusted the time exactly to finish this plugin and have time to get some results 
in 4 months exactly, but in some cases some extra work at home was needed. 
 
I’m really proud of what I built, especially because the results obtained improve 
the past solution. It is gratifying to see that the rest of the people can be benefited 
of something that you have created, and it makes me happy to think that it will be 
used and improved with my basis.  
 
 
6.2. Deployment and software distribution 
 
As a result of my work in Eurocontrol I did the deployment and the distribution to 
ATM/RDS/ATS (Air Traffic Management/ Research and Development Solutions/ 
Air Traffic Services) unit. 
 
This unit will start using my plugin as part of their research and investigation, even 
so, as I provided the full source code they will continue improving the algorithm 
and adding some interesting functionalities. 
 
Moreover I provided as a final deliverable a user guide for plugin creation, with 
the example of AMAN that I already created, where is explained from how to 
install AirTOp and Eclipse, to how deploy a plugin. 
 
If you want more information I provided the full user guide in the annex. 
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This user guide is the result of my traineeship in Eurocontrol, following this guide you will be able to 
build the same plugin as I did, and of course develop your own plugins in the future. 
It was created in 3 months with the support in some times of AirTOpsoft (original developers of 
AirTOp). I’m not an IT engineer, my background is aerospace engineer, so I can say that this guide is 
for everybody, you don’t need previous formation to follow this guide but is recommended to have 
some knowledge on programming with java. 
This guide has all the required steps to build your own plugin, furthermore it has some examples and 
the full source of my code, that it can be tested to see how it works as we are coding. 
This plugin is a FIFO (First In-First Out) algorithm which extracts some data from AirTOp and returns 
some TC (Time Constraints) to AirTOp to reschedule all the aircraft selected by the user. 
This code tries to replace the actual AMAN that already exists in AirTOp and which it wasn’t working 




2. First steps and requirements to program a plugin 
 
There are a few requirements after start to develop a plugin, in this document I will also show you 
how to use these requirement files in order to star the developing of the plugin. 
After starting programming we need to make sure that we have everything is needed to create a 
plugin, we are going to need the following things: 
 Java SDK 
 Eclipse 
 AirTOp 
 Developer License (dongle) 
First of all we are going to need to configure Eclipse to start programming our plugin. 
 
2.1 Java SDK 
 
This step has some requirements: 
 The computer should have Java version 1.6 (minimum version) installed.  
 
**TIP It is possible to check the Java version in a console, terminal or a DOS prompt by typing the 
command:  
java-version 
Or just going on windows to “Control Panel > Programs & Features” and search for the java version 
installed in your computer.  
 
In this case my Java version is number 7 (Which represent version 1.7)   
***************************************************************************** 
 
The latest version of the Java SDK can be found here: 
http://www.oracle.com/technetwork/es/java/javase/downloads/index.html 
It’s open software, so it is free to download and install. 
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We will need to click to download the JDK (Java Software Development Kit) version 
 
 




For the creation of the AMAN plugin I used the Windows x64 (bits version), which I recommend you 
to install. 
The Java SDK that I was using was the version 1.7 in the Eurocontrol computer, but I was also 
working with my own laptop with version 1.8. Later I will show you how to work and what we need 
to change in order to work with another JDK version, or other Eclipse Version. 
Once you have installed the last version of the JDK (or at least the version 1.6) we will need to 







In computer programming, Eclipse is an integrated development environment (IDE) of Java, we can 
use many others IDE for programming in Java, but this in concrete I think is the most useful and 
complete to build some professional project. 
It contains a base workspace and a extensible plug-in system for customizing the environment. 
First of all we need to install Eclipse, for do that we can get the latest version from here: 
http://www.eclipse.org/downloads/ 
We need to download the Eclipse IDE for Java Developer, remember in the same windows version 






**IMPORTANT Eclipse and Java SDK must be in the same version, e.g. if you install Eclipse x86 bits 
version (windows), then you might use Java SDK x86 bits version, if not some incompatibilities 





Click in the 64 bits version 
 
Something like that will appear later: 
 
Then we need to press download, and then you will need to open the ZIP file and install Eclipse (by 







2.3 Getting AirTOp 
 
Download the latest version of AirTOp from the ftp website account that AirTOpsoft provided you. 
You should look for a file named AirTOpVXXX_API.zip under the data directory of the ftp server.  
It is very important that at the end says API because we need to use the one which include the 
developer option. 
Unzip the downloaded zip file where you want the release to be located. If all goes well, the release 
directory shall be created with all the release files. 
 
2.4 Installing the dongle software 
 
For installing the dongle software (needed for develop a plugin on AirTOp) it is better to do it 
yourself rather than to let Windows install it automatically. 
In this case for Windows (x64 bits) we need to install the executable file which is located under the 
install/win64/msi of the release directory. 
For other versions of windows the AirTOp help document provided explain how to do it: 
 For Windows XP 32 bits: 
 
Plug in the USB dongle and do not let Windows install the driver automatically. Instead, 
select install from directory and select the release install/win32/libusb directory for the 
location of the driver. 
 
 For Windows Vista 32 bits: 
 
The default driver of Windows should work. 
 For Linux: 
 
There is no driver installation but you might need to executed the following steps to be able 
to start AirTOp as a regular user (non-root user ). The device access rights have to be set to 
that the user can access the hardware key. A simple approach is changing the right on all 
devices: 
 
chmod ugo+rw /dev/bus/usb/???/??? 
 
In some older Linux distributions, the devices are in a different directory: 
 




In some recent Linux distributions, additional devices have to be made accessible: 
 
chmod ugo+rw /dev/usbdev* 
 
In addition, you may want to unload the kernel module ds2490, which many kernels load 
automatically when the key is plugged in, but which is not used. The module seems to cause 




The above changes are lost every time a USB key is unplugged and plugged in again. You can 
automate changing the access mode with the help of the UDEV system, by putting the rules 
file d s2490.rules in the directory /etc/udev/rules.d. 
 
Older Linux distributions still support the older hotplug system, which serves the same 
purpose. You can then automatically change the access mode by appending the two lines 
from u sb.usermap.add to the configuration file /etc/hotplug/usb.usermap and by putting 
the script d s2490 in the directory /etc/hotplug/usb. 





The aforementioned files can be found in the directory install/linux directory of the release. 
 
 For Mac: 
 
No driver installation is needed but the dongle should already be plugged in when the Mac 
computer is started. If the computer is already switched on, switch the computer off, plug 






3. First configuration on Eclipse 
 
Once everything explained before is installed and working properly, we need to configure Eclipse. 
3.1 Creating a new project 
 
If is the first time that you use Eclipse, it is going to ask where do you want to create your workspace 
(name of the folder where all the projects are going to be created by default by Eclipse), we select 
the place you want to create this folder (my personal recommendation is to put this folder in an 
accessible place, you will use sometimes this folder a lot of times, so have a shortcut in the desktop 
is desirable). 
Once your workspace has been created we start to build a new project, for do that: 
We need to click on the top right corner on File>New>Project… 
 
We select Java Project and press Next button. 
Then it will appear the next window, we need to set the name of our project, In this case I set the 
name as PluginExample, and I use the default location (the workspace generated before). 
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Eclipse also ask about the Java environment of the JRE, in this example I was using the version 
number 1.7, but it can works for all versions (the minimum version needed is number 1.6 for use this 
AirTOp API) 
 
We press finish and our project will be created. 
**IMPORTANT It is needed to use the same version of the JDK and Eclipse, it is desirable to use the 
x64bits version of both, otherwise you will need to make some modification later in order to work 




3.2 License file + deployment.jar 
 
To run AirTOp and to start developing our own separate module (plugin) we will need a specific 
license file and a deployment java file.  
The license file shall be specific for developer, is a .lic file usually named “airtop_license.lic”.  To 
obtain this specific license you should contact AirTOp in order to get one. The standard .lic file used 
to run AirTOp will not work. 
In addition we need a specific java file for the deployment, the “deployment.jar” file, we need to 
copy and paste the “deployment.jar” file and the license file in the main folder of our project. 
“Workspace > PluginExample3”: 
 
3.3 Copy “com” folder into “src” folder 
 
In our AirTOp folder “AirTOp_Release_V2.3.17_API -> APIDocumentationAndCodeSamples-> 
AirTOpSampleSourceCode -> com”  
Open the zip file: “APIDocumentationAndCodeSamples.zip” and extract everything into the main 
project folder. 
 




Inside this com folder there is all the code (example) created by AirTOpsoft, we need that example 
because it contains the link file between the source code of AirTOp and the user. So everything that 
we are going to create will be registered in that example file. 
This is the fastest way to build a plugin. If you have more experience and you want to create your 





3.4 Java Build Path 
 
Once your project is created, we can go to the folder where the project is. In my case was: 
C:\ workspace\PluginExample 
Eclipse had created these 4 files: two folders (bin and src) and two files (.classpath and .project) 
 
In that folder we need to extract all the files that contain the AirTOp folder that you have 
downloaded before: 
In this example I was using AirTOp_Release_V2.3.17_API.zip. 
For extract the files from the zip file we can copy that file and paste it in the folder of your project, 
then we press right click in the zip file and press extract files here. 
Your folder now will have a lot of folders, .jar files and the .bat files (and other files extensions). 
The next step will be to open again Eclipse and add all those .jar files to our project, to do that: 
Go to “Project>Properties”: 
Inside the Properties window we select “Java Build Path” and select the Libraries Tab. 
Then we need to click on Add JARs… 
By pressing this button another window will be opened, and then you have to select all the .jar files 





**TIP If we press “Add Jars...” and we cannot see anything, we need to go to Eclipse and in the 
package Explorer (navigation tab) right click on the folder of our project and select refresh. This will 







The final result might be something very similar to the picture, where all the .jar files were added to 
the project. 
The next step is to add the resources folder into our class folders, this folder contains everything we 
need to run AirTOp in Eclipse and the methods we can use in the API. 
 
 
**IMPORTANT It is very important to make sure that all the .jar files are added correctly to our 






To do that: 
Click in the same window on “Add Class Folder…” 
 





We need to select the “Resources” folder and then press OK. If everything was made ok if we open 





Select the Resources 
folder and press OK. 
The second time the 
folder should not appear 
like in this picture. 
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3.5 Run Configurations 
 
After that we need to go to “Run>Run Configurations…” placed in the top of AirTOp menu’s bar in 
order to create the configuration of Eclipse (the files that we want to run and from where) to run 
AirTOp with our own code. 
Something like this will be displayed on your screen: 
 
 
As said before we need to create a new configuration to run our code, for do that we need to follow 
the next steps: 
We need to search in the pop-up window in the left the option of “Java Application” and just double 
click on that or do a right click on it and then press “Create New”. 
We are going to extract all the information required from the batch file. 
So we need to select the batch file that we need to open to run the simulation, in my example I was 
using “AirTOp_64bits_3gb.bat”. We need to extract all the information from the batch file to fill in 
the configuration in Eclipse. 
Remember that we can find the batch file in the main folder where we are creating our project this is 
something like: C/Desktop/workspace/PluginExample3  
Right click on the batch file and press Edit. It will open a document in notepad which contains the 
information required. 
Then with that information we can fill in the Java application configuration like that: 
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3.5.1 Main Class 
Once we have created in eclipse our configuration, we need to click on the “Main” tab, we can select 
the project and we must fill in the main class. 
The main class can be founded at the end of the .bat file (it is always the last quote in the document) 







3.5.2 VM Arguments 
 
Then we need to input the arguments, by clicking in the tab on “Arguments”, next to Main tab (to 
the right). 





These VM (Virtual Machine) arguments are typically values that change the behaviour of the Java 
Virtual Machine (JVM). For example, the -Xmx256M argument allows the Java heap to grow to 
256MB of your computer’s memory.  
The Eclipse runtime is also configurable via many system properties which can be passed as VM 
arguments in the form: -DpropertyName=propertyValue. For example, -Dosgi.clean=true clears all 
data cached by the OSGi framework and the Eclipse runtime. 
 
**IMPORTANT As the main class, the VM arguments were extracted from the selected batch file 
“AirTOp_64bits_3gb.bat”, for every batch file the information could be different, so instead of copy 
and paste the code I put in this guide it is recommended to open the batch file and copy directly from 














Once everything is set we can press the “Run” button. 
 
 
If everything was filled in correctly we can see AirTOp running in our computer by pressing the green 
play button in the top: 
 
 
**IMPORTANT A problem was found by using the version 1.8 of the java environment, it complies 
about the VM argument -XX:MaxPermSize=256m to solve this problem just remove this VM 




4. Starting to develop a plugin 
 
If all the previous steps were followed, then we can run AirTOp from Eclipse otherwise we will need 
to check all the entire steps to see what is not working. 
If everything was right and we have AirTOp running in our computer from Eclipse we can start to 
program our plugin. 
Plugins are the entry points for the implementation of custom addons to AirTOp, they provide access 
to the application framework (IxxxAppFwk), and as a consequence allow users to register their own 
components such as a menu or toolbar actions, simulation adapters or domain objects editing panels 
(By using IxxxCustomizer). 
There is only one requirement, you must at least use the class TAtsCustomPlugin to run your code, 
this class is provided with the API sample source code (plugin example created by AirTOp which is 
included in the folder resources), this and only this plugin will be loaded by default on AirTOp, but it 
is possible (and it is what I’m going to do) to then load other custom plugin with the method: 
plugInto( IxxxAppFwk aAppfwk) 
 
 
4.1 Create a new plugin 
 
First of all to create a plugin, you need to create a new class which extend the class AxxxPlugIn 
and it should override the method plugInto (this method allow the retrieval of the application 
framework and add some actions, adapters etc to the application) 
So we need to create in our project a new source folder in order to distinguish all our files that we 
are going to create. 
So in the package explorer bar in Eclipse (right part), we can see all the files, we need to right click on 
it and selec New>Package. 
And fill in with the desired name, in this example the name will be EurocontrolTest, and all the files 





Now we need to create our Package, for do that just right click on the folder that we have recently 
created and select New> Package. 
 
Normally the names of the packages on AirTOp are written like com.airtopsoft.airtop.custom.XXX 
where XXX stands for the purpose of the package. 
In this example the name will be com.eurocontrol.airtop.test (we use Eurocontrol instead of 
airtopsoft because we want to know that we did that package and again for distinguish our code). 
Once our class folder is created we need to add it to our Java Build Path, to do that, remember, just 
click on: Project>Properties>Java Build Path > Libraries > Add Class Folder… 
And select the folder that we have created: EurocontrolTestGuide  
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Now we need to create our first Java file, to that purpose we make a right click on the source folder 
that we had created before and click on New>Class 
There are standards to create the names but you can do it as you want. My name will be 
TEurRunwayQueuePlugin.java 
For each type of file we can use a “Superclass” which will fill in with some pre-defined methods and 
some imported functionalities automatically. 
This step can be done or not, you can just create an empty java file and then create all the required 
methods and import functionalities. 
In this examples I will show you how to do it from an empty file, if you use the correct superclass 
some methods will be created automatically and instead of copy this code you will need to change 
or to fill in those methods. 
**The superclass extended to create a Plugin.java file is AxxxPlugIn. All the code original will be at 
the annex, so if you are not sure where to place some piece of code it is useful to look at the annex. 
 




Now we need to import some functionality as I told you before, we are going to start to import the 





Then in the class we need to extend the method AxxxPlugIn by completing the first line like this: 





The plugin is named in the constructor: the name will be displayed while the application is loading. 
The application framework is provided in the method plugInto, so we can store it as a class field for 
later usage. 
Write this within the public class: 
private IxxxAppFwk fAppFwk;  
 
And then we need to override the method: 
@Override 
 public void plugInto(IxxxAppFwk aAppFwk) { 
   
  fAppFwk=aAppFwk; 








public class TEurRunwayQueuePlugin extends AxxxPlugIn{ 
private IxxxAppFwk fAppFwk;  
@Override 
 public void plugInto(IxxxAppFwk aAppFwk) { 
   
  fAppFwk=aAppFwk; 







4.1.1 Register the plugin in the application 
 
The activation of any custom shall be done by redefining one class (TAtsCustomPlugin.java) which is 
provided with the API but with an empty “plugInto” method. 
The role of this class is simply to provide the entry point to any custom code to be added to AirTOp. 
That means that we need to go to the folder: 
 src>com.airtopsoft.airtop.custom>TAtsCustomPlugin.java 
And open the java file in the editor and initialize our code from this file. 
The first thing that we are going to find is the boolean fIsCustomPlugInActive and change the last 
word from “false” to “true”. 
private final boolean  fIsCustomPlugInActive = true; 
 
**TIP A Boolean on Java is always defined like that, the values can be only true or false, and that 
means that the element can be only a “1” true or a “0” false. 
***************************************************************************** 
Just insert in the method PlugInto our java file (TEurRunwayQueuePlugin): 
 
Public class TAtsCustomPlugin extends AxxxPlugIn { 
… 
@Override 
  public void plugInto( IxxxAppFwk aAppFwk ) { 
    if ( !fIsCustomPlugInActive ) { 
      setActivated( false ); 
      return; 
    } 
     TEurRunwayQueuePlugin runwayQueuePlugin= new TEurRunwayQueuePlugin(); 
     runwayQueuePlugin.plugInto(aAppFwk); 
} 
 
The plugin has been instantiated in the TAtsCustomPlugin.java . The TAtsCustomPlugin PlugInto 




4.2 Create Menu and toolbar Actions 
 
Actions (IxxxAction) can be used to provide users with tools to edit a project outside of a simulation. 
For example, importing data, setting up part of a project, generating reports, etc... 
Action can be added anywhere in the AirTOp's main menu and/or toolbar, or can be called from any 
custom menu, toolbar or widget. 





4.2.1 Create an action 
 
An action shall implement the IxxxAction interface, the quickest way to do this is to extend the 
AxxxProjectAction class. It should override the method actionPerformed which contains the code to 
execute when the action is triggered. The class extending this abstract class will only be activated 
when a project is opened in AirTOp. 
 




First of all we need to create a new class file; I will name it as TEurRunwayQueueActionJAVI.java: 
 In our java file extend the class AxxxProjectAction 
 We can create a constructor o set the name and a brief description. 
 Finally we override the method actionPerformed 
 
 
public class TEurRunwayQueueActionJAVI extends AxxxProjectAction { 
 
 public TEurRunwayQueueActionJAVI() { 
  setName("New Aircraft Test"); 
  setShortDescription("Here it shows a brief description of our action"); 




 public void actionPerformed (ActionEvent aActionEvent){ 
   
  ///It shows on a windows form displaying the information in blue. 
  TxxxDialogManager.showMessageDialog("Create Aircraft with Callsign Javi!", 
IxxxDialogManagerImplementor.PLAIN_MESSAGE,this,TxxxGUIUtil.findParentFrame(aActionEvent),n
ull); 




4.2.2 Example creation of an aircraft with callsign “JAVI”   
   
For every object types available in AirTOp through a data set, there is a corresponding interface 
available in the API (Examples: Aircraft -> IAtsAircraft, FlightPlan -> IAtsFlightPlan... ). 
The implementations of those objects are not available through the API but it is possible to set or get 
properties from these objects through the interface. 
These object type interfaces all extends the interface com.slvt.utl.IxxxFeatured which allows 
you to loop through all properties of an object (get/set a property, get a property name ...).  
Each property has its own unique property index available through the interface itself. This property 
index can be used to change the property of an object. The naming convention for this property 
index is always 
IAtsObjectType.sPropertyNameIndex 
Example: 
For IAtsAircraft aircraft, it is possible to retrieve the altitude with either 
aircraft.getAltitude() or aircraft.getFeature(IAtsAircraft.sAltitudeIndex). Similarly, 
it is possible to set the altitude with: 
 aircraft.setFeature( IAtsAircraft.sAltitudeIndex, altitude ). 
IMPORTANT!! There is no javadoc documentation about the object type in general or for each 
property of an object type but this information can be found in the user guide of AirTOp. It is 
therefore recommended to use the user guide to know how a property of a given object is used 
within AirTOp or how the object is used within AirTOp. 
 
Continuing with the code, within the actionPerformed method we can define a new aircraft and his 
new call sign in the following way: 
/// Test to create an aircraft with callsign filled by the user //// 
   
  ///1) Retrieve the object 
  IxxxIntegerIndexed<IAtsAircraft> l_aircraftDataSet = 
(IxxxIntegerIndexed<IAtsAircraft>)TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.c
lass); 
  for (int l_aircraftIndex =0; l_aircraftIndex < 
l_aircraftDataSet.getElementCount();l_aircraftIndex++){ 
    
  IAtsAircraft l_aircraft = 
(IAtsAircraft)l_aircraftDataSet.elementAt(l_aircraftIndex); 
  } 
   
  //2)Create an Aircraft Instance. 
   
  IAtsAircraft l_Aircraft1 = 
TxxxObjectFactory.createInstanceFromInterface(IAtsAircraft.class); 
  l_Aircraft1.setCallsign("Javi"); 
   




//3)Set to the dataset 
   
  IxxxEditableDataSet<IAtsAircraft> l_aircrafDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
  l_aircrafDataSet.addElement(l_Aircraft1); 
   
 } 
 @Override 
 protected String getGUIIconKey(){ 
  return TxxxGUIIcon.GEAR_ICON; 




The action is described in the constructor: 
 
 The name is the entry in the HMI menu. 
 The short description is used as the text of the corresponding tool tip. 
 
The method getGUIIconKey returns an identifier which represents the icon which will be displayed 
for the action in the HMI menu, in this case the icon is a gear.  
 





























**TIP Remember that this data must be at the very beginning of our .java file. The package should be 
different and normally is created automatically by eclipse with the name of your package. In this case 






4.2.3 Register the action in the application 
 
Now the action must be registered in the application from a plugin. An action should always be 
registered after the application has been initialized. 
 
This shall be done by adding to the IxxxAppFwk from the AxxxPlugIn.plugInto method (that is 
TEurRunwayQueuPlugin.java file or your main file used to create the plugin conection): 
 
You should insert at the beginning of the code, after the method which extends the method 
AxxxPlugIn: 
 




 private IxxxAppFwkListener fAppFwkListener = new TEurRunwayQueueAppFwkListener(); 





And in the method PlugInto: 
 
@Override 
 public void plugInto(IxxxAppFwk aAppFwk) { 
   
  ... 
  fAppFwk.addAppFwkListener (fAppFwkListener); 
... 
   
 }  
 
And for finishing we need to check if the simulation has been stopped and where to place our action 






 //It looks if the application has been loaded 
 private class TEurRunwayQueueAppFwkListener implements IxxxAppFwkListener{ 
   
  @Override 
  public void appFwkHasChanged (TxxxAppFwkEvent aAppFwkEvent){ 
   if(aAppFwkEvent.getEventType()==TxxxAppFwkEvent.INITIALIZED){ 
    //Here all custom plugins have been instantiated, and the 
IxxxAppFwk is ready to accept new IxxxAction, adapters etc 
    registerActions(); 
   } 
    
  } 










4.2.4 Register Actions in the menu toolbar 
 
//Register actions in the menu (Tools --> Custom) and inserts the given action in this 
action bar. 
 
 private void registerActions(){ 
   
  IxxxMenuBar l_MainMenuBar = fAppFwk.getMainMenuBar(); 
   
  TxxxGroupDescriptor l_GroupDescriptor = new TxxxGroupDescriptor("User"); 
  TxxxGroupDescriptor[] l_GroupDescriptorArray = new 
TxxxGroupDescriptor[]{l_GroupDescriptor}; 
   
//Here depending in the name of the tab, if does not exist you can create a new one by 
inserting the name. 
 
  l_MainMenuBar.insertAction(fTEurRunwayQueueActionJAVI, new 
String[]{TxxxLang.translate("Tools"), TxxxLang.translate( "Javi" )}, l_GroupDescriptor, 
l_GroupDescriptorArray, null); 
    
 } 
  
///END ACTION///  
 
 








**TIP To test it you must create a new project in AirTOp or load an existing one. Then click on the 
button and you will see how an aircraft with the callsign “JAVI” has been created. 




4.3 How to use .fcl file 
 
FCL is a library created by ForeUI, a program used to create user interface mock-ups. It is used for 
sharing collections of custom element. 
Every time that we create some window where the user need to modify/fill in, etc. We need to 
connect the interface with the user. To do that we need to use this .fcl files, describing exactly the 
information in those windows. 
We have an example in the folder of our project just in Resources > airtop > customizers > 
CustomFeatured.fcl  




4.3.1 Create a new .fcl file 
 
We need to create a folder to store these files. To do that just go to Eclipse and in the package 
explorer make right click and go to New> Folder 









And inside the folder customizer you will need to create a New > File, and name it in the same way 
as your adapter/object, in this example we are going to create a new .fcl file for the Adapter 
TEurRunwayQueueAdapter. 
 
The first line of code is: 
Main GridLayout 
Group main general_group layout = layout= GridLayout 
Then we need to describe our properties in the same way that we did in our adapter/object. 
 
**TIP Remember that we override the method getFeatureName where we put the name that will be 
displayed in the HMI. 
For example before TEurRunwayQueueAdapter: 
...  
@Override 
 public String getFeatureName(int arg0) throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return "Active"; 
  case updateStepIndex: return "UpdateStep"; 
  } 





The properties to add after the two main first lines of code will be the Active and the Update Step: 
property general_group Active 
property general_group UpdateStep 












4.4 Registering listeners 
 
There are several different possible listeners type that you can register from within the API to be 
notified when: 
 the application has been started 
com.slvt.common.appfwk.IxxxAppFwkListener 
 a project has been opened or closed 
com.slvt.common.project.IxxxProjectListener 
 the property of a given object type has changed 
com.slvt.common.util.IxxxFeatureChangeEventListener 
 the simulation starts/stops/pause and when the simulation time is incremented 
com.airtopsoft.airtop.simulator.IAtsSimulatorListener 
 
4.4.1 Example of IxxxAppFwkListener (when the application has been started) 
 
In this example I am going to show you how to register a listener to check if the application has been 
started (The project has been loaded) 
 
We need to import the first line of code of this page: 
import com.slvt.common.appfwk.IxxxAppFwkListener; 
And then in the plugInto method: 
@Override 
public void plugInto(IxxxAppFwk aAppFwk) { 
fAppFwk=aAppFwk; 
 fAppFwk.addAppFwkListener (fAppFwkListener); 
} 
 
And then we need to implement that IxxxAppFwkListener in a function, in this case we are going 
to check if the application has been initialized and if is that the case then in the console we are going 




private class TEurRunwayQueueAppFwkListener implements IxxxAppFwkListener{ 
   
@Override 




 System.out.println("The application has been loaded correctly and your 
listener is working properly"); 
 
   } 
  }  
 } 
 
4.4.2 Example of IxxxProjectListener (when a project has been opened or closed) 
 
import com.slvt.common.project.IxxxProjectListener; 
private class MyProjectListener implements IxxxProjectListener { 
 
// This code will be executed on events like PROJECT_OPENED, PROJECT_CLOSING (just 
before closing), PROJECT_CLOSED 
 
    @Override 
    public void projectHasChanged( TxxxProjectEvent aProjectEvent ) { 
 
      int l_eventType = aProjectEvent.getEventType(); 
 
      if ( ( l_eventType == TxxxProjectEvent.PROJECT_CREATED ) || ( l_eventType == 
TxxxProjectEvent.PROJECT_OPENED ) ) { 
 
 
// Retrieving the check project action 
        fCheckProjectAction = TxxxProject.getSharedInstance().getAction( 
IxxxProject.CHECK_PROJECT_ACTION_KEY ); 
 
      } 
      else if ( l_eventType == TxxxProjectEvent.PROJECT_CLOSING ) { 
        // Custom code ... 
      } 
      else if ( l_eventType == TxxxProjectEvent.PROJECT_CLOSED ) { 
        // Custom code ... 
 
      } 
    } 




4.5 Retrieve domain object 
 
The domains objects of a project are contained in data sets, each data set contains the same type of 
objects, and we have the possibility to retrieve, modify and create instances of those domain 
objects. 
The domain objects are the thing that you can define in AirTOp, for instance an Aircraft is an object 
which the domain object type in the API is named IAtsAircraft. 
All instances of a given domain object type (e.g. FlightPlans, Aircraft) are stored in one specific 
dataset. 
Example: 
//Retrieve the first element in the FlightPlans Data Set  
IxxxIntegerIndexed l_FlightPlanDataSet = 
(IxxxIntegerIndexed)TxxxProject.getSharedInstance().getDataSet( 
IAtsFlightPlan.class ); 
IAtsFlightPlan l_FlightPlan = (IAtsFlightPlan) l_FlightPlanDataSet.elementAt( 1 ); 
 
//Retrieve the fifth element in the Routing Data Set   
IxxxIntegerIndexed l_RoutingDataSet =         
 (IxxxIntegerIndexed) TxxxProject.getSharedInstance().getDataSet( 
IAtsRouting.class ); 
IAtsRouting l_Routing = (IAtsRouting) l_RoutingDataSet.elementAt( 5 ); 
 
//Retrieve all elements in the Routing Data Set 
IxxxIntegerIndexed l_WaypointDataSet = (IxxxIntegerIndexed) 
TxxxProject.getSharedInstance().getDataSet( IAtsWaypoint.class ); 
//Loop to get all the elements and store the elements in the variable l_Waypoint 
 for ( int l_WaypointIndex = 0; l_WaypointIndex < 
l_WaypointDataSet.getElementCount(); l_WaypointIndex++ ) { 







Project data sets can be retrieved via de TxxxProject class, a data set can also be handled as an 
indexed list. It implements IxxxIntegerIndexed. 
IxxxIntegerIndexed l_RoutingDataSet = (IxxxIntegerIndexed) 
TxxxProject.getSharedInstance().getDataSet( IAtsRouting.class );  
**IMPORTANT!! If the Id of a feature is known, it can be directly retrieved using TxxxProject and the 
method getSharedInstance().getObject( IAtsObjectClass.class, "String" ); 
 
For example retrieve the object which name is exactly “AC”: 
IAtsFlightPlan l_FlightPlan = TxxxProject.getSharedInstance().getObject( 
IAtsFlightPlan.class, "AC" ); 
IAtsAircraft l_Aircraft = TxxxProject.getSharedInstance().getObject( 
IAtsAircraft.class, "AC" );  
 
4.5.1 Retrieve a domain object feature (i.e. properties) 
 
A domain object property/feature can be retrieved using its getter methods, for instance we can 
retrieve some properties of the domain object FlightPlan: 
//Firstly we need to retrieve the information of the FlightPlan class 
IAtsFlightPlan l_FlightPlan = TxxxObjectFactory.createInstanceFromInterface( 
IAtsFlightPlan.class ); 
//Secondly we need to extract the specific feature, in this case the Callsign, the 
A/C and the RouteProfile 
String l_Callsign = l_FlightPlan.getCallsign(); 
IAtsAircraft l_Aircraft = l_FlightPlan.getAircraft(); 




**IMPORTANT: Unfortunately we don’t have any help on which features are in the domain objects 
or what they do but with the help of Eclipse we can guess some of them. You can also use the internal 





4.5.2 Create instances of existing domain objects 
 
New instances of existing domain objects shall be created via the TxxxObjectFactory. 
It ensures that: 
 The object is created using to the right implementation of the featured interface 
(IxxxFeatured). 
 A default unique ID has been generated for the featured. 
 The object features/properties are initialized with the proper initial value. 
 
Examples: create a FlightPlan and an Aircraft instances. 
IAtsFlightPlan l_FlightPlan = TxxxObjectFactory.createInstanceFromInterface( 
IAtsFlightPlan.class ); 




4.5.3 How to create unit based properties 
 
Unit based values are numbers with dimensions are specific on AirTOp such as time, distance, speed, 
weight, etc. 
Each kind of unit based value has its own factory and the can be defined considering several units. 
For example we need to create a variable that will represent 60 seconds (time unit) in AirTOp, to 
represent time, AirTOp use the class IxxxTimeDuration and the number we want to introduce is an 
integer (60). 
The way to transform this seconds into IxxxTimeDuration class is by using the factory, in this case 
TxxxTimeDurationFactory and then choose that the number we are going will be an integer which 
contain the amount of seconds. 
 
The syntax is: 





And the same for the rest of the units: 
IxxxDistance l_Distance1 = TxxxDistanceFactory.toMeter( 5000 ); 
IxxxDistance l_Distance2 = TxxxDistanceFactory.toNauticalMile( 5 ); 
IxxxWeight l_Weight = TxxxWeightFactory.getSharedInstance().toKilogram( 1000 ); 
IxxxSpeed l_speed = TxxxSpeedFactory.toKnot( 10 ); 
 
You can also transform these specific values into typical ones like double or integer, in order to do 
some computation. 
This specific unit based values don’t allow to calculate (add, multiply, etc.) with any other type of 
variable, so most of the time we will need to transform this values into doubles or integers and then 
execute the computation. 
TxxxTimeFactory.toSecond((int)(l_time1.secondValue()+l_time2.secondValue()))); 
 
4.5.4 Set properties/features to a domain object 
 
Domain object properties/features can be added using the set methods of the interface (is the 
recommended way by AirTOpsoft) 
l_FlightPlan.setCallsign( "FP#1" ); 
l_FlightPlan.setAircraft( l_Aircraft ); 
l_FlightPlan.setArrivalDelay( TxxxTimeDurationFactory.toSecond( 60 ) ); 
 
Or using the generic IxxxFeatured interface setter methods: 
 
l_FlightPlan.setFeature( IAtsFlightPlan.sCallsignIndex, "FP#1" ); 
l_FlightPlan.setFeature( IAtsFlightPlan.sAircraftIndex, l_Aircraft ); 
l_FlightPlan.setFeature( IAtsFlightPlan.sArrivalDelayIndex, 







4.5.5 Add a new instance of an existing domain object to its dataset 
 
You need only to extract the domain object and then set the feature: 
 
IAtsFlightPlan l_FlightPlan = TxxxObjectFactory.createInstanceFromInterface( 
IAtsFlightPlan.class ); 
l_FlightPlan.setCallsign( "FP#1" ); 
… 
IxxxEditableDataSet l_FlightPlanDataSet = 
TxxxProject.getSharedInstance().getDataSet( IAtsFlightPlan.class ); 























4.6 Create an Object: TEurRunwayQueu.java 
 
Now we are going to add a custom object type to AirTOp project, it is possible to add your own type 
of object as well as it is possible to retrieve and modify instances of the existing ones, but those 
characteristics will be explained later on. 
This new object type will be edited through the user interface and will be saved and loaded 
automatically. 
4.6.1 Defining the new object type properties 
 
As all the functions developed yet, we are going to create a new .java file by right clicking on our 
package> new> class 
In this case the name for my example is TEueRunwayQueu.java. 
The new object type shall extend the method AxxxAnnotatedFeatured, this abstract class works 
with annotations to complete the object type description. The annotations are used to define the 
properties of the custom object. 
The name of the new object and the data of it will need the class annotation @Featured: 
//DataDisplayName is the name of the type (Available with control + T in AirTOp 
menu). We need also to fill in the DataInterface (the class of our object) and the 
CompositeKey. 
 
@Featured(DataDisplayName= "EurocontrolRunwayQueue2", DataInterface= 
TEurRunwayQueue.class, CompositeKey="eurocontrol.EurocontrolRunwayQueue") 
 
public class TEurRunwayQueue extends AxxxAnnotatedFeatured { 
Inside this function we need to describe everything of our object. 
We need to describe each field type of our object, name and initial value with the properties Name 
and InitialValue (respectively) of class annotation @Attribute. 
//We create 4 fields, ID, Airport, TimeSeparation and Waypoint 
//A field with UID Attribute is mandatory and it shall be a String. 
 
 @Attribute(UID = true, Name= "ID") 
 private String fID; 
  
 @Attribute(Name="Airport", Optional = true) 
 private IAtsAirport fAirport; 
  
 @Attribute(Name="TimeSeparation", InitialValue="00:01:00") 
 private IxxxTimeDuration fDurationToAddToETA; 
  
 @Attribute(Name="WayPoint") 




Other properties can be described using this class annotation. 
 Optional: 
For instance if we want to make one field optional in AirTOp ( a field that the user can decide to fill in 
or not, is not a compulsory field needed to execute our code/algorithm, but can help to make it 
more understandable or just to set optional computations) we can use the property “Optional” of 
field annotation @Attribute. 
 Persistent: 
To decide whether the field should be saved or not, we can set the property “Persistent” of field 
annotation @Attribute. 
 CompositeKey: 
To decide where to store the new object type in the project structure when it saved we use the 
property “CompositeKey” of class annotation @Featured. 
 Name: 
To set a name of the property (String), we use the property “Name” of class annotation @Attribute. 
 InitialValue: 
If we want to set a value by default in some fields we can apply the property “InitialValue” and then 
choose the desired value. The class annotation used is @Attribute. 
 Hidden: 
When you create a field and you don’t want to show it to the user, you should use the property 
“Hidden” of class annotation @Attribute. 
 ReadOnly: 
Whether the field should be only displayed but not editable for the user we should use the property 
“ReadOnly” of class annotation @Attribute. 
 Uncopyable: 
Whether the field must not be copied we have to use the property “Uncopyable” of class annotation 
@Attribute. 
 UID: 
If the field is the root ID we can set this property, “UID” of class annotation @Attribute. We must use 





4.6.2 Create the getters and setters methods for all of our fields 
 
**TIP Eclipse has the possibility to create getters and setters methods by default, just select in the 
java file the variables you want to create this get and sets methods, then right click in the editor > 
Source > Generate Getters and Setters and select the ones you want to create. In this case we can 




 public String getID() { 




 public void setID(String iD) { 




 public IAtsAirport getAirport() { 
  return fAirport; 
    } 
 
 
 public void setAirport(IAtsAirport airport) { 




 public IxxxTimeDuration getDurationToAddToETA() { 




 public void setDurationToAddToETA(IxxxTimeDuration durationToAddToETA) { 




 public IAtsWaypoint getWaypoint() { 




 public void setWaypoint(IAtsWaypoint WayPoint) { 
  fWaypoint = WayPoint; 
 } 
 
These methods can be created manually without the need of the Eclipse’s help. If you use the 





We need to create also getRootUIUD, createDataSetDescriptor and getUID methods to define the 
properties of our new type object to be used in other files. 
 
@Override 
 public String getRootUID() { 




 public IxxxDataSetDescriptor createDataSetDescriptor() { 




 public String getUID() { 




4.6.3 Registering the new object type in the Plugin file 
 
Once we have created our own object type, it requires to be registered in our main plugin file 
(TEurRunwayQueuePlugin.java) using the following method: 
In that file we need to call a function (“addRunwayQueueToProject();”) that we are going to create 
below: 
@Override 






And then we can register the new object type with the function like that: 
////REGISTER NEW OBJECT TYPE//////  
 private void addRunwayQueueToProject() { 
   
TEurRunwayQueue l_RunwayQueue = new TEurRunwayQueue(); 
 
 // Add the custom featured to the default project 
 TxxxProject.addCustomFeaturedToProject( TEurRunwayQueue.class, 
l_RunwayQueue, "#Header:customfeatured-version1.3" ); 
 
 }  
46 
 
4.7 Create a simulation Adapter: TEurRunwayQueueAdapter.java 
 
An adapter (IAtsSimulatorListener) can be used to perform some computation during a 
simulation and/or add specific behaviour while the simulation is running. 
 
4.7.1 Create an Adapter 
 
We shall create another java document in the same folder, this time the name is 
TEurRunwayQueueAdapter.java 
As always the first line of our code will be generated automatically with the name of our package: 
package com.eurocontrol.airtop.runwayque; 
 















An Adapter must have at least one property “Active” which allows the user to activate or deactivate 
it during a simulation, but other custom properties can be added to our project. 
 
We are going to create an adapter with two properties, an activate/deactivate property and an 
Update step property. 
 
Our public class shall need to extend the AAtsProjectSimulatorAdapter method: 
 
public class TEurRunwayQueueAdpater extends AAtsProjectSimulatorAdapter { 
 
 
 private final static int activeIndex =0; 
 private final static int updateStepIndex = 1; 
 private final static int featureCount=2; 
 
//We set by default the active property into true, that means that our adapter will be on 
by default 
 private Boolean fActive = true; 
  
//We set by default our update step in 60 seconds (1 minute) 








public IxxxTimeDuration getUpdateStep() { 
  return fUpdateStep; 
 } 
 
 public void setUpdateStep(IxxxTimeDuration updateStep) { 




 public Boolean getActive() { 




 public void setActive(Boolean aActive) { 
  fActive = aActive; 
 
 } 
**TIP Eclipse has the possibility to create getters and setters methods by default, just select in the 
java file the variables you want to create this get and sets methods, then right click in the editor > 




The “Active” feature as a special feature needs its own getter and setter, getActive and setActive.  
All features (including the “Active” feature) are described in the methods getFeature, 
getFeatureClass, getFeatureCount, getFeatureName of interface IxxxFeatured. 
 
 
////////// All features need at least getFeature, setFeature, getFeatureClass, 
getFeatureCount and getFeatureName////////////////// 
  
 @Override 
 public Object getFeature(int arg0)  throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return getActive(); 
  case updateStepIndex: return getUpdateStep(); 
  } 
  throw new IndexOutOfBoundsException("" + arg0); 
   
 } 
// This feature, setFeature, allows the user to change the value in the pop-up 
window, in this example the value of the updateStepIndex 
 
 @Override 
   public void setFeature( int aIndex, Object aFeature ) { 
 
     switch( aIndex ) { 
 
       case updateStepIndex: setUpdateStep((IxxxTimeDuration) aFeature); 
break; 
     } 







 public Class getFeatureClass(int arg0) throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return Boolean.class; 
  case updateStepIndex: return IxxxTimeDuration.class; 
  } 




 public int getFeatureCount() { 
  // TODO Auto-generated method stub 





 public String getFeatureName(int arg0) throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return "Active"; 
  case updateStepIndex: return "UpdateStep"; 
  } 
  throw new IndexOutOfBoundsException("" + arg0); 
 } 
 
The adapter itself is described in the methods getDataDisplayName, getDataInterface, 
getDataName, and getDataTypeAsString.  
 
**TIP Note that features must not be of primitive type, because AirTOp may set all features to null 
when disposing an object and this would cause a NullPointerException if a feature was of primitive 
type. Use the standard Java object wrappers (e.g. java.lang.Integer instead of int) if you need to use 
primitive types. 
***************************************************************************** 
//////The adapter is described in the methods getDataDisplayName, 
getDataInterface, getDataName and getDataTypeAsString///// 
 @Override 
 public String getDataDisplayName() { 
   




 public Class getDataInterface() { 
   




 public String getDataName() { 
   




 public String getDataTypeAsString() { 
   
  return "EurocontrolRunwayQueueAdapter";}  
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/////////This method allow the user to edit the feature via the HMI//////////// 
  
 @Override 
 public boolean canSetFeature(int aFeaturedIndex) { 
  switch (aFeaturedIndex){ 
  case activeIndex: return true; 
  case updateStepIndex: return true; 
  } 





///////// This methods allow the creation of the panels on which will appear the 
adapter, in this case will appear a tree in the following order Adapter>Custom 
Adapter>Eurocontrol>Eurocontrol Runway Queue Adapter  //////////// 
  
 @Override 
 public String getAdapterDomainCategory() { 
   




 public String getAdapterDisplayCategory() { 
 




 public String getAdapterDisplayName() { 
   





////Code implemented to be executed at different steps of the simulation//// 
////Can be also when the simulation starts, stops pauses or when the simulation 
time is incremented/// 
 
 @Override 
 protected void simulatorTimeIncremented(TAtsSimulatorEvent aSimulatorEvent) 
{ 
   
   
IxxxTime simulationTime = 
aSimulatorEvent.getSimulator().getSimulationTime(); 
 
  if (simulationTime.secondValue() % getUpdateStep().secondValue()==0) { 
 
 
//(%)Modulus - Divides left hand operand by right hand operand and returns 
remainder --Example Variable A holds 10 and variable B holds 20, then B % A will 
give 0 






//We extract the information (DataSet) of our object that will be explained later 
 
   IxxxEditableDataSet<TEurRunwayQueue> rwyQueuePlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(TEurRunwayQueue.class); 
    
    
//Testing to print out the simulation time when the code is activated you can see 
it only on the Eclipse's console// 
   
         System.out.println(simulationTime) ; 
    
   for (int i=0; i < rwyQueuePlanDataSet.getElementCount(); i++){ 
    
rwyQueuePlanDataSet.elementAt(i).processQueue(simulationTime);  
 
///ProcessQueue is the function that we have created in the TEurRunwayQueuee.java 
and will be explained later. 
 
     
      } 
    
  } 
 





4.7.2 Register an adapter in the application 
 
Adapters are registered from a plugin. The available application framework gives access to the 
internal plugin which handles all simulation adapters. 
As always we need to register our adapter in our main .java file of our plugin 
(TEurRunwayQueuePlugin.java). 
 
In the method plugInto we need to create two functions to be executed: 
@Override 
 public void plugInto(IxxxAppFwk aAppFwk) { 
//We call this function that will be developed before. 





//The function is created like this to register the adapter in the application: 
private void addRunwayQueueAdapter(IxxxAppFwk aAppFwk){ 
    
   TAtsSimulatorListenersPlugIn l_plugin= (TAtsSimulatorListenersPlugIn) 
aAppFwk.retrieveAddOnByClass(TAtsSimulatorListenersPlugIn.class); 
   l_plugin.addSimulatorListener(new TEurRunwayQueueAdpater()); 
    





  } 
 
The adapter is instantiated in the plugin and registered directly when the plugin is initialized via the 
plugInto method. 
The adapter is registered in the TAtsSimulatorListenersPlugIn which can be retrieved from the 
application framework. 
 
The last step is to create the corresponding FCL file (.fcl), which contain the access to the HMI. 




4.8 Run code with an adapter using the new object type (Main AMAN 
algorithm). 
 
First of all you need to create a function that works with the simulator time, if we remember we 
register a listener in the adapter. 
So in the same file (TEurRunwayQueueAdapter.java) we need to add the function that we want to 
compare the time with the update step that we create before. 
////Code implemented to be executed at different steps of the simulation 
 
////Can be also when the simulation starts, stops pauses or when the simulation 
time is incremented/// 
 
 @Override 
 protected void simulatorTimeIncremented(TAtsSimulatorEvent aSimulatorEvent) 
{ 
   
   
IxxxTime simulationTime =    
aSimulatorEvent.getSimulator().getSimulationTime(); 
    if (simulationTime.secondValue() % getUpdateStep().secondValue()==0) 
{   
 
//(%)Modulus - Divides left hand operand by right hand operand and returns 
remainder --Example Variable A holds 10 and variable B holds 20, then B % A will 
give 0 
    
//We retrieve the information of our object, in this case TEurRunwayQueue.java to 
do that we need just to retrieve the information as any other existing object. 
 
   IxxxEditableDataSet<TEurRunwayQueue> rwyQueuePlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(TEurRunwayQueue.class); 
    
//Testing to print out the simulation time when the code is activated  
// you can see it only on the Eclipse's console// 
 
  System.out.println(simulationTime) ; 
    
   for (int i=0; i < rwyQueuePlanDataSet.getElementCount(); i++){ 
    
rwyQueuePlanDataSet.elementAt(i).processQueue(simulationTime); 
 
///ProcessQueue is the function that we have created in the TEurRunwayQueuee.java 
 
     
   } 
    







In this example first of all I’m going to show how looks the first function version that I created, and 
then I will explain about the last function (V 1.7) 
/** 
* @param simulationTime 
*/ 
 
public void processQueue(IxxxTime simulationTime) { 
 
  
   
//////////////////Here we extract the data of the flight plan from AirTOp////////////// 
 
//For FlightPlans 
  IxxxEditableDataSet<IAtsFlightPlan> flightPlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsFlightPlan.class); 
   
  //For Waypoints 
  IxxxEditableDataSet<IAtsWaypoint> waypointDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsWaypoint.class); 
   
  //For Aircrafts 
   
  IxxxEditableDataSet<IAtsAircraft> aircraftDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
   
  //ForWakeVortexSeparationTime 
   




  IxxxEditableDataSet<IAtsAircraftType> AircraftType = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraftType.class); 
   
     
   
   
//We load all the aircrafts in the variable l_aircraft 
   
 
for(int aircraftIndex=0; aircraftIndex< aircraftDataSet.getElementCount();aircraftIndex++){ 
 
   IAtsAircraft l_Aircraft = aircraftDataSet.elementAt(aircraftIndex); 
 
   // Vector with all aircrafts 
   IAtsAircraft [] vectoraircraft= new IAtsAircraft[aircraftDataSet.getElementCount()]; 
 
   vectoraircraft[aircraftIndex]=l_Aircraft; 
   //System.out.println(vectoraircraft); 
    
    
  } 
   
//We load all the waypoints in the variable l_waypoints 
 
for(int waypointIndex=0; waypointIndex < waypointDataSet.getElementCount(); 
waypointIndex++){ 
 
 IAtsWaypoint l_waypoint = waypointDataSet.elementAt(waypointIndex); 
     
  } 
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// We create the vector of FlightPlans. 
Vector<IAtsFlightPlan> flightPlan = new Vector<IAtsFlightPlan>(); 
 
// First of all we are going to insert all the flightplans in the vector flightPlan, they 
must follow some rules: 
 
 
for(int flightPlanIndex =0;flightPlanIndex< flightPlanDataSet.getElementCount(); 
flightPlanIndex++){ 
  
//Aircrafts controlled (inside a sector) by an ATC or an AOC 
if(flightPlanDataSet.elementAt(flightPlanIndex).getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     
//Flights that the last point on their route is the Waypoint inserted by the 
user (It uses the Initial Approach Fix aka IAF)    
        
if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitialAppro
achFix()== getWaypoint()){ 
   
//If it follows the 2 conditions we insert the flightPlan in the 
vector. 
flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
      
//Test to see on the console the aircraftType of the flightplans 
selected         
System.out.println(flightPlan.elementAt(0).getAircraftType()); 
 
    } 
   } 
  } 
   
   
//Some tests to display on the console the time at which the code has been 
executed  
  System.out.println("The algorithm was executed at:"+simulationTime); 
 
  //And the number of flightplans that follow the rules. 
  System.out.println("Elements in FlightPlan:"+flightPlan.size()); 
   
  //Creation of some Vectors that we are going to use later. 
 
//We need to retrieve the BMTrajectories of the most updated BMT and compute 
the TC. 
  Vector<IAtsBMTrajectory> mostupdated = new Vector<IAtsBMTrajectory>(); 
 
  Vector<IxxxTime> ArrivalTimeIAF = new Vector<IxxxTime>(); 
 
  //vector of TimeValuedWaypointList 
Vector<IAtsTimeValuedWaypointList> routeProfile = new Vector 
<IAtsTimeValuedWaypointList>(); 
 
  Vector<IxxxTime> normETO = new Vector<IxxxTime>(); 
 
  Vector<Integer> indexOfWaypoint = new Vector<Integer>(); 
 
  //vector de normETO en segundos (double) 
  Vector<Double> normETOseconds = new Vector <Double>(); 
   




//Retrieve the RBMT trajectory of each flightplan and stored it in the mostupdated 
vector. 
for(int BMTIndex=0; BMTIndex < flightPlan.size();BMTIndex++){ 
mostupdated.add(TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusin
essTrajectory(flightPlan.elementAt(BMTIndex), TAtsBMTSource.MostUpdatedBMT)); 
    
  //Also get the Estimated time at IAF 
ArrivalTimeIAF.add(mostupdated.elementAt(BMTIndex).getEstimatedTimeAtIAF()); 
    
//Extract the route profile and the index of the selected IAf (with the 
getWaypoint() function) 
  routeProfile.add(mostupdated.elementAt(BMTIndex).getRouteProfile()); 




   if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
     
//Creation of the vectors normETO, which include the ETO without TC 
of each flightplan for the selected Waypoint 




   //And the same vector in seconds (double value) 
   normETOseconds.add(normETO.elementAt(BMTIndex).secondValue()); 
 
   }  
  } 
   
   
//We use the method Sort (asociated to the method vector) to sort the vector normETOseconds 
   
Collections.sort(normETOseconds); 
 
for(int x=0; x < normETOseconds.size(); x++){ 
    
 //Test commented to see if the vector is well sorted on the console 
 //System.out.println(normETOseconds.elementAt(x)); 
  } 
   
//Now we have to compare each element in the sorted vector with the mostupdated vector. 
 
//To do that we need to loop the vector mostupdated and get all the elements it in the same 
order as the normETOsenconds vector 
   
// we create the vector mostupdatedsorted 
Vector<IAtsBMTrajectory> mostupdatedSorted = new Vector<IAtsBMTrajectory>(); 
   
   
for(int sortedIndex =0; sortedIndex< normETOseconds.size(); sortedIndex++){ 
 
  boolean sorted = false; 
 
  for(int sortedIndex2= 0; sortedIndex2< normETO.size();sortedIndex2++){ 
     
if(normETOseconds.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted == false){ 
        
mostupdatedSorted.add(mostupdated.elementAt(sortedIndex2)); 
   sorted=true; 
   }  
      } 
  } 




  //Now we have to compare the time differences between all flightplans. 
   
  Vector<java.lang.Double> DifferenceTimeIAF = new Vector<java.lang.Double>(); 
  for(int i=1; i< flightPlan.size();i++){ 
    




  } 
   
// Now compute the Time Constraint  
Vector<java.lang.Double> TimeConstraintVector = new Vector<java.lang.Double>(); 
Vector<IxxxTime> ArrivalTimePlusTC = new Vector<IxxxTime>(); 
   
   
  /////////Computation of TC with all the possible cases////////////// 
   
//We create a boolean to know if the first TC has been found or not. True = 
Found / False = not found 
  boolean firstfound= java.lang.Boolean.FALSE; 
   
  //We loop in all our list 
  for (int finalIndex = 1; finalIndex<normETOseconds.size(); finalIndex++ ){ 
    
//Condition: Before find the first TC, the difference of time at IAF is 
greater than the minimum established 
if(DifferenceTimeIAF.elementAt(finalIndex-1)> 
getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 
//We add a 0.0 double value because we don't need to apply any 
TC, the time difference is big enough 
    TimeConstraintVector.add(0.0); 
   } 
    
    
//Condition: The first TC has been found and if needed apply a TC for 
the following flights. 
   if(firstfound == java.lang.Boolean.TRUE){ 
     
//We create a variable with the time of the previous flight 
plus the past TC computed. 
double pastActualTime = normETOseconds.elementAt(finalIndex-
1)+TimeConstraintVector.elementAt(finalIndex-2); 
     
//If the difference between the time of the next and the time 
of the previous ac with TC is minor than the minimum 
separation time then: 
 








      
    } 
//If the difference between the time of the next and the time 
of the previous ac with TC is greater than the minimum 
separation time then: 








     TimeConstraintVector.add(0.0); 
    } 
     
   } 
    
//Condition: Is the first TC, is at the end of the loop because we 
want to make sure that the boolean will become true and then increase 
the number 
   //of the index. 
    
//We create the first TC to the first combination that the difference 




getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 




    firstfound = java.lang.Boolean.TRUE; 
   } 





//We create now a vector which contains the TC of all aircrafts, will contain a douvle 
value and a 0.0 if there is no needed to apply any TC. 
 
 
//It does not consider the first element in the queue, because represent that this element 
don't need to be delayed. 
   
     
   
  
for(int TCIndex2 =0 ; TCIndex2< TimeConstraintVector.size();TCIndex2++){ 
    
ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETOseconds.elementAt(TCInd
ex2+1)+TimeConstraintVector.elementAt(TCIndex2)))); 
    
//We only apply a TC when the value of its TimeConstraintVector is different of 0.0 
("!=" in Java means different) 
 
 if(TimeConstraintVector.elementAt(TCIndex2)!= 0.0){ 
     
//Apply the TC to the right flightplan by using the method 
createOrUpdateTimeConstraint of the TAtsNetQueueUtil.getSharedInstance() 
function. 
           
TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoin
t(), mostupdatedSorted.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted.elementAt(TCIndex2+1).getCallsign(),TAtsOption
alAirportUsage.Arrival); 
     
    } 
 




// Now from that TC we can know if they are compliant or not. 
   
//Extract the information from the object in AirTOp IAtsTimeConstraint 
IxxxEditableDataSet<IAtsTimeConstraint> TCDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsTimeConstraint.class); 
 
//Create a vector to store the information required 
Vector<IAtsTimeConstraint> TCvector = new Vector<IAtsTimeConstraint>(); 
 
//Variable to store the amount of Compliant TC (Counter) 
int NumberOfCompliant = 0; 
   
//Loop through all alements 
for(int Tcin =0;Tcin < TCDataSet.getElementCount(); Tcin++){ 
 
 //Add all elements in the TCvector 
 TCvector.add(TCDataSet.elementAt(Tcin)); 
       
//If the element is compliant (True = Compliant / False = Non compliant) we 
increase our counter 
 if (TCvector.elementAt(Tcin).getCompliant()== java.lang.Boolean.TRUE){ 
           
NumberOfCompliant=NumberOfCompliant+1; 
         
  } 
        
//Example of a print in the console if a TC is compliant or not (True or false) -> Boolean 
 
  //System.out.print(TCvector.elementAt(Tcin));    
    } 
 
//We display in the console the number of TC that are compliant 
 
  System.out.println("The number of FP compliant are:"+NumberOfCompliant); 




   
//We are going to try to use some information from this file to the Excel.java file/. 
 
       





5. How to create Excel files containing specific information 
selected by the user. 
 
First of all we need to have the library of Apache POI, a free library which contain the specific JAR file 
to create/modify and use all the functions of the Office documents (word/PowerPoint or excel) 
 
For that purpose then you will need to download the file. You can get it from the main source 
webpage of Apache: 
http://poi.apache.org/download.html 
There is more than one distribution. We are going to choose the Binary distribution, the one that is 
packaged in a .zip file. 
Once the file is downloaded, we need to unzip the file and in the main folder we find a JAR file 
named poi-3.XX (where XX is the number of the version) followed for number of release of several 
names. 
In this example I was using the poi-3.12-20150511. 
We need to copy this file and put it in the main folder when our project is being created in Eclipse. 
In this example we put the file in the folder PluginExample3. 
 
The second step then is to open Eclipse and import such JAR file. 
For that purpose we need to open our project if it is not opened. Then we click on Project > 
Properties. 
We can see the Properties menu is displayed:  we click on “Java Build Path” in the right part we need 




On the right we have several buttons, we click on “Add External JARs…” select the file we 


















import  org.apache.poi.hssf.usermodel.HSSFSheet; 
import  org.apache.poi.hssf.usermodel.HSSFRow; 




public class TEurRunwayQueueExcel { 
 
 public static void createExcel(Vector<IxxxTime> TCExcel) { 
        ///// CREATE EXCEL AND CHECK IF EXISTS ALREADY ///// 
    
 //Route of the file and the name of it 
 String routeFile = System.getProperty("user.home")+"/ETOwithoutTC.xls"; 
 
         //Create the new object file 
         File fileXLS = new File(routeFile); 
 
         //If exists it deletes this file and create a new one 
         //if(fileXLS.exists()) fileXLS.delete(); 
 
         //Create a new excel file 
         try { 
    fileXLS.createNewFile(); 
   } catch (IOException e) { 
    e.printStackTrace(); 
   } 
 
          
         //We create a new excel book 
         Workbook Wbook = new HSSFWorkbook(); 
 
         //And start the flow in the file 
         FileOutputStream file = null; 
 
   try { 
    file = new FileOutputStream(fileXLS); 
   } catch (FileNotFoundException e) { 
    e.printStackTrace(); 
   } 
          
         //Class sheet to create a new sheet in Excel 
         Sheet sheet1 = Wbook.createSheet("Excel Page 1"); 
          





//We fill in the excel file with the data we want 
for(int f=0;f<TCExcel.size();f++){ 
                   
  Row fila = sheet1.createRow(f); 
                       
  for(int c=0;c<2;c++){ 
                     
   Cell celda = fila.createCell(c); 
 
   if(c==0){ 
celda.setCellValue("ETO Without TC #"+c); 
}else{ 




}             
//We write on the book 
try { 
 Wbook.write(file); 




 //We close the data flow 
try { 
 Wbook.close(); 
 } catch (IOException e) { 
 e.printStackTrace(); 
     } 
 
/*//And optional we can open the excel file created 
 try { 
 Desktop.getDesktop().open(fileXLS); 
 } catch (IOException e) { 
e.printStackTrace(); 
} */ 












Once our plugin is finished, or some features are working as we want, we need to package our plugin 
and distribute our software to the rest of the people that are using the standard version. 
For do that you might need to follow the next steps: 
1) We need to go to Eclipse environment, with our project opened. In the top right corner we 
have to click into the tab named “File” and then click into “Export” 
It is going to show something like this: 
 
We need to select the option “JAR file” and then press next. 
In the next window we need to select the resources that we want to export, in this case I will select 






Also we need to activate the field “Export generated class files and resources” and in the Options: 
“Compress the contents of the JAR file”. 
You will need to put a name to your file, for do that you have to click on Browse… and then insert 
the name you want. (Remember to put the JAR file in the same folder where your plugin is built.) 





We need to select the options: 
 Export class files with compile errors 
 Export class files with compile warnings 
 Save the description of this JAR in the workspace. 
o We need to put a name as before to the document with the description, for do that 
you need to click on Browse and put the name you want or just can change the 





Then we can see that in our directory two files has been created: 
 
Now you have to go to your directory when the project is storage and open the .jar file. 








Once we check that everything is package correctly in the .jar file we need to run the .bat (windows 
Batch file) file that we were using to running AirTOp in Java. 
We can find this file in the main folder of the plugin project; remember that we set previously the 
batch file: “AirTOp_64bits_3gb.bat”. 
So double click on it and we can see that AirTOp is running without the need of Eclipse. 
Inside AirTOp you can check that now the software also includes your plugin, so now we need to 
deploy that software to everybody. For that purpose we are going to click on Tools>Misc> Create 
deployment file. 
Press Ok and then AirTOp says what the requirements are: 
This action creates a file which allows deploying code made with AirTOp API. 
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Requirements to run this action: 
 
 All classes should be in jar files (so no classes into e.g. a bin directory in eclipse) 
 The release which will be deployed, should be used to generate the file 
 The license including the API option should be used the generate the file, while the license 
with the DeployAPI option will be used to run the custom code 
If the above constraints are not satisfied, the deployment will fail. 
**IMPORTANT That means that every time AirTOp release a new version (a new version number), we 
will need to re-do again all this steps in order to generate the plugin for the version of AirTOp 
furthermore your license has to include the DeployAPI option to run the custom code.  
***************************************************************************** 
 
That means that you have to make sure that your computer has installed a license with those two 
options, the API option for generate the file and the DeployAPI option for running that file. 
Once we click Ok, then it will appear this: 
 
 
AirTOp has generate a file which name is “deployapi.info” 
The next step is going to the main folder again, and we are going to change the batch file name for 
distinguish from the original one.  
We set the name of:”AirTOp_64bits_3gb_deployed_plugin.bat” 
We open with Notepad++ (you can use windows notepad reader instead of notepad++) and we add 
this text at the end: “licensefile=airtop_license_deployment.lic” to ensure that your bat file will 
open this license name. 
Then the next step is just to change the name of your license where you are going to execute this 
plugin and insert at the end of the file and separate from the last letter with a space: 
 “airtop_license_deployment.lic”.  
Remember that this license file must include the option “DeplyAPI” to run the custom plugin. 
69 
 
So if you want to share your plugin with the rest of the people you need : 




2) Paste the files in the directory where your AirTOp is installed 
3) Replace the name of the file “deployapi.info” for “airtop_license_deployment.lic” 
4) Search for the batch file of AirTOp in the computer you are installing this plugin 
5) Open the batch file, change the name and save the batch file in order to protect the original 
file. 
6) Add “licensefile=airtop_license_deployment.lic” at the end of the file, separated with a 
space from the last letter. 
7) Run this batch file in order to see if the plugin is working. 
 
 
If the plugin is not working it is possible that your license does not have the deployAPI option, you 






7. Debugging mode in Eclipse 
7.1 What is debugging? 
Debugging allows you to run a program interactively while watching the source code and the 
variables during the execution. 
By breakpoints in the source code you specify where the execution of the program should stop. 
To stop the execution only if a field is read or modified, you can specify watchpoints. 
7.2 Setting Breakpoints 
To set breakpoints in your source code right-click in the small left margin in your source code 
editor and select Toggle Breakpoint. Alternatively you can double-click on this position 
7.3 Starting the Debugger 
To debug your application, select a Java file which can be executed, right-click on it and 
select Debug As → Java Application. 
After you have started the application once via the context menu, you can use the created launch 
configuration again via the Debug button in the Eclipse toolbar. 
If you start the debugger, Eclipse asks you if you want to switch to the Debugperspective once a 
stop point is reached. Answer Yes in the corresponding dialog. 
7.4 Controlling the program execution 
Eclipse provides buttons in the toolbar for controlling the execution of the program you are 
debugging. Typically it is easier to use the corresponding keys to control this execution. 
You can use the F5, F6, F7 and F8 key to step through your coding. The meaning of these keys is 
explained in the following table.  








F5 Executes the currently selected line and goes to the next line in your program. 
If the selected line is a method call the debugger steps into the associated 
code. 
F6 F6 steps over the call, i.e. it executes a method without stepping into it in the 
debugger. 
F7 F7 steps out to the caller of the currently executed method. This finishes the 
execution of the current method and returns to the caller of this method. 
F8 F8 tells the Eclipse debugger to resume the execution of the program code until 
it reaches the next breakpoint or watchpoint. 
 
7.5 Deactivating breakpoints 
 
To deactivate a breakpoint, remove the corresponding checkbox in the Breakpointsview. 
If you want to deactivate all your breakpoints you can press the Skip all breakpointsbutton. If you 
press it again, your breakpoints are reactivated. This button is highlighted in the following 
screenshot. 
7.6 Evaluating variables in the debugger 
 
The Variables view displays fields and local variables from the current executing stack. Please note 




























public class TEurRunwayQueuePlugin extends AxxxPlugIn { 
  
 //We are going to register an action in the application 
 private IxxxAppFwk fAppFwk; 
 private IxxxAppFwkListener fAppFwkListener = new 
TEurRunwayQueueAppFwkListener(); 
 private TEurRunwayQueueActionJAVI fTEurRunwayQueueActionJAVI = new 
TEurRunwayQueueActionJAVI(); 




 public void plugInto(IxxxAppFwk aAppFwk) { 
   
   
  // We define the methods below 
  addRunwayQueueToProject(); 
  addRunwayQueueAdapter(aAppFwk); 
   
  fAppFwk=aAppFwk; 
  fAppFwk.addAppFwkListener (fAppFwkListener); 




 //That listener is checking if the application has ben initialized and if 
the project has been loaded. 
 private class TEurRunwayQueueAppFwkListener implements IxxxAppFwkListener{ 
   
  @Override 
  public void appFwkHasChanged (TxxxAppFwkEvent aAppFwkEvent){ 
   if(aAppFwkEvent.getEventType()==TxxxAppFwkEvent.INITIALIZED){ 
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    //Here all custom plugins have been instantiated, and 
the IxxxAppFwk is ready to accept new IxxxAction, adapters etc 
    registerActions(); 
    System.out.println("The application has been loaded 
correctly and your listener is working properly"); 
   } 
  }  
 } 
//Register Action in the menu action bar (Tools --> Custom)   
 private void registerActions(){ 
   
  IxxxMenuBar l_MainMenuBar = fAppFwk.getMainMenuBar(); 
   
  TxxxGroupDescriptor l_GroupDescriptor = new 
TxxxGroupDescriptor("User"); 
  TxxxGroupDescriptor[] l_GroupDescriptorArray = new 
TxxxGroupDescriptor[]{l_GroupDescriptor}; 
   
  //Aqui dependiendo del nombre que le pongas a las pestañas puedes 
crearlas si no existen. 
  l_MainMenuBar.insertAction(fTEurRunwayQueueActionJAVI, new 
String[]{TxxxLang.translate("Tools"), TxxxLang.translate( "Javi" )}, 
l_GroupDescriptor, l_GroupDescriptorArray, null); 




   
///REGISTER ADAPTER///  
  private void addRunwayQueueAdapter(IxxxAppFwk aAppFwk){ 
    
   TAtsSimulatorListenersPlugIn l_plugin= 
(TAtsSimulatorListenersPlugIn) 
aAppFwk.retrieveAddOnByClass(TAtsSimulatorListenersPlugIn.class); 
   l_plugin.addSimulatorListener(new TEurRunwayQueueAdpater()); 
    






  } 
   
///END ADAPTER/// 
   
////REGISTER NEW OBJECT TYPE//////  
   private void addRunwayQueueToProject() { 
       TEurRunwayQueue l_RunwayQueue = new TEurRunwayQueue(); 
 
       // Add the custom featured to the default project 
       TxxxProject.addCustomFeaturedToProject( 
TEurRunwayQueue.class, l_RunwayQueue, "#Header:customfeatured-version1.3" ); 
 
 } 
      



































public class TEurRunwayQueueActionJAVI extends AxxxProjectAction { 
 
 public TEurRunwayQueueActionJAVI() { 
  setName("New Aircraft Test"); 
  setShortDescription("Here it shows a brief description of our 
action"); 




 public void actionPerformed (ActionEvent aActionEvent){ 
   
  ///It shows on a windows form 




   
  //Execute the function to create a new excel 
  //TEurRunwayQueueExcel l_newExcel = new TEurRunwayQueueExcel(); 
  //l_newExcel.createExcel(); 
   
  /// Test create a flightplan an a aircraft.//// 
   
  ///1) Retrieve the object 
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  IxxxIntegerIndexed<IAtsAircraft> l_aircraftDataSet = 
(IxxxIntegerIndexed<IAtsAircraft>)TxxxProject.getSharedInstance().getDataSet(IAtsA
ircraft.class); 
  for (int l_aircraftIndex =0; l_aircraftIndex < 
l_aircraftDataSet.getElementCount();l_aircraftIndex++){ 
    
  IAtsAircraft l_aircraft = 
(IAtsAircraft)l_aircraftDataSet.elementAt(l_aircraftIndex); 
  }   
  //2)Create an Aircraft Instance. 
   
  IAtsAircraft l_Aircraft1 = 
TxxxObjectFactory.createInstanceFromInterface(IAtsAircraft.class); 
  l_Aircraft1.setCallsign("Javi"); 
  IAtsAirline l_airline = 
TxxxObjectFactory.createInstanceFromInterface(IAtsAirline.class); 
  l_airline.setName("Javi_Airline"); 
  l_airline.setCallSignRoot("Javi_Airline"); 
   
  l_Aircraft1.setAirline(l_airline); 
   
  //3)Set to the dataset 
   
  IxxxEditableDataSet<IAtsAircraft> l_aircrafDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
  l_aircrafDataSet.addElement(l_Aircraft1); 
   
   
   
   
   
 } 
 @Override 
 protected String getGUIIconKey(){ 
  return TxxxGUIIcon.GEAR_ICON; 
   
 } 
 




















public class TEurRunwayQueueAdpater extends AAtsProjectSimulatorAdapter { 
  
 private final static int activeIndex =0; 
 private final static int updateStepIndex = 1; 
 private final static int featureCount=2; 
  
 private Boolean fActive = true; 
  







 public IxxxTimeDuration getUpdateStep() { 
  return fUpdateStep; 
 } 
 
 public void setUpdateStep(IxxxTimeDuration updateStep) { 




 public Boolean getActive() { 
  // TODO Auto-generated method stub 




 public void setActive(Boolean aActive) { 
  // TODO Auto-generated method stub 











////////////////// All features need at least getFeature, setFeature, 
getFeatureClass, getFeatureCount and getFeatureName////////////////// 
  
 @Override 
 public Object getFeature(int arg0)  throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return getActive(); 
  case updateStepIndex: return getUpdateStep(); 
  } 
  throw new IndexOutOfBoundsException("" + arg0); 




   public void setFeature( int aIndex, Object aFeature ) { 
     switch( aIndex ) { 
       case updateStepIndex: setUpdateStep((IxxxTimeDuration) aFeature); 
break; 
     } 
   } 
 
 @Override 
 public Class getFeatureClass(int arg0) throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return Boolean.class; 
  case updateStepIndex: return IxxxTimeDuration.class; 
  } 




 public int getFeatureCount() { 
  // TODO Auto-generated method stub 





 public String getFeatureName(int arg0) throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return "Active"; 
  case updateStepIndex: return "UpdateStep"; 
  } 






//////The adapter is described in the methods getDataDisplayName, 
getDataInterface, getDataName and getDataTypeAsString///// 
 @Override 
 public String getDataDisplayName() { 
  // TODO Auto-generated method stub 




 public Class getDataInterface() { 
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  // TODO Auto-generated method stub 




 public String getDataName() { 
  // TODO Auto-generated method stub 




 public String getDataTypeAsString() { 
  // TODO Auto-generated method stub 








////////////////////This method allow the user to edit the feature via the HMI 
  
 @Override 
 public boolean canSetFeature(int aFeaturedIndex) { 
  switch (aFeaturedIndex){ 
  case activeIndex: return true; 
  case updateStepIndex: return true; 
  } 









////// This methods allow the creation of the panels on which will appear 
the adapter, in this case will appear  /// 
//////  a tree in the following order Adapter->Custom Adapter->Eurocontrol-
>Eurocontrol Runway Queue Adapter    /// 
  
 @Override 
 public String getAdapterDomainCategory() { 
  // TODO Auto-generated method stub 




 public String getAdapterDisplayCategory() { 
  // TODO Auto-generated method stub 




 public String getAdapterDisplayName() { 
  // TODO Auto-generated method stub 






 ////Code implemented to be executed at different steps of the 
simulation//// 
 ////Can be also when the simulation starts, stops pauses or when the 
simulation time is incremented/// 
 @Override 
 protected void simulatorTimeIncremented(TAtsSimulatorEvent aSimulatorEvent) 
{ 
   
   
  IxxxTime simulationTime =  
aSimulatorEvent.getSimulator().getSimulationTime(); 
  if (simulationTime.secondValue() % getUpdateStep().secondValue()==0) {  
//(%)Modulus - Divides left hand operand by right hand operand and returns 
remainder --Example Variable A holds 10 and variable B holds 20, then B % A will 
give 0 
    
 
   IxxxEditableDataSet<TEurRunwayQueue> rwyQueuePlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(TEurRunwayQueue.class); 
    
   //Testing to print out the simulation time when the code is 
activated // you can see it only on the Eclipse's console// 
  //System.out.println(simulationTime) ; 
    
   for (int i=0; i < rwyQueuePlanDataSet.getElementCount(); i++){ 
    
rwyQueuePlanDataSet.elementAt(i).processQueue(simulationTime); ///ProcessQueue is 
the function that we have created in the TEurRunwayQueuee.java 
     
   } 
    
















public class TEurRunwayQueueAdapterCustomizer extends AxxxFeaturedCustomizer { 




 public IxxxFeaturedDescriptor getFeaturedDescriptor() { 
  // TODO Auto-generated method stub 






















import  org.apache.poi.hssf.usermodel.HSSFSheet; 
import  org.apache.poi.hssf.usermodel.HSSFRow; 




public class TEurRunwayQueueExcel { 
 
 public static void createExcel(Vector<IxxxTime> TCExcel) { 
        ///// CREATE EXCEL AND CHECK IF EXISTS ALREADY ///// 
    
 //Route of the file and the name of it 
 String routeFile = System.getProperty("user.home")+"/ETOwithoutTC.xls"; 
 
         //Create the new object file 
         File fileXLS = new File(routeFile); 
 
         //If exists it deletes this file and create a new one 
         //if(fileXLS.exists()) fileXLS.delete(); 
 
         //Create a new excel file 
         try { 
    fileXLS.createNewFile(); 
   } catch (IOException e) { 
    e.printStackTrace(); 
   } 
 
          
         //We create a new excel book 
         Workbook Wbook = new HSSFWorkbook(); 
 
         //And start the flow in the file 
         FileOutputStream file = null; 
 
   try { 
    file = new FileOutputStream(fileXLS); 
   } catch (FileNotFoundException e) { 
    e.printStackTrace(); 
   } 
          
         //Class sheet to create a new sheet in Excel 
         Sheet sheet1 = Wbook.createSheet("Excel Page 1"); 
          





//We fill in the excel file with the data we want 
for(int f=0;f<TCExcel.size();f++){ 
                   
  Row fila = sheet1.createRow(f); 
                       
  for(int c=0;c<2;c++){ 
                     
   Cell celda = fila.createCell(c); 
 
   if(c==0){ 
celda.setCellValue("ETO Without TC #"+c); 
}else{ 




}             
//We write on the book 
try { 
 Wbook.write(file); 




 //We close the data flow 
try { 
 Wbook.close(); 
 } catch (IOException e) { 
 e.printStackTrace(); 
     } 
 
/*//And optional we can open the excel file created 
 try { 
 Desktop.getDesktop().open(fileXLS); 
 } catch (IOException e) { 
e.printStackTrace(); 
} */ 












































/// An object type properties allways extends the AxxxAnnotatedFEatured, the 
annotations are used to define the properties of the custom object type 
//DataDisplayName is the name of the type (Available with control + T) 




public class TEurRunwayQueue extends AxxxAnnotatedFeatured { 
  
 //this one inserts the names of fields in the table 
 @Attribute(UID = true, Name= "ID") 
 private String fID; 
  
 @Attribute(Name="Airport", Optional = true) 
 private IAtsAirport fAirport; 
  
 @Attribute(Name="TimeSeparation", InitialValue="00:01:00") 
















 public IAtsWaypoint getWaypoint() { 
  return fWaypoint; 
 } 
 
 public void setWaypoint(IAtsWaypoint WayPoint) { 
  fWaypoint = WayPoint; 
 } 
 
 public String getID() { 
  return fID; 
 } 
 
 public void setID(String iD) { 
  fID = iD; 
 } 
 
 public IAtsAirport getAirport() { 
  return fAirport; 
    } 
 
 public void setAirport(IAtsAirport airport) { 
  fAirport = airport; 
 } 
 
 public IxxxTimeDuration getDurationToAddToETA() { 
  return fDurationToAddToETA; 
 } 
 
 public void setDurationToAddToETA(IxxxTimeDuration durationToAddToETA) { 





 public String getRootUID() { 




 public IxxxDataSetDescriptor createDataSetDescriptor() { 




 public String getUID() { 





  * @param simulationTime 
  */ 
 public void processQueue(IxxxTime simulationTime) { 
 
  
   
  //////////////////Here we extract the data of the flight plan from 
AirTOp////////////// 
  IxxxEditableDataSet<IAtsFlightPlan> flightPlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsFlightPlan.class); 
   
  //For Waypoints 
  IxxxEditableDataSet<IAtsWaypoint> waypointDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsWaypoint.class); 
   
  //For Aircrafts 
   
  IxxxEditableDataSet<IAtsAircraft> aircraftDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
   
  //ForWakeVortexSeparationTime 
   




  IxxxEditableDataSet<IAtsAircraftType> AircraftType = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraftType.class); 
   
   
   
   
  IxxxSpeed l_speed = TxxxSpeedFactory.toKnot(10); 
   
   
   
  //We load all the aircrafts in the variable l_aircraft 
   
 
  for(int aircraftIndex=0; aircraftIndex< 
aircraftDataSet.getElementCount();aircraftIndex++){ 
   IAtsAircraft l_Aircraft = 
aircraftDataSet.elementAt(aircraftIndex); 
   // crear vector con todos los aviones (done) 
   IAtsAircraft [] vectoraircraft= new 
IAtsAircraft[aircraftDataSet.getElementCount()]; 
   vectoraircraft[aircraftIndex]=l_Aircraft; 
   //System.out.println(vectoraircraft); 
    
   // crear vector con las propiedades del antiguo vector,por 
ejemplo crear vector con la lista de los callsigns 
   java.lang.String [] callsignvector = new java.lang.String 
[aircraftDataSet.getElementCount()]; 
   callsignvector[aircraftIndex]= 
l_Aircraft.getAircraftTypeAsString(); 
   //System.out.println(callsignvector[0]); 
    
  } 
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  //We load all the waypoints in the variable l_waypoints 
  for(int waypointIndex=0; waypointIndex < 
waypointDataSet.getElementCount(); waypointIndex++){ 
   IAtsWaypoint l_waypoint = 
waypointDataSet.elementAt(waypointIndex); 
     
  } 
 




   
// We create the vector of FlightPlans. 
Vector<IAtsFlightPlan> flightPlan = new Vector<IAtsFlightPlan>(); 
 
// First of all we are going to insert all the flightplans in the vector flightPlan, they 
must follow some rules: 
 
 
for(int flightPlanIndex =0;flightPlanIndex< flightPlanDataSet.getElementCount(); 
flightPlanIndex++){ 
  
//Aircrafts controlled (inside a sector) by an ATC or an AOC 
if(flightPlanDataSet.elementAt(flightPlanIndex).getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     
//Flights that the last point on their route is the Waypoint inserted by the 
user (It uses the Initial Approach Fix aka IAF)    
        
if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitialAppro
achFix()== getWaypoint()){ 
   
//If it follows the 2 conditions we insert the flightPlan in the 
vector. 
flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
      
//Test to see on the console the aircraftType of the flightplans 
selected         
System.out.println(flightPlan.elementAt(0).getAircraftType()); 
 
    } 
   } 
  } 
   
   
//Some tests to display on the console the time at which the code has been 
executed  
  System.out.println("The algorithm was executed at:"+simulationTime); 
 
  //And the number of flightplans that follow the rules. 
  System.out.println("Elements in FlightPlan:"+flightPlan.size()); 
   
  //Creation of some Vectors that we are going to use later. 
 
//We need to retrieve the BMTrajectories of the most updated BMT and compute 
the TC. 
  Vector<IAtsBMTrajectory> mostupdated = new Vector<IAtsBMTrajectory>(); 
 




  //vector of TimeValuedWaypointList 
Vector<IAtsTimeValuedWaypointList> routeProfile = new Vector 
<IAtsTimeValuedWaypointList>(); 
 
  Vector<IxxxTime> normETO = new Vector<IxxxTime>(); 
 
  Vector<Integer> indexOfWaypoint = new Vector<Integer>(); 
 
  //vector de normETO en segundos (double) 
  Vector<Double> normETOseconds = new Vector <Double>(); 
   
   
 
//Retrieve the RBMT trajectory of each flightplan and stored it in the mostupdated 
vector. 
for(int BMTIndex=0; BMTIndex < flightPlan.size();BMTIndex++){ 
mostupdated.add(TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusin
essTrajectory(flightPlan.elementAt(BMTIndex), TAtsBMTSource.MostUpdatedBMT)); 
    
  //Also get the Estimated time at IAF 
ArrivalTimeIAF.add(mostupdated.elementAt(BMTIndex).getEstimatedTimeAtIAF()); 
    
//Extract the route profile and the index of the selected IAf (with the 
getWaypoint() function) 
  routeProfile.add(mostupdated.elementAt(BMTIndex).getRouteProfile()); 




   if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
     
//Creation of the vectors normETO, which include the ETO without TC 
of each flightplan for the selected Waypoint 




   //And the same vector in seconds (double value) 
   normETOseconds.add(normETO.elementAt(BMTIndex).secondValue()); 
 
   }  
  } 
   
   
//We use the method Sort (asociated to the method vector) to sort the vector normETOseconds 
   
Collections.sort(normETOseconds); 
 
for(int x=0; x < normETOseconds.size(); x++){ 
    
 //Test commented to see if the vector is well sorted on the console 
 //System.out.println(normETOseconds.elementAt(x)); 
  } 
   
//Now we have to compare each element in the sorted vector with the mostupdated vector. 
 
//To do that we need to loop the vector mostupdated and get all the elements it in the same 
order as the normETOsenconds vector 
   
// we create the vector mostupdatedsorted 
Vector<IAtsBMTrajectory> mostupdatedSorted = new Vector<IAtsBMTrajectory>(); 
   
   
for(int sortedIndex =0; sortedIndex< normETOseconds.size(); sortedIndex++){ 
 




  for(int sortedIndex2= 0; sortedIndex2< normETO.size();sortedIndex2++){ 
     
if(normETOseconds.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted == false){ 
        
mostupdatedSorted.add(mostupdated.elementAt(sortedIndex2)); 
   sorted=true; 
   }  
      } 
  } 
     
 
  //Now we have to compare the time differences between all flightplans. 
   
  Vector<java.lang.Double> DifferenceTimeIAF = new Vector<java.lang.Double>(); 
  for(int i=1; i< flightPlan.size();i++){ 
    




  } 
   
// Now compute the Time Constraint  
Vector<java.lang.Double> TimeConstraintVector = new Vector<java.lang.Double>(); 
Vector<IxxxTime> ArrivalTimePlusTC = new Vector<IxxxTime>(); 
   
   
  /////////Computation of TC with all the possible cases////////////// 
   
//We create a boolean to know if the first TC has been found or not. True = 
Found / False = not found 
  boolean firstfound= java.lang.Boolean.FALSE; 
   
  //We loop in all our list 
  for (int finalIndex = 1; finalIndex<normETOseconds.size(); finalIndex++ ){ 
    
//Condition: Before find the first TC, the difference of time at IAF is 
greater than the minimum established 
if(DifferenceTimeIAF.elementAt(finalIndex-1)> 
getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 
//We add a 0.0 double value because we don't need to apply any 
TC, the time difference is big enough 
    TimeConstraintVector.add(0.0); 
   } 
    
    
//Condition: The first TC has been found and if needed apply a TC for 
the following flights. 
   if(firstfound == java.lang.Boolean.TRUE){ 
     
//We create a variable with the time of the previous flight 
plus the past TC computed. 
double pastActualTime = normETOseconds.elementAt(finalIndex-
1)+TimeConstraintVector.elementAt(finalIndex-2); 
     
//If the difference between the time of the next and the time 
of the previous ac with TC is minor than the minimum 
separation time then: 
 










      
    } 
//If the difference between the time of the next and the time 
of the previous ac with TC is greater than the minimum 
separation time then: 
     
 




     TimeConstraintVector.add(0.0); 
    } 
     
   } 
    
//Condition: Is the first TC, is at the end of the loop because we 
want to make sure that the boolean will become true and then increase 
the number 
   //of the index. 
    
//We create the first TC to the first combination that the difference 




getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 




    firstfound = java.lang.Boolean.TRUE; 
   } 





//We create now a vector which contains the TC of all aircrafts, will contain a douvle 
value and a 0.0 if there is no needed to apply any TC. 
 
 
//It does not consider the first element in the queue, because represent that this element 
don't need to be delayed. 
   
     
   
  
for(int TCIndex2 =0 ; TCIndex2< TimeConstraintVector.size();TCIndex2++){ 
    
ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETOseconds.elementAt(TCInd
ex2+1)+TimeConstraintVector.elementAt(TCIndex2)))); 
    
//We only apply a TC when the value of its TimeConstraintVector is different of 0.0 
("!=" in Java means different) 
 
 if(TimeConstraintVector.elementAt(TCIndex2)!= 0.0){ 
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//Apply the TC to the right flightplan by using the method 
createOrUpdateTimeConstraint of the TAtsNetQueueUtil.getSharedInstance() 
function. 
           
TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoin
t(), mostupdatedSorted.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted.elementAt(TCIndex2+1).getCallsign(),TAtsOption
alAirportUsage.Arrival); 
     
    } 
 
   } 
 
// Now from that TC we can know if they are compliant or not. 
   
//Extract the information from the object in AirTOp IAtsTimeConstraint 
IxxxEditableDataSet<IAtsTimeConstraint> TCDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsTimeConstraint.class); 
 
//Create a vector to store the information required 
Vector<IAtsTimeConstraint> TCvector = new Vector<IAtsTimeConstraint>(); 
 
//Variable to store the amount of Compliant TC (Counter) 
int NumberOfCompliant = 0; 
   
//Loop through all alements 
for(int Tcin =0;Tcin < TCDataSet.getElementCount(); Tcin++){ 
 
 //Add all elements in the TCvector 
 TCvector.add(TCDataSet.elementAt(Tcin)); 
       
//If the element is compliant (True = Compliant / False = Non compliant) we 
increase our counter 
 if (TCvector.elementAt(Tcin).getCompliant()== java.lang.Boolean.TRUE){ 
           
NumberOfCompliant=NumberOfCompliant+1; 
         
  } 
        
//Example of a print in the console if a TC is compliant or not (True or false) -> Boolean 
 
  //System.out.print(TCvector.elementAt(Tcin));    
    } 
 
//We display in the console the number of TC that are compliant 
 
  System.out.println("The number of FP compliant are:"+NumberOfCompliant); 
     
 
 
   
//We are going to try to use some information from this file to the Excel.java file/. 
 
       







8.2 Code versions of the main algorithm: 
 
/*//////////////////////////FUNCTION 1.5//////////////////////////////////////// 
/////CHANGE LOG:We need to add some functionalities.  In order to acces the rbmt 
ETOWithoutTC value at Waypoint  
//// - Now we can see the separation between the aircrafts because we are watching 
at the ETOwitohoutTC which allows us to recompute every step the TC correctly 
//// - We cannot see the total airborne speed control. 
//////////////////////////////////////////////////////////// 
// create all vectors needed. 
 
 
    Vector<IAtsFlightPlan> flightPlan = new 
Vector<IAtsFlightPlan>(); 
    /// first of all we are going to insert all the 
flightplans in the vector flightPlan 
    for(int flightPlanIndex =0;flightPlanIndex< 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    
 if(flightPlanDataSet.elementAt(flightPlanIndex).getAircraft().getControlled
()== java.lang.Boolean.TRUE){ 
     
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitialAppr
oachFix()== getWaypoint()){ 
      
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
      } 
     } 
    } 
     
    //Some tests to display on the console the time at 
which the code has been executed 
    // and the number of flightplans that follow the rules. 
    System.out.println("The algorithm was executed 
at:"+simulationTime); 
    System.out.println("Elements in 
FlightPlan:"+flightPlan.size()); 
     
    //We need to retrieve the BMTrajectories of the most 
updated BMT and compute the TC. 
     
    Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
    Vector<IxxxTime> ArrivalTimeIAF = new 
Vector<IxxxTime>(); 
     
    //vector of TimeValuedWaypointList 
    Vector<IAtsTimeValuedWaypointList> routeProfile = new 
Vector <IAtsTimeValuedWaypointList>(); 
    Vector<IxxxTime> normETO = new Vector<IxxxTime>(); 
    Vector<Integer> indexOfWaypoint = new 
Vector<Integer>(); 
     
     








    
 ArrivalTimeIAF.add(mostupdated.elementAt(BMTIndex).getEstimatedTimeAtIAF())
; 
      
      
      
      
     //lets try this 
    
 routeProfile.add(mostupdated.elementAt(BMTIndex).getRouteProfile()); 




     if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
     
 normETO.add(routeProfile.elementAt(BMTIndex).getETOWithoutTimeConstraint(in
dexOfWaypoint.elementAt(BMTIndex))); 
       
     } 
     else{ 
      //problem: waypoint is not on the 
RouteProfile 
     } 
      
      
    } 
     
    //Now we have to compare the time differences between 
all flightplans. 
     
    Vector<java.lang.Double> DifferenceTimeIAF = new 
Vector<java.lang.Double>(); 
    for(int i=1; i< flightPlan.size();i++){ 
    
 DifferenceTimeIAF.add((normETO.elementAt(i).secondValue())-
(normETO.elementAt(i-1).secondValue())); 
    } 
     
    // Now compute the Time Constraint 
    Vector<java.lang.Double> TimeConstraintVector = new 
Vector<java.lang.Double>(); 
    Vector<IxxxTime> ArrivalTimePlusTC = new 
Vector<IxxxTime>(); 
     
    //indices de prueba 
    int prueba= 0; 
    int TCIndex= 0; 
    boolean encontrado = java.lang.Boolean.FALSE; 
     
    //El primer TC del vector siempre será 
    if(DifferenceTimeIAF.size()> 0){ 
     while (TCIndex < DifferenceTimeIAF.size() && 
encontrado == java.lang.Boolean.FALSE){ 
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      if(DifferenceTimeIAF.elementAt(TCIndex)< 
getDurationToAddToETA().secondValue()){ 
      
 TimeConstraintVector.add((getDurationToAddToETA().secondValue())-
DifferenceTimeIAF.elementAt(TCIndex)); 
       prueba = TCIndex; 
       encontrado = java.lang.Boolean.TRUE; 
       System.out.println("First 
TC:"+TimeConstraintVector.elementAt(TCIndex)); 
 
      } 
     TCIndex++; 
     } 
    } 
     
    for(int prueba1 = prueba+1 ; prueba1 < 
DifferenceTimeIAF.size();prueba1++){ 
      
     double Ntiaf = 
normETO.elementAt(prueba1).secondValue()+TimeConstraintVector.elementAt(prueba1-
1); 
     if((normETO.elementAt(prueba1+1).secondValue()-
Ntiaf) < getDurationToAddToETA().secondValue()){ 
     
 TimeConstraintVector.add((getDurationToAddToETA().secondValue()-
(normETO.elementAt(prueba1+1).secondValue()-Ntiaf))); 
      System.out.println("The TC 
is:"+TimeConstraintVector.elementAt(prueba1)); 
     } 
     else{ 
     
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
getDurationToAddToETA().secondValue()); 
       
     } 
      
    } 
     
     
    for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 
      
    
 ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETO.elementAt(TCIn
dex2+1).secondValue()+TimeConstraintVector.elementAt(TCIndex2)))); 
    
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoi
nt(), mostupdated.elementAt(TCIndex2+1), ArrivalTimePlusTC.elementAt(TCIndex2), 
this, null, null, 
getID()+"_"+mostupdated.elementAt(TCIndex2+1).getCallsign(),TAtsOptionalAirportUsa
ge.Arrival); 
     }*/ 
   
   







/*/////////////////////////FUNCTION 1.4 ///////////////////////////////////// 
///////////RESUMING LOG: CHANGE ARRAY FOR FUNCTION ON JAVA VECTOR. TO CREATE 
VECTORS WHEN WE DONT KNOW EXACTLY THE LENGTH 
 
   
  //TEST OF SORTING 
  Vector<Double> Orden = new Vector<Double>(); 
  Orden.add(5.0); 
  Orden.add(2.0); 
  Orden.add(3.0); 
  Orden.add(1.0); 
   
  Collections.sort(Orden); 
  for(int x=0; x < Orden.size(); x++){ 
   System.out.println(Orden.elementAt(x)); 
  } 
   
  ///FIRST OF ALL IMPORT THE VECTOR FUNCTION 
   
  // create all vectors needed. 
  Vector<IAtsFlightPlan> flightPlan = new Vector<IAtsFlightPlan>(); 
  /// first of all we are going to insert all the flightplans in the 
vector flightPlan 





   
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitialAppr
oachFix()== getWaypoint()){ 
    
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
    } 
   } 
  } 
   
  //Some tests to display on the console the time at which the code 
has been executed 
  // and the number of flightplans that follow the rules. 
  System.out.println("El codigo se ejecutó en el 
minuto:"+simulationTime); 
  System.out.println("Elementos en FlightPlan:"+flightPlan.size()); 
   
  //We need to retrieve the BMTrajectories of the most updated BMT and 
compute the TC. 
   
  Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
  Vector<IxxxTime> ArrivalTimeIAF = new Vector<IxxxTime>(); 
   










  } 
   
  //Now we have to compare the time differences between all 
flightplans. 
   
  Vector<java.lang.Double> DifferenceTimeIAF = new 
Vector<java.lang.Double>(); 




  } 
   
  // Now compute the Time Constraint 
  Vector<java.lang.Double> TimeConstraintVector = new 
Vector<java.lang.Double>(); 
  Vector<IxxxTime> ArrivalTimePlusTC = new Vector<IxxxTime>(); 
   
  //indices de prueba 
  int prueba= 0; 
  int TCIndex= 0; 
  boolean encontrado = java.lang.Boolean.FALSE; 
   
  //El primer TC del vector siempre será 
  if(DifferenceTimeIAF.size()!= 0){ 
  while (TCIndex < DifferenceTimeIAF.size() && encontrado == 
java.lang.Boolean.FALSE){ 
   if(DifferenceTimeIAF.elementAt(TCIndex)< 
getDurationToAddToETA().secondValue()){ 
   
 TimeConstraintVector.add((getDurationToAddToETA().secondValue())-
DifferenceTimeIAF.elementAt(TCIndex)); 
    prueba = TCIndex; 
    encontrado = java.lang.Boolean.TRUE; 
    System.out.println("Primera 
TC:"+TimeConstraintVector.elementAt(TCIndex)); 
 
   } 
   TCIndex++; 
  } 
   
  } 
   
  for(int prueba1 = prueba+1 ; prueba1 < 
DifferenceTimeIAF.size();prueba1++){ 
    
   double Ntiaf = 
ArrivalTimeIAF.elementAt(prueba1).secondValue()+TimeConstraintVector.elementAt(pru
eba1-1); 
   if((ArrivalTimeIAF.elementAt(prueba1+1).secondValue()-Ntiaf) < 
getDurationToAddToETA().secondValue()){ 
   
 TimeConstraintVector.add((getDurationToAddToETA().secondValue()-
(ArrivalTimeIAF.elementAt(prueba1+1).secondValue()-Ntiaf))); 




   } 
   else{ 
   
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
getDurationToAddToETA().secondValue()); 
     
   } 
    
  } 
   
   
  for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 






nt(), mostupdated.elementAt(TCIndex2+1), ArrivalTimePlusTC.elementAt(TCIndex2), 
this, null, null, 
getID()+"_"+mostupdated.elementAt(TCIndex2+1).getCallsign(),TAtsOptionalAirportUsa
ge.Arrival); 
   } 
   
  //This code is actually the one that is working properly but I don't 














//RESUMING LOG :ARRAY incorporation of all flightPlans that follows the 
conditions.\Comparing time to execute the time. 
   
  /*/////Variable initialization/////// 
   
  IAtsFlightPlan [] flightPlan = new 
IAtsFlightPlan[flightPlanDataSet.getElementCount()]; 
  int flightplanIndex2 = 0; 
   
  /// First of all we are going to load all the flighplans in a 
matrix. 
   
  for(int flightplanIndex = 0; flightplanIndex< 
flightPlanDataSet.getElementCount(); flightplanIndex++){ 
    
   // 1) Condition aircraft on air 
   if 
(flightPlanDataSet.elementAt(flightplanIndex).getAircraft().getControlled() == 
java.lang.Boolean.TRUE){ 
     
    //2) Condition aircraft going to selected IAF 
   
 if(flightPlanDataSet.elementAt(flightplanIndex).getRouting().getInitialAppr
oachFix() == getWaypoint()){ 
      
     //If enforce the rules then we store in the 
matrix 
     flightPlan[flightplanIndex2]= 
flightPlanDataSet.elementAt(flightplanIndex); 
     flightplanIndex2= flightplanIndex2+1; 
    } 
   } 
  } 
   
  IAtsBMTrajectory [] mostupdated = new 
IAtsBMTrajectory[flightPlan.length]; 
  IxxxTime [] ArrivalTimeAtIAF = new IxxxTime[flightPlan.length]; 
   
  /// We need to retrieve the BMTrajectories of the most updated BMT 
and compute the TC. 
  for (int BMTIndex = 0; BMTIndex < flightPlan.length ; BMTIndex++){ 
    
   mostupdated [BMTIndex] = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan[BMTIndex], TAtsBMTSource.MostUpdatedBMT); 
   ArrivalTimeAtIAF[BMTIndex] = 
mostupdated[BMTIndex].getEstimatedTimeAtIAF(); 
   
  } 
  //Now we have the vector mostupdated which contains all the 
IatsBMTrajectory for aFlightPlan corresponding to aBMTSource. 
  //Compute the Difference Time between the IAF 
   
  double [] DifferenceTimeBetweenRBMT = new double 
[((ArrivalTimeAtIAF.length) -1)]; 
   




     DifferenceTimeBetweenRBMT[TCIndex] = 
((ArrivalTimeAtIAF[TCIndex].secondValue())-
(ArrivalTimeAtIAF[TCIndex+1].secondValue())); 
     
  } 
   
  double [] TimeConstraintComputation = new double 
[DifferenceTimeBetweenRBMT.length]; 
  IxxxTime [] arrivalTimePlusTC = new IxxxTime 
[DifferenceTimeBetweenRBMT.length]; 
   
  for(int TCIndex2=0; TCIndex2 < (DifferenceTimeBetweenRBMT.length) 
;TCIndex2++){ 
   if(DifferenceTimeBetweenRBMT[TCIndex2] < 
getDurationToAddToETA().secondValue()){ 
     TimeConstraintComputation[TCIndex2] = 
(getDurationToAddToETA().secondValue()-DifferenceTimeBetweenRBMT[TCIndex2]); 
     arrivalTimePlusTC[TCIndex2] = 
TxxxTimeFactory.toSecond((int)(ArrivalTimeAtIAF[TCIndex2+1].secondValue()+TimeCons
traintComputation[TCIndex2])); 
     
TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoint(), 
mostupdated[TCIndex2+1], arrivalTimePlusTC[TCIndex2], this, null, null, 
getID()+"_"+mostupdated[TCIndex2+1].getCallsign(), 
TAtsOptionalAirportUsage.Arrival); 
  } 
   
   
 } 
  */ 
   
   
////////////////////////////////////////////////////////////////////////////////// 
   
   




//////////////////////////////FUNCTION 1.2 ////////////////////////////////////// 
//RESUMING LOG :incorporation of all flightPlans that follows the 
conditions.\Comparing time to execute the time. 
   
  /*//We load all the flightplans in the variable flightPlan 
   for (int flightPlanIndex=0; flightPlanIndex < 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    IAtsFlightPlan flightPlan = 
flightPlanDataSet.elementAt(flightPlanIndex); 
     
     
  //We are going to load all the flighplans in the variable 
flightPlan2 y 3 
     
   for(int flightPlanIndex2=0; flightPlanIndex2 < 
(flightPlanDataSet.getElementCount()-1);flightPlanIndex2++){   
    if(flightPlan.getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     IAtsFlightPlan flightPlan2 = 
flightPlanDataSet.elementAt(flightPlanIndex2); 
     IAtsFlightPlan flightPlan3 = 
flightPlanDataSet.elementAt(flightPlanIndex2+1); 
      
     
     //We build an array in order to get all the 
flightplans in order to compare then the times. 
     //IAtsFlightPlan [] flightPlan2Vector = new 
IAtsFlightPlan[flightPlanDataSet.getElementCount()]; 
     //flightPlan2Vector [flightPlanIndex2] = flightPlan2; 
     ///TEST COMPARING ALL AIRCRAFTS WITHOUT A MATRIX IDEA 
     ///we define flightplan3  IAtsFlightPlan flightPlan3 = 
flightPlanDataSet.elementAt(flightPlanIndex2 +1), 
      
     if(flightPlan.getRouting().getInitialApproachFix()== 
getWaypoint()){  
       
      //We retrieve the RBMTrajectory for the 3 kind 
of flightplans created before. 
     IAtsBMTrajectory mostupdated = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan, TAtsBMTSource.MostUpdatedBMT); 
     IAtsBMTrajectory mostupdated2 = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan2, TAtsBMTSource.MostUpdatedBMT); 
     IAtsBMTrajectory mostupdated3 = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan3, TAtsBMTSource.MostUpdatedBMT); 
     //System.out.println(simulationTime) ; // test to 
see the time in the console. 
      
      if (mostupdated==flightPlan){ 
      
 mostupdated=TAtsTrajectoryBasedOperationsUtil.getSharedInstance().initializ
eSBMTrajectory(flightPlan);         
      }  
       
      //We compute the estimated time at IAF for the 3 
types of RBMTrajectorys (the most updated ones) 
100 
 
     IxxxTime arrivalTimetest = 
mostupdated.getEstimatedTimeAtIAF(); 
     IxxxTime arrivalTimetest2 = 
mostupdated2.getEstimatedTimeAtIAF(); 
     IxxxTime arrivalTimetest3= 
mostupdated3.getEstimatedTimeAtIAF(); 
      
     // We are going to compute the time differences 
for the different RBMTrajectories 
      
     java.lang.Double DifferenceTimeBetweenRBMT = 
((arrivalTimetest3.secondValue())-(arrivalTimetest2.secondValue())); 
      
      /// We need to compare now the RBMT2 with the 
RBMT3 estimating time of arrival to the IAF in order to compute de TC 
      ///check if the time difference is less than 2 
minutes (DurationtoAddtoETA)/.  
       
      if(DifferenceTimeBetweenRBMT < 
getDurationToAddToETA().secondValue()){ 
       java.lang.Double 
TimeConstraintCalculation = (getDurationToAddToETA().secondValue()-
DifferenceTimeBetweenRBMT); 
        
     IxxxTime arrivalTimePlusTC = 
TxxxTimeFactory.toSecond((int)(arrivalTimetest.secondValue()+TimeConstraintCalcula
tion)); 
    
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoi
nt(), mostupdated3, arrivalTimePlusTC, this, null, null, 
getID()+"_"+mostupdated.getCallsign(), TAtsOptionalAirportUsage.Arrival); 
      } 
    
      } 
    
   }    
     
  }*/  
 
////////////////////////////////////////////////////////////////////////////////// 
   
  
   
   
   
   




//////////////////////////////FUNCTION 1.1 ////////////////////////////////////// 
  //RESUMING LOG : This function add some funcionalities, the first 
and the most important one is the fact that 
  // now we select a waypoint instead an Airport, the Airport now has 
been set as an Optiona Field. 
  //We have also put a condition in order to take only into account 
the flights that are airborne with an if to know 
  // if the flightplans are controlled , otherwise the code will not 
execute. 
   
  /*//We load all the flightplans in the variable flightPlan 
   for (int flightPlanIndex=0; flightPlanIndex < 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    IAtsFlightPlan flightPlan = 
flightPlanDataSet.elementAt(flightPlanIndex); 
  
     
  //We are going to load all the flighplans in the variable 
flightPlanAirborne 
     
  for(int flightPlanIndex2=0; flightPlanIndex2 < 
flightPlanDataSet.getElementCount();flightPlanIndex2++){   
    if(flightPlan.getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     IAtsFlightPlan flightPlan2 = 
flightPlanDataSet.elementAt(flightPlanIndex2); 
      
     if(flightPlan2.getRouting().getInitialApproachFix()== 
getWaypoint()){  
       
     IAtsBMTrajectory mostupdated = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan2, TAtsBMTSource.MostUpdatedBMT); 
       
     System.out.println(simulationTime) ; 
      
      if (mostupdated==flightPlan2){ 
      
 mostupdated=TAtsTrajectoryBasedOperationsUtil.getSharedInstance().initializ
eSBMTrajectory(flightPlan2); 
       
     } 
   IxxxTime arrivalTimetest = mostupdated.getArrivalTime(); 





nt(), mostupdated, arrivalTimePlusTC, this, null, null, 
getID()+"_"+mostupdated.getCallsign(), TAtsOptionalAirportUsage.Arrival); 
      
    } 
    } 
   }*/    
  ////////////////////////////////////////FUNCTION 1.0 
/////////////////////////////////////////////////////////////// 
  //RESUMING LOG : This is the initial function that was been 





     
     
   /* //If the flightplan has the same arrival airport than the 
airport that we have set in the EurRunwayQueue then: 
    if(flightPlan.getRouting().getArrivalAirport()== 
getAirport()){ 
     
     //We define a BMTrajectory named mostUpToDateBMT to 
retrieve BusinessTrajectory information 
     IAtsBMTrajectory mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTrajectory(f
lightPlan, TAtsBMTSource.MostUpdatedBMT); 
       if (mostUpToDateBMT == flightPlan){ 
        //If flight plan is the most up-to 
date BMT, it means the SBMT has not been created 
        //we don't publish TCs on the 
flight plan, so create the SBMT now 
        mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().initializeSBMTrajectory(flig
htPlan); 
       
      } 
        
       //We define the arrival time as the 
arrival time of the most up to date BMTrajectory 
      IxxxTime arrivalTime = 
mostUpToDateBMT.getArrivalTime(); 
      // Then we add the Duration to ETA to the 
arrival Time 
      IxxxTime calculatedArrivalTime = 
TxxxTimeFactory.toSecond((int)(arrivalTime.secondValue()+getDurationToAddToETA().s
econdValue())); 
      //We create the Time Constraint 
     
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getAirpor
t(), mostUpToDateBMT, calculatedArrivalTime, this, null, null, getID()+"_"+ 
mostUpToDateBMT.getCallsign(), TAtsOptionalAirportUsage.Arrival); 
      }*/ 
     
    } 
} 



































































/// An object type properties allways extends the AxxxAnnotatedFEatured, the 
annotations are used to define the properties of the custom object type 
//DataDisplayName is the name of the type (Available with control + T) 




public class TEurRunwayQueue extends AxxxAnnotatedFeatured { 
  
 //this one inserts the names of fields in the table 
 @Attribute(UID = true, Name= "ID") 
 private String fID; 
  
 @Attribute(Name="Airport", Optional = true) 
 private IAtsAirport fAirport; 
  
 @Attribute(Name="TimeSeparation", InitialValue="00:01:00") 
 private IxxxTimeDuration fDurationToAddToETA; 
 ///Create the wakeVortexCategory between Medium and heavy 
  
 @Attribute(Name="SeparationHeavyMedium", InitialValue="00:02:18") 
 private IxxxTimeDuration fDurationHM; 
  
 @Attribute(Name="SeparationMediumHeavy", InitialValue="00:01:09") 
 private IxxxTimeDuration fDurationMH; 
  
 @Attribute(Name="SeparationMediumMedium", InitialValue="00:01:09") 
 private IxxxTimeDuration fDurationMM; 
  
 @Attribute(Name="SeparationHeavyHeavy", InitialValue="00:01:51") 
 private IxxxTimeDuration fDurationHH 
 ; 









 //Getters and Setters of all our fields 
 
 public IxxxTimeDuration getfDurationHM() { 
  return fDurationHM; 
 } 
 
 public void setfDurationHM(IxxxTimeDuration fDurationHM) { 
  this.fDurationHM = fDurationHM; 
 } 
 
 public IxxxTimeDuration getfDurationMH() { 
  return fDurationMH; 
 } 
 
 public void setfDurationMH(IxxxTimeDuration fDurationMH) { 
  this.fDurationMH = fDurationMH; 
 } 
 
 public IxxxTimeDuration getfDurationMM() { 
  return fDurationMM; 
 } 
 
 public void setfDurationMM(IxxxTimeDuration fDurationMM) { 
  this.fDurationMM = fDurationMM; 
 } 
 
 public IxxxTimeDuration getfDurationHH() { 
  return fDurationHH; 
 } 
 
 public void setfDurationHH(IxxxTimeDuration fDurationHH) { 
  this.fDurationHH = fDurationHH; 
 } 
 
 public IAtsWaypoint getWaypoint() { 
  return fWaypoint; 
 } 
  
 public void setWaypoint(IAtsWaypoint WayPoint) { 
  fWaypoint = WayPoint; 
 } 
 
 public String getID() { 
  return fID; 
 } 
 
 public void setID(String iD) { 
  fID = iD; 
 } 
 
 public IAtsAirport getAirport() { 
  return fAirport; 
    } 
 
 public void setAirport(IAtsAirport airport) { 
  fAirport = airport; 
 } 
 
 public IxxxTimeDuration getDurationToAddToETA() { 
  return fDurationToAddToETA; 
 } 
 
 public void setDurationToAddToETA(IxxxTimeDuration durationToAddToETA) 
{ 





 public String getRootUID() { 




 public IxxxDataSetDescriptor createDataSetDescriptor() { 




 public String getUID() { 
  return getID(); 
 } 
 





  * @param simulationTime 
  */ 
 public void processQueue(IxxxTime simulationTime) { 
 
  
   
  //////////////////Here we extract the data of the flight plan 
from AirTOp////////////// 
  IxxxEditableDataSet<IAtsFlightPlan> flightPlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsFlightPlan.class); 
   
  //For Waypoints 
  IxxxEditableDataSet<IAtsWaypoint> waypointDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsWaypoint.class); 
   
  //For Aircrafts 
   
  IxxxEditableDataSet<IAtsAircraft> aircraftDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
   
  //ForWakeVortexSeparationTime 
   
   
   
   
   
   
   
   
   
  //We load all the aircrafts in the variable l_aircraft 
   
 
  for(int aircraftIndex=0; aircraftIndex< 
aircraftDataSet.getElementCount();aircraftIndex++){ 
   IAtsAircraft l_Aircraft = 
aircraftDataSet.elementAt(aircraftIndex); 
   // crear vector con todos los aviones (done) 
   IAtsAircraft [] vectoraircraft= new 
IAtsAircraft[aircraftDataSet.getElementCount()]; 
   vectoraircraft[aircraftIndex]=l_Aircraft; 
   //System.out.println(vectoraircraft); 
    
   // crear vector con las propiedades del antiguo vector,por 
ejemplo crear vector con la lista de los callsigns 
   java.lang.String [] callsignvector = new java.lang.String 
[aircraftDataSet.getElementCount()]; 
   callsignvector[aircraftIndex]= 
l_Aircraft.getAircraftTypeAsString(); 
   //System.out.println(callsignvector[0]); 
    
  } 
   
  //We load all the waypoints in the variable l_waypoints 
  for(int waypointIndex=0; waypointIndex < 
waypointDataSet.getElementCount(); waypointIndex++){ 
   IAtsWaypoint l_waypoint = 
waypointDataSet.elementAt(waypointIndex); 
     
  } 
   
  ////////////////////////////////////////////////////Modification 




  //////////////////////////////////////WAKE VORTEX TIME 




  ///////CHANGE 
LOG://///////////////////////////////////////////////////////////////////////
/////////////////////////////////// 
  ///////////////// -Introduce the wake vortex category to 
separate the aircraft//////////////////////////////////////////////// 





   
  //We can try to create the matrix of the Wake vortex time 




  IxxxEditableDataSet<IAtsAircraftType> AircraftType = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraftType.class); 
   
  IAtsWakeTurbulenceTimeSeparation l_WakeTurbulence = 
TxxxObjectFactory.createInstanceFromInterface(IAtsWakeTurbulenceTimeSeparatio
n.class); 
  IAtsWakeTurbulenceTimeSeparationMatrix l_WakeTurbulenceMatrix = 
TxxxObjectFactory.createInstanceFromInterface(IAtsWakeTurbulenceTimeSeparatio
nMatrix.class); 
   
  //l_WakeTurbulenceMatrix. 
  //l_WakeTurbulence.setSeparationMatrix(null);*/ 




  //l_WakeTurbulencfDataSet.addElement(l_WakeTurbulenceMatrix1); 
  //double [][] WakeVortex = 
{{69,166,194,194,222,235},{69,111,138,138,166,222},{69,111,111,111,138,166},{
69,69,69,69,111,138},{69,69,69,69,69,111},{65,65,65,65,65,69}}; 
    
  // We create the vector of FlightPlans. 
  Vector<IAtsFlightPlan> flightPlan = new 
Vector<IAtsFlightPlan>(); 
   
  // First of all we are going to insert all the flightplans in 
the vector flightPlan, they must follow some rules: 
  for(int flightPlanIndex =0;flightPlanIndex< 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 





    //Flights that the last point on their route is the 
Waypoint inserted by the user (It uses the Initial Approach Fix aka IAF) 
   
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitia
lApproachFix()== getWaypoint()){ 
     //If it follows the 2 conditions we insert 
the flightPlan in the vector. 
    
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
      
      
    } 
   } 
  } 
   
   
   
  //Some tests to display on the console the time at which the 
code has been executed  
  System.out.println("The algorithm was executed 
at:"+simulationTime); 
  //And the number of flightplans that follow the rules. 
  System.out.println("Elements in FlightPlan:"+flightPlan.size()); 
   
  //Creation of some Vectors that we are going to use later. 
  //We need to retrieve the BMTrajectories of the most updated BMT 
and compute the TC. 
  Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
  Vector<IxxxTime> ArrivalTimeIAF = new Vector<IxxxTime>(); 
  //vector of TimeValuedWaypointList 
  Vector<IAtsTimeValuedWaypointList> routeProfile = new Vector 
<IAtsTimeValuedWaypointList>(); 
  Vector<IxxxTime> normETO = new Vector<IxxxTime>(); 
  Vector<Integer> indexOfWaypoint = new Vector<Integer>(); 
  //vector de normETO en segundos (double) 
  Vector<Double> normETOseconds = new Vector <Double>(); 
   
   
  //Retrieve the RBMT trajectory of each flightplan and stored it 
in the mostupdated vector. 





    




    
   //Extract the route profile and the index of the selected 







   if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
    //Creation of the vectors normETO, which include 
the ETO without TC of each flightplan for the selected Waypoint 
   
 normETO.add(routeProfile.elementAt(BMTIndex).getETOWithoutTimeConstrai
nt(indexOfWaypoint.elementAt(BMTIndex))); 
    //And the same vector in seconds (double value) 
   
 normETOseconds.add(normETO.elementAt(BMTIndex).secondValue()); 
   } 
     
  } 
   
   
  //We use the method Sort (asociated to the method vector) to 
sort the vector normETOseconds 
  Collections.sort(normETOseconds); 
   
   
  for(int x=0; x < normETOseconds.size(); x++){ 
    
   //Test commented to see if the vector is well sorted on 
the console 
   //System.out.println(normETOseconds.elementAt(x)); 
  } 
   
  //Now we have to compare each element in the sorted vector with 
the mostupdated vector. 
  //To do that we need to loop the vector mostupdated and get all 
the elements it in the same order as the normETOsenconds vector 
   
  // we create the vector mostupdatedsorted 
  Vector<IAtsBMTrajectory> mostupdatedSorted = new 
Vector<IAtsBMTrajectory>(); 
   
   
  for(int sortedIndex =0; sortedIndex< normETOseconds.size(); 
sortedIndex++){ 
   boolean sorted = false; 
   for(int sortedIndex2= 0; sortedIndex2< 
normETO.size();sortedIndex2++){ 
     
    if(normETOseconds.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted == false){ 
    
 mostupdatedSorted.add(mostupdated.elementAt(sortedIndex2)); 
     sorted=true; 
   }  
    } 
  } 
     
 
  //Now we have to compare the time differences between all 
flightplans. 
   
  Vector<java.lang.Double> DifferenceTimeIAF = new 
Vector<java.lang.Double>(); 
  for(int i=1; i< flightPlan.size();i++){ 
    
   //Difference of time on ETO without TC in seconds (that is 
normETOseconds vector) 
   DifferenceTimeIAF.add(normETOseconds.elementAt(i)-
normETOseconds.elementAt(i-1)); 
  } 
   
   
   
  //We store in a vector the wakeTurbulence Category of each 
selected flightplan 
   
  //Attention this vector will be created with the 
mostupdatedSorted vector, so it will be sorted in order of arrival to IAF 
(ETO without TC) 
   
    Vector<String> WakeCategory = new Vector<String>(); 
    for(int TypeIndex = 0; 
TypeIndex<mostupdatedSorted.size();TypeIndex++){ 
    //Test to see on the console the aircraftType of 
the flightplans selected 
    
 WakeCategory.add(mostupdatedSorted.elementAt(TypeIndex).getFlightPlan(
).getWakeTurbulenceCategory().getDisplayName()); 
   
 //System.out.println(mostupdatedSorted.elementAt(TypeIndex).getFlightP
lan().getWakeTurbulenceCategory().getDisplayName()); 
    } 
     
 
   
  //Computation of the vector of time separation based on the wake 
vortex cat and the matrix 
  Vector <java.lang.Double> TimeSeparationWakeVortexList = new 
Vector<java.lang.Double>(); 
   
  for(int WakeVortexListInex = 1; WakeVortexListInex < 
WakeCategory.size(); WakeVortexListInex++ ){ 
    
   if(WakeCategory.elementAt(WakeVortexListInex-
1)=="Medium"){ 
     
    if(WakeCategory.elementAt(WakeVortexListInex)== 
"Medium"){ 
    
 TimeSeparationWakeVortexList.add(getfDurationMM().secondValue()); 
    } 
    if(WakeCategory.elementAt(WakeVortexListInex)== 
"Heavy"){ 
    
 TimeSeparationWakeVortexList.add(getfDurationMH().secondValue()); 
    } 
   } 
   if(WakeCategory.elementAt(WakeVortexListInex-1)=="Heavy"){ 
     
    if(WakeCategory.elementAt(WakeVortexListInex)== 
"Medium"){ 
    
 TimeSeparationWakeVortexList.add(getfDurationHM().secondValue()); 
    } 
    if(WakeCategory.elementAt(WakeVortexListInex)== 
"Heavy"){ 
    
 TimeSeparationWakeVortexList.add(getfDurationHH().secondValue()); 
    } 
   } 
  } 
   
   
  for(int testIndex = 0; 
testIndex<TimeSeparationWakeVortexList.size();testIndex++){ 





   } 
   
   
   
   
   
  // Now compute the Time Constraint  
  Vector<java.lang.Double> TimeConstraintVector = new 
Vector<java.lang.Double>(); 
  Vector<IxxxTime> ArrivalTimePlusTC = new Vector<IxxxTime>(); 
   
   
  /////////Computation of TC with all the possible 
cases////////////// 
   
  //We create a boolean to know if the first TC has been found or 
not. True = Found / False = not found 
  boolean firstfound= java.lang.Boolean.FALSE; 
   
  //We loop in all our list 
  for (int finalIndex = 1; finalIndex < normETOseconds.size(); 
finalIndex++ ){ 
    
   //Condition: Before find the first TC, the difference of 
time at IAF is greater than the minimum established 
   if(DifferenceTimeIAF.elementAt(finalIndex-1)> 
TimeSeparationWakeVortexList.elementAt(finalIndex-1) && firstfound == 
java.lang.Boolean.FALSE){ 
    //We add a 0.0 double value because we don't need 
to apply any TC, the time difference is big enough 
    TimeConstraintVector.add(0.0); 
   } 
    
    
   //Condition: The first TC has been found and if needed 
apply a TC for the following flights. 
   if(firstfound == java.lang.Boolean.TRUE){ 
     
    //We create a variable with the time of the 
previous flight plus the past TC computed. 
    double pastActualTime = 
normETOseconds.elementAt(finalIndex-
1)+TimeConstraintVector.elementAt(finalIndex-2); 
     
    //If the difference between the time of the next 
and the time of the previous ac with TC is minor than the minimum separation 
time then: 
    //We compute the required TC. 
    if((normETOseconds.elementAt(finalIndex)-
pastActualTime)<TimeSeparationWakeVortexList.elementAt(finalIndex-1)){ 
    
 TimeConstraintVector.add(TimeSeparationWakeVortexList.elementAt(finalI
ndex-1)-(normETOseconds.elementAt(finalIndex)-pastActualTime)); 
      
    } 
    //If the difference between the time of the next 
and the time of the previous ac with TC is greater than the minimum 
separation time then: 
    //We add to the vector a double value 0.0 
    if((normETOseconds.elementAt(finalIndex)-
pastActualTime)>TimeSeparationWakeVortexList.elementAt(finalIndex-1)){ 
     TimeConstraintVector.add(0.0); 
    } 
     
   } 
    
   //Condition: Is the first TC, is at the end of the loop 
because we want to make sure that the boolean will become true and then 
increase the number 
   //of the index. 
    
   //We create the first TC to the first combination that the 
difference at the IAF is less than the minimum separation dtime 
(getDurationToAddToETA) 
   if(DifferenceTimeIAF.elementAt(finalIndex-1)< 
TimeSeparationWakeVortexList.elementAt(finalIndex-1) && firstfound == 
java.lang.Boolean.FALSE){ 
   
 TimeConstraintVector.add(TimeSeparationWakeVortexList.elementAt(finalI
ndex-1)-DifferenceTimeIAF.elementAt(finalIndex-1)); 
    firstfound = java.lang.Boolean.TRUE; 
   } 
    
  //We create now a vector which contains the TC of all aircrafts, 
will contain a double value and a 0.0 if there is no needed to apply any TC. 
  //It does not consider the first element in the queue, because 
represent that this element don't need to be delayed. 
    
    
    
    
  } 
  //Now we are going to create the vector of Delay which we are 
going to  
   
  //We don't need that vector, we have TImeConstraintVector which 
represent the delay to each aircraft. We can calculate the average 
  double SumDelay = 0; 
  for(int delayIndex = 0; delayIndex < 
TimeConstraintVector.size(); delayIndex++){ 
   SumDelay = SumDelay + 
TimeConstraintVector.elementAt(delayIndex); 
    
  } 
  double AverageDelay = SumDelay/TimeConstraintVector.size(); 
   
  System.out.println("Average Delay on Method 1 
(FIFO):"+AverageDelay); 
   
  //Trying to shuffle randomly the vector normETOseconds 
   
  Vector <Double> normETOsecondsShuffle = normETOseconds; 
   
  Collections.sort(normETOsecondsShuffle); 
   
  Collections.shuffle(normETOsecondsShuffle); 
   
   
  // we create the vector mostupdatedsorted2 
    Vector<IAtsBMTrajectory> mostupdatedSorted2 = new 
Vector<IAtsBMTrajectory>(); 
     
     
    for(int sortedIndex =0; sortedIndex< 
normETOsecondsShuffle.size(); sortedIndex++){ 
     boolean sorted = false; 
     for(int sortedIndex2= 0; sortedIndex2< 
normETO.size();sortedIndex2++){ 
       
     
 if(normETOsecondsShuffle.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted == false){ 
      
 mostupdatedSorted2.add(mostupdated.elementAt(sortedIndex2)); 
       sorted=true; 
     }  
      } 
    } 
       
 
    //Now we have to compare the time differences 
between all flightplans. 
     
    Vector<java.lang.Double> DifferenceTimeIAF2 = new 
Vector<java.lang.Double>(); 
    for(int i=1; i< flightPlan.size();i++){ 
      
     //Difference of time on ETO without TC in 
seconds (that is normETOseconds vector) 
    
 DifferenceTimeIAF2.add(normETOsecondsShuffle.elementAt(i)-
normETOsecondsShuffle.elementAt(i-1)); 
    } 
     
     
     
    //We store in a vector the wakeTurbulence Category 
of each selected flightplan 
     
    //Attention this vector will be created with the 
mostupdatedSorted vector, so it will be sorted in order of arrival to IAF 
(ETO without TC) 
     
      Vector<String> WakeCategory2 = new 
Vector<String>(); 
      for(int TypeIndex = 0; 
TypeIndex<mostupdatedSorted2.size();TypeIndex++){ 
      //Test to see on the console the 
aircraftType of the flightplans selected 
      
 WakeCategory2.add(mostupdatedSorted2.elementAt(TypeIndex).getFlightPla
n().getWakeTurbulenceCategory().getDisplayName()); 
     
 //System.out.println(mostupdatedSorted2.elementAt(TypeIndex).getFlight
Plan().getWakeTurbulenceCategory().getDisplayName()); 
      } 
       
 
     
    //Computation of the vector of time separation 
based on the wake vortex cat and the matrix 
    Vector <java.lang.Double> 
TimeSeparationWakeVortexList2 = new Vector<java.lang.Double>(); 
     
    for(int WakeVortexListInex = 1; WakeVortexListInex 
< WakeCategory2.size(); WakeVortexListInex++ ){ 
      
    
 if(WakeCategory2.elementAt(WakeVortexListInex-1)=="Medium"){ 
       
     
 if(WakeCategory2.elementAt(WakeVortexListInex)== "Medium"){ 
      
 TimeSeparationWakeVortexList2.add(getfDurationMM().secondValue()); 
      } 
     
 if(WakeCategory2.elementAt(WakeVortexListInex)== "Heavy"){ 
      
 TimeSeparationWakeVortexList2.add(getfDurationMH().secondValue()); 
      } 
     } 
    
 if(WakeCategory2.elementAt(WakeVortexListInex-1)=="Heavy"){ 
       
     
 if(WakeCategory2.elementAt(WakeVortexListInex)== "Medium"){ 
      
 TimeSeparationWakeVortexList2.add(getfDurationHM().secondValue()); 
      } 
     
 if(WakeCategory2.elementAt(WakeVortexListInex)== "Heavy"){ 
      
 TimeSeparationWakeVortexList2.add(getfDurationHH().secondValue()); 
      } 
     } 
    } 
     
     
    for(int testIndex = 0; 
testIndex<TimeSeparationWakeVortexList2.size();testIndex++){ 
     //Test to see on the console the aircraftType 
of the flightplans selected 
    
 //System.out.println(TimeSeparationWakeVortexList2.elementAt(testIndex
)); 
     } 
     
     
     
     
     
    // Now compute the Time Constraint  
    Vector<java.lang.Double> TimeConstraintVector2 = 
new Vector<java.lang.Double>(); 
    Vector<IxxxTime> ArrivalTimePlusTC2 = new 
Vector<IxxxTime>(); 
     
     
    /////////Computation of TC with all the possible 
cases////////////// 
     
    //We create a boolean to know if the first TC has 
been found or not. True = Found / False = not found 
    boolean firstfound2= java.lang.Boolean.FALSE; 
     
    //We loop in all our list 
    for (int finalIndex = 1; finalIndex < 
normETOsecondsShuffle.size(); finalIndex++ ){ 
      
     //Condition: Before find the first TC, the 
difference of time at IAF is greater than the minimum established 
     if(DifferenceTimeIAF2.elementAt(finalIndex-
1)> TimeSeparationWakeVortexList2.elementAt(finalIndex-1) && firstfound2 == 
java.lang.Boolean.FALSE){ 
      //We add a 0.0 double value because we 
don't need to apply any TC, the time difference is big enough 
      TimeConstraintVector2.add(0.0); 
     } 
      
      
     //Condition: The first TC has been found and 
if needed apply a TC for the following flights. 
     if(firstfound2 == java.lang.Boolean.TRUE){ 
       
      //We create a variable with the time 
of the previous flight plus the past TC computed. 
      double pastActualTime2 = 
normETOsecondsShuffle.elementAt(finalIndex-
1)+TimeConstraintVector2.elementAt(finalIndex-2); 
       
      //If the difference between the time 
of the next and the time of the previous ac with TC is minor than the minimum 
separation time then: 
      //We compute the required TC. 
     
 if((normETOsecondsShuffle.elementAt(finalIndex)-
pastActualTime2)<TimeSeparationWakeVortexList2.elementAt(finalIndex-1)){ 
      
 TimeConstraintVector2.add(TimeSeparationWakeVortexList2.elementAt(fina
lIndex-1)-(normETOsecondsShuffle.elementAt(finalIndex)-pastActualTime2)); 
        
      } 
      //If the difference between the time 
of the next and the time of the previous ac with TC is greater than the 
minimum separation time then: 
      //We add to the vector a double value 
0.0 
     
 if((normETOsecondsShuffle.elementAt(finalIndex)-
pastActualTime2)>TimeSeparationWakeVortexList2.elementAt(finalIndex-1)){ 
       TimeConstraintVector2.add(0.0); 
      } 
       
     } 
      
     //Condition: Is the first TC, is at the end 
of the loop because we want to make sure that the boolean will become true 
and then increase the number 
     //of the index. 
      
     //We create the first TC to the first 
combination that the difference at the IAF is less than the minimum 
separation dtime (getDurationToAddToETA) 
     if(DifferenceTimeIAF2.elementAt(finalIndex-
1)< TimeSeparationWakeVortexList2.elementAt(finalIndex-1) && firstfound2 == 
java.lang.Boolean.FALSE){ 
     
 TimeConstraintVector2.add(TimeSeparationWakeVortexList2.elementAt(fina
lIndex-1)-DifferenceTimeIAF2.elementAt(finalIndex-1)); 
      firstfound2 = java.lang.Boolean.TRUE; 
     } 
      
    //We create now a vector which contains the TC of 
all aircrafts, will contain a double value and a 0.0 if there is no needed to 
apply any TC. 
    //It does not consider the first element in the 
queue, because represent that this element don't need to be delayed. 
      
      
      
      
    } 
    //Now we are going to create the vector of Delay 
which we are going to  
     
    //We don't need that vector, we have 
TImeConstraintVector which represent the delay to each aircraft. We can 
calculate the average 
    double SumDelay2 = 0; 
    for(int delayIndex = 0; delayIndex < 
TimeConstraintVector2.size(); delayIndex++){ 
     SumDelay2 = SumDelay2 + 
TimeConstraintVector2.elementAt(delayIndex); 
      
    } 
    double AverageDelay2 = 
SumDelay2/TimeConstraintVector2.size(); 
     
    System.out.println("Average Delay on Method 2 
(Shuffle entire):"+AverageDelay2); 
   
   
   







  //Trying the rotate the list to shift positions backwards only 1 
or two positions 
   
   Vector <Double> normETOsecondsRotated = normETOseconds; 
   Collections.sort(normETOsecondsRotated); 
   //Problem it could be possible that the selected aircraft 
don't have three aircrafts behind so we need to limit the selected aircraft 
to shift 
   //Create a random value to select which aircraft we are 
going to change 
   int ShiftedAircraft = 
(int)Math.floor(Math.random()*(normETOsecondsRotated.size()-3)); 
   
   //Number of shifts (or aircrafts changes) A random value 
between 1 and 3 
   int NumberOfAircraftsShifted = 
(int)Math.floor(Math.random()*normETOsecondsRotated.size()+1); 
   
   
  //for(int RotationIndex = 0; RotationIndex < 
NumberOfAircraftsShifted; RotationIndex++ ){  
    
  //Creates a random value from 1 to 2 to select randomly if the 
a/c is going to change 1 or 2 positions. 
   Double ShiftPositions = Math.floor(Math.random()*2 + 1); 
    
  if(normETOsecondsRotated.size() > 3){ 
   if(ShiftPositions == 1.0){ 
    //To switch an aircraft one position backwards and 
the rest move forward 
   
 Collections.rotate(normETOsecondsRotated.subList(ShiftedAircraft, 
ShiftedAircraft+2),-1); 
   } 
   
   if(ShiftPositions == 2.0){ 
   //To switch an aircraft two positions backwards and the 
rest move forward 
   
 Collections.rotate(normETOsecondsRotated.subList(ShiftedAircraft, 
ShiftedAircraft+3),-1); 
   } 
  }  
   
  //} 
   Vector<IAtsBMTrajectory> mostupdatedSorted3 = new 
Vector<IAtsBMTrajectory>(); 
   
   for(int sortedIndex =0; sortedIndex< 
normETOsecondsRotated.size(); sortedIndex++){ 
    boolean sorted3 = false; 
    for(int sortedIndex2= 0; sortedIndex2< 
normETO.size();sortedIndex2++){ 
      
    
 if(normETOsecondsRotated.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted3 == false){ 
     
 mostupdatedSorted3.add(mostupdated.elementAt(sortedIndex2)); 
      sorted3=true; 
    }  
     } 
   } 
    
 
 //Now we have to compare the time differences between all flightplans. 
  
 Vector<java.lang.Double> DifferenceTimeIAF3 = new 
Vector<java.lang.Double>(); 
 for(int i=1; i< flightPlan.size();i++){ 
   








 //We store in a vector the wakeTurbulence Category of each selected 
flightplan 
  
 //Attention this vector will be created with the mostupdatedSorted 
vector, so it will be sorted in order of arrival to IAF (ETO without TC) 
  
   Vector<String> WakeCategory3 = new Vector<String>(); 
   for(int TypeIndex = 0; 
TypeIndex<mostupdatedSorted3.size();TypeIndex++){ 
   //Test to see on the console the aircraftType of the 
flightplans selected 






   } 
    
 
  
 //Computation of the vector of time separation based on the wake 
vortex cat and the matrix 
 Vector <java.lang.Double> TimeSeparationWakeVortexList3 = new 
Vector<java.lang.Double>(); 
  
 for(int WakeVortexListInex = 1; WakeVortexListInex < 
WakeCategory3.size(); WakeVortexListInex++ ){ 
   
  if(WakeCategory3.elementAt(WakeVortexListInex-1)=="Medium"){ 
    
   if(WakeCategory3.elementAt(WakeVortexListInex)== 
"Medium"){ 
   
 TimeSeparationWakeVortexList3.add(getfDurationMM().secondValue()); 
   } 
   if(WakeCategory3.elementAt(WakeVortexListInex)== "Heavy"){ 
   
 TimeSeparationWakeVortexList3.add(getfDurationMH().secondValue()); 
   } 
  } 
  if(WakeCategory3.elementAt(WakeVortexListInex-1)=="Heavy"){ 
    
   if(WakeCategory3.elementAt(WakeVortexListInex)== 
"Medium"){ 
   
 TimeSeparationWakeVortexList3.add(getfDurationHM().secondValue()); 
   } 
   if(WakeCategory3.elementAt(WakeVortexListInex)== "Heavy"){ 
   
 TimeSeparationWakeVortexList3.add(getfDurationHH().secondValue()); 
   } 




 for(int testIndex = 0; 
testIndex<TimeSeparationWakeVortexList3.size();testIndex++){ 











 // Now compute the Time Constraint  
 Vector<java.lang.Double> TimeConstraintVector3 = new 
Vector<java.lang.Double>(); 
 Vector<IxxxTime> ArrivalTimePlusTC3 = new Vector<IxxxTime>(); 
  
  
 /////////Computation of TC with all the possible cases////////////// 
  
 //We create a boolean to know if the first TC has been found or not. 
True = Found / False = not found 
 boolean firstfound3= java.lang.Boolean.FALSE; 
  
 //We loop in all our list 
 for (int finalIndex = 1; finalIndex < normETOsecondsRotated.size(); 
finalIndex++ ){ 
   
  //Condition: Before find the first TC, the difference of time at 
IAF is greater than the minimum established 
  if(DifferenceTimeIAF3.elementAt(finalIndex-1)> 
TimeSeparationWakeVortexList3.elementAt(finalIndex-1) && firstfound3 == 
java.lang.Boolean.FALSE){ 
   //We add a 0.0 double value because we don't need to apply 
any TC, the time difference is big enough 
   TimeConstraintVector3.add(0.0); 
  } 
   
   
  //Condition: The first TC has been found and if needed apply a 
TC for the following flights. 
  if(firstfound3 == java.lang.Boolean.TRUE){ 
    
   //We create a variable with the time of the previous 
flight plus the past TC computed. 
   double pastActualTime3 = 
normETOsecondsRotated.elementAt(finalIndex-
1)+TimeConstraintVector3.elementAt(finalIndex-2); 
    
   //If the difference between the time of the next and the 
time of the previous ac with TC is minor than the minimum separation time 
then: 
   //We compute the required TC. 
   if((normETOsecondsRotated.elementAt(finalIndex)-
pastActualTime3)<TimeSeparationWakeVortexList3.elementAt(finalIndex-1)){ 
   
 TimeConstraintVector3.add(TimeSeparationWakeVortexList3.elementAt(fina
lIndex-1)-(normETOsecondsRotated.elementAt(finalIndex)-pastActualTime3)); 
     
   } 
   //If the difference between the time of the next and the 
time of the previous ac with TC is greater than the minimum separation time 
then: 
   //We add to the vector a double value 0.0 
   if((normETOsecondsRotated.elementAt(finalIndex)-
pastActualTime3)>TimeSeparationWakeVortexList3.elementAt(finalIndex-1)){ 
    TimeConstraintVector3.add(0.0); 
   } 
    
  } 
   
  //Condition: Is the first TC, is at the end of the loop because 
we want to make sure that the boolean will become true and then increase the 
number 
  //of the index. 
   
  //We create the first TC to the first combination that the 
difference at the IAF is less than the minimum separation dtime 
(getDurationToAddToETA) 
  if(DifferenceTimeIAF3.elementAt(finalIndex-1)< 





   firstfound3 = java.lang.Boolean.TRUE; 
  } 
   
 //We create now a vector which contains the TC of all aircrafts, will 
contain a double value and a 0.0 if there is no needed to apply any TC. 
 //It does not consider the first element in the queue, because 
represent that this element don't need to be delayed. 
   
   
   
   
 } 
 //Now we are going to create the vector of Delay which we are going to  
  
 //We don't need that vector, we have TImeConstraintVector which 
represent the delay to each aircraft. We can calculate the average 
 double SumDelay3 = 0; 
 for(int delayIndex = 0; delayIndex < TimeConstraintVector3.size(); 
delayIndex++){ 
  SumDelay3 = SumDelay3 + 
TimeConstraintVector3.elementAt(delayIndex); 
   
 } 
 double AverageDelay3 = SumDelay3/TimeConstraintVector3.size(); 
  
















     
  ///Now we compare the value of the averageDelay and select the 
option which is better 
  //CASE 1, the METHODE#1 provides the best solution   
  if( AverageDelay <= AverageDelay2 && AverageDelay <= 
AverageDelay3){ 
      
     
  for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 




    
   //We only apply a TC when the value of its 
TimeConstraintVector is different of 0.0 ("!=" in Java means different) 
   if(TimeConstraintVector.elementAt(TCIndex2)!= 0.0){ 
     
    //Apply the TC to the right flightplan by using the 
method createOrUpdateTimeConstraint of the 
TAtsNetQueueUtil.getSharedInstance() function. 
   
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdatedSorted.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted.elementAt(TCIndex2+1).getCallsign(),TAtsOptiona
lAirportUsage.Arrival); 
     
    } 
   } 
  } 
   
   
  //If the average delay in the first case is higher than the 
average delay in the shuffled vector then: 
  //CASE 2, the METHODE#2 provides the best solution 
  if( AverageDelay > AverageDelay2 && AverageDelay2 < 
AverageDelay3){ 
    
    
    
   for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector2.size();TCIndex2++){ 
     
   
 ArrivalTimePlusTC2.add(TxxxTimeFactory.toSecond((int)(normETOsecondsSh
uffle.elementAt(TCIndex2+1)+TimeConstraintVector2.elementAt(TCIndex2)))); 
     
    //We only apply a TC when the value of its 
TimeConstraintVector is different of 0.0 ("!=" in Java means different) 
    if(TimeConstraintVector2.elementAt(TCIndex2)!= 
0.0){ 
      
     //Apply the TC to the right flightplan by 
using the method createOrUpdateTimeConstraint of the 
TAtsNetQueueUtil.getSharedInstance() function. 
    
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdatedSorted2.elementAt(TCIndex2+1), 
ArrivalTimePlusTC2.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted2.elementAt(TCIndex2+1).getCallsign(),TAtsOption
alAirportUsage.Arrival); 
      
     } 
    } 
   } 
   
   
  //CASE 3, the METHODE#3 provides the best solution 
  if( AverageDelay3 < AverageDelay2 && AverageDelay3 < 
AverageDelay){ 
   System.out.println("The methode number 3 (Shifting) has 
provided the best solution"); 
    
    for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector3.size();TCIndex2++){ 
      
    
 ArrivalTimePlusTC3.add(TxxxTimeFactory.toSecond((int)(normETOsecondsRo
tated.elementAt(TCIndex2+1)+TimeConstraintVector3.elementAt(TCIndex2)))); 
      
     //We only apply a TC when the value of its 
TimeConstraintVector is different of 0.0 ("!=" in Java means different) 
    
 if(TimeConstraintVector3.elementAt(TCIndex2)!= 0.0){ 
       
      //Apply the TC to the right flightplan 
by using the method createOrUpdateTimeConstraint of the 
TAtsNetQueueUtil.getSharedInstance() function. 
     
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdatedSorted3.elementAt(TCIndex2+1), 
ArrivalTimePlusTC3.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted3.elementAt(TCIndex2+1).getCallsign(),TAtsOption
alAirportUsage.Arrival); 
       
      } 
    } 
  } 
   
  // Now from that TC we can know if they are compliant or not. 
   
  //Extract the information from the object in AirTOp 
IAtsTimeConstraint 
  IxxxEditableDataSet<IAtsTimeConstraint> TCDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsTimeConstraint.class); 
  //Create a vector to store the information required 
  Vector<IAtsTimeConstraint> TCvector = new 
Vector<IAtsTimeConstraint>(); 
  //Variable to store the amount of Compliant TC (Counter) 
  int NumberOfCompliant = 0; 
   
   //Loop through all alements 
    for(int Tcin =0;Tcin < TCDataSet.getElementCount(); 
Tcin++){ 
      //Add all elements in the TCvector 
     
 TCvector.add(TCDataSet.elementAt(Tcin)); 
       
      //If the element is compliant (True = 
Compliant / False = Non compliant) we increase our counter 
      if 
(TCvector.elementAt(Tcin).getCompliant()== java.lang.Boolean.TRUE){ 
       
 NumberOfCompliant=NumberOfCompliant+1; 
         
       } 
       //Example of a print in the 
console if a TC is compliant or not (True or false) -> Boolean  
      
 //System.out.print(TCvector.elementAt(Tcin));   
    } 
    //We display in the console the number of TC that 
are compliant 
    System.out.println("The number of FP compliant 
are:"+NumberOfCompliant); 




   
    //We are going to try to use some information from 
this file to the Excel.java file/. 
       
    TEurRunwayQueueExcel l_newExcel = new 
TEurRunwayQueueExcel(); 
    l_newExcel.createExcel(normETO); 
   
   
   
 
   
     
     
     
   /*//////////////////////////FUNCTION 
1.6//////////////////////////////////////////////////////////////////////////
//////////////////////////// 
   /////CHANGE LOG:We need to have the same code working for 
multiple routes mergering in one point, so we need to order our vector 
"flightplan" 
   /////sorted from the time of arrival at IAF to change the 
TC depending on the situation: 




   
   
  
   
   // create all vectors needed. 
     Vector<IAtsFlightPlan> flightPlan = new 
Vector<IAtsFlightPlan>(); 
     /// first of all we are going to insert all 
the flightplans in the vector flightPlan 
     for(int flightPlanIndex =0;flightPlanIndex< 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
     
 if(flightPlanDataSet.elementAt(flightPlanIndex).getAircraft().getContr
olled()== java.lang.Boolean.TRUE){ 
      
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitia
lApproachFix()== getWaypoint()){ 
       
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
         
       
 System.out.println(flightPlan.elementAt(0).getAircraftType()); 
       } 
      } 
     } 
      
     //Some tests to display on the console the 
time at which the code has been executed 
     // and the number of flightplans that follow 
the rules. 
     System.out.println("The algorithm was 
executed at:"+simulationTime); 
     System.out.println("Elements in 
FlightPlan:"+flightPlan.size()); 
      
     //We need to retrieve the BMTrajectories of 
the most updated BMT and compute the TC. 
      
     Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
     Vector<IxxxTime> ArrivalTimeIAF = new 
Vector<IxxxTime>(); 
      
     //vector of TimeValuedWaypointList 
     Vector<IAtsTimeValuedWaypointList> 
routeProfile = new Vector <IAtsTimeValuedWaypointList>(); 
     Vector<IxxxTime> normETO = new 
Vector<IxxxTime>(); 
     Vector<Integer> indexOfWaypoint = new 
Vector<Integer>(); 
     //vector de normETO en segundos (double) 
     Vector<Double> normETOseconds = new Vector 
<Double>(); 
      
      
     for(int BMTIndex=0; BMTIndex < 
flightPlan.size();BMTIndex++){ 




     
 ArrivalTimeIAF.add(mostupdated.elementAt(BMTIndex).getEstimatedTimeAtI
AF()); 
       
       
       
       
      //lets try this 
     
 routeProfile.add(mostupdated.elementAt(BMTIndex).getRouteProfile()); 




     
 if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
      
 normETO.add(routeProfile.elementAt(BMTIndex).getETOWithoutTimeConstrai
nt(indexOfWaypoint.elementAt(BMTIndex))); 
      
 normETOseconds.add(normETO.elementAt(BMTIndex).secondValue()); 
      } 
        
      else{ 
       //problem: waypoint is not on 
the RouteProfile 
      } 
       
       
     } 
      
     Collections.sort(normETOseconds); 
     for(int x=0; x < normETOseconds.size(); x++){ 
     
 //System.out.println(normETOseconds.elementAt(x)); 
     } 
      
     //Now we have to compare each element in the 
sorted vector with the  
     // para hacer eso lo que tenemos que hacer es 
reordenar el vector mostupdated para tenerlo en el mismo orden que el vector 
normETOseconds 
     // we create the vector mostupdatedsorted 
     Vector<IAtsBMTrajectory> mostupdatedSorted = 
new Vector<IAtsBMTrajectory>(); 
      
      
     for(int sortedIndex =0; sortedIndex< 
normETOseconds.size(); sortedIndex++){ 
      boolean sorted = false; 
      for(int sortedIndex2= 0; sortedIndex2< 
normETO.size();sortedIndex2++){ 
        
      
 if(normETOseconds.elementAt(sortedIndex) == 
normETO.elementAt(sortedIndex2).secondValue() && sorted == false){ 
       
 mostupdatedSorted.add(mostupdated.elementAt(sortedIndex2)); 
        sorted=true; 
        
      }  
       } 
     } 
        
      
      
      
      
      
     //Now we have to compare the time differences 
between all flightplans. 
      
     Vector<java.lang.Double> DifferenceTimeIAF = 
new Vector<java.lang.Double>(); 
     for(int i=1; i< flightPlan.size();i++){ 
      //posiblemente aquí la diferencia 
tiene que ser con el normETOseconds porque esta ordenado 
     
 //DifferenceTimeIAF.add((normETO.elementAt(i).secondValue())-
(normETO.elementAt(i-1).secondValue())); 
     
 DifferenceTimeIAF.add(normETOseconds.elementAt(i)-
normETOseconds.elementAt(i-1)); 
     } 
      
     // Now compute the Time Constraint  
     Vector<java.lang.Double> TimeConstraintVector 
= new Vector<java.lang.Double>(); 
     Vector<IxxxTime> ArrivalTimePlusTC = new 
Vector<IxxxTime>(); 
      
     //indices de prueba 
     int prueba= 0; 
     int TCIndex= 0; 
     boolean encontrado = java.lang.Boolean.FALSE; 
      
      
      
     /////////arreglo calculo de TC////////////// 
     boolean firstfound= java.lang.Boolean.FALSE; 
      
     for (int finalIndex = 1; 
finalIndex<normETOseconds.size(); finalIndex++ ){ 
       
      //Condición antes de encontrar el 
primero es 0 
     
 if(DifferenceTimeIAF.elementAt(finalIndex-1)> 
getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 
       TimeConstraintVector.add(0.0); 
      } 
       
       
      //Condición el primero ya ha sido 
encontrado y necesitamos aplicar una TC 
      if(firstfound == 
java.lang.Boolean.TRUE){ 
       //Creamos una variable con el 
tiempo final del anterior. 
       double pastActualTime = 
normETOseconds.elementAt(finalIndex-
1)+TimeConstraintVector.elementAt(finalIndex-2); 
        
       // Si la diferencia entre el 
tiempo del siguiente y el tiempo del ac anterior con la TC aplicada es menor 
que la distancia minima entonces 
       //Calculamos una nueva TC 
      
 if((normETOseconds.elementAt(finalIndex)-
pastActualTime)<getDurationToAddToETA().secondValue()){ 
       
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
(normETOseconds.elementAt(finalIndex)-pastActualTime)); 
         
       } 
       //Si la diferencia es mas grande 
que la separacion minima entonces no necesitamos poner nada en el vector de 
TC 
      
 if((normETOseconds.elementAt(finalIndex)-
pastActualTime)>getDurationToAddToETA().secondValue()){ 
       
 TimeConstraintVector.add(0.0); 
       } 
        
      } 
      //Dejamos esta condicion la ultima 
para que en el caso que se convierta en True no afecte a la siguiente 
iteración. 
      //primero de todo asignamos la primera 
TC al primer a/c que tenga menos que getDurationToAddToETA 
     
 if(DifferenceTimeIAF.elementAt(finalIndex-1)< 
getDurationToAddToETA().secondValue() && firstfound == 
java.lang.Boolean.FALSE){ 
      
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
DifferenceTimeIAF.elementAt(finalIndex-1)); 
       firstfound = 
java.lang.Boolean.TRUE; 
      } 
       
     //Entonces ahora el vector de TC es un vector 
que tiene 0.0 si no se tiene que aplicar TC y contiene un numero si se tiene 
que aplicar algo, no contiene TC para el elemento 0 puesto que ese nunca se 
toca en este algoritmo. 
       
       
       
       
     } 
      
      
     //El primer TC del vector siempre será 
     if(DifferenceTimeIAF.size()> 0){ 
      while (TCIndex < 
DifferenceTimeIAF.size() && encontrado == java.lang.Boolean.FALSE){ 
      
 if(DifferenceTimeIAF.elementAt(TCIndex)< 
getDurationToAddToETA().secondValue()){ 
       
 TimeConstraintVector.add((getDurationToAddToETA().secondValue())-
DifferenceTimeIAF.elementAt(TCIndex)); 
        prueba = TCIndex; 
        encontrado = 
java.lang.Boolean.TRUE; 
        System.out.println("First 
TC:"+TimeConstraintVector.elementAt(0)); 
 
       } 
      TCIndex++; 
      } 
     } 
      
     for(int prueba1 = prueba+1 ; prueba1 < 
DifferenceTimeIAF.size();prueba1++){ 
       
      //double Ntiaf = 
normETO.elementAt(prueba1).secondValue()+TimeConstraintVector.elementAt(prueb
a1-1); 
      int IndexTCnew = 0; 
      double Ntiaf = 
normETOseconds.elementAt(prueba1)+TimeConstraintVector.elementAt(IndexTCnew); 
         
     
 if((normETO.elementAt(prueba1+1).secondValue()-Ntiaf) < 
getDurationToAddToETA().secondValue()){ 
      
 TimeConstraintVector.add((getDurationToAddToETA().secondValue()-
(normETO.elementAt(prueba1+1).secondValue()-Ntiaf))); 
       System.out.println("The TC 
is:"+TimeConstraintVector.elementAt(prueba1)); 
      } 
      else{ 
      
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
getDurationToAddToETA().secondValue()); 
        
      } 
       
     } 
      
      
     for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 
       
     
 ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETOseconds.el
ementAt(TCIndex2+1)+TimeConstraintVector.elementAt(TCIndex2)))); 
       
      //Solo aplicamos una TC cuando sea 
diferente de 0.0 
     
 if(TimeConstraintVector.elementAt(TCIndex2)!= 0.0){ 
     
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdatedSorted.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdatedSorted.elementAt(TCIndex2+1).getCallsign(),TAtsOptiona
lAirportUsage.Arrival); 
      } 
       
       
     
 //ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETO.element
At(TCIndex2+1).secondValue()+TimeConstraintVector.elementAt(TCIndex2)))); 
     
 //TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(ge
tWaypoint(), mostupdatedSorted.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdated.elementAt(TCIndex2+1).getCallsign(),TAtsOptionalAirpo
rtUsage.Arrival); 
      } 
    //////mostupdated changed for the new vector of 
mostupdated sorted 
    
     /////// Cogemos el vector de Time constraint 
y contamos cuando es compliant y cuando no lo es y displayamos el numero 
despues de aplicar el TC 
      
     IxxxEditableDataSet<IAtsTimeConstraint> 
TCDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsTimeConstraint.class); 
     Vector<IAtsTimeConstraint> TCvector = new 
Vector<IAtsTimeConstraint>(); 
     int NumberOfCompliant = 0; 
      
      
       for(int Tcin =0;Tcin < 
TCDataSet.getElementCount(); Tcin++){ 
  
         
 TCvector.add(TCDataSet.elementAt(Tcin)); 
           
          if 
(TCvector.elementAt(Tcin).getCompliant()== java.lang.Boolean.TRUE){ 
          
 NumberOfCompliant=NumberOfCompliant+1; 
            
          } 
            
         
 //System.out.print(TCvector.elementAt(Tcin)); 
           
       } 
       System.out.println("The number 
of FP compliant are:"+NumberOfCompliant); 
        
   
 /////////////////////////////////////////////////////////////////// 
      
          
     ///WRITE ON EXCEL FILE 
      
      
    ///// CREATE EXCEL AND CHECK IF EXISTS ALREADY 
///// 
      
      //Route of the file and the name of it 
     String routeFile = 
System.getProperty("user.home")+"/Example.xls"; 
           //Create the new object file 
           File fileXLS = new File(routeFile); 
           //If exists it deletes this file and create a new 
one 
           if(fileXLS.exists()) fileXLS.delete(); 
           //Create a new excel file 
           fileXLS.createNewFile(); 
            
           //We create a new excel book 
           Workbook Wbook = new HSSFWorkbook(); 
           //And start the flow in the file 
           FileOutputStream file = new 
FileOutputStream(fileXLS); 
            
           //Class sheet to create a new sheet in Excel 
           Sheet sheet1 = Wbook.createSheet("Excel Page 1"); 
            
    
 ///////////////////////////////////////////////////////////////// 
      
                //We fill in the 
excel file with the data we want 
                for(int 
f=0;f<TimeConstraintVector.elementAt(f);f++){ 
                     
                    Row fila = 
sheet1.createRow(f); 
                     
            
                    for(int 
c=0;c<5;c++){ 
                       
                        Cell 
celda = fila.createCell(c); 
                         
 
                        if(f==0){ 
                            
celda.setCellValue("Encabezado #"+c); 
                        }else{ 
       
                            
celda.setCellValue("Valor celda "+c+","+f); 
                        } 
                    } 
                } 
                 
                //We write on the 
book 
                
Wbook.write(file); 
                //We close the 
data flow 
                Wbook.close(); 
                //And optional we 
can open the excel file created 
                
//Desktop.getDesktop().open(fileXLS); 
      
     } 
      
     */ 
      
 
       
           
      




   
      
  /*//////////////////////////FUNCTION 1.5////////////////////// 
  /////CHANGE LOG:We need to add some functionalities.  In order 
to acces the rbmt ETOWithoutTC value at Waypoint  
  //// - Now we can se the separation between the aircrafts 
because we are watching at the ETOwitohoutTC which allows us to recompute 
every step the TC correctly 
  //// - We cannot see the total airborne speed control. 
  //////////////////////////////////////////////////////////// 
  // create all vectors needed. 
    Vector<IAtsFlightPlan> flightPlan = new 
Vector<IAtsFlightPlan>(); 
    /// first of all we are going to insert all the 
flightplans in the vector flightPlan 
    for(int flightPlanIndex =0;flightPlanIndex< 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    
 if(flightPlanDataSet.elementAt(flightPlanIndex).getAircraft().getContr
olled()== java.lang.Boolean.TRUE){ 
     
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitia
lApproachFix()== getWaypoint()){ 
      
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
      } 
     } 
    } 
     
    //Some tests to display on the console the time at 
which the code has been executed 
    // and the number of flightplans that follow the 
rules. 
    System.out.println("The algorithm was executed 
at:"+simulationTime); 
    System.out.println("Elements in 
FlightPlan:"+flightPlan.size()); 
     
    //We need to retrieve the BMTrajectories of the 
most updated BMT and compute the TC. 
     
    Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
    Vector<IxxxTime> ArrivalTimeIAF = new 
Vector<IxxxTime>(); 
     
    //vector of TimeValuedWaypointList 
    Vector<IAtsTimeValuedWaypointList> routeProfile = 
new Vector <IAtsTimeValuedWaypointList>(); 
    Vector<IxxxTime> normETO = new Vector<IxxxTime>(); 
    Vector<Integer> indexOfWaypoint = new 
Vector<Integer>(); 
     
     
    for(int BMTIndex=0; BMTIndex < 
flightPlan.size();BMTIndex++){ 




    
 ArrivalTimeIAF.add(mostupdated.elementAt(BMTIndex).getEstimatedTimeAtI
AF()); 
      
      
      
      
     //lets try this 
    
 routeProfile.add(mostupdated.elementAt(BMTIndex).getRouteProfile()); 




     if(indexOfWaypoint.elementAt(BMTIndex)>=0){ 
     
 normETO.add(routeProfile.elementAt(BMTIndex).getETOWithoutTimeConstrai
nt(indexOfWaypoint.elementAt(BMTIndex))); 
       
     } 
     else{ 
      //problem: waypoint is not on the 
RouteProfile 
     } 
      
      
    } 
     
    //Now we have to compare the time differences 
between all flightplans. 
     
    Vector<java.lang.Double> DifferenceTimeIAF = new 
Vector<java.lang.Double>(); 
    for(int i=1; i< flightPlan.size();i++){ 
    
 DifferenceTimeIAF.add((normETO.elementAt(i).secondValue())-
(normETO.elementAt(i-1).secondValue())); 
    } 
     
    // Now compute the Time Constraint 
    Vector<java.lang.Double> TimeConstraintVector = new 
Vector<java.lang.Double>(); 
    Vector<IxxxTime> ArrivalTimePlusTC = new 
Vector<IxxxTime>(); 
     
    //indices de prueba 
    int prueba= 0; 
    int TCIndex= 0; 
    boolean encontrado = java.lang.Boolean.FALSE; 
     
    //El primer TC del vector siempre será 
    if(DifferenceTimeIAF.size()> 0){ 
     while (TCIndex < DifferenceTimeIAF.size() && 
encontrado == java.lang.Boolean.FALSE){ 
     
 if(DifferenceTimeIAF.elementAt(TCIndex)< 
getDurationToAddToETA().secondValue()){ 
      
 TimeConstraintVector.add((getDurationToAddToETA().secondValue())-
DifferenceTimeIAF.elementAt(TCIndex)); 
       prueba = TCIndex; 
       encontrado = 
java.lang.Boolean.TRUE; 
       System.out.println("First 
TC:"+TimeConstraintVector.elementAt(TCIndex)); 
 
      } 
     TCIndex++; 
     } 
    } 
     
    for(int prueba1 = prueba+1 ; prueba1 < 
DifferenceTimeIAF.size();prueba1++){ 
      
     double Ntiaf = 
normETO.elementAt(prueba1).secondValue()+TimeConstraintVector.elementAt(prueb
a1-1); 
    
 if((normETO.elementAt(prueba1+1).secondValue()-Ntiaf) < 
getDurationToAddToETA().secondValue()){ 
     
 TimeConstraintVector.add((getDurationToAddToETA().secondValue()-
(normETO.elementAt(prueba1+1).secondValue()-Ntiaf))); 
      System.out.println("The TC 
is:"+TimeConstraintVector.elementAt(prueba1)); 
     } 
     else{ 
     
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
getDurationToAddToETA().secondValue()); 
       
     } 
      
    } 
     
     
    for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 
      
    
 ArrivalTimePlusTC.add(TxxxTimeFactory.toSecond((int)(normETO.elementAt
(TCIndex2+1).secondValue()+TimeConstraintVector.elementAt(TCIndex2)))); 
    
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdated.elementAt(TCIndex2+1), 
ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdated.elementAt(TCIndex2+1).getCallsign(),TAtsOptionalAirpo
rtUsage.Arrival); 
     }*/ 
   
   
   
 /* /////////////////////////FUNCTION 1.4 ////////////////////// 
  ///////////RESUMING LOG: CHANGE ARRAY FOR FUNCTION ON JAVA 
VECTOR. TO CREATE VECTORS WHEN WE DONT KNOW EXACTLY THE LENGTH 
 
   
  //TEST OF SORTING 
  Vector<Double> Orden = new Vector<Double>(); 
  Orden.add(5.0); 
  Orden.add(2.0); 
  Orden.add(3.0); 
  Orden.add(1.0); 
   
  Collections.sort(Orden); 
  for(int x=0; x < Orden.size(); x++){ 
   System.out.println(Orden.elementAt(x)); 
  } 
   
  ///FIRST OF ALL IMPORT THE VECTOR FUNCTION 
   
  // create all vectors needed. 
  Vector<IAtsFlightPlan> flightPlan = new 
Vector<IAtsFlightPlan>(); 
  /// first of all we are going to insert all the flightplans in 
the vector flightPlan 





   
 if(flightPlanDataSet.elementAt(flightPlanIndex).getRouting().getInitia
lApproachFix()== getWaypoint()){ 
    
 flightPlan.add(flightPlanDataSet.elementAt(flightPlanIndex)); 
    } 
   } 
  } 
   
  //Some tests to display on the console the time at which the 
code has been executed 
  // and the number of flightplans that follow the rules. 
  System.out.println("El codigo se ejecutó en el 
minuto:"+simulationTime); 
  System.out.println("Elementos en 
FlightPlan:"+flightPlan.size()); 
   
  //We need to retrieve the BMTrajectories of the most updated BMT 
and compute the TC. 
   
  Vector<IAtsBMTrajectory> mostupdated = new 
Vector<IAtsBMTrajectory>(); 
  Vector<IxxxTime> ArrivalTimeIAF = new Vector<IxxxTime>(); 
   








  } 
   
  //Now we have to compare the time differences between all 
flightplans. 
   
  Vector<java.lang.Double> DifferenceTimeIAF = new 
Vector<java.lang.Double>(); 




  } 
   
  // Now compute the Time Constraint 
  Vector<java.lang.Double> TimeConstraintVector = new 
Vector<java.lang.Double>(); 
  Vector<IxxxTime> ArrivalTimePlusTC = new Vector<IxxxTime>(); 
   
  //indices de prueba 
  int prueba= 0; 
  int TCIndex= 0; 
  boolean encontrado = java.lang.Boolean.FALSE; 
   
  //El primer TC del vector siempre será 
  if(DifferenceTimeIAF.size()!= 0){ 
  while (TCIndex < DifferenceTimeIAF.size() && encontrado == 
java.lang.Boolean.FALSE){ 
   if(DifferenceTimeIAF.elementAt(TCIndex)< 
getDurationToAddToETA().secondValue()){ 
   
 TimeConstraintVector.add((getDurationToAddToETA().secondValue())-
DifferenceTimeIAF.elementAt(TCIndex)); 
    prueba = TCIndex; 
    encontrado = java.lang.Boolean.TRUE; 
    System.out.println("Primera 
TC:"+TimeConstraintVector.elementAt(TCIndex)); 
 
   } 
   TCIndex++; 
  } 
   
  } 
   
  for(int prueba1 = prueba+1 ; prueba1 < 
DifferenceTimeIAF.size();prueba1++){ 
    
   double Ntiaf = 
ArrivalTimeIAF.elementAt(prueba1).secondValue()+TimeConstraintVector.elementA
t(prueba1-1); 
   if((ArrivalTimeIAF.elementAt(prueba1+1).secondValue()-
Ntiaf) < getDurationToAddToETA().secondValue()){ 
   
 TimeConstraintVector.add((getDurationToAddToETA().secondValue()-
(ArrivalTimeIAF.elementAt(prueba1+1).secondValue()-Ntiaf))); 
    System.out.println("El TC 
es:"+TimeConstraintVector.elementAt(prueba1)); 
   } 
   else{ 
   
 TimeConstraintVector.add(getDurationToAddToETA().secondValue()-
getDurationToAddToETA().secondValue()); 
     
   } 
    
  } 
   
   
  for(int TCIndex2 =0 ; TCIndex2< 
TimeConstraintVector.size();TCIndex2++){ 








ArrivalTimePlusTC.elementAt(TCIndex2), this, null, null, 
getID()+"_"+mostupdated.elementAt(TCIndex2+1).getCallsign(),TAtsOptionalAirpo
rtUsage.Arrival); 
   } 
   
  //This code is actually the one that is working properly but I 
don't know why the error of EstimationV4 is happening even when I use 
estimation V3 speeds 





   
  /////////////////////////////////////FUNCTION 1.3 
////////////////////////////////////////////////// 
  //RESUMING LOG :ARRAY incorporation of all flightPlans that 
follows the conditions.\Comparing time to execute the time. 
   
  /*/////Variable initialization/////// 
   
  IAtsFlightPlan [] flightPlan = new 
IAtsFlightPlan[flightPlanDataSet.getElementCount()]; 
  int flightplanIndex2 = 0; 
   
  /// First of all we are going to load all the flighplans in a 
matrix. 
   
  for(int flightplanIndex = 0; flightplanIndex< 
flightPlanDataSet.getElementCount(); flightplanIndex++){ 
    
   // 1) Condition aircraft on air 
   if 
(flightPlanDataSet.elementAt(flightplanIndex).getAircraft().getControlled() 
== java.lang.Boolean.TRUE){ 
     
    //2) Condition aircraft going to selected IAF 
   
 if(flightPlanDataSet.elementAt(flightplanIndex).getRouting().getInitia
lApproachFix() == getWaypoint()){ 
      
     //If enforce the rules then we store in the 
matrix 
     flightPlan[flightplanIndex2]= 
flightPlanDataSet.elementAt(flightplanIndex); 
     flightplanIndex2= flightplanIndex2+1; 
    } 
   } 
  } 
   
  IAtsBMTrajectory [] mostupdated = new 
IAtsBMTrajectory[flightPlan.length]; 
  IxxxTime [] ArrivalTimeAtIAF = new IxxxTime[flightPlan.length]; 
   
  /// We need to retrieve the BMTrajectories of the most updated 
BMT and compute the TC. 
  for (int BMTIndex = 0; BMTIndex < flightPlan.length ; 
BMTIndex++){ 
    
   mostupdated [BMTIndex] = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan[BMTIndex], TAtsBMTSource.MostUpdatedBMT); 
   ArrivalTimeAtIAF[BMTIndex] = 
mostupdated[BMTIndex].getEstimatedTimeAtIAF(); 
   
  } 
  //Now we have the vector mostupdated which contains all the 
IatsBMTrajectory for aFlightPlan corresponding to aBMTSource. 
  //Compute the Difference Time between the IAF 
   
  double [] DifferenceTimeBetweenRBMT = new double 
[((ArrivalTimeAtIAF.length) -1)]; 
   
  for(int TCIndex=0 ; TCIndex < ((ArrivalTimeAtIAF.length)-1) ; 
TCIndex++ ){ 
     DifferenceTimeBetweenRBMT[TCIndex] = 
((ArrivalTimeAtIAF[TCIndex].secondValue())-
(ArrivalTimeAtIAF[TCIndex+1].secondValue())); 
     
  } 
   
  double [] TimeConstraintComputation = new double 
[DifferenceTimeBetweenRBMT.length]; 
  IxxxTime [] arrivalTimePlusTC = new IxxxTime 
[DifferenceTimeBetweenRBMT.length]; 
   
  for(int TCIndex2=0; TCIndex2 < 
(DifferenceTimeBetweenRBMT.length) ;TCIndex2++){ 
   if(DifferenceTimeBetweenRBMT[TCIndex2] < 
getDurationToAddToETA().secondValue()){ 
     TimeConstraintComputation[TCIndex2] = 
(getDurationToAddToETA().secondValue()-DifferenceTimeBetweenRBMT[TCIndex2]); 
     arrivalTimePlusTC[TCIndex2] = 
TxxxTimeFactory.toSecond((int)(ArrivalTimeAtIAF[TCIndex2+1].secondValue()+Tim
eConstraintComputation[TCIndex2])); 
     
TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getWaypoint
(), mostupdated[TCIndex2+1], arrivalTimePlusTC[TCIndex2], this, null, null, 
getID()+"_"+mostupdated[TCIndex2+1].getCallsign(), 
TAtsOptionalAirportUsage.Arrival); 
  } 
   
   
 } 
  */ 
   




   
   
  ///////////////////////////////FUNCTION 
1.2//////////////////////////////////////////////////////////////////////////
/////////// 
  //RESUMING LOG :incorporation of all flightPlans that follows 
the conditions.\Comparing time to execute the time. 
   
  /*//We load all the flightplans in the variable flightPlan 
   for (int flightPlanIndex=0; flightPlanIndex < 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    IAtsFlightPlan flightPlan = 
flightPlanDataSet.elementAt(flightPlanIndex); 
     
     
  //We are going to load all the flighplans in the variable 
flightPlan2 y 3 
     
   for(int flightPlanIndex2=0; flightPlanIndex2 < 
(flightPlanDataSet.getElementCount()-1);flightPlanIndex2++){   
    if(flightPlan.getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     IAtsFlightPlan flightPlan2 = 
flightPlanDataSet.elementAt(flightPlanIndex2); 
     IAtsFlightPlan flightPlan3 = 
flightPlanDataSet.elementAt(flightPlanIndex2+1); 
      
     
     //We build an array in order to get all the 
flightplans in order to compare then the times. 
     //IAtsFlightPlan [] flightPlan2Vector = new 
IAtsFlightPlan[flightPlanDataSet.getElementCount()]; 
     //flightPlan2Vector [flightPlanIndex2] = 
flightPlan2; 
     ///TEST COMPARING ALL AIRCRAFTS WITHOUT A MATRIX 
IDEA 
     ///we define flightplan3  IAtsFlightPlan 
flightPlan3 = flightPlanDataSet.elementAt(flightPlanIndex2 +1), 
      
     
if(flightPlan.getRouting().getInitialApproachFix()== getWaypoint()){  
       
      //We retrieve the RBMTrajectory for the 3 
kind of flightplans created before. 
     IAtsBMTrajectory mostupdated = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan, TAtsBMTSource.MostUpdatedBMT); 
     IAtsBMTrajectory mostupdated2 = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan2, TAtsBMTSource.MostUpdatedBMT); 
     IAtsBMTrajectory mostupdated3 = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan3, TAtsBMTSource.MostUpdatedBMT); 
     //System.out.println(simulationTime) ; // 
test to see the time in the console. 
      
      if (mostupdated==flightPlan){ 
      
 mostupdated=TAtsTrajectoryBasedOperationsUtil.getSharedInstance().init
ializeSBMTrajectory(flightPlan);        
      }  
       
      //We compute the estimated time at IAF for 
the 3 types of RBMTrajectorys (the most updated ones) 
     IxxxTime arrivalTimetest = 
mostupdated.getEstimatedTimeAtIAF(); 
     IxxxTime arrivalTimetest2 = 
mostupdated2.getEstimatedTimeAtIAF(); 
     IxxxTime arrivalTimetest3= 
mostupdated3.getEstimatedTimeAtIAF(); 
      
     // We are going to compute the time 
differences for the different RBMTrajectories 
      
     java.lang.Double DifferenceTimeBetweenRBMT = 
((arrivalTimetest3.secondValue())-(arrivalTimetest2.secondValue())); 
      
      /// We need to compare now the RBMT2 with 
the RBMT3 estimating time of arrival to the IAF in order to compute de TC 
      ///check if the time difference is less than 
2 minutes (DurationtoAddtoETA)/.  
       
      if(DifferenceTimeBetweenRBMT < 
getDurationToAddToETA().secondValue()){ 
       java.lang.Double 
TimeConstraintCalculation = (getDurationToAddToETA().secondValue()-
DifferenceTimeBetweenRBMT); 
        
     IxxxTime arrivalTimePlusTC = 
TxxxTimeFactory.toSecond((int)(arrivalTimetest.secondValue()+TimeConstraintCa
lculation)); 
    
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getW
aypoint(), mostupdated3, arrivalTimePlusTC, this, null, null, 
getID()+"_"+mostupdated.getCallsign(), TAtsOptionalAirportUsage.Arrival); 
      } 
    
      } 
    
   }    
     
  }*/  




   
  
   
   
   
   
  //////////////////////////////FUNCTION 1.1 
//////////////////////////////////////////////////////////// 
  //RESUMING LOG : This function add some funcionalities, the 
first and the most important one is the fact that 
  // now we select a waypoint instead an Airport, the Airport now 
has been set as an Optiona Field. 
  //We have also put a condition in order to take only into 
account the flights that are airborne with an if to know 
  // if the flightplans are controlled , otherwise the code will 
not execute. 
   
  /*//We load all the flightplans in the variable flightPlan 
   for (int flightPlanIndex=0; flightPlanIndex < 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
    IAtsFlightPlan flightPlan = 
flightPlanDataSet.elementAt(flightPlanIndex); 
  
     
  //We are going to load all the flighplans in the variable 
flightPlanAirborne 
     
  for(int flightPlanIndex2=0; flightPlanIndex2 < 
flightPlanDataSet.getElementCount();flightPlanIndex2++){   
    if(flightPlan.getAircraft().getControlled()== 
java.lang.Boolean.TRUE){ 
     IAtsFlightPlan flightPlan2 = 
flightPlanDataSet.elementAt(flightPlanIndex2); 
      
     
if(flightPlan2.getRouting().getInitialApproachFix()== getWaypoint()){  
       
     IAtsBMTrajectory mostupdated = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan2, TAtsBMTSource.MostUpdatedBMT); 
       
     System.out.println(simulationTime) ; 
      
      if (mostupdated==flightPlan2){ 
      
 mostupdated=TAtsTrajectoryBasedOperationsUtil.getSharedInstance().init
ializeSBMTrajectory(flightPlan2); 
       
     } 
   IxxxTime arrivalTimetest = mostupdated.getArrivalTime(); 





aypoint(), mostupdated, arrivalTimePlusTC, this, null, null, 
getID()+"_"+mostupdated.getCallsign(), TAtsOptionalAirportUsage.Arrival); 
      
    } 
    
    }    
     
   }*/  
   




   
   
   
   
  ////////////////////////////////////////FUNCTION 1.0 
/////////////////////////////////////////////////////////////// 
  //RESUMING LOG : This is the initial function that was been 
developed with the help of Matt. 
  
 
     
     
    /*//If the flightplan has the same arrival airport than 
the airport that we have set in the EurRunwayQueue then: 
    if(flightPlan.getRouting().getArrivalAirport()== 
getAirport()){ 
     
     //We define a BMTrajectory named mostUpToDateBMT 
to retrieve BusinessTrajectory information 
     IAtsBMTrajectory mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan, TAtsBMTSource.MostUpdatedBMT); 
       if (mostUpToDateBMT == flightPlan){ 
        //If flight plan is the most 
up-to date BMT, it means the SBMT has not been created 
        //we don't publish TCs on the 
flight plan, so create the SBMT now 
        mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().initializeSBMTrajectory
(flightPlan); 
       
      } 
        
       //We define the arrival time as the 
arrival time of the most up to date BMTrajectory 
      IxxxTime arrivalTime = 
mostUpToDateBMT.getArrivalTime(); 
      // Then we add the Duration to ETA to 
the arrival Time 
      IxxxTime calculatedArrivalTime = 
TxxxTimeFactory.toSecond((int)(arrivalTime.secondValue()+getDurationToAddToET
A().secondValue())); 
      //We create the Time Constraint 
     
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getA
irport(), mostUpToDateBMT, calculatedArrivalTime, this, null, null, 
getID()+"_"+ mostUpToDateBMT.getCallsign(), 
TAtsOptionalAirportUsage.Arrival); 
      } 
    */ 
     
 } 
} 

































public class TEurRunwayQueueActionJAVI extends AxxxProjectAction { 
 
 public TEurRunwayQueueActionJAVI() { 
  setName("New Aircraft Test"); 
  setShortDescription("Here it shows a brief description of our 
action"); 




 public void actionPerformed (ActionEvent aActionEvent){ 
   
  ///It shows on a windows form 




   
  //Execute the function to create a new excel 
  //TEurRunwayQueueExcel l_newExcel = new TEurRunwayQueueExcel(); 
  //l_newExcel.createExcel(); 
   
  /// Test create a flightplan an a aircraft.//// 
   
  ///1) Retrieve the object 
  IxxxIntegerIndexed<IAtsAircraft> l_aircraftDataSet = 
(IxxxIntegerIndexed<IAtsAircraft>)TxxxProject.getSharedInstance().getDataSet(
IAtsAircraft.class); 
  for (int l_aircraftIndex =0; l_aircraftIndex < 
l_aircraftDataSet.getElementCount();l_aircraftIndex++){ 
    
  IAtsAircraft l_aircraft = 
(IAtsAircraft)l_aircraftDataSet.elementAt(l_aircraftIndex); 
  }   
  //2)Create an Aircraft Instance. 
   
  IAtsAircraft l_Aircraft1 = 
TxxxObjectFactory.createInstanceFromInterface(IAtsAircraft.class); 
  l_Aircraft1.setCallsign("Javi"); 
  IAtsAirline l_airline = 
TxxxObjectFactory.createInstanceFromInterface(IAtsAirline.class); 
  l_airline.setName("Javi_Airline"); 
  l_airline.setCallSignRoot("Javi_Airline"); 
   
  l_Aircraft1.setAirline(l_airline); 
   
  //3)Set to the dataset 
   
  IxxxEditableDataSet<IAtsAircraft> l_aircrafDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsAircraft.class); 
  l_aircrafDataSet.addElement(l_Aircraft1); 
   
   
   
   
   
 } 
 @Override 
 protected String getGUIIconKey(){ 
  return TxxxGUIIcon.GEAR_ICON; 
   
 } 
 
  public void createExcel() throws Exception{ 
  ///WRITE ON EXCEL FILE 
    
    
   ///// CREATE EXCEL AND CHECK IF EXISTS ALREADY ///// 
     
     //Route of the file and the name of it 
    String routeFile = 
System.getProperty("user.home")+"/ETOwithoutTC.xls"; 
          //Create the new object file 
          File fileXLS = new File(routeFile); 
          //If exists it deletes this file and create a new one 
          if(fileXLS.exists()) fileXLS.delete(); 
          //Create a new excel file 
          fileXLS.createNewFile(); 
 
           
          //We create a new excel book 
          Workbook Wbook = new HSSFWorkbook(); 
          //And start the flow in the file 
          FileOutputStream file = new FileOutputStream(fileXLS); 
           
          //Class sheet to create a new sheet in Excel 
          Sheet sheet1 = Wbook.createSheet("Excel Page 1"); 
           
   
 ///////////////////////////////////////////////////////////////// 
     
               //We fill in the excel 
file with the data we want 
               for(int f=0;f<10;f++){ 
                    
                   Row fila = 
sheet1.createRow(f); 
                    
           
                   for(int 
c=0;c<5;c++){ 
                      
                       Cell celda = 
fila.createCell(c); 
                        
 
                       if(f==0){ 
                           
celda.setCellValue("Encabezado #"+c); 
                       }else{ 
      
                           
celda.setCellValue("Valor celda "+c+","+f); 
                       } 
                   } 
               } 
                
               //We write on the book 
               Wbook.write(file); 
               //We close the data flow 
               Wbook.close(); 
               //And optional we can 
open the excel file created 
               
//Desktop.getDesktop().open(fileXLS); 
     













public class TEurRunwayQueueAdapterCustomizer extends AxxxFeaturedCustomizer 
{ 




 public IxxxFeaturedDescriptor getFeaturedDescriptor() { 
  // TODO Auto-generated method stub 
























public class TEurRunwayQueueAdpater extends AAtsProjectSimulatorAdapter { 
  
 private final static int activeIndex =0; 
 private final static int updateStepIndex = 1; 
 private final static int featureCount=2; 
  
 private Boolean fActive = true; 
  







 public IxxxTimeDuration getUpdateStep() { 
  return fUpdateStep; 
 } 
 
 public void setUpdateStep(IxxxTimeDuration updateStep) { 




 public Boolean getActive() { 
  // TODO Auto-generated method stub 




 public void setActive(Boolean aActive) { 
  // TODO Auto-generated method stub 







 ////////////////// All features need at least getFeature, setFeature, 
getFeatureClass, getFeatureCount and getFeatureName////////////////// 
  
 @Override 
 public Object getFeature(int arg0)  throws IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return getActive(); 
  case updateStepIndex: return getUpdateStep(); 
  } 
  throw new IndexOutOfBoundsException("" + arg0); 




   public void setFeature( int aIndex, Object aFeature ) { 
     switch( aIndex ) { 
       case updateStepIndex: setUpdateStep((IxxxTimeDuration) 
aFeature); break; 
     } 
   } 
 
 @Override 
 public Class getFeatureClass(int arg0) throws 
IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return Boolean.class; 
  case updateStepIndex: return IxxxTimeDuration.class; 
  } 




 public int getFeatureCount() { 
  // TODO Auto-generated method stub 





 public String getFeatureName(int arg0) throws 
IndexOutOfBoundsException{ 
  switch (arg0){ 
  case activeIndex: return "Active"; 
  case updateStepIndex: return "UpdateStep"; 
  } 







 //////The adapter is described in the methods getDataDisplayName, 
getDataInterface, getDataName and getDataTypeAsString///// 
 @Override 
 public String getDataDisplayName() { 
  // TODO Auto-generated method stub 




 public Class getDataInterface() { 
  // TODO Auto-generated method stub 




 public String getDataName() { 
  // TODO Auto-generated method stub 




 public String getDataTypeAsString() { 
  // TODO Auto-generated method stub 














 public boolean canSetFeature(int aFeaturedIndex) { 
  switch (aFeaturedIndex){ 
  case activeIndex: return true; 
  case updateStepIndex: return true; 
  } 










 ////// This methods allow the creation of the panels on which will 
appear the adapter, in this case will appear  /// 
 //////  a tree in the following order Adapter->Custom Adapter-
>Eurocontrol->Eurocontrol Runway Queue Adapter    /// 
  
 @Override 
 public String getAdapterDomainCategory() { 
  // TODO Auto-generated method stub 




 public String getAdapterDisplayCategory() { 
  // TODO Auto-generated method stub 




 public String getAdapterDisplayName() { 
  // TODO Auto-generated method stub 




 ////Code implemented to be executed at different steps of the 
simulation//// 
 ////Can be also when the simulation starts, stops pauses or when the 
simulation time is incremented/// 
 @Override 
 protected void simulatorTimeIncremented(TAtsSimulatorEvent 
aSimulatorEvent) { 
   
   
  IxxxTime simulationTime =  
aSimulatorEvent.getSimulator().getSimulationTime(); 
  if (simulationTime.secondValue() % getUpdateStep().secondValue()==0) 
{  //(%)Modulus - Divides left hand operand by right hand operand and returns 
remainder --Example Variable A holds 10 and variable B holds 20, then B % A 
will give 0 
    
 
   IxxxEditableDataSet<TEurRunwayQueue> rwyQueuePlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(TEurRunwayQueue.class); 
    
   //Testing to print out the simulation time when the code is 
activated // you can see it only on the Eclipse's console// 
  //System.out.println(simulationTime) ; 
    
   for (int i=0; i < rwyQueuePlanDataSet.getElementCount(); i++){ 
    
rwyQueuePlanDataSet.elementAt(i).processQueue(simulationTime); 
///ProcessQueue is the function that we have created in the 
TEurRunwayQueuee.java 
     
   } 
    



















import  java.io.*; 
import java.util.Vector; 
 
import  org.apache.poi.hssf.usermodel.HSSFSheet; 
import  org.apache.poi.hssf.usermodel.HSSFRow; 




public class TEurRunwayQueueExcel { 
 
 public static void createExcel(Vector<IxxxTime> TCExcel) { 
        ///// CREATE EXCEL AND CHECK IF EXISTS ALREADY ///// 
    
    //Route of the file and the name of it 
   String routeFile = 
System.getProperty("user.home")+"/ETOwithoutTC.xls"; 
         //Create the new object file 
         File fileXLS = new File(routeFile); 
         //If exists it deletes this file and create a new one 
         //if(fileXLS.exists()) fileXLS.delete(); 
         //Create a new excel file 
         try { 
    fileXLS.createNewFile(); 
   } catch (IOException e) { 
    // TODO Auto-generated catch block 
    e.printStackTrace(); 
   } 
 
          
         //We create a new excel book 
         Workbook Wbook = new HSSFWorkbook(); 
         //And start the flow in the file 
         FileOutputStream file = null; 
   try { 
    file = new FileOutputStream(fileXLS); 
   } catch (FileNotFoundException e) { 
    // TODO Auto-generated catch block 
    e.printStackTrace(); 
   } 
          
         //Class sheet to create a new sheet in Excel 
         Sheet sheet1 = Wbook.createSheet("Excel Page 1"); 
          
  
 ///////////////////////////////////////////////////////////////// 
    
              //We fill in the excel file 
with the data we want 
              for(int 
f=0;f<TCExcel.size();f++){ 
                   
                  Row fila = 
sheet1.createRow(f); 
                   
          
                  for(int c=0;c<2;c++){ 
                     
                      Cell celda = 
fila.createCell(c); 
                       
 
                      if(c==0){ 
                          
celda.setCellValue("ETO Without TC #"+c); 
                      }else{ 
     
                          
celda.setCellValue("ValueTEST"+TCExcel.elementAt(f)); 
                      } 
                  } 
              } 
               
        //We write on the book 
              try { 
         Wbook.write(file); 
        } catch (IOException e) { 
         // TODO Auto-
generated catch block 
        
 e.printStackTrace(); 
        } 
              //We close the data flow 
              try { 
         Wbook.close(); 
        } catch (IOException e) { 
         // TODO Auto-
generated catch block 
        
 e.printStackTrace(); 
        } 
              /*//And optional we can open 
the excel file created 
              try { 
        
 Desktop.getDesktop().open(fileXLS); 
        } catch (IOException e) { 
         // TODO Auto-
generated catch block 
        
 e.printStackTrace(); 
        } */ 









 //We have to import Airport data from the AirTop 
 import com.airtopsoft.airtop.domain.airport.IAtsAirport; 
 import com.airtopsoft.airtop.domain.flightplan.IAtsFlightPlan; 
 import com.airtopsoft.airtop.domain.net.TAtsBMTSource; 
 import com.airtopsoft.airtop.domain.net.TAtsNetQueueUtil; 
 import com.airtopsoft.airtop.domain.net.TAtsOptionalAirportUsage; 
 import 
com.airtopsoft.airtop.domain.net.TAtsTrajectoryBasedOperationsUtil; 
 import com.airtopsoft.airtop.domain.traffic.IAtsBMTrajectory; 
 import com.slvt.common.dataset.IxxxDataSetDescriptor; 
 import com.slvt.common.dataset.IxxxEditableDataSet; 
 import com.slvt.common.project.TxxxProject; 
 import com.slvt.common.util.AxxxAnnotatedFeatured; 
 import com.slvt.common.util.IxxxTime; 
 import com.slvt.common.util.IxxxTimeDuration; 
 import com.slvt.common.util.TxxxTimeFactory; 
 import com.slvt.util.Attribute; 
 import com.slvt.util.Featured; 
  





 @Featured(DataDisplayName= "Prueba de Javi", DataInterface= 
TEurRunwayQueueJAVI.class, 
CompositeKey="eurocontrol.EurocontrolRunwayQueueJAVI") 
 public class TEurRunwayQueueJAVI extends AxxxAnnotatedFeatured { 
   
  //this one inserts the names of fields in the table 
   
  //Nombre del primer elemento del tab 
  @Attribute(UID = true, Name= "ID") 
  private String fID; 
   
  //El nombre que se le va a poner al aeropuerto 
  @Attribute(Name="Airport") 
  private IAtsAirport fAirport; 
   
  @Attribute(Name="DurationToAddToETA", InitialValue="00:01:00") 
  private IxxxTimeDuration fDurationToAddToETA; 
   
   
  public String getID() { 
   return fID; 
  } 
 
  public void setID(String iD) { 
   fID = iD; 
  } 
 
  public IAtsAirport getAirport() { 
   return fAirport; 
  } 
 
  public void setAirport(IAtsAirport airport) { 
   fAirport = airport; 
  } 
 
  public IxxxTimeDuration getDurationToAddToETA() { 
   return fDurationToAddToETA; 
  } 
 
  public void setDurationToAddToETA(IxxxTimeDuration 
durationToAddToETA) { 
   fDurationToAddToETA = durationToAddToETA; 
  } 
 
 
   
   
  @Override 
  public String getRootUID() { 
   // TODO Auto-generated method stub 
   return "EURRWYQUEUE"; 
  } 
 
  @Override 
  public IxxxDataSetDescriptor createDataSetDescriptor() { 
   // TODO Auto-generated method stub 
   return new TEurRunwayQueue(); 
  } 
 
  @Override 
  public String getUID() { 
   return getID(); 
  } 
 
  public void processQueue(IxxxTime simulationTime) { 
    
   //Here we extract the data of the flightplandataset 
   IxxxEditableDataSet<IAtsFlightPlan> flightPlanDataSet = 
TxxxProject.getSharedInstance().getDataSet(IAtsFlightPlan.class); 
     
   //We load all the flightplans in the variable flightPlan 
    for (int flightPlanIndex=0; flightPlanIndex < 
flightPlanDataSet.getElementCount(); flightPlanIndex++){ 
     IAtsFlightPlan flightPlan = 
flightPlanDataSet.elementAt(flightPlanIndex); 
      
     //If the flightplan has the same arrival airport 
than the airport that we have set in the EurRunwayQueue then: 
     if(flightPlan.getRouting().getArrivalAirport()== 
getAirport()){ 
      
      //We define a BMTrajectory named 
mostUpToDateBMT to retrieve BusinessTrajectory information 
      IAtsBMTrajectory mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().retrieveBusinessTraject
ory(flightPlan, TAtsBMTSource.MostUpdatedBMT); 
        if (mostUpToDateBMT == 
flightPlan){ 
         //If flight plan is the 
most up-to date BMT, it means the SBMT has not been created 
         //we don't publish TCs 
on the flight plan, so create the SBMT now 
         mostUpToDateBMT = 
TAtsTrajectoryBasedOperationsUtil.getSharedInstance().initializeSBMTrajectory
(flightPlan); 
        
       } 
         
        //We define the arrival time as 
the arrival time of the most up to date BMTrajectory 
       IxxxTime arrivalTime = 
mostUpToDateBMT.getArrivalTime(); 
       // Then we add the Duration to 
ETA to the arrival Time 
       IxxxTime calculatedArrivalTime = 
TxxxTimeFactory.toSecond((int)(arrivalTime.secondValue()+getDurationToAddToET
A().secondValue())); 
       //We create the Time Constraint 
      
 TAtsNetQueueUtil.getSharedInstance().createOrUpdateTimeConstraint(getA
irport(), mostUpToDateBMT, calculatedArrivalTime, this, null, null, 
getID()+"_"+ mostUpToDateBMT.getCallsign(), 
TAtsOptionalAirportUsage.Arrival); 
       } 
      
     } 
      
      
    } 
























public class TEurRunwayQueuePlugin extends AxxxPlugIn { 
  
 //We are going to register an action in the application 
 private IxxxAppFwk fAppFwk; 
 private IxxxAppFwkListener fAppFwkListener = new 
TEurRunwayQueueAppFwkListener(); 
 private TEurRunwayQueueActionJAVI fTEurRunwayQueueActionJAVI = new 
TEurRunwayQueueActionJAVI(); 




 public void plugInto(IxxxAppFwk aAppFwk) { 
   
   
  // We define the methods below 
  addRunwayQueueToProject(); 
  addRunwayQueueAdapter(aAppFwk); 
   
  fAppFwk=aAppFwk; 
  fAppFwk.addAppFwkListener (fAppFwkListener); 





 ///REGISTER ACTIONS/// 
  
 //Mira si se han cargado todos los plugins y se puede utilizar 
entonces tu accion 
 private class TEurRunwayQueueAppFwkListener implements 
IxxxAppFwkListener{ 
   
  @Override 
  public void appFwkHasChanged (TxxxAppFwkEvent aAppFwkEvent){ 
  
 if(aAppFwkEvent.getEventType()==TxxxAppFwkEvent.INITIALIZED){ 
    //Here all custom plugins have been instantiated, 
and the IxxxAppFwk is ready to accept new IxxxAction, adapters etc 
    registerActions(); 
    System.out.println("The application has been loaded 
correctly and your listener is working properly"); 
   } 
    
  } 




 //Registrar acciones en el menu (Tools --> Custom)  Inserts the given 
action in this action bar. 
 private void registerActions(){ 
   
  IxxxMenuBar l_MainMenuBar = fAppFwk.getMainMenuBar(); 
   
  TxxxGroupDescriptor l_GroupDescriptor = new 
TxxxGroupDescriptor("User"); 
  TxxxGroupDescriptor[] l_GroupDescriptorArray = new 
TxxxGroupDescriptor[]{l_GroupDescriptor}; 
   
  //Aqui dependiendo del nombre que le pongas a las pestañas 
puedes crearlas si no existen. 
  l_MainMenuBar.insertAction(fTEurRunwayQueueActionJAVI, new 
String[]{TxxxLang.translate("Tools"), TxxxLang.translate( "Javi" )}, 
l_GroupDescriptor, l_GroupDescriptorArray, null); 
    
 } 
  






 ///REGISTER ADAPTER/// 
  
  
  private void addRunwayQueueAdapter(IxxxAppFwk aAppFwk){ 
    
   TAtsSimulatorListenersPlugIn l_plugin= 
(TAtsSimulatorListenersPlugIn) 
aAppFwk.retrieveAddOnByClass(TAtsSimulatorListenersPlugIn.class); 
   l_plugin.addSimulatorListener(new 
TEurRunwayQueueAdpater()); 
    






  } 
   
 ///END ADAPTER/// 
   
   
   
   
 ////REGISTER NEW OBJECT TYPE//////  
   private void addRunwayQueueToProject() { 
       TEurRunwayQueue l_RunwayQueue = new TEurRunwayQueue(); 
 
       // Add the custom featured to the default project 
       TxxxProject.addCustomFeaturedToProject( 
TEurRunwayQueue.class, l_RunwayQueue, "#Header:customfeatured-version1.3" ); 
 
 } 
      
 /////END NEW OBJECT TYPE 




Ejemplo Separación 2 minutos Simple Scenario 
https://www.youtube.com/watch?v=b9dGF4aC6SY 
 
Ejemplo separación Pop up flight: 
https://www.youtube.com/watch?v=YKoZN9MS39w 
 
Ejemplo separación WakeVortex 
https://www.youtube.com/watch?v=mnXquqes7Nk 
 
Ejemplo separación WakeVortex Roma 
https://www.youtube.com/watch?v=t0lBMdLlRJY 
 
Ejemplo separación 1 minuto Roma 
https://www.youtube.com/watch?v=DYvjLmuDcv0 
 
