This paper discusses the systematic use of product feedback information to support life cycle design approaches and provides guidelines for developing a design at both the product and the system levels. Design activities are surveyed in the light of the product life cycle, and the design information ow is interpreted from a semiotic perspective. The natural evolution of a design is considered, the notion of design expectations is introduced and the importance of evaluation of these expectations in dynamic environments is argued. Possible strategies for reconciliation of the expectations and environmental factors are described. An Internet-enabled technology is proposed to monitor product functionality, use and operational environment and to supply the designer with relevant information. A pilot study of assessing design expectations of a refrigerator is outlined, and conclusions are drawn.
INTRODUCTION
Modern society places severe demands on the industry to increase its eYciency but reduce the environmental impact caused by production activities. In addition, there is a widening awareness that to protect the environment and save the natural resources for future generations, it is not enough merely to advance and optimize the processes in design, planning, machining, etc., which are directly associated with the development of products [1] . Companies striving for leadership in the modern marketplace are increasingly realizing the necessity of enlightening customers on recycling and other relevant life cycle issues, in¯uencing legislation, and proactively shaping in this way the future market. To sustain these industrial needs and bring environmental considerations into production processes, the focus of design paradigms has recently moved from end-of-pipe solutions to complex life cycle approaches [2, 3] .
In the past few decades, a substantial amount of knowledge on how to minimize the environmental impact throughout the product life cycle has been accumulated in academia and the industry, and several environmentally conscious' design strategies have been proposed. Cleaner production, green design, design for environment, eco-designÐ this is by no means an exhaustive list of so-called life cycle approaches developed by the design community. Struggling with the integration of diVerent strategies of all life cycle stages into one, these approaches provide powerful methods for introducing environmental aspects in product development. However, every life cycle strategy proposed proceeds from having a product already fabricated, and it is based on an extensive analysis of product information, which requires considerable expertise and time to collect and process, as well as to interpret [1] . Another drawback is that the popular life cycle design strategies stimulate incremental changes in eco-eYciency at the product level only, i.e. in terms of the product, its structure, constituents and functioning, and they cannot be applied at a more general system level, which is broadly de®ned on product environments (technical, technological, social, etc.) and in terms of product± environment interactions [4] . The latter makes these strategies fundamentally limited.
The aim of the present study is to develop a methodology for evolutionary design support that will make it possible to overcome certain of the major diYculties in practical implementation of the life cycle design approaches. The methodology is based on a new semiotic paradigm of evolutionary design, and it allows the empirical evaluation of design requirements in postproduction life cycle stages and the provision of guidelines for evolving a design at both the product and the system levels. The main premise of the approach is that any design ®ts to certain, once ®xed requirements of continuously developing reality. Reality cannot, however, be ®xed, and the realized design requirements can fail if pushed too far. Hence, the natural evolution of a design as an information object should re¯ect the change in the requirements.
The study begins by reviewing design activities from an information processing perspective. The life cycle of a product is described, and the natural evolution of a design as an information object throughout the life cycle is considered. A semiotic model of the design evolution is proposed. In Section 3, the notion of design expectations is introduced. The importance of reconciliation of design expectations and the corresponding parameters of product environments is argued. A classi®cation of design expectations is proposed, and the problem of evaluation of design requirements in dynamic environments is discussed. Section 4 presents the concept of expectation agentsÐsoftware±hardware units, in which design expectations are encoded in the form of programmable agents that can monitor product functionality, use and operation environment and perform various control actions when the expectations are violated. A case study of the deployment of an expectation agent developed to monitor a refrigerator is described in Section 5. The agent is applied to collect design expectation-related information using the existing information infrastructure of the Internet. The study conclusions are ®nally given in Section 6.
PRODUCT LIFE CYCLE AND THE DESIGN INFORMATION FLOW
In the literature, the life cycle of a product is typically represented in the form of a circle displaying the (closed) loop of the material¯ow (see references [3] and [5] ). Such a representation focuses on the physical processes requisite for the development, use and retirement of a product, and the task of a life cycle approach to design is usually formulated so as to increase the eYciency of the processes but minimize their (negative) in¯uence on the environment. While this view seems quite appropriate for optimization in the post-design stages, it is hardly applicable to the design process itself. Indeed, any design is a description of a product that does not yet exist, and the task of design is the task of the creation of such a description. Therefore, design is, ®rst of all, an information processing activity that cannot fully be described in terms of physical entities. The purpose of this section is to de®ne and interpret the¯ow of design information in the context of the product life cycle. Figure 1 gives a simpli®ed view of the design information ow in the life cycle of a product and shows the evolution of the product. The cycle begins from need recognition and extends through planning, design, production, logistics, utilization, maintenance and, ®nally, product removal, which can be preceded by recovery and remanufacturing and includes recycling and disposal. The life cycle starts from gathering marketing information, its analysis and elaboration of requirements necessary for the development of a (new) product concept. Once the requirements have been conceived, they are translated into product functions, a suitable product structure is found (adopted from past experience or newly generated) and product components are determined and related to the functions. A conceptual layout of the product is thus created and then evaluated in accordance with technical, economic, ecological, ethical and other criteria. Product speci®cations are re®ned, impracticable (under given conditions) design alternatives are eliminated, the design space is ®xed and design local optima with best performances and least risks are sought. Completing the design stage, a single global solution is chosen, detailed and optimized. The resultant design is transformed into its process plan with a schedule, and the product can be prototyped to check its manufacturability and validate the technological solutions. The entire product concept is validated at the post-production stages. Customers and support service technicians' experience of dealing with the product, as well as empirical data of its marketability, operation in an environment and disposal eVects, direct the design evolution in the next versions of the product.
Natural evolution of a design of the product
Design is a progressive, purposeful and ®nite process in the sense that it is sequenced in time from the initial concept to the completed product. Besides, design is non-linear and continual: the cognitive processes responsible for designing are hardly ordered, and design thought freely moves from one aspect of the problem to another (for instance, driven by feedback from the customers) [6] . Design can also be multilevelled (with several parallel activities) and discontinuous (in both time and space). This process is not always successful in the sense of yielding the product, while its objectives may be abandoned or rede®ned arbitrarily at almost any stage of the product life cycle [7] .
The design process is frequently thought of in terms of several sequential phases: conceptual design, preliminary or embodiment design (layout) and detailed design. Transitions from one phase to another have a`quantum', emergent and bidirectional character and depend on available information and knowledge. The internal development cycle within each phase of the design process generally includes problem formulation, generation of solutions, evaluation and decision. A transition between phases is made when no external information (with respect to the current design space) is needed for a decision at the given phase or when available information is not enough for solution generation. The process of the whole design evolution has a similar structure and dynamicsÐa decision based on life cycle information may initiate a quantum transition to consideration of another version of the product (see Fig. 1 , which depicts the major¯ows of design information).
Design as a semiosis process
Owing to its non-monotonicity and unpredictability at the system level, the process of design (and, therefore, product) evolution can hardly be described by a ®xed single model. This process can, however, be described by a metamodel, representing the (possible) transitions of one (product) model to another model, as the general theory of complex system evolution prescribes [8] .
In references [9] and [10] , the authors have formulated the basics of a new semiotic theory of evolutionary design that provides a powerful formal tool for studying the natural evolution of a design as an information object. The theory investigates the interaction of three abstract subjectsÐ the sign, its object and its interpreterÐin the context of the product life cycle and treats design as a semiosis process [11] . The theory argues that no truthful description of reality can be made outside the limits of human perception, and during designing, each designer constructs a unique representation of the problem that, nonetheless, is subject to the common laws of design semiosis.
By the semiotic approach, human cognition at any stage of the product life cycle is characterized as a structuring of experience and perception to provide structured information, a (not necessarily verbal) language, to deal with the product. A design is seen as a text`written' in such a product language with a syntax, which constrains the product topological organization, semantics, which mainly de®nes the product ±environment interaction, and pragmatics, which manifests physiological, psychological and sociological eVects associated with the product. This language is composed of signs and is, in itself, a sign system that in¯uences and, conditional on the use context, determines the meaning conveyed with signs. The sense made of a sign (i.e. the interpretant) is also understood as a sign in the interpreter's mind.
At every stage of its development, a product is perceived through (the manifestation of ) its distinctions, which are revealed as technological, contextual and ergonomic relations between product parts and between the product and its environment (which includes consumers). The relations are represented in a language. Every time, the language (which is a sign system) may be diVerent but has a common ground Ðthe realityÐ that fundamentally constrains the relations, provided that human perception is (relatively) uniform and consistent. The language does not prescribe a model but instead forms a universe of models for physical and mental phenomena of reality that allows designers to reach diVerent solutions while dealing with the same problem. The laws of design semiosis govern the evolution of the product language, which de®nes the product through its distinctions at both ontological (mereological, topological, morphological, teleological) and epistemological (psychological, aesthetic, semiological) levels of description, throughout the product life cycle [12] .
Consumers' needs are originally detected as stable patterns of conceptual relations. An initial product concept can be seen as a composition of related signs. The evolution of the concept in the product life cycle can be described in terms of transitions between diVerent relation patterns by means of distinction dynamics [7] . This dynamics is based on the interaction of the processes of variation and selection which results in an invariant distinction and constrains the variety of the current product concept. For the design of a product intended to operate in an environment, its variety is determined by the devised product structure (i.e. the relations established between product parts) and the possible relations between the product and the environment (i.e. the product feasible states), which together aggregate the product possible con®gurations. The variety is de®ned on and in terms of the product language which includes elements for description of both the structure and environment. Generally, no distinction change can be predicted in advance, and, to cope with change in the variety, the distinction dynamics forces the evolution of product language which thus re¯ects this dynamics. The evolution is driven by variation which goes through diVerent con®gurations of the product and eventually discovers (by selection at every stage of the product life cycle) con®gurations that are stable. A constraint on the con®gurations is then imposed, resulting in selective retention which decreases the variety but specializes the product language so that only conceptual relations ®tting the environment (i.e. stable relation patterns) ultimately remain. Hence, a fundamental principleÐa lawÐof design semiosis is that the distinction dynamics normally seeks to decrease the number of possible relations between the product and its environment; in other words, the most probable direction of the product (concept) evolution is from complex to simple interface. Technological, economical and social considerations dictate the need for the development of products that can be used in many and various environmental situations. This makes it possible to complement the principle of product evolution by an assertion that product structure is naturally evolved from simple to complex (also, see Section 3.2).
It is interesting to note that this model of design evolution explicates a well-known observation that a really new product usually has a simple structure, but it is dif-®cult in operation because of the many possible relations between the product and its environment. As the product matures, its structure becomes complex, but its operation is simpli®ed under the natural evolution. Another instance that well illustrates the fundamental law of design semiosis is the recent introduction of the concept of`features' (which are, in the case of form features, stable relation patterns de®ned on the geometrical primitives) into CAD/CAPP practice (see reference [13] ).
It is important to understand that, although the above pattern is valid for both the product and the system levels of design evolution, it only shows the most probable direction of the evolution Ðfrom simple to complex structure, but does not ban a backward dynamics of the variety, i.e. structure simpli®cation. The direction in design evolution depends solely on characteristics of the product environment. A new version of the product emerges when incremental changes in product design change the originally conceived product con®guration or when the environment changes, enforcing a change in the product language. While life cycle design approaches traditionally focus on the ®rst factor, i.e. change in the con®guration, the problem of evaluation of the product environment and adaptation of the product design (and, therefore, the corresponding product language/sign system) to the environment is still open. An approach addressing the latter problem is described in the following sections.
DESIGN EXPECTATIONS

Expectations in the design process
In reality, the number of product behaviour scenarios that can take place throughout the product life cycle is in®nite. However, obviously, a design as a model can sustain only a ®nite set of such scenarios. Designers have to consider various expectations about how the product will behave and interact with the environment. The expectations are revealed as stable relation patterns de®ned in the product language (which can, at the applied level, be understood as a design grammar) and, as will be seen, critically aVect all the post-design stages of the product life cycle. Sources of knowledge for these expectations (called design expectations) can be speci®cations of similar products, knowledge of the designed product domain, knowledge of the speci®c tasks and working environments of product users, relevant past experience, and so on. In many cases, service and maintenance companies collaborate with manufacturers as subcontractors and provide a product use history and failure statistics to the designers. Some design expectations can be represented explicitly (for instance, as prede®ned instructions on the typical use/service scenarios), while others are assumed`by default' and remain implicit until they are realized at a later stage of the product life cycle (e.g. the assumption that the product will be used only by a right-handed person).
A product cannot be isolated from its settings, and therefore a design model of the product must describe not only its functionality but also to a considerable extent the assumed product± user and product ±environment interactions. In reference [14] , the authors de®ned three main groups of design expectations. Depending on the origin of the corresponding relation pattern, design expectations can be classi®ed as: If the environment (which includes customers) in which a product operates behaves in an unexpected way, the product may fail or exhibit functional characteristics outside the pre-established range of product tolerances. Detecting and resolving mismatches between the designer's expectations and actual practice is important for improving product usability, preventing product premature withdrawal and the connected economic losses, and protecting the environment. When detected, the mismatches can be corrected in two general ways. To better address the environmental factorsÐcustomer needs, legislation, market dynamics, etc.Ðdesigners can modify their expectations (and the corresponding requirements) by appropriately correcting the so-called product language (or, synonymously, sign system), i.e. (the representations of) basic concepts and principles for creating the design, and redesigning the product. Alternatively, contradictory elements of the given environment can be adapted or replaced to secure the product operation (for instance, customers can be encouraged to learn more about the developer's expectations and to operate the existing product correctly). From the standpoint of design semiosis, all the design expectations are de®ned in terms of a sign system, while any violation of the expectations activates the evolution of this system. Consequently, realizing evolutionary design at the level of computer applications requires the solution of two major problems:
(a) computational de®nition of the sign system (i.e. product language), (b) guarantee (analysis) of its evolution, based on product feedback information.
The former is essentially the development of design grammarsÐa traditional and quite well-established research area in the ®elds of CAD and AI (see reference [15] ). The latterÐ utilization of product feedback information Ðremains, however, poorly explored and receives little computer support in engineering design. Through the present study, the authors have developed an agent-based Internet-enabled technology (described in Section 4) that realizes the main laws of design semiosis and allows for the support of evolutionary design of high-tech products with computers (also, see reference [16] ).
Dynamic environments
To ensure the customer's satisfaction and improve the eco-eYciency of the life cycle processes, the designer has to utilize feedback information from all the product life cycle stages. This is usually done through analysing empirical data on the handling of products similar to the one under consideration and/or through evaluating the experience of yielding a product development batch. Various statistical methods and monitoring techniques can then be used [17] . The purpose of the designer is formulated as follows: based on available knowledge and product feedback information, ®nd a product con-®guration that is intrinsically stable and can adequately react to changes in the intended environment. It should be noted, however, that any feedback information is necessarily local and subject to change, since product environments (social, technical, operational, etc.) continually evolve. Every design is based on expectations that ®t particular conditions, which are likely to become obsolete before the product reaches the market place. From the standpoint of the natural evolution of complex systems [8] , a universal approach to solving this problem would be to increase as much as possible the internal variety of the product by contriving appropriate decisions in design. Indeed, the more elaborate the structure of the product, the larger will be the number of environmental situations in which it can be used. DiVerent product con®gurations would ®t (or be adapted to) diVerent situations and, in the case of dynamic environments, design evolution should increase the internal variety in order to make the product more complex. Whereas the latter statement is true in general, this does not mean that the`best' product must be the most complex one. Rather, for many reasons, economical (costs), technical (reliability), ecological (energy/ material consumption, pollution), social and ergonomic (safety, convenience and ease of production and operation), etc., the best would be a product with the simplest possible structure for the given functionality, i.e. with the least possible (for the given environment) internal variety. In traditional design paradigms, this dilemma of balancing the variety is approached as a task of design multi-objective optimization, which is always hard, if at all possible, to accomplish in actual manufacturing and which has little to do with the design process as a human activity [6] . Another way would be not only to allow for changing design expectations at the abstract level of product language during designing but also to devise methods of adjusting design expectations at the physical level (e.g. by changing the product con®guration, operating mode, maintenance routine, etc.) after the product has been fabricated. For the modern hightech products, the latter can be realized with so-called expectation agents.
EXPECTATION AGENTS
Elaborating the idea of expectation-driven event monitoring, which was originally developed for software engineering needs [18] , an agent-based approach to product use monitoring has been proposed to gather and utilize design feedback information [14, 19] . It was suggested that design expectations be encoded in the form of programmable agents, called expectation agents, which monitor product functionality, use and operational environment. Data obtained with the agents can be used to optimize the existing product con®guration in design, and to detect when use and environmental patterns shift, thereby necessitating modi®cation of the current product language and redesign of the product. The agents are also to execute various control actions and perform preliminary data processing as well as to provide guidance or suggestions to users and even collect feedback directly from users. Naturally, expectation agents could be used to adjust some of the design expectations materialized in the monitored product.
In the agent-based approach, monitoring units that are presently used for the purposes of condition-based maintenance can be employed (see reference [20] ). Such units typically consist of hardware and software parts. Hardware includes transducers (sensors), preprocessing blocks, interfaces and programmable blocks. Often, the unit program code is implemented on chips, which cannot be reprogrammed, but advantages of reprogrammable software-based units are evident. Software-based expectation agents are easy to update/upgrade, and they can be used to supervise the product operation, execute control actions and generate new events in the product environment.
The agent registers events concerned with an unexpected functional behaviour (malfunction) and unexpected environmental conditions, including the user's unexpected actions. An important function of the agent is to report the event data back to the designers. Among other functions, alarming and notifying the user and the designer about mismatches, data and event history logging and action control should primarily be singled out. Logically, responding to violations of functional expectations should propel design evolution at the product level, while violations of environmental expectations should activate design evolution at the system level. To adjust design expectations, the agents would change the internal variety of the product by changing the product structure (e.g. at the logical level, if the product consists of electronic blocks) and/or regulate the number of possible relations between the product and other components in the environment (e.g. by modifying the product interface or operation mode).
There are a few important issues in the implementation of expectation agents. To avoid overload of information channels and improve the quality of feedback, data ®ltration is required so that only ®ltered, aggregated and compressed events are transmitted. Instead of reporting every event that has occurred, software-based agents should recognize principal patterns of events aVecting the product (e.g. malfunctions) and then derive higher-level control actions and events. Hence, expectation agents must have a function of performing event abstraction to preprocess large volumes of raw sensory information to ensure the transfer of much less data to the higher (decision-making or control) level. For the purposes of analysis, an unexpected situation detected by a monitoring agent should be logged as a record containing at least an identi®er of the situation, values of the monitoring parameters and a time stamp of the occurrence. (Naturally, expectation agents must be suYciently autonomous to operate after any failure of the monitored product.) Another serious issue is the security of data circulation between the product and the production company. Because of the problem of data property, data crypto-encoding and decoding should be additional functions of the agents. The World Wide Web structure can be used to transfer design information and connect geographically dispersed scenes of action in the product life cycle.
It should be noted that, owing to the complex nature of a modern high-tech product and the huge number of its characteristics, it would hardly be possible to encode and encapsulate all design expectations into the agents. This problem can, nevertheless, be overcome by using simple prognostic techniques that require a limited number of indirect parameters to extrapolate and predict the rest of the characteristics needing to be evaluated (see reference [17] for a relevant forecasting method).
PILOT STUDY
To explore the main theoretical assumptions and check the applicability of the proposed approach, a simple design grammar (i.e. a product language) re¯ecting the component and function structure of a refrigerator has been developed, and several expectation agents have been implemented and deployed in an experimental modular set-up (Fig. 2) . The set-up has been implemented on the basis of virtual instrumentation architecture (National Instruments, Inc.). Its hardware consists of a PC, a 16-channel modular conditioning system, a 16channel digital acquisition board, IEEE 488 and RS-232C interfaces for data acquisition and a LAN board for transferring data to remote users. The installed set of transducers can monitor typical parameters of consumer appliances, including the electric current signature, internal and ambient temperatures, vibration level and sound intensity. An event-driven agent has been implemented as a virtual instrument (a G-application running under the LabVIEW environment). To send the monitoring data to a remote client (e.g. the designer's workstation) by way of the Internet, the G-application is activated as a server-side CGI application of an HTTP server working in the LabVIEW environment. Client functions of the standard FTP and e-mail protocols have been added to the virtual instrument. Whenever needed, the application can be replaced by other G-applications supplied from the designer's site to the remote HTTP and FTP server.
It was assumed that some parts and circuits of the monitored refrigerator would be`weak' from the standpoint of its use, maintenance or reliability. It was also known a priori that the most common reasons for repairs of the refrigerator type used are compressor problems and refrigerant leakages.
Design expectations have been represented in the form of`condition ±action' rules. Each of these rules compares the current value of a monitored parameter with a threshold. As many important parameters of the refrigerator are not made known by the manufacturer, the threshold values have experimentally been determined through the study. The event-driven monitoring agent has been developed to deal with such parameters as the ratio of working and idle refrigerator cycles, the maximum permissible outdoor humidity, the maximum permissible duration of door opening and some others.
The following notation will be introduced: where X is a threshold value. Analogously, if a monitored parameter P (for example, the power) exceeds its critical value P max (which may indicate a serious system failure), some procedures for urgent actionsÐlet them be termed ALARM actionsÐcan be de®ned:
If …P > P max † then ALARM (Uxx, t).
Preventive maintenance based on alarm noti®cations can reduce the probability of failures, avert the negative environmental impact and minimize costs associated with product repairs. Some control actions have been simulated with the software only, as the monitored product does not allow for arranging external control. (It is understood that a specialized programmable device integrated with the refrigerator could easily replace the product-side PC used in the pilot study.)
The main component of the systemÐthe product and the agent's hardware/softwareÐ was installed at the Maintenance Engineering Laboratory, the University of Tokyo, in 1999, while the remote HTTP/FTP-based client software was allocated at the Faculty of Engineering, Kobe University. The front panel of the virtual instrument could remotely be observed at the client sites by the use of a standard Web browser (see Fig. 3 ).
Through an analysis of the feedback information, it has been found that the electric power consumption is the main parameter describing the use history of the refrigerator. Besides, it has been found that leakage from the refrigerator condenser or evaporator can be estimated through measurements of indirect parameters: the electric current signature and temperature. Processing data of the internal and ambient temperatures, the agent could simulate optimization of the power consumption by changing the ratio of working and idle refrigerator cycles. Another statistic of interest is the opening door history for each of the refrigerator chambers which provides information on the optimal con®guration and/or operating mode of the refrigerator for a given environment. (For instance, it appears natural from the standpoint of design semiosis that the concept 
SUMMARY
The main contribution of this paper is the expectationdriven agent-based approach to assessing design requirements in post-design life cycle stages, which makes it possible to overcome some of the principal drawbacks of life cycle design strategies. The proposed approach has a solid theoretical foundation Ðthe theory of complex system evolution and the semiotic theory of evolutionary design. It integrates the processes of design optimization and innovation into one framework and is potentially applicable for analysing a mix of several products to estimate the so-called rebound eVects of design solutions. A pilot study has been made, and its results have shown that no signi®cant investments are needed to implement and deploy an expectation agent, and that much of the commercially available software could be used to support the agent-based approach. Further research is, however, required to develop appropriate methods and tools properly to utilize the multifarious feedback information collected. Presently, the authors are planning a large-scale experiment, where an arti®cial neural network will be used at the client's site to recognize new emergent relation patterns in the product language and promote the design evolution.
