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Introduction

Our area of concern in this article is knowledge sharing in software development, which has
been of interest to IS researchers for quite a while. We describe the different strands of research
on the topic and identify a lack of empirical research of how knowledge is shared in software
companies and in particular how process descriptions are developed and used by software developers and managers. Our objective is to contribute to this omission. Our primary focus is
on how people share knowledge in software development and we want to open the black box
of knowledge sharing to understand how it occurs, how developers and managers create shared
understandings, and which role process descriptions play in this context. Such research is valuable for developers and managers when they plan and engage in knowledge sharing and relate
to process descriptions.
For this purpose we empirically explore knowledge sharing among a group of project managers in the Danish software development company SpaceSoft. SpaceSoft is a mature organization,
which develops software as a subcontractor for the European Space Agency (ESA). We studied
the creation of a project management handbook as part of a large action research project. The
purpose of the project management handbook was to improve the capability of Space Soft’s
software projects to meet customers’ requirements, to follow ESA’s standards, and to deliver
software within budget and time.
For the analysis of the empirical data we use a framework which understands knowledge
sharing as an ongoing collective organizational sensemaking process (Kjærgaard and Kautz
2008). This approach focuses on collisions and negotiation of the involved actors’ expectations
and experience. The framework allows us to investigate of our research questions which are:
How do project managers draw on past experience when they share knowledge and collectively
contribute to process descriptions in a project management handbook? And how do they collectively make sense of the project management handbook’s contents and use?
The paper is structured as follows. Section 2 identifies the existing research on knowledge
sharing to improve software development. In section 3 we present the theoretical framework we
use for analysing the empirical data. The research design is described in section 4 and the case
company is introduced in section 5. Section 6 holds the analysis and our findings. These are then
discussed in section 7 and in section 8 we conclude the article.

2 Knowledge sharing to improve software
development
The challenges in software development are vast, and considerable research has addressed how
these challenges can be met by passing on experience, hard earned knowledge, and well-proven
practices to other software developers and managers (Walz et al. 1993). This has, in particular,
been studied from a knowledge sharing perspective. The research has so far led to two distinctly
different and almost disjointed research paths: the technical and the social.
4 • Kjærgaard, Nielsen & Kautz
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Along the technical path we find the experience factory (Basili et al. 1994; Basili and Caldiera
1995) advocating that a designated organization takes experiences from one project and transfer
it to other projects. Successful application of the experience factory idea has been reported by,
e.g., Basili and Green (1994), Lindvall et al. (2001), and Komi-Sirviö et al. (2002). According
to these authors the experience factory requires a separate organization and laborious knowledge
elicitation, but they do not mention the costs of establishing and maintaining the necessary organization, structures and processes. In a parallel effort Althoff et al. (2000a, b) have addressed
computer-support for the experience factory. In their approach they build experience bases with
codified knowledge from which they extract lessons to be learned (see also von Wangenheim et
al. 2000). One particular form of experience base is the post mortem report written at the completion of each development project (Pedersen 2005; Kasi et al. 2008). Several research reports,
however, suggest that it is not common to perform post mortem analyses of projects. Desouza
et al. (2005) suggest that the benefits are not matching the costs. They put forward that highly
structured reports have low costs, but are difficult to use later, while there are high costs of reporting incurred in writing a useful story, which is however easier to use later. Schalken et al.
(2006) present a case study and argue that traditional post mortem reports must be transformed
into quantitative factors to enable statistical analysis of the post mortem data. Kasi et al. (2008)
report that the barriers to post mortem reporting are: (1) the organizational context; (2) the
focusing of the effort and the data collection; (3) analysis of the collected data; and (4) sharing
and exploiting the findings.
There has been much discussion on how knowledge processes in general can be supported
by IT (Tsoukas 1998; Hansen et al. 1999; Swan et al. 1999; Alavi and Leidner 2001). A technological view on knowledge sharing provides, however, a much too limited view on individual
and organizational knowledge processes (Scarbrough et al. 1999). In the field of software development Liebowitz (2002) reports on a successful application of a computer-based system
for knowledge sharing, but not without much overhead in capturing and codifying knowledge.
Liebowitz and Megbolube (2003) have studied the complexity of developing and of using different knowledge management systems. Codified knowledge that is placed in repositories of best
practices and process descriptions they classify as having medium development complexity and
low to medium use complexity. In studies of successful software process improvement where
processes have been described and used, these descriptions are often also available on the company intranet (e.g., Pries-Heje et al. 2008).
Along the social path we find applications of knowledge management theories to software
process improvement. Based on social theories such as Nonaka’s knowledge creation theory
(Nonaka 1994; Nonaka and Takeuchi 1995) several studies acknowledge how difficult it is
to move knowledge between its tacit and its explicit dimension and between the individual
and the group: in software process improvement (Arent and Nørbjerg 2000; Kautz and Thaysen 2001; Mathiassen et al. 2002); in software process maturity (Baskerville and Pries-Heje
1999; Ravichandran and Rai 2003); and in software process implementation (Mathiassen and
Pourkomeylian 2003; Meehan and Richardson 2002; Nielsen and Tjørnehøj 2010). Software
process improvement is largely occupied with descriptions of software development processes,
how they are produced, what their content should be, how they are assessed, and how they
are implemented (e.g., Humphrey 1989). Knowledge management theories have so far been
applied to explain why it is so difficult to move back and forth between software developers’
Making Sense of Software Project Management • 5
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experience and competence in terms of personal and tacit knowledge and process descriptions as
a form of shared and explicit knowledge of development teams or organizations. Little has so far
been achieved to bridge this gap. Some conclude that the idea of process descriptions should be
abandoned (Aaen 2003), some, who are mostly advocating for the Capability Maturity Model,
argue that the process descriptions are more important than software developers and managers (e.g. Humphrey 1989; Chrissis et al. 2003), and others are seeking a middle ground where
process descriptions have a role to play when utilized by software developers and managers
to mediate sharing of knowledge (e.g., Mathiassen and Pourkomeylian 2003; Nørbjerg et al.
2006; Hosbond and Nielsen 2008; Kautz and Hansen 2008). Knowledge sharing processes are
not widely practised and Desouza (2003) claims that the necessary knowledge about software
development cannot be captured and codified and that personalized knowledge is perhaps more
effective. In a study of 72 case studies in the European Software Process Improvement database,
Fehér and Gábor (2006) have found that 65% of the studied software companies were “sharing
and reusing [...] existing knowledge’ while as few as 26% were ‘developing and creating knowledge about processes.”
In summary, research along the technical path misses the important social dimension of understanding knowledge sharing in software development. So far, research along the social path
has been limited and with little appreciation of the role that process descriptions plays in knowledge sharing. On this background we investigate how knowledge is shared in software companies and in particular how process descriptions are developed and used from a social perspective.

3 Theoretical framework
As a theoretical framework for our study we use a process model for understanding knowledge
sharing as organizational sensemaking. The process model is based on a theoretical model, originally developed and used to explain the establishment of a knowledge management initiative
in a technology friendly organizational environment (Kjærgaard and Kautz 2008). The model
combines Burgelman’s (1983; 2002) framework of corporate venturing with Weick’s (1979;
1995) work on sensemaking and meaning construction and provides an understanding of how
users’ cognitive frames influence, as well as are influenced by, cognitive processes. The model
combines the theories of Weick and Burgelman in order to provide a more detailed view on the
cognitive processes for strategic action as a consequence of a changed frame of reference in the
process negotiating shared meaning. The model is illustrated in figure 1. The following description of the framework is based on (Kjærgaard and Kautz 2008).
The two sub-processes, creating and negotiating, each have a set of cognitive processes as
well as a dominant construed reality, which represents the organizational members’ dominant
cognitive frame of reference. Construed realities are collectively held perceptions of how to
behave. A construed reality is an assembly of more or less connected pieces of information and
beliefs, which together form a picture that confirms or constructs a reality. Furthermore, a triggering event of collision between expectations and experiences marks the transition from one
sub-process to the other. Although there is no specific indicator for time, the change from one
stage to the other indicates that the process unfolds over time.
6 • Kjærgaard, Nielsen & Kautz
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Figure 1: Processes of organizational sensemaking (Kjærgaard and Kautz 2008)
The construed reality constitutes the cognitive frame of reference, which forms part of the
meaning construction equation in sensemaking. A frame in sensemaking presents an overall
paradigm or shared understanding to which cues are related to create meaning. Frames tend to
be past moments of socialization, which relate present moments of experience as cues to create
meaning. According to Weick meaning is created if a person can construct a relation between
past and present moments: “the content of sensemaking is to be found in the frames and categories that summarize past experience, in the cues and labels that snare specifics of present experience, and in the ways these two settings of experience are connected” (Weick 1995, p. 111).
In the model only the dominated construed reality is shown as the cognitive frame in each
of the sub-processes of creating and negotiating. However, more construed realities can co-exist.
The model also emphasizes the cognitive processes at the individual level, which form the individual organizational members’ sensemaking and meaning construction. These processes are
influenced by the collective construed realities of the organization.

3.1 Creating
The cognitive processes in the first period of creating are based on the understanding that organizational members notice in particular the parts of the ongoing flow of information that
they are exposed to. This sensemaking is the effort to create meaningful action based on beliefs
Making Sense of Software Project Management • 7
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and expectations. Beliefs are found in ideologies, cultures, scripts, and traditions. Beliefs and
expectations are directional in their operations and filter the input, thereby guiding what is being noticed. They are building blocks for the construction of objects, which are subsequently
noticed as real. According to (Weick 1995, p. 152), “[w]hen perceivers act on their expectations,
they may enact what they predict will be there. And when they see what they have enacted, using
their predictions as a lens, they often confirm their prediction.” In this respect, sensemaking is
as much about plausibility and coherence as it is about accuracy.
What organizational members bracket out of the ongoing flow in the creating process is
based on the dominant construed reality, which guides their noticing. They interpret the noticed
information drawing from the construed reality, which they finally enact. The following process
of enacting confirms and strengthens the construed reality. This cyclic process can be seen as a
process of thinking in circles or what Weick (1979) would refer to as a self-fulfilling prophecy.

3.2 Collision
Intermediating the two sub-processes is a collision between expectations and experiences. It is
the organizational members’ perception of dissonance between expectations and experiences
that creates uncertainty and triggers them to pursue stability by establishing a new frame into
which their experiences fit. This collision between expectations and experiences is an occasion
for sensemaking, which sets off an intense process of meaning construction in the form of a
negotiation where the organizational members reinterpret the dominant construed reality or
create anew.
Although sensemaking is a continuous process, it can intensify on several occasions. There
are two types of occasions, which can cause a sufficient shock, and thereby initiate an instance
of sensemaking in organizations: ambiguity and uncertainty. Both types of occasion create an
interruption in an ongoing flow, although the shock is different in the two types. Ambiguity is
the situation where “the assumptions necessary for rational decision making are not met” (Weick
1995). The problem here is not that information is insufficient, but that more information may
not resolve misunderstandings. Uncertainty, in contrast, governs when there is a lack of knowledge, which might thus be resolved by gaining additional information.
Basically any kind of experience can serve as an occasion for sensemaking as long as it is unexpected. Some occasions initiate unconscious sensemaking, and some initiate conscious sensemaking. In both cases it is important to understand what happens in the sensemaking process
as this has implications for the subsequent meaning construction, which guides further action
and sensemaking of a situation.

3.3 Negotiating
The cognitive processes of negotiating are more ambiguous than those of creating as they are
influenced by a new dominating construed reality, which has not yet necessarily replaced the
construed reality of the creating process. In the negotiating process, sensemaking is based on
action as well as beliefs. The organizational members themselves create the action, which guides
8 • Kjærgaard, Nielsen & Kautz
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the negotiation and which leads to sensemaking as committing. By committing an action, the
action is made irrevocable and thus more difficult to change than the beliefs about that action.
Commitment thus imposes a form of logic on the interpretation of action. Commitment reduces flexibility, learning and adaptation because it makes withdrawal difficult, and commitment
thus slows adaptation to change. On the other hand, commitment makes it easier to get things
done, as it focuses the social construction of reality on those actions, which are high in choice,
visibility and irrevocability.
Depending on which of the construed realities dominate, the organizational members create meaning out of their experiences and subsequently act upon this meaning. The cognitive
processes in the negotiating thus reflect the extent to which the actors adapt, adhere, ignore or
abandon their beliefs and actions.
One possible reaction is that members adapt their beliefs to the new construed reality and
consequently adjust their activities to better fit this new situation. Adaptation in this situation is
a classic learning situation where members’ experience becomes encoded into the new construed
reality as coming to terms with the incongruence between expectations and experience. Learning can be seen as having taken place by the updating of their view of reality and as a result the
new dominating reality can be formalized.
Alternatively, the organizational members adhere to the former construed reality dominating
the creating process. A dominant element of the negotiating sub-process is the actions themselves. The organizational members make sense of a situation that they have created themselves
and which results in further commitment to their own actions. Adherence might change over
time as negotiations continue.
A third response is to ignore experiences and simply try again. Where the processes of adapting and adhering both entail continuation of the action generated in the creating or negotiating
process, the process of ignoring entails discontinuation of this action. Members make sense of
their lack of success in negotiating a new construed reality by, for example, blaming their own
inadequacy. They still draw from the first dominating construed reality, but discontinue the accompanying action. Also ignoring might change through a continuing negotiation sub-process.
Finally, the organizational members may accept the new reality and abandon the action,
which does not fit the new construed reality. By doing so they accept the change and the fact
that previously proposed ideas do not fit any longer. Abandoning subsequently also allows for a
formalization of the new construed reality.

4 Research design
The research process falls into two related parts firmly linked through a collaborative practice
research (CPR) approach as outlined by Mathiassen (2002): the first part follows an action research approach, and the second part is a practice study.
CPR, in which researchers and practitioners closely collaborate, is organized as action research complemented with experiments and practice studies. The action research was conducted
in a Danish software company, SpaceSoft, which develops software for the European Space
Agency. The action research served a dual purpose (McKay and Marshall 2001): practical probMaking Sense of Software Project Management • 9
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lem solving and contribution to research. In SpaceSoft the problem solving purpose was to
improve software processes following the lines described in (Mathiassen 2002), i.e., (1) diagnose
the problems with the current software processes and practice; (2) design how to improve software processes and change software development; (3) take action to change accordingly; and
finally (4) assess how well the improvements have been and then re-start a cyclic improvement
process. The research purpose was to investigate the application of knowledge management
theory in software process improvement, i.e., to study in which ways the practical problem solving could be supported by applying a knowledge management approach. The CPR approach
was particularly appropriate as the researchers worked with SpaceSoft’s CEO and its project
managers within a project setup that had the same structure as the project approach reported in
(Mathiassen 2002).
The practice study was conducted within the realm of CPR and resembled what Braa and
Vidgen (1999) call an action case, which is a mixed approach of action research and case study
research. More precisely, the practice study was conducted on the backdrop of the action research. It was based on the action research criterion that an improvement effort should be evaluated. The empirical data concerning the creation of the shared handbook for software project
management had been collected throughout the action research, but the analysis of the data was
performed in retrospect using the sensemaking framework (Kjærgaard and Kautz 2008) introduced in section 3. The framework was not used in action and therefore it is prudent to state
that the analysis is more a result of the retrospective analysis of the action research than a direct
result of the action research itself. With regard to the discussion of criteria for action research
(e.g., Nielsen 2007) and the issue whether a framework should be declared in advance of a study
to guide the action as suggested by Checkland (1991), our study has been performed from the
perspective that an analytical framework to understand the actions and their outcome does not
have to be declared in advance and it does not have to be useful in action. We have instead utilized the framework to understand the actions and the results after the fact because they did not
make much sense to us while in the midst of the action.
The study took place, as mentioned above, in SpaceSoft, a Danish software company. The
company and a group of four action researchers collaborated over a period of more than two
years to improve software processes. The research reported in this article spanned a period of
12 months, but also included a larger contextual study and other improvement projects for a
duration of more than two years. The overall project was planned and progress was monitored
through monthly 1-day meetings between the action researchers, the CEO and 4-6 project
managers.
The researchers initially set up the collaboration. The identification of areas to be improved
had been a joint effort, but the company had decided all the improvement efforts. One of the
improvement efforts that had been started by the company, with the CEO in particular as an
eager participant, was the development of a project management handbook. The intention was
to improve SpaceSoft’s project management competencies and to support knowledge sharing
amongst the project managers.
This particular improvement effort ran for more than 12 months and a first complete version
of the handbook was presented and reviewed after eight months. Figure 2 depicts the timeline of
the improvement effort. The numbers below the arrow state the elapsed time. Activity ‘M’ was
the 2-day start-up meeting of the effort. Activities labelled ‘W’ represent individual writing and
10 • Kjærgaard, Nielsen & Kautz
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Figure 2: The timeline of the collaborative practice research during the development of the
project management handbook
re-writing periods. Activities marked as ‘R’ were full-day review sessions; after month 10 they
became half-day sessions. The top line signifies the activities, in which in the CEO was active,
the lines below show the same for the seven project managers, the three action researchers, and
the owner of the company. The line labelled ‘data collection’ below the arrow signifies the time
periods when data collection was intense (black) and when it was occasional (grey). The last line
indicates that the data analysis for the research documented here was performed much later by
one of the involved action researchers (AR 1) and two additional researchers (R1 and R2). Their
roles are explained below.
The action researchers collected empirical data during the meetings and sessions described
in the timeline and through the action researchers’ active participation in reviewing the whole
handbook and in writing parts of it. It comprised field notes, email correspondence, meeting
minutes and process documentation in a versioned sequence of increasingly complete project
management handbooks and reviews hereof. The active participation took place during several
meetings between the CEO, the involved project managers, and the action researchers as outlined in the timeline. During these meetings the action researchers collected data by participating and observing while taking notes. Moreover, data from the larger action research project
enabled a fuller understanding of the context, what was discussed at the meetings as well as of
different participants’ views on the process and the other participants’ viewpoints.
After the completion of the data collection in the action research process we analyzed the
case. Our data analysis went through four steps. In the first step we constructed the above time
line of the project. In the second step two of the researchers, one of the action researcher, who
had participated in the project, and a second researcher, who had been involved in an earlier
application of the framework, reviewed the data. We discovered that the overall course of the
project matched the process of organizational sensemaking as described in (Kjærgaard and Kautz
2008). However, we also recognized that we needed additional data. Therefore in a third step we
extended our data and included the author of the framework (Kjærgaard 2004) in the research
team. The additional data came about from the latter two authors’ audio-recorded interviews
Making Sense of Software Project Management • 11
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and interrogations of the action researcher in 3 interview sessions. In the fourth step the three
researchers then mapped the sensemaking process of the case onto the process model of organizational sensemaking in an iterative process comprising a further 3 sessions. The three researchers discussed every discrepancy between the case and the model in the mapping at length and
in detail until it could be resolved. In every instance where a significant interpretation of the
case did not immediately fit well into the framework, great care was taken not to force the case
and our interpretation onto the framework. The combination of intervention, interpretation
and collaboration between the three researchers with different levels of involvement introduced
new analytical perspectives on the case and brought the interpretive rigour that resulted in our
understanding of the creation of the software project management handbook that we describe
in the next sections.

5 Case study – SpaceSoft
SpaceSoft produces software as a subcontractor for the European Space Agency. It develops
a wide range of dedicated software for on-board, micro-gravity, verification and validation,
ground station control, and checkout systems.
The company was founded in 1992 and is rather old in the fast moving software development business, and it has lived through many changes. Most of the company’s software developers have a M.Sc. in engineering or computer science and have developed software for the space
industry for many years and are quite experienced with the particulars of space products. A
perhaps equally large number of the software developers have little experience within the space
industry, but rely on experience from other domains of software development.
In 2002 SpaceSoft decided to focus on improving its software processes and entered into
a collaborative research project called Software Processes and Knowledge. The initiative to improve software processes started with a traditional, though light-weight, assessment of the current software processes, based on the understanding of the action researchers that improvement
should be initiated with an assessment (Mathiassen et al. 2002) though not necessarily with a
formal and model-based one (Iversen et al. 1999). SpaceSoft’s current software processes at that
time were compared informally to the processes in the Bootstrap software capability model (Kuvaja 1999). The results showed significant discrepancies between the Bootstrap model and the
company’s current software processes and practices. This led to a decision to prioritize improvement of requirements engineering and project management though other processes were also in
need of improvement. The focus of this article is on how SpaceSoft addressed the improvement
of project management. The improvement activities outlined in figure 2 in the context of the
research design are in the following described in more detail:
• Activity M in month 1: A 2-day start-up meeting with the CEO, 6 project managers
and 2 action researchers. The action researchers contributed with a theoretical overview
of project management. The project managers contributed with presentations of current
practices and problems in their project management as well as with problems regarding
how to interpret ESA’s guidelines. The meeting ended with decisions on the content
of the handbook and who of the project managers should write which process descrip12 • Kjærgaard, Nielsen & Kautz
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tions. The effort also became organized as a project with its own project plan, goals, and
schedule.
•

Activity W in months 2-4: Individual writing of chapters for the handbook. During
this period there were occasional email correspondences between some of the project
managers and the action researchers on more theoretical issues of project management.
During this period two project managers left the project.

•

Activity R in month 5: A 1-day review and discussion of the first draft of the handbook.
Participants in this meeting were 3 action researchers, the CEO, the four remaining
project managers from the first seminar, and a newly hired project manager who joined
the project.

•

Activity W in months 6-7: Individual re-writing of chapters for the handbook. The
CEO and the now five project managers all participated in the writing. The action researchers were used occasionally as consultants by a few of the project managers.

•

Activity R in month 8: A 1-day review and discussion of the second draft, which comprised all chapters outlined in the project plan for this improvement effort. In this meeting 3 action researchers, the CEO, and five project managers participated.

•

Activity W in month 9: Individual re-writing of chapters for the handbook. Four of the
five project managers participated in the writing of chapters.

•

Activity R in month 10: A half-day review and discussion meeting with participation of
two action researchers and five project managers.

•

Activity W in month 11: Individual re-writing of chapters for the handbook. Four of
the five project managers participated in the writing of chapters.

•

Month 12: A half-day final review of the handbook. Two action researchers, one of the
owners, and five project managers participated in this meeting. It ended with an acceptance of the handbook subject to some minor changes.
ESA has a large number of standards, with which its subcontractors including SpaceSoft
must comply. A number of these are process standards and SpaceSoft has in the past dealt with
the issues of compliance uniquely in each development project. The ESA standards are complex.
They form a hierarchy of standards have considerable variation in levels of detail in instructions
and whether instructions are required, recommended, or optional. Thus, the documentation
of compliance is never trivial and requires project managers to be well-read in the many ESA
standards. This led to the idea for improvement, namely that a new and improved project management process should be documented in a handbook. The handbook should be compliant
with the relevant ESA standards and it was expected that it would be much easier to document
the compliance when project management was performed in accordance with the guidelines in
the handbook.
It is SpaceSoft’s declared strategy to deliver fixed-priced software on time. The CEO in particular expressed a deep concern for achieving this goal and was very clear in maintaining that all
improvement activities should be directed at this. There was a strong belief among some of the
experienced project managers and the CEO that the ESA standards reflected the best practices
Making Sense of Software Project Management • 13
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within the discipline and the software space industry and that—as they already applied a number of these best practices—SpaceSoft was in compliance with the ESA standards. Thus, their
initial idea was that the software process descriptions for software project management, which
should be documented in the handbook, had to encompass these already existing practices. The
experienced managers were convinced that they already knew what to do; it was just not documented in a shared handbook.
Other project managers were not as optimistic about the existing practices and wondered
whether they were in fact performing best practices. Their view was that not all the project managers have the necessary training in these processes; they did not necessarily have the competence
needed, and therefore some training and education would be necessary at least for new project
managers. This led to the idea that a project manager education should be established based on
the new and improved processes.
While these differing perspectives stood out quite clearly in retrospect, they were not that
obvious at the beginning of the improvement project as they gradually emerged during the
process of creating the project management handbook. This is described and discussed in more
detail in section 6.
As described in the timeline above, the project management improvement project started
with a series of workshops with the purpose of: (1) designing and writing a handbook for project
management, and (2) designing an education or training course on the contents and use of the
handbook. In the workshops, experienced as well as inexperienced project managers participated
together with the CEO and two to three action researchers.
During the first two-day meeting, the project managers worked in small groups to define
what topics the handbook should cover and how the handbook should be written. Although the
participants had quite different ideas, opinions and experiences, the discussions were conducted
in a friendly atmosphere. The result of the meeting was a list of topics that should be covered in
the handbook. The work on each topic was organized as a handbook chapter to be written and
assigned to one or two project managers, who were expected to find the time to write first draft
descriptions as an additional part of their work assignments.
The identification of the topics was to a large extent based on the project managers’ experience and only to some extent came from the ESA standards. Some of the processes were easily
written by one or two project managers and never led to any controversy in later workshops. A
few significant processes were very difficult for the project managers to write. Although it was a
design goal for the handbook to be brief, they eventually drafted quite complex process descriptions, which varied widely in form and content. These writings did not for the most part meet
the expectations of the other project managers and were as a consequence heavily criticized by
those at later workshops. This led to a number of iterations over the process descriptions, which
were expanded and condensed several times while the core ideas of the processes were continually negotiated during the review workshops.
The handbook was designed, written and reviewed through these workshops, but the aim
of the workshops changed during the progress of the project and attention was diverted to related problems as well. The project manager training-course was never designed, and the project
management handbook gradually expanded its scope to become a handbook for software engineering processes as well. The review workshops were never chaotic, but there was disagreement
about many issues. Most disagreements were overcome and problems were solved. However, a
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fundamental issue arose and gradually caught the attention of the participants during the last
workshops. This issue was a concern for where the project managers’ knowledge came from and
how they could properly share this knowledge.
This issue arose from the participants’ experience that there were two groups of processes:
(a) the ‘easy processes’, which were easy because the project managers and the CEO shared the
knowledge necessary to perform and describe the processes, and (b) the ‘difficult processes’,
which were difficult because the participants did not share the necessary knowledge for writing
the procedures. A few of the project managers and the CEO in particular were of the opinion
that the handbook should be written and formalized and that all the project managers should
then perform the formalized processes based on the instructions in the handbook. Several other
project managers had the view that the handbook needed to contain more than a set of instructions; it should also contain explanations, which would enable a project manager to perform the
processes. In this situation, where experiences and expectations collided, the project managers
entered a negotiation process, which finally resulted in a handbook that was accepted by all
project managers and consequently used in SpaceSoft.
To analyze the differences and their resolution in more detail, we now use the framework of
knowledge sharing as sensemaking that was introduced in section 3.

6 Analysis
We first present three examples of content from the software project management handbook
and then present an overall analysis of the creation and negotiation of the handbook content.
The three examples are: a technique for estimation, a template for project planning, and a procedure for shipment. They show that the processes of creating and negotiating the handbook
content were necessary for illuminating the two groups of project managers’ quite different
perceptions of project management and the acceptance of the different actions resulting from
the negotiation of the meaning of the new handbook.

6.1 A technique for estimation
Prior to the creation of the handbook, the usual practice of estimation at SpaceSoft was an educated guess, qualified by the project managers’ own experience. The estimate was subsequently
presented to the CEO who, based on his experience and the interests of the company, discussed
it with the respective project manager and made adjustments before approving it. Typically it
was in the interest of the project manager to get as much time allotted to the project as possible,
while top management aimed at spending as few resources as possible in order to win the contract and to ensure a reasonable profit.
When the first draft of the estimation technique was presented, a huge debate arose about
how to estimate projects. The draft was written by one of the more inexperienced project managers, who had noticed the arbitrary estimation process at SpaceSoft and had interpreted the lack
of standards as uncertainty about how to conduct state-of-the-art estimation. He enacted his
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belief in project management as a profession, which would benefit from more theory on new
practices in the draft.
The draft included several important concepts of estimation, presented a number of techniques and ended by promoting a three-point estimation that was then explained in some detail.
The draft was written with the intention of explaining estimation techniques also for those
who had not previously seen nor applied estimation techniques, and it resembled a section of a
textbook.
The project manager’s past experience varied considerably concerning how they estimated
projects and tasks and also in their success rate. The draft was briefer than a standard textbook
on software engineering, but it covered similar contents. The most experienced project managers
noticed the level of detail in the draft and interpreted it as distrust in their ability to carry out
what they had done successfully many times. During the discussion there was a strong feeling
among some of the project managers that these techniques would not improve the estimation
accuracy, but also that the draft was either too detailed for those who already knew the techniques or too abstract for those who did not. After a long discussion where the collision between
the two groups’ expectations and experiences was explicated, the author of that draft section was
persuaded to rewrite it.
At a later workshop, a second draft of the estimation technique was discussed. This draft
contained only the recommended three-point estimation and a brief terminology on different
estimates used by both ESA and SpaceSoft. It was evident that for new project managers the
project management handbook could not substitute training and education in estimation, but
it did provide an introduction to central concepts of estimation specifically focusing on ESA’s
definitions in order to ease communication with ESA’s project managers.
At the final approval of this section of the handbook, the project managers drew from a
shared construed reality where project management was not reduced to a set of standard procedures to follow, but was seen as a skill to be performed by knowledgeable individuals, who
would benefit from having their attention directed toward what they already knew, but might
have forgotten in a stressful context.

6.2 A template for a project plan
It was a widespread conception in SpaceSoft that project planning is a difficult discipline—primarily because plans were continuously changing or ought to be changed, but were not. Reasons
for not making required changes to project plans were typically shortage of time when new
requirements were accepted or when project managers did not realize that (or how) new requirements changed the course of an assignment’s implementation. At other times it was because
they had not made detailed arrangements with ESA and consequently did not have a comprehensive understanding of the extent of the changes. The variety of project plans was significant.
ESA did not require a particular way, nor did SpaceSoft internally, which led to a multiplicity
of solutions. The differences between the various project plans could not be explained by the
differences between the projects’ conditions and contents and it was thus somewhat a matter of
personal choice and taste which type of project plan was used.
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In the process of creating the handbook, there was a heartfelt wish among the project managers that the handbook should address the issue of project planning. This wish was strongly
supported by the CEO, who wanted the project plan to be viewed as a contract between him
and the project manager, which then could form the basis for more detailed discussions of the
project at the beginning as well as during the project.
A less experienced project manager wrote the first draft of this chapter. He had noticed problems with project planning and had interpreted the issue of project planning as something that
could only be done properly if described in detail. This was enacted in the draft as a procedural
project planning description. In his opinion, the purpose of the handbook chapter on project
planning was to create a standard project planning procedure, which would be relevant for top
as well as project management by making it possible to ensure that all necessary elements were
included and thereby would guarantee a higher degree of comparability across projects.
However, the first draft was met with reluctance. The more experienced project managers
found that the procedure was not detailed enough to make a comprehensive project plan and
furthermore questioned whether it was at all possible to create an exhaustive procedure for project planning. The CEO was specifically critical, as he did not find anything in the new draft
that he could use to prevent the project managers from making ‘bad’ plans. Although a lot was
included in the chapter about how, for example, to make an initial work breakdown structure
and the proposed standard plan also included the task of developing such a structure; there was
nothing about how a project plan developed dynamically over time. This did not fit the CEO’s
principle of having a detailed plan for the next three days, more general plans for the next three
weeks and very general plans for the next three months. From his perspective a plan was a dynamic tool, which needed to be updated continuously.
As a consequence of this collision, the issue of project planning was discussed and negotiated intensively among the project managers and a new understanding of what attention the
issues should be given in the handbook was created. This new understanding was reflected in
the second draft, which was more “to the point” according to the project managers. Instead
of describing project planning as a detailed procedure to follow, it now comprised a template
including a few important principles for good project planning. The template in its final form
stipulated headings and contents of the project plan, but it also included which states the plan
had to go through (e.g., draft, approved) and how the project manager and the CEO would
discuss monitoring of progress. By the end of the last review workshop there was agreement
among the project managers that the template was highly relevant and that they would adapt
their work to it accordingly.

6.3 A procedure for shipment
There had been several incidents in the past where projects had not been able to deliver products
to the customer on time or with items missing due to problems with packaging and shipment.
Based on this experience, the CEO suggested including a procedure in the handbook, which
would ensure, in detail that all possible problems in the final shipping process were taken care
of in due time and he made a first draft of this procedure himself. The procedure included very
detailed instructions, e.g., on shipping of hardware in wooden boxes if necessary, on how to obMaking Sense of Software Project Management • 17
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tain customs clearance and on the assembly process. The project managers were rather sceptical
of the CEO’s proposal as they found it much too detailed and in sharp contrast to other parts of
the handbook, where many details had been left out.
The procedure was thus discussed at the workshops where in particular the level of detail was
the focus. The CEO argued for a detailed procedure drawing from his experience, in which shipments did not live up to even simple requirements of packaging, were late without good reason
or were incomplete. Although another group of project managers agreed that failures occurred,
they found it unnecessary to instigate a strict procedure, as they feared that this would make the
shipment process take up too many resources and potentially make the process even slower. In
their opinion, shipment was a necessity, but not a core competence and they did not want to
waste too much time on it. Through his experience with unsatisfied customers who complained
about missing items or late arrivals of products, the CEO perceived shipping as a very important
procedure as this was the final contact between SpaceSoft and its customers. His reasoning was
that a bad experience might leave the customer with a bad impression of SpaceSoft regardless of
the quality of its products or services.
The project managers were divided into two opposing groups in the discussion of the shipping procedure: those who believed that a procedure with the level of detail proposed would be
too tedious to follow, and those who were of the opinion that it was a necessity to have this level
of detail in what they believed to be a very important process. The procedure was continually
discussed at several workshops and a new shared interpretation of the procedure emerged as a
checklist rather than a recipe for action. This interpretation as a checklist made sense to both
groups and was accepted by everyone as the proponents of the detailed procedure argued that it
would ensure that mistakes and omissions were avoided while the critics argued that not every
step should be executed if it was not relevant in a specific shipping context.

6.4 The process of creating and negotiating the content of the
handbook
In the first period of creating the project management handbook, two different construed realities were in play. One construed reality was that of the CEO and a smaller group of project
managers, who saw the handbook as the means for ensuring that project managers followed
standards and stuck to agreements. They shared the view that project management requires
good skills, including the ability to manage deliverables and keep deadlines, and that project
management is not a theoretical discipline. They all had a history as successful project managers
and even though some of them had experienced budget deficits, they were convinced that this
could be avoided by following best practice for project management. Failure to comply with
standards, not meeting deadlines and failing quality of deliverables were in their opinion caused
by sloppiness and carelessness. They preferred the content of the handbook to be concise and
brief, reflecting existing practice and primarily being a mutual agreement among the project
managers to carry out their jobs according to their existing knowledge of how to manage projects well. What they noticed in the creating process was that the project managers in general
carried out project management tasks by drawing from previous experience. They interpreted
this as a confirmation that project managers already knew how to perform their tasks. Follow18 • Kjærgaard, Nielsen & Kautz
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ing on from this, they enacted this belief by suggesting that the project handbook should reflect
existing best practice.
Another construed reality coexisted and dominated another group of project managers’ views
of the handbook in the creating process. This second construed reality was deeply rooted in the
group’s day-to-day experience with project management as a constant battle. Part of this experience included projects that had been late, had changing requirements negotiated with ESA
managers, and had difficulties of delivering products at the agreed time with the agreed features.
To these project managers it did not make sense to simply stick to plans and follow procedures.
In cases of problems in projects they rarely experienced that the problems could be alleviated
by adhering to the plan or by re-planning. To them the problems were usually of the kind that
they had not anticipated, they had unknowingly allowed the ESA managers to introduce the
problem or a technical issue had proved to be a much bigger risk than foreseen. These project
managers believed in planning, but only to a limited extent. In their noticing and interpreting of
events and problems, they relied therefore only to some degree on plans and procedures, because
rigidly following processes did not make sense to them. What they enacted, when developing
the handbook, was therefore a much more flexible view of project management as a constantly
changing process, which could not be controlled by plans and procedures. Instead they suggested that project managers, and particularly new project managers, needed to be trained in project
management. The role of the handbook was in their view to summarize and communicate the
knowledge necessary to understand tasks in project management, as well as different techniques
and methods available to solve the tasks. Moreover they emphasized that the handbook should
form the basis for a course on software project management and not stand alone.
During the first workshops both construed realities influenced the discussions and the development of the handbook. The different ways of interpreting and enacting the contents of the
handbook led to much confusion in discussions that could not immediately be reconciled. Applying the framework of organizational sensemaking it becomes apparent that in the common
wish to develop the handbook, the participants experienced a collision between how the two
groups of project managers perceived software project management.
The actual occasion for the collision was the writing of the draft chapters. Although there
was general agreement about what topics should be covered in the handbook, the content of
each topic was up for serious discussion and members of the one group criticized chapters written by members of the other group. Whereas one group argued that long and detailed explanations were irrelevant for a handbook, the other group found the brief and concise descriptions
too ‘thin’ to make a useful contribution. The two groups had expected variations in opinions
about the content of the handbook, but they were surprised that their views were so different.
The collision between the expectations and experiences of the two groups was quite extensive
and it took several meetings to unravel what the differences consisted of.
Only gradually did this collision lead the project managers and action researchers to realize that the views embedded in the project management handbook needed to be negotiated.
During the negotiation process the two groups slowly constructed a new, and this time, shared
construed reality.
The negotiation process took time and involved numerous iterations of the handbook chapters. There was a high degree of uncertainty concerning the final result. The chapters stayed
with the same author during the rewriting process and each chapter had to go through several
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rounds of at times harsh criticism before it had a format that members from both groups could
agree upon. The process was slow partly because no extra resources were provided by management and partly because the authors felt de-motivated by the continuous demand for rewriting
their contributions. However, their efforts to approach one another proved valuable in creating
a better understanding of project management. By continually discussing the content of the
chapters, the members gained a better understanding of their different approaches to project
management. This triggered the emergence of a new shared construed reality.
The three examples presented above showed the negotiating process in more detail. However, the most important result of the negotiating process was the handbook itself, which was
completed and is now in use by all project managers in SpaceSoft.
All four cognitive processes of negotiating – adapting, adhering, abandoning and ignoring—
were in play during the process, but ultimately adapting became dominant over time. Some project managers initially adhered to their ideas and found it difficult to change their view of project
management, and others intermittently even abandoned being part of the process of creating the
handbook or ignored that project management was an ambiguous issue. However, in the end
all project managers accepted the project management handbook as the binding document that
comprised their shared knowledge.

7 Discussion
The analysis of the case shows that the development of the handbook was not just a simple
matter of externalizing the project managers’ individual and tacit knowledge. We have used the
framework as a theoretical lens to explore knowledge sharing in software development and can
summarise the analysis in the following three findings:
1. The project managers’ dominant construed realities of the issues in question are essential
for understanding how they make sense of these issues. Their different construed realities lead to a collision between their expectations and experiences.
2. The collisions are important and should be accepted because they trigger negotiations
of a new construed reality.
3. The negotiation process is necessary for the project managers to work on their different construed realities. The negotiations should not be terminated prematurely for the
short-term sake of time and efficiency, but at the risk of becoming ineffective on the
long term. Resolving collisions takes time and resources.
The handbook was therefore not a compromise or a reflection of one group’s dominant
knowledge of project management but a product of a negotiation process in which a new construed reality was constructed. Our findings point to a critique of the view of knowledge that
is held by the supporters of the technical path of research into knowledge sharing in software
development. In this line of research, knowledge is often reduced to a question of what should
be stored in a database and how the data in the base should be searched, cf. section 2 (e.g., Basili
et al. 1994; Rus and Lindvall 2002). Based on our analysis we concur with the critique of this
technical view. Desouza et al. (2005) e.g., suggest that the costs of producing post mortem re20 • Kjærgaard, Nielsen & Kautz
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ports are much higher than their benefits. This resembles our findings: The creation of a process
description requires a rather high cost, but the benefits of negotiating it to a level where project
managers adapt it are much higher and outweigh these costs. However while post mortem reports are mere evaluations, a negotiated process description sets direction for future action. We
further suggest that building experience bases which contain codified knowledge (e.g., Althoff et
al. 2000a, b; von Wangenheim et al. 2000) is very costly, but will only have a limited effect. The
contents of repositories, from which knowledge and lessons learnt can be extracted, is unlikely
to make sense to the project managers who have not been involved in its negotiation.
Our findings support instead the social research path on knowledge sharing in software
development, as outlined in section 2. There are several research reports, which take a balanced
and social view on the matter. First, there are the studies, which show that the tacit dimension of
improving software processes is significant and cannot be reduced in its complexity (Arent and
Nørbjerg 2000; Kautz and Thaysen 2001; Mathiassen and Pourkomeylian 2003). Our analysis
concurs with these studies, which are largely based on Nonaka’s knowledge creation theory (Nonaka 1994; Nonaka and Takeuchi 1995). We have here used an elaborate form of sensemaking
as our theoretical lens (cf. section 3) and reached similar results, but from a different theoretical
perspective and, thus, extend these previous results in the following way: According to Nonaka’s
knowledge creation theory externalization is the process for transforming tacit knowledge into
explicit knowledge. Our study shows in detail how the transformation process cannot simply
be understood as externalization, but has to be understood as a consequence of the collisions of
experiences and expectations that happen over time. In particular, the complex negotiation is
not a matter of extracting knowledge from the deep and dark places where habitual behaviour
rests. Rather, it is a social process where different project managers’ views and beliefs meet. This
sometimes leads to new and shared knowledge—and sometimes not.
Second, we offer a perspective on knowledge sharing among software project managers with
a detailed description of how experiences, expectations, and in particular negotiation are part of
sensemaking. Our literature review of knowledge sharing in software development in section 2 is
comprehensive and we have not come across a documented case study where the process of constructing a process description (here a handbook for project management) has been described
in such detail. Our approach allows a deeper understanding of what it takes for a company such
as SpaceSoft to write and document a software process and then seek to adapt to it. Based on
(Hansen et al. 1999) Mathiassen and Pourkomeylian (2003) explore in a case study the balance
between a codification strategy and a personalization strategy, that is, the balance between, on
the one hand, codifying existing knowledge, storing and reusing it through the use of IT, and on
the other hand, perceiving knowledge as intrinsically individual and personal to be shared when
people interact for example in communities of practice. They conclude that to improve software
development, a knowledge sharing strategy is needed that strikes a balance between codification and personalization. Our study adds deeper insight into how such a balance is achieved
and how personalized knowledge of software project management becomes codified knowledge
of software project management through negotiation and how it through adaptation becomes
personalized again. Furthermore, we also show how other elements of organizational sensemaking such as continual collisions, as well as the adhering, ignoring, and abandoning of construed
realities delimit this process. The knowledge processes in SpaceSoft were highly personalized, to
the extent where knowledge sharing between project managers had become very time consumMaking Sense of Software Project Management • 21
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ing. Hence, they decided to move in the direction of a more codified approach to knowledge
sharing. Our study therefore also illustrates what it takes for a software company to change its
knowledge sharing strategy. It takes collisions and negotiations of a new construed reality.
Third, it has been suggested in (Kautz and Hansen 2008) that knowledge sharing can be
supported by mapping flows of knowledge in software development and by utilizing these maps
in a diagnosis of knowledge flow problems. We suggest that while this approach may be useful
for understanding the operational sharing of knowledge over a long period of time and in a
stable state our contribution is a different one. We have given a detailed account of how a group
of project managers share knowledge during a change of the knowledge sharing process. Our
account emphasizes the negotiating of a new construed reality. In this new construed reality it
may make sense to analyze the flow of knowledge, but we suggest that the mapping could be
extended by also taking into account the sensemaking processes, to, among others, see how
adapting, adhering, ignoring, and abandoning construed realities are played out over time in a
software company.
Fourth, it is a core idea of software process improvement that software processes should be
written or otherwise documented (Humphrey 1989) in order to reduce a software company’s
dependency on employing the right people. In this view, which is a genuine codification strategy
of knowledge for software development (Mathiassen and Pourkomeylian 2003), processes are
in this view more important than people. Our findings relate to this understanding of software
process improvement in two ways: (1) The case study shows that there is a limit to how well such
processes can provide independence of knowledgeable people, i.e., the project managers. The
process descriptions result from a change process, which involves a negotiation of their contents.
The process descriptions’ usefulness and acceptance will depend on which people participate in
the negotiation process and over a longer period of time it will also depend on how many of
these people remain in the company to maintain the negotiated results. If the agreement falls
apart due to too many new people or other external circumstances the company will be back at
a state where several construed realities exist. (2) The case study also shows that the level of detail
in process descriptions varies and has to be negotiated. The idea that there are ‘best practices’,
which will fit all software companies, managers and developers is questionable as descriptions of
‘best practices’, which have not been produced through negotiation will only achieve a limited
acceptance.
Fifth, our research shows that the sensemaking framework provides an alternative perspective. The framework underlines the importance of focusing on the process of creating and negotiating construed realities as a basis for a process description instead of on the process description
itself. The project management handbook as a solution was only useful and significant because
the processes of creating and negotiating it were in focus and considered useful by the involved
project managers. This does not necessarily mean that initiatives to support knowledge sharing
in software development without involving project managers or developers are not valuable. We
argue, however, that initiatives, which do not involve project managers or developers, might face
a high risk of not producing usable results and they may thus fail. Focusing explicitly on the
sensemaking process by imposing on the participants to spend time on the creation and negotiation of meaning was resource demanding, but it produced useful results.
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8 Conclusion
In this article we addressed the research questions of how software project managers draw on
past experience when they collectively contribute to a process description, in this case a software
project management handbook, and how they collectively make sense of its contents and use.
The presented exploratory case study, which we analysed with a framework for organizational
sensemaking, contributes to a better understanding of the phenomenon. This understanding
can be summarised as follows:
1. The project managers’ construed realities are essential for the creation of a process description.
2. Collisions of their expectations and experiences are important and should be accepted.
3. Negotiation of the process description is necessary.
4. As a result the process description become a shared product, which the project managers
can adapt to.
Our case analysis shows that by applying the sensemaking framework (Kjærgaard and Kautz
2008), a better understanding of the complexity involved in creating a shared process description for software development is provided. This is in contrast to the technical path of knowledge
sharing theory in software development. It coincides well with the social research path, which it
also extends by shedding more light on how this path may be followed in practice.
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