An intelligible program diagram called Logichart has been developed for Prolog visualization. Its syntax rules and layout rules are formalized in terms of an attribute graph grammar. This grammar consists of a context-free graph grammar whose productions are defined in such a way as to formalize the graph-syntax rules of Logichart diagrams, and semantic rules which are defined in such a way that they can extract the layout information needed to display a Logichart diagram as attributes attached to node labels. Our Prolog visualization system implemented based on the attribute graph grammar can draw a Logichart diagram for any correct Prolog program (completeness), and any Logichart diagram displayed by the system is always valid for the grammar (soundness). The system can also display the execution of a Prolog program in real time; that is, the Logichart diagram is dynamically updated as the program runs.
Introduction
Prolog is a high-level, highly productive, programming language with several characteristic mechanisms, including powerful pattern-matching (unification, in Prolog terminology), automatic backtracking, and meta-programming. However, the implementation of these mechanisms is quite unique, so it is difficult for beginners to learn them, especially if they have experience in procedural programming languages like C and BASIC. Extra-logical predicates, such as 'assert' and 'retract', which enable knowledge-data to be altered dynamically, and meta-programs to be created, can also make Prolog programs difficult to understand and debug.
Visualization using program diagrams can effectively facilitate the understanding and debugging of programs. The Transparent Prolog Machine, a well-known Prolog visualization system [1, 2] , displays the structure of a pure Prolog program as a tree with AND/OR branches (AND/OR tree) and depicts the states of the various goals as symbols at its nodes. Other Prolog visualization and debugging systems e.g. [3] also deal primarily with pure Prolog and use AND/OR trees. However, it is not easy to correlate the content of a Prolog program with that of its corresponding AND/OR tree, because the structure of the clauses of the Prolog program, and their representations in the AND/OR tree, are different.
Logichart (Logic flowchart) is a program diagram description language that we have developed to assist in the visualization of the execution flow of programs. Programs are considered as constructed by a Prolog program and a query, by depicting the whole as an intelligible diagram [4] . A Logichart diagram has a tree-like structure as shown in Figure 1 (a), with the following features: (1) the head and body goals that compose each clause are aligned horizontally, and (2) a calling goal and the heads of the clauses that it calls are aligned vertically. Feature (1) gives clauses in a Prolog program and their representations in the corresponding Logichart diagram a similar structure, so it is easier to see the correspondences between them. Feature (2) makes it easier to grasp relationships between clauses related to each other, because they are in adjacent places vertically.
In the rest of this paper, we first explain the structure of a Logichart diagram. Then, we describe an attribute graph grammar for Logichart (Logichart-AGG, for short). Logichart-AGG is a grammar for specifying the syntax and layout rules of Logichart diagrams. It consists of a context-free graph grammar whose productions are formalized to specify the graph-syntax rules of Logichart diagrams, and semantic rules which are defined in such a way that they can extract the layout information needed to display a Logichart diagram as the attributes attached to node labels.
The Prolog visualization system, which presents a view of the subject Prolog program as specified by the Logichart-AGG, has the following characteristics (cf. [1, 2, 3, 5] ): (1) It depicts the Prolog program as a tree-like structure, in such a way that the Logichart diagram is relatively easy to understand, and correspondence with the source Prolog program are presented in a clear manner. 
Logichart diagram
Prolog is generally an interpreted language, though compiler implementations exist. A Prolog program consists of a set of clauses. Each clause has a head and a body. The head consists of a single goal and the body contains of no goals, or one or a sequence of goals. A Prolog program is executed when the interpreter is given a query which consists of one or more goals. The system uses its computation rule to select a goal from the query, then uses its search rule to search for a clause whose head matches the goal. If such a clause is found and called, the current query becomes (is reduced to) a new query by replacement of the selected goal with the body that corresponds to the matching head. The Prolog system dynamically constructs the execution of its programs (queries) in this way.
Logichart diagrams have been developed to represent the computation that is the responce of a Prolog program to a query, as an intelligible diagram [4] . Figure 1 Here, we describe the Logichart-AGG. This is a grammar that is formalized in terms of the attribute graph grammar presented in [4, 6, 7] . It is underlain by a dNCE graph grammar, that is, a (context-free) graph grammar with Neighborhood Controlled Embedding, which generates directed graphs with no edge labels. Refer to [8] for details of the dNCE graph grammar including productions, connection instructions, its derivation, and the language generated by a graph grammar. Refer to [4, 6, 7] for formal definitions of the attribute graph grammar including its inherited and synthesized attributes, and its semantic rules. 
Node alphabets and attributes
The alphabets used for labeling nodes in the Logichart-AGG are shown in Figure 2 . The nonterminal node label '[ prolog program ]' is the start label of the Logichart-AGG. Inherited and synthesized attributes attached to the node labels are shown in Figure 3 . In Logichart diagrams, a node labeled v is called the cell v and the edge between cells is called a line in the same way as for Hichart diagrams [9] . Although we deal only with the attributes needed to draw Logichart diagrams in this paper, any attribute can be attached to a node label, and a semantic rule for evaluating its value can be defined.
The order of attribute evaluation
To draw a Logichart diagram, it is necessary to determine the coordinates of its cells. A layout algorithm is embedded in the semantic rules of the Logichart-AGG. It will optimally run in a time of the order of n, where n is the number of nodes, with respect to the minimum width under certain conditions. Linear ordering is put on the nodes of the right-hand sides of the productions of the Logichart-AGG. All attribute values are evaluated in an order that is specified in the ordered graph generated by the Logichart-AGG. The Logichart example shown in Figure 4 illustrates the order in which cell attributes are evaluated; that is, attributes are evaluated in the order of the number that are written in the upper-left of each cell.
Productions and semantic rules
We defined the Logichart-AGG by referring to the syntax rules of SICStus Prolog [10] and IF/Prolog [11] . The productions of the Logichart-AGG are defined in such a way as to formalize the graph-syntax rules of Logichart diagrams. The semantic rules of the Logichart-AGG are used to extract drawing information (cell position, cell size, etc.) for the generated Logichart Figure 5 . The number written in the lower right of each node of Production 1 is its identifier, and also denotes its order for processing. These rules are formalized to represent queries given in Prolog syntax, and the nonterminal cell 'goal sequence' in the righthand-side graph corresponds to the query. A graph that is isomorphic to the right-hand side of Production 1 is derived by applying this production to the start cell. C = φ denotes that the set of connection instructions for this production is empty. Semantic rules π x (1) = RootX and π y (1) = RootY mean that the xcoordinate of node '1' is 'RootX' and the y-coordinate of node '1' is 'RootY'. Semantic rule π x (2) = RootX + width(1) + GapX means that the x-coordinate of node '2' is equal to the x-coordinate of node '1' plus the width of the cell corresponding to node '1' plus the horizontal gap 'GapX'. Semantic rule π y (2) = RootY means that the y-coordinate of node '2' is 'RootY'. The root cell "prolog program" and the subdiagram derived from the nonterminal node '2' labeled 'goal sequence' are aligned with a horizontal separation of 'GapX' by these semantic rules.
(b) The production and semantic rules shown in Figure 6 are as formalized for the 'and' operation on Prolog goals. A node labeled 'goal sequence' is replaced with a graph that is isomorphic to the right-hand side of Production 2 by applying this production. The connection instruction {(1,in), (2,out)} in this graph-rewriting process is carried out in this way: if there are input edges from some nodes to the node that corresponds to node '0' of the left-hand side of Production 2, then the input edges should be connected with the embedded node that corresponds to node '1' by applying this production. Semantic rule π x (2) = π x (1) + subtree width(1) + GapX means that the x-coordinate of node '2' is equal to the x-coordinate of node '1' plus the width of the subdiagram derived from node '1' plus the horizontal gap 'GapX'. Therefore, goals connected by the operator 'and' are aligned with a separation of 'GapX' in the horizontal direction.
Production 2 Semantic Rules
[ goal_sequence ]
(1) = (0) (1) = (0) subtree_width(0) = subtree_width(1) + GapX + subtree_width(2) subtree_depth(0) = max(subtree_depth(1), subtree_depth (2) (c) The production and semantic rules shown in Figure 7 are formalized for a call of a goal. The semantic rule π y (2) = π y (1)+depth (1)+GapY means that the y-coordinate of node '2' is equal to the y-coordinate of node '1' plus the depth of the cell corresponding to node '1' plus the vertical gap 'GapY'. Therefore, a calling goal and the clause heads of the goals called by it are aligned with a separation of 'GapY' in the vertical direction.
Production 4 Semantic Rules
[ clause_sequence ] 
Drawing conditions
Here, we briefly explain the drawing conditions embedded in the semantic rules of the Logichart-AGG.
Condition C1. All cells that compose a Prolog clause have the same ycoordinate; that is, the head and body goals composing a clause are aligned in the horizontal direction. (Figure 9 ) 
Prolog visualization system
Our Prolog visualization system, which has been implemented in Prolog, consists of a translator, a viewer, and a tracer as shown in Figure 13 . This system is written in roughly 6,000 lines of Prolog code and runs on a Sun SPARC station. The input to it is a Prolog program and a goal (query) entered via the graphical user interface.
Translator:
From the input Prolog program and query, the translator generates the symbolic representation of the Logichart diagram composed of the clauses that are successively called by the query execution.
Viewer:
The viewer takes as its input the symbolic representation of a Logichart diagram, and displays it as shown in Figure 14 in an X Window environment. Because the translator is implemented based completely on Figure 15 . The tracer updates the Logichart diagram dynamically as the program alters by calling extra-logical predicates such as 'assert', 'retract', and 'abolish'; this makes our system very original. We illustrate the dynamic change of a Logichart diagram by using a Prolog program example shown in Figure  16 . As soon as the goal 'asserta(data(a))' is called, the tracer updates the Logichart diagram from Figure 17 
Conclusion
An intelligible program diagram called Logichart has been developed for Prolog visualization. A Logichart-AGG has been defined for specifying the syntax and layout rules of the Logichart diagrams. Logichart diagrams generated using the Logichart-AGG have tree-like structure and are easily understood. Since our Prolog visualization system is implemented in complete accord with the Logichart-AGG, a Logichart diagram can be drawn for any correct Prolog program (completeness of the system), and any Logichart diagram displayed by it is always valid in terms of the Logichart-AGG (soundness of the system). We also incorporated a visual tracing function in the system by using a meta-interpreter method. This function enables the goalexecution process to be displayed in real time, as the Logichart diagram is dynamically updated as the program runs. Currently, we are developing fine-and course-grained (Logichart) diagrams as proposed in [1] to visualize, and navigate in, large execution trees. The usefulness of our Prolog visualization system based on Logichart diagrams needs to be empirically investigated.
