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Abstract
A Cooperation Oriented Action (CO action) is a modelling abstraction for representing
collaborative behaviour between objects at different phases of the software development. In this
paper, the original definition of a cooperative object-oriented approach for software
development is extended in order to include the description of exceptional behaviour. Unlike
the traditional methods that usually deal with exceptions at late design and implementation
phases, the proposed approach emphasises the separation of treatments of application-related,
design-related, and implementation-related exceptions during the software lifecycle. The
feasibility of the approach is demonstrated in terms of a benchmark case study.
Keywords: exception handling, object-orientation, cooperation, software engineering,
requirements, design, fault-tolerance
1. Introduction
Exception handling is structuring technique which facilitates the design of dependable
computing systems by encapsulating the process of error recovery [Cristian 95]. It is a well
established concept that is widely used in practice. This can be confirmed by the several recent
programming languages that have incorporated exception handling as one of their features, e.g.
Ada 95, Java, C++, and Eiffel. Nevertheless accidents still occur when computers fail due to
inappropriate usage of exception handling as an error recovery mechanism, viz. the crash of
Ariane 5 in its maiden flight [Lions 96].
Instead of assuming that exception handling should be restricted to the later phases of software
development, this paper describes a systematic and effective approach in how to deal with
exception handling at all phases of the software lifecycle. The approach provides a stepwise
method for defining exceptions and their respective handlers, thus eliminating the ad hoc way
in which exception handling is sometimes considered during the later phases of the software
lifecycle.
The basis for introducing exception handling into a previously described cooperative object-
oriented approach for software development [de Lemos 98] was provided by recent work on a
general framework for introducing exception handling into complex concurrent systems [Xu
98], which has shown that exception handling is an effective technique only when associated
2with the appropriate structuring mechanisms, such as Coordinated Atomic Actions (CA actions)
[Xu 95]. Although exception handling and object-oriented languages raise some conflicts, as it
was discussed in [Miller 97], these conflicts exist mainly during the late phases of the lifecycle
and not at the early phases which is the main focus of this paper. In our opinion, some of the
issues mentioned in [Miller 97] would cease to exist if a structured approach, which
incorporates exception handling right from the early phases of the software development, is
adopted for the specification of objects and their cooperations. Related work in this area has
been scarce, but most of this work associates exception handling only with objects and makes
no attempt in considering a unified framework for representing exception handling in the
software lifecycle [de Lemos 92, de Lemos 95].
The contents of the paper will be as follows. In the next section exception handling is discussed
in the context of the software lifecycle by classifying the different types of exceptions. Section
3 describes the cooperative object-oriented approach for software development in which
exception handling will be considered, and also defines the modelling abstractions to be
employed in the description of systems. The feasibility of the whole approach will be
demonstrated in section 4, in terms of the Production Cell benchmark case study. Finally, in
section 5 we present some concluding remarks.
2. Exception Handling in the Software Lifecycle
Exception handling has been traditionally associated with the design phase of the software
lifecycle, during which all the effort is made to protect the application software from faults that
may occur either at the application level (environment of the computer system) or at the
implementation and support level. The consequence of such approach is that the appropriate
context in which errors should be detected and recovered is lost, also it is lost the potential
correlation that might exist between the error states of the different contexts and how these
should be recovered in an optimised way.
In order to resolve these limitations, the proposed approach aims to specify exceptions, and
their respective handlers, in the context in which faults occur. Figure 1 represents the proposed
approach of associating exception handling with the phases of software lifecycle. For each
identified phase of the software lifecycle, a class of exceptions is defined depending on the
abstraction level (or context) of the software systems being modelled and analysed. As the
software development progresses, new exceptions are identified and their respective handlers
specified, which should be related to the exception handling previously specified, thus allowing
exceptions to be (causally and timely) related, and handlers to be used for different classes of
exceptions. At every phase of the software development failure assumptions are made which
have to be revised at subsequent phases when the system structure is decomposed and the
behaviour refined. This process of refining failure assumptions, as we progress through the
phases of software lifecycle, might lead to evolving exception handling specifications.
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Figure 1. Exception handling in the software lifecycle.
During the requirements phase, the intent is to identify all the exceptions related with the
application. At this level of abstraction the phenomena being modelled and analysed is
essentially related with the environment of the computer system. Application-related exceptions
correspond to error states in the application, and the respective handlers for these exceptions
should recover the state of the environment of the computer system into a known consistent
state.
During the design phase, the intent is to identify all the exceptions related with the design,
which could further be partitioned in terms of architectural design and detailed design. At this
level of abstraction the phenomena being modelled and analysed is essentially related with the
software controlling the application. Design-related exceptions correspond to error states in the
application software, and the respective handlers for these exceptions should recover the state
of the application software into a known consistent state. Examples of design-related
exceptions are those associated with fault tolerance policies, robust data structures, algorithm-
level fault tolerance, and data-diversity; for instance, an exception is raised whenever there is
no majority voting between diverse versions of the same software.
During the implementation phase, the intent is to identify all the exceptions related with the
implementation of the application software and the support in which the application will be
executed (e.g. operating system). Implementation and support-related exceptions correspond to
error states in the computer system, and the respective handlers for these exceptions should
recover the state of the computer system into a known consistent state. (In the context of the
computer system, this paper is particularly concerned with those exceptions which are
software-related, it is assumed that all the exceptions that might occur at the hardware level will
have their appropriate representation at the operating system.)
The exception handling mechanism is a run time support which guarantees all functionalities
related to the exception handling [Xu 98]. It works in association with the action support and,
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cooperation, the exception handling mechanism interrupts all the participants. In those
situations in which several exceptions are raised concurrently, this mechanism provides the
support to resolve potential conflicts.
3. Cooperative Object-Oriented Approach
Systems are defined by their components and the relationships among their components, hence
when modelling systems using an object-oriented (OO) approach, objects alone are insufficient
to describe the system behaviour. Cooperation Oriented Actions (CO actions) [de Lemos 97]
were introduced for representing the cooperation between objects at different phases of the
software lifecycle. One of the motivations for using CO actions in an OO approach, is the
ability of CO actions to extract from the specification of an object those issues which are related
with its collaborative activities, thus avoiding that a specification of a cooperation be scattered
among the specifications of the objects. CO actions are a variant of Coordinated Atomic Actions
(CA actions) [Xu 95, Randell 97] which are design mechanisms for structuring complex
concurrent activities and supporting error recovery between multiple interacting objects in an
OO system.
The main intent behind the cooperative object-oriented approach for software development is to
use modified versions of structuring mechanisms (that have proven effective in dealing with
complexity at the design phase) as modelling abstractions that can be employed throughout the
software lifecycle. Depending on the phase of the lifecycle, different representions of a
modelling abstraction can be obtained according with the phenomena being modelled, the
notions employed for the modelling, and the language used to represent these notions. For
example, at the early phases of the lifecycle there is a need to represent objects and their
cooperations in terms of properties, thus abstracting from notions like messages and object
interfaces that are more appropriate for the later phases. During software design, whether a CO
action is to be considered an object class, like associations [Rumbaugh 91] and activities
[Kristensen 96], or just an abstraction which is able to represent cooperating activities between
objects, should not affect the modelling and analysis of the behaviour of a software system in
terms of its components and their interactions. In our understanding, a CO action can either be
implemented as a separate object class, or distributed between the objects which participate in a
cooperation.
The aim of this work is to extend the original cooperative object-oriented approach for software
development in order to incorporate the description of exceptional behaviour in both objects and
cooperations, starting from the early phases of the software lifecycle. Moreover, exception
handling is a typical activity which requires coordinated cooperation between objects in order to
recuperate the system into a known consistent state, once an abnormal behaviour is detected
[Xu 98]. The merit of the proposed approach is to provide the required support for the software
5developer to structure exception handling while designing complex concurrent systems, thus
decreasing their inherent complexity.
The rest of this section describes the role of CO actions in handling exceptions, and also
describes the templates which are used in the specification of objects and cooperations.
3.1. CO Actions and Exception Handling
In a cooperative object-oriented environment the role of a CO action is to coordinate the
collaboration between objects, which also involves coordinating the handling of exceptions
between cooperating objects. In such cooperative environments exception handling is
associated with both objects and CO actions, since the behaviour of a cooperation is more than
the sum of the behaviours of the individual objects involved in the cooperation.
In terms of objects, there are two scenarios when specifying exceptional behaviour. In the first
scenario, the object is able to handle all the abnormal behaviour locally: the occurrence of an
exception and its respective handler can be encapsulated in the object definition, thus avoiding
the propagation of exceptions to other objects. In the second scenario, the object is not able to
handle the abnormal behaviour locally: exceptional behaviour cannot be encapsulated inside an
object, and exceptions have to be propagated to cooperating objects. In the proposed approach
CO actions provide the support for coordinating the propagation and the handling of exceptions
between cooperating objects.
In terms of CO actions, the specification of exceptional behaviour is related to the cooperative
behaviour of several objects. Under these circumstances, an exception that is raised cannot be
related to any specific object involved in the cooperation, instead all the cooperating objects
should handle the exception in a coordinated manner, in order to guarantee that once the CO
action is finished all the cooperating objects are in a known consistent state. In this scenario,
exceptions are declared in the CO action which becomes the exception context, and the handlers
which are attached to the CO action are responsible for recovering the CO action context
whenever an exception is raised. When several concurrent exceptions are raised inside a CO
action, exception resolution is used to find a "covering" exception which should be handled to
recover the CO action.
In those scenarios in which exception handling is associated with the cooperation level, it might
be the case that a CO action handler might not be able to recover its context, in these cases an
exception should be propagated to the context of the containing exception [Xu 98], which can
either be an object or a CO action.
The two kinds of exception propagation in cooperative object-oriented environments is shown
in figure 2. In figure 2(a), object O1 is decomposed into objects O11 and O12 in such a way
that all states of O1 are decomposed into the states of its components. If an object-level
exception has been raised inside O11 then an attempt is made to handle this exception inside
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O12; if handling on the CO action level fails a failure exception is propagated to object O1. The
order of propagation is (1)->(2)->(3). Exception propagation works differently for objects
which are not completely decomposed, as shown in figure 2(b). In this case, the object itself
and its subcomponents participate in CO action. If an object-level exception is raised inside O21
an attempt is made to handle the exception on the object-level, however if such an attempt fails
then a CO action-level exception is propagated to all action participants (O2, O21, O22), and
they attempt to recover the action. The order of propagation is (1)->(2).
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Figure 2. Two kinds of exception propagation in cooperative object-oriented environments:
a) with the complete decomposition of object O1;
b) with the partial decomposition of O2.
3.2. Objects and CO Action as Modelling Abstractions
In the cooperative object-oriented approach, objects and CO actions are to be used as modelling
abstractions throughout the software lifecycle to represent, respectively, system components
and their interactions. However, depending on the phase of development, these modelling ab-
stractions can assume different forms depending on the phenomena to be represented, and the
notation to be selected according with the representation needs. Adopting such an approach,
which combines objects to model system structure and component behaviour, and CO actions
to model cooperations, we are able to establish a systematic and effective way for the
development of highly complex software systems. This approach covers all the phases of the
software lifecycle, and those CO actions identified at early phases will be used as specifications
for the derived CA actions of the later phases of the software development.
3.2.1. Object Template
As in traditional OO design, objects in the proposed approach, support the representation of
both structural and behavioural aspects of a system. An object class is described by a template
7with the following fields: a name, a collection of components in composed of, declaration of
types in terms of constants and variables, a description of the internal structure of an
object, and the behaviour specification of an object. The composed of field introduces the
names of the components of the object along with their types (names refer to instances of other
object classes). The type field refers to the names and types of constants and variables, local to
the instances of the object class. The structure field defines how the variables of the object are
related to the variables of its components. The behaviour field includes the behavioural
assumptions associated with the object, that is, consistency invariants, and the specification
of the complete space of the behaviour of the object, in terms of its normal, exceptional and
failure behaviours. Normal and exceptional behaviours are related with the liveness properties
of a system ("something good" eventually happens), while failure behaviours are related with
the safety properties of a system ("something bad" does not happen). The behaviour of a
system is what a system does, and is described in terms of the value and time domains of the
input and output variables of the system, taking into account the internal state of the system.
The template for describing an object class for the early phases of the lifecycle is the following:
Object Class:
composed of:
types:
constants:
var iables:
st ructure:
behaviour:
assumptions:
normal:
exceptional:
f a i l u r e :
3.2.2. CO Action Template
CO actions are employed in the specification of cooperative behaviour between objects. A CO
action is described by a template with the following fields: the CO action's name, the names
and types of the participants of the CO action, declaration of types in terms of constants and
variables local to the CO action, and the specification of the collaborative behaviour, in terms
of its activities, that take part in the CO action; associated with the normal, exceptional and
failure behaviours, pre-conditions and post-conditions establish the conditions for a set
of objects to start and finish a particular cooperation. In terms of normal and exceptional
behavioural specifications, the pre and post-conditions state the conditions that have to be
satisfied for initiating and finalising, respectively, the collaborative behaviour between the
participants. Although the pre-conditions for normal and exceptional behaviours should be the
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once an exception has occurred.
The template for describing a CO action class for the early phases of the lifecycle is the
following:
CO Action Class:
part ic ipants:
types:
constants:
var iables:
behaviour:
normal:
exceptional:
f a i l u r e :
3.2.3. Behavioural Specifications
The behavioural specification of both objects and CO actions will be made in terms of the
event-action model which provides a set of primitive concepts for the modelling and analysis of
phenomena associated with the computer system and its environment. The model was initially
introduced by Parnas et al [Heninger 78, Heninger 80], and formalised for discrete systems by
Jahanian and Mok [Jahanian 86, Jahanian 88] and for hybrid systems by Hall and de Lemos
[de Lemos 96, Hall 96]. In the event-action model, an event serves as a temporal marker, an
action is an operation which consumes a bounded quantity of resources, and a system predicate
is an assertion about a state variable at a time point.
The specification of exceptional behaviour for both objects and CO actions requires, first, the
specification of an exception as an event, in terms of system variables representing an error in
the system state, and second, the specification of the exception's handler as an action in terms
of the action's respective start and finish events. The system predicates describing the start
event of a handler are associated with the error recovery activities which puts the object or CO
action back into a known consistent state, which is captured by the system predicates
describing the finish event of the handler. In terms of a CO action the system predicate of the
finish event is associated with the post-condition of the exception handling which represents a
possible degraded behaviour of the action.
4. Production Cell Case Study
The Production Cell case study [Lewerentz 95] was proposed in FZI, Karlsruhe, Germany,
with the purpose to show the usefulness of formal methods for developing critical software
systems and to prove their applicability to real-world examples. In the following extract of the
case study only two devices of the original case study are considered: the feed belt and the
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Production Cell will be conducted according with the cooperative object-oriented approach
discussed in this paper: objects and CO actions will be employed as modelling abstractions for
structuring the software descriptions at different levels of abstraction (the OMT notation will be
used for representing the aggregation hierarchies), and Extended Real Time Logic (ERTL) [de
Lemos 96, Hall 96] will be used to describe the behaviour of objects and CO actions (an outline
of ERTL is presented in the Appendix). Also for the sake of brevity, we are only specifying the
normal and exceptional behaviours of the components (in [Cepin 97, de Lemos 95] an
approach is employed in which the description of objects and their cooperations include also the
failure behaviour for the purpose of conducting safety analysis).
In the following, we describe the object classes FeedBelt and Table, which cooperate through
the CO action class LoadTable for transferring the plate from FeedBelt into Table.
4.1. Object Classes
The decomposition of FeedBelt is presented in Figure 3 in terms of an aggregation hierarchy,
with its associated CO action. The subcomponents of FeedBelt are PhotoEnd and Motor, and
the CO action MoveBelt describes the collaborative behaviour between FeedBelt, PhotoEnd,
and Motor.
MotorPhotoEnd
FeedBelt
MoveBelt
Figure 3. Decomposition of FeedBelt
The specification of FeedBelt identifies the subcomponents, the local variables, and the
behavioural invariants of FeedBelt. The behavioural invariants are captured by the first two
axioms which, respectively, state that at a particular time instant, a plate cannot be at the
beginning and end of the FeedBelt, and that once the plate ceases to be at the beginning of the
FeedBelt the plate has reached the end of the belt, which is captured by the occurrence of an
event which has two interpretations depending on the variable being observed. The failure
assumption at this level of abstraction considers the potential failures in the sensors and
actuators of the FeedBelt.
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FeedBelt:
composed of:
photoEnd PhotoCell
motor UniMotor
types:
constants:
variables :
plateOnBeg B // plate at the beginning of feed belt
T ℜ // set of time points
P ℑ+ // set of plates
structure :
behaviour :
assumptions:
∀t•∀i∈P: Φ(plateOnBeg, i, t) ⇒ Φ(¬photoEnd.plateOn, i, t)
∀t•∀i∈P: Θ(ØplateOnBeg, i, t) ⇔  Θ(ÚphotoEnd.plateOn, i, t)
normal :
One of the components of FeedBelt is the sensor PhotoEnd which detects the passage of a
plate. The normal behaviour of the sensor is specified in terms of the time a plate takes to pass
in front of the sensor, a design-related exception is raised if the plate takes more time than the
specified timeout, and once an exception occurs the handler puts PhotoEnd in a known
consistent state based on its failure assumptions: the sensor detects the beginning of the passage
of a plate, but not its end. Similar to the specification of normal behaviour, the specification of
the exceptional behaviour can only consider the necessary conditions for starting and finishing
the handler because once an error is detected, the handler needs to recover the state of the whole
assembly and not only Table.
PhotoEnd:
composed of:
types:
constants:
∆on ℜ // time-out for normal behaviour
∆e ℜ // time-out for exceptional behaviour
variables :
plateOn B // plate has passed the sensor
on B // there is no plate in front of the sensor
T ℜ // set of time points
P ℑ+ // set of plates
structure :
behaviour :
assumptions:
normal :
∀ t•∀ i∈P: Θ (ÚplateOn, i, t) ⇔  Θ (Øon, i-1, t) ∧  Φ (on, i, t+ ∆on)
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exceptional:
∀ t•∀ i∈P: Θ (↑Exc_plateOn, i, t+∆e) ⇔ Θ(Øon, i-1, t) ∧ Φ (¬on, i, t+∆e)
∀t•∀i∈P: Θ(↑Hand_photoEnd.plateOn, i, t) ⇒
Θ(↑Exc_photoEnd.plateOn, i, t) ∧ Θ(ÚHand_photoEnd.plateOn, i, t)
∀t•∀i∈P: Θ(↓Hand_photoEnd.plateOn, i, t) ⇒ Θ(ÚphotoEnd.plateOn, i, t)
4.2. CO Action Classes
Once FeedBelt is decomposed, the cooperation between FeedBelt and its components
PhotoEnd and Motor is represented by CO action MoveBelt, which expresses the necessary
conditions for the belt to move. The necessary and sufficient conditions for the belt to move are
expressed in CO action LoadTable .
There are two exceptions associated with MoveBelt which are raised depending on how the
sensor fails. The first exception is an application-related exception which is raised whenever the
plate takes longer than the specified timeout to reach the end of FeedBelt. If this exception is
raised it means that the sensor has failed in a different way from the one captured by the second
exception, which is a design-related exception, previously described. If enough physical
redundancy had been provided for the sensor, then it would have been possible to introduce
another failure mode in the assembly (that of the loss of a plate) without having to introduce
ambiguities in the exception resolution.
MoveBelt:
participants :
feedBelt FeedBelt
photoEnd PhotoCell
motor UniMotor
types:
variables :
T ℜ // set of time points
P ℑ+ // set of plates
behaviour :
normal :
pre-conditions :
∀t•∀i∈P: Θ(ÚmoveBelt, i, t) ⇒ Φ(feedBelt.plateOnBeg ∧ ¬motor.moveOn, i, t) ∧
Φ(¬photoEnd.plateOn, i-1, t)
post-conditions:
∀t•∀i∈P: Θ(ØmoveBelt, i, t) ⇒ Φ(¬feedBelt.plateOnBeg ∧ photoEnd.plateOn ∧
¬motor.moveOn, i, t)
∀t•∀i∈P: Φ(motor.moveOn, i, t) ⇒
Φ(feedBelt.plateOnBeg, i, t) ∧ Φ(¬photoEnd.plateOn, i-1, t)
∀t•∀i∈P: Θ(Úmotor.moveOn, i, t) ⇒ Φ(photoEnd.plateOn, i, t+ motor.∆n)
exceptional:
// exception handling when there is a sensor failure localised at the application level
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pre-conditions :
∀t•∀i∈P: Θ(ÚmoveBelt, i, t) ⇒ Φ(feedBelt.plateOnBeg ∧ ¬motor.moveOn, i, t) ∧
Φ(¬photoEnd.plateOn, i-1, t)
post-conditions:
∀t•∀i∈P: Θ(ØmoveBelt, i, t) ⇒ Φ(¬feedBelt.plateOnBeg ∧ ¬photoEnd.plateOn ∧
¬motor.moveOn, i, t)
∀t•∀i∈P: Θ(↑Exc_moveBelt, i, t+motor.∆e) ⇔
Θ(Úmotor.moveOn, i, t) ∧ Φ(¬photoEnd.plateOn, i, t+motor.∆e)
∀t•∀i∈P: Θ(↑Hand_moveBelt, i, t) ⇔ Θ(↑Exc_moveBelt, i, t) ∧
Θ(Ú¬Hand_feedBelt.plateOnBeg, i, t) ∧ Θ(ØHand_motor.moveOn, i, t)
∀t•∀i∈P: Θ(↓Hand_moveBelt, i, t) ⇔
Θ(Ú(¬feedBelt.plateOnBeg ∧ ¬motor.moveOn), i, t)
// exception handling when there is a sensor failure localised at the design level
pre-conditions :
∀t•∀i∈P: Θ(ÚmoveBelt, i, t) ⇒ Φ(feedBelt.plateOnBeg ∧ ¬motor.moveOn, i, t) ∧
Φ(¬photoEnd.plateOn, i-1, t)
post-conditions:
∀t•∀i∈P: Θ(ØmoveBelt, i, t) ⇒ Φ(¬feedBelt.plateOnBeg ∧ photoEnd.plateOn ∧
¬motor.moveOn, i, t)
∀t•∀i∈P: Θ(↑Hand_photoEnd.plateOn, i, t) ⇔ Θ(↑Exc_photoEnd.plateOn, i, t) ∧
Θ(Ú¬Hand_feedBelt.plateOnBeg, i, t) ∧ Θ(ÚHand_photoEnd.plateOn, i, t) ∧
Θ(ØHand_motor.moveOn, i, t)
∀t•∀i∈P: Θ(↓Hand_photoEnd.plateOn, i, t) ⇔
Θ(Ú(¬feedBelt.plateOnBeg ∧ photoEnd.plateOn ∧ ¬motor.moveOn), i, t)
The CO action LoadTable coordinates the collaboration between FeedBelt , Table , and their
subcomponents, as it is shown in figure 4. The participants of CO action LoadTable are
FeedBelt, FeedBelt.PhotoEnd, FeedBelt.Motor, Table.SwitchBottom, and Table.PotAngle.
Table
PotAngle MotorAngSwichBottom SwitchTop MotorPos
FeedBelt
LoadTable
MotorPhotoEnd
Figure 4. Cooperation between the components of FeedBelt and Table.
The two axioms that capture the normal behavioural specification of LoadTable can be
implemented in terms of two CO actions which should guarantee that, for the first axiom the
updating of the two variables is done consistently and atomically, once a plate moves from the
FeedBelt to the Table. These two CO actions would then become nested CO actions of
LoadTable. The pre and post-conditions associated with LoadTable are in terms of the system
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variables associate with the subcomponents of FeedBelt and Table, which participate in the CO
action. At the level of CO action LoadTable , an exception is raised whenever the Table moves
while the FeedBelt.Motor is on, and once an exception occurs the handler puts the assembly
Table and FeedBelt in a state prior to the start of the CO action.
LoadTable:
participants :
feedBelt FeedBelt
feedBelt.photoEnd Switch
feedBelt.motor UniMotor
table Table
table.switchBottom Switch
table.potAngle Potentiometer
types:
variables :
T ℜ // set of time points
P ℑ+ // set of plates
behaviour :
normal :
pre-conditions :
∀t•∀i∈P: Θ(ÚloadTable, i, t) ⇔ Φ(¬feedBelt.motor.moveOn ∧ feedBelt.photoEnd.plateOn ∧
table.switchBottom.switchOn ∧ table.potAngle.angle=0, i, t) ∧
Φ(¬feedBelt.plateOnEnd ∧ ¬table.plateOn, i-1, t)
post-conditions:
∀t•∀i∈P: Θ(ØloadTable, i, t) ⇔ Φ(¬feedBelt.motor.moveOn ∧ ¬feedBelt.plateOnBeg ∧
feedBelt.photoEnd.plateOn ∧ table.plateOn ∧ table.switchBottom.switchOn ∧
table.potAngle.angle=0, i, t)
∀t•∀i∈P: Φ(table.plateOn, i, t) ⇔ Φ(feedBelt.photoEnd.plateOn, i, t)
∀t•∀i∈P: Φ(feedBelt.motor.moveOn, i, t) ⇔
Φ(feedBelt.photoEnd.plateOn, i, t) ∧ Φ(¬table.plateOn, i-1, t) ∧
Φ(table.switchBottom.switchOn, i-1, t) ∧ Φ(table.potAngle.angle=0, i-1, t)
exceptional:
// exception handling when the table moves while the feed belt is on
pre-conditions :
∀t•∀i∈P: Θ(ÚloadTable, i, t) ⇔ Φ(¬feedBelt.motor.moveOn ∧ feedBelt.photoEnd.plateOn ∧
table.switchBottom.switchOn ∧ table.potAngle.angle=0, i, t) ∧
Φ(¬feedBelt.plateOnEnd ∧ ¬table.plateOn, i-1, t)
post-conditions:
∀t•∀i∈P: Θ(ØloadTable, i, t) ⇔ Φ(¬feedBelt.motor.moveOn ∧ feedBelt.plateOnBeg ∧
¬feedBelt.photoEnd.plateOn ∧ ¬table.plateOn ∧ table.switchBottom.switchOn ∧
table.potAngle.angle=0, i, t)
∀t•∀i∈P: Θ(↑Exc_loadTable, i, t) ⇔ Φ(feedBelt.feedBelt.motor.moveOn, i, t) ∧
(Θ(Ú(¬ table.switchBottom.switchOn), i, t) ∨ Θ(Ú(table.potAngle.angle > 0), i, t))
∀t•∀i∈P: Θ(↑Hand_loadTable, i, t) ⇔
Θ(↑Exc_loadTable, i, t) ∧ Θ(ØHand_feedBelt.motor.moveOn, i, t) ∧
Θ(Ú(Hand_table.motorPos.moveDown ∧ Hand_table.motorAng.rotCountClock), i, t)
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∀t•∀i∈P: Θ(↓Hand_loadTable, i, t) ⇔
Θ(Ú(¬feedBelt.motor.moveOn ∧ table.switchBottom.switchOn ∧
table.potAngle.angle=0), i, t)
4.3. CO Actions at the Later Phases of the Lifecycle
Our current research focuses on developing an approach which allows the right mapping
between CO actions used on the earlier phases of the lifecycle and CA actions suitable for
system modelling on the later phases. For example, CO action MoveBelt will be mapped into
CA action MoveBelt with three roles (CA action participants: FeedBelt, PhotoEnd and
Motor). This CA action will have two internal (CA action-level) exceptions related to sensor
failure with two corresponding handlers in each role. When one of these exceptions is raised all
participants are interrupted and the handlers for this exception are activated. In accordance with
the model introduced for the earlier phases, these handlers have to provide a coordinated
recovery: the first CA action-level exception can be handled successfully, the only thing the
handlers of the second exception can do is to move the action (the corresponding subsets of the
states of all its participants) into a know consistent state (corresponding to the exceptional
action pre-conditions) and to propagate an external exception to higher level (containing)
FeedBelt object within which it will be signalled as an object-level exception. Existing
distributed CA actions schemes [Randell 97] developed for Ada 95 and Java can be used to
support programs modelling on the later phases (including their execution).
5. Conclusions
In spite of the fact that there are still problems related to using exception handling in the later
phases of the life cycle [Miller 97], we consider that this area is well-researched (e.g. exception
handling in programming languages) and within this paper our intention is to move exception
handling into earlier stages of the lifecycle. The basis of the proposed approach is to employ at
earlier phases of the lifecycle modified versions of structuring mechanisms that have proven
effective in dealing with complexity at the later phases. This approach will be considerd within
a cooperative object-oriented environment where objects and CO actions are to be used as
modelling abstractions throughout the software lifecycle to represent, respectively, system
components and their interactions.
Two main contributions of this papers are as follows. First, for each phase of the software
lifecycle it is defined a class of exceptions depending on the abstraction level (or context) of the
software systems being modelled and analysed. As the software development progresses, new
exceptions are identified and their respective handlers specified, which should be related to the
exception handling previously specified, thus allowing exceptions to be (causally and timely)
related, and handlers to be used for different classes of exceptions. Second, in a cooperative
object-oriented environment CO actions are used to coordinate the collaboration between
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objects, which also involves coordinating the handling of exceptions by cooperating objects. In
such cooperative environments exception handling is associated with both objects and CO
actions, since the behaviour of the cooperation is more than the sum of the behaviours of the
individual objects involved in the cooperation.
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Appendix - Extended Real Time Logic (ERTL)
Extended Real Time Logic (ERTL) [de Lemos 96, Hall 96] is a first order predicate logic for
the modelling and analysis of hybrid systems, taking as a basis Jahanian & Mok's Real Time
Logic (RTL) [Jahanian 86, Jahanian 88]. RTL uses uninterpreted predicates to relate events of
a system to the time of their occurrence, thereby providing the means for reasoning about
absolute timing properties of real-time systems. The extensions provided by ERTL allow
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reasoning about system behaviour in both value and time domains through predicates defined in
terms of system variables.
The occurrence relation (Θ) captures the notion of real time by assigning a time value to each
occurrence of an event. Θ(e, i, t) defines that the ith occurrence of event e occurs at time t.
∀ t•∀ i∈P: Θ(Motor_On, i, t)
A transition event is defined by the transition of a system predicate from false to true, or from
true to false, at a particular time point. For a system predicate P, the respective transition events
are ÚP and ØP.
∀t•∀i∈P: Θ(Ø(plateOnBeg ∧ beltOn), i, t) ⇔ Θ(Ú(plateOnEnd ∧ beltOn), i, t)
The holding relation (Φ) captures whether a system predicate holds true at a time point. Φ(f, i,
t) defines that a formula f holds for the ith time, at time t.
∀t•∀i∈P: Φ(moveDown, i, t) ⇔ Φ(¬bottom ∧ ¬plateOn, i, t)
