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 Abstrakt 
Tato bakalářská práce je zaměřená na vykreslování vody a terénu, což je klíčová část mnoha 
počítačových her a simulací. Výsledná aplikace běží plynule a je vytvořená v XNA Frameworku. 
Vykreslování terénu zahrnuje multitexturování a stínování. Simulace vody popisuje odraz a lom 
paprsků na vodní hladině. Pěna je vykreslována na břehu vody. Vodní vlny jsou počítány pomocí 
inverzní diskrétní Fourierovy transformace. 
 
 
 
 
Abstract 
This bachelor’s thesis deals with rendering of water and terrain, which is a key part of many 
computer games and simulations. The resulting application runs fluently and is powered by XNA 
Framework. Rendering of terrain includes multi-texturing and lighting. The water simulation 
includes reflection and refraction of ray on water surface. Foam is rendered on the bank of 
water. Water waves are computed using the inverse discrete Fourier transform. 
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1. Úvod 
Většina lidí považuje jako klíčovou část svého života své zaměstnání. Je ale důležité si uvědomit, 
že stejně důležitá část života je odpočinek. Člověk se lépe naladí a je optimistický. Jednou z 
možností, jak odpočívat jsou právě počítačové hry. Někdo dává přednost aktivnímu odpočinku 
(sporty, atd.), nicméně hraní počítačových her pomáhá zlepšovat řadu dovedností. Může cvičit 
paměť a posilovat logické myšlení. Některé hry jsou dokonce na logickém myšlení založené 
(například šachy). 
Základem počítačové hry by měla být zábava, nicméně hra musí sdělovat hráčům řadu informací. 
Hra se škaredou grafikou určitě nadchne hráče méně, než kdyby měla grafickou stránku 
perfektně vypracovanou. 
Jednou možností, jak předat informace o ději hry, je zobrazit simulaci reálného světa. Hráč vidí 
to, na co je zvyklý z reálného života. Hra může zobrazovat pohybující se objekty, na které hráč 
musí logicky reagovat.  
Rozhodl jsem se inovovat běžný přístup k vykreslování terénu a vody. Tvorba modelu terénu by 
měla být uživatelsky příjemná. Aplikace musí grafiku vykreslovat plynule, ale zároveň detailně. 
Ve své práci nejdříve popíšu již existující techniky pro vykreslování. Nastíním fyzikální model 
vykreslování vodní hladiny. Dále provedu návrh pro načítání a vykreslování terénu. K již 
známým algoritmům pro vykreslování vody navrhnu zjednodušení, a také představím vlastní 
návrh pěny na břehu vodní hladiny. V kapitole 4 rozeberu možnosti XNA Frameworku, pod 
kterým jsem svou aplikaci vyvíjel. V této kapitole také popíši mou implementaci vykreslování 
terénu a vodní hladiny. Nakonec celou aplikaci zhodnotím a navrhnu další pokračování projektu. 
Vykreslování terénu a vody jsem použil v počítačové hře Dump Commander. Ta v sobě zahrnuje 
řadu herních prvků, z nichž některé jsem implementoval já. Na implementaci hry se mnou 
spolupracoval spolužák Jakub Dražka. Lucie Zemanová (VUT FSI) vytvořila design herního 
menu. Tvorbu 3D modelů zajišťuje Jan Dražka. Výsledná aplikace vzniká pro soutěž Imagine Cup, 
kterou pořádá firma Microsoft. V současné době (2. dubna 2012) tato hra postoupila do 3. 
předposledního kola soutěže. Všem výše jmenovaným bych chtěl tímto poděkovat za spolupráci. 
Vykreslování terénu a vody je použito v řadě existujících počítačových her. Z nich je možné si 
vzít inspiraci. Stanovil jsem si tedy cíl, aby se můj výsledek podobal implementacím 
z profesionálních her. Terén je například pěkně zpracovaný v profesionální počítačové hře Star 
Wars: The Old Republic (viz obrázek 1.1). Zde je použit billboarding na vykreslování trávy. Hra 
obsahuje řadu zajímavých prvků (např. 3D modely stromů, částicové systémy, skybox, atd.). 
Možné vykreslování vodní hladiny předvádí profesionální počítačová hra Anno 1404 (viz 
obrázek 1.2). 
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Obrázek 1.1: Počítačová hra Star Wars: The Old Republic [11] 
 
Obrázek 1.2: Počítačová hra Anno 1404 [12] 
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2. Používané algoritmy pro vykreslování 
terénu a vody 
Pro vykreslování terénu i vody existuje řada algoritmů a vykreslovacích technik. V této kapitole 
tyto metody stručně shrnu. Algoritmy se musí přizpůsobit možnostem a rychlostem aktuálních 
grafických karet a procesorů. Proto často pouze aproximují přesné fyzikální modely. 
2.1 Algoritmy pro vykreslování terénu 
Ve své práci jsem se zaměřil na tvorbu terénu z výškové mapy. Nepoužíváme-li optimalizace, 3D 
model terénu se skládá z matice bodů. Tyto body bychom mohli spojit úsečkami a vykreslit síť 
terénu (viz obrázek 2.1). Tím získáme jasnou představu, jak je terén poskládaný. 
 
Obrázek 2.1: Terén vykreslený úsečkami [6] 
  
Obrázek 2.2: Ukázka vykreslení terénu na základě dané výškové mapy 
Pro načtení terénu se používá výšková mapa (viz obrázek 2.2). Je to bitmapa, která definuje 
výšku každého bodu terénu. Z každého pixelu výškové mapy je utvořen jeden bod terénu. Čím je 
pixel na výškové mapě světlejší, tím výš je umístěn bod terénu. Výšková mapa v obrázku 2.2 
vlevo je záměrně v nízkém rozlišení, aby bylo na první pohled poznat, že jde o texturu. Obrázek 
2.2 vpravo uvádí vykreslený model terénu na základě výškové mapy v obrázku 2.2 vlevo. 
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Použití výškové mapy je pro účely této bakalářské práce naprosto dostatečné. Není potřeba 
vytvářet žádné jeskyně a podobné vizuální útvary, na které by výšková mapa nešla použít. 
Grafická karta používá k vykreslení terénu vertex buffer a index buffer. Vertex buffer je paměť, 
která obsahuje posloupnost vertexů (viz rovnice 2.1). Každý vertex je ve vertex bufferu 
definován jako n-tice hodnot. Vertex buffer je tedy kolekcí struktur. Častý zápis vertexu ukazuje 
rovnice 2.2. 
  n
ii
v
1
 (2.1) 
  vunnnpppv zyxzyx ,,,,,,,  (2.2) 
V rovnici 2.2 představuje p souřadnice ve virtuálním světě, n představuje normálu k danému 
vertexu. Poslední dvě položky uspořádané n-tice jsou souřadnice textury. 
Při vykreslování terénu ale nechceme vykreslovat samostatné body, ale trojúhelníky. Musíme 
grafické kartě říci, které body z vertex bufferu tvoří trojúhelník. K tomu slouží index buffer. Ten 
obsahuje trojice pořadových čísel bodů z vertex bufferu, které tvoří trojúhelník.  
   )1)(1( 1,1,,1,1,


vu
iuiuiiuiii  (2.3) 
Za předpokladu, že výšková mapa terénu, ze které bude vznikat vykreslovaný terén, má šířku u a 
výšku v, pak platí, že index buffer je posloupnost čísel popsaných v rovnici 2.3. V této 
posloupnosti máme šest čísel. Iteruje se přes i, které představuje pořadové číslo vykreslovaného 
čtverce. Čtverec se skládá ze dvou trojúhelníků. První tři termy (i, i + 1 a i + u + 1) představují 
indexy prvního trojúhelníku čtverce ve vertex bufferu. Vykreslovaný terén bude vznikat 
z výškové mapy. Bod s indexem i + 1 je na výškové mapě na stejném řádku, jako bod s indexem i. 
Bod i + u + 1 bude na výškové mapě na řádku za řádkem, kde se nachází bod s indexem i. Druhé 
tři termy posloupnosti index bufferu (viz rovnice 2.3) jsou i, i + u + 1 a i + u. Představují druhý 
trojúhelník čtverce ve vertex bufferu. Pro bod s indexem i + u opět u výškové mapy platí, že se 
nachází na řádku za řádkem, na kterém se nachází bod s indexem i. Takových čtverců je celkově 
(u – 1)(v – 1). Tento postup je univerzální pro libovolné rozlišení výškové mapy. 
Na vykreslování terénu existuje řada level-of-detail (LOD) technik. U těchto technik dochází ke 
zjednodušení struktury bodů, které jsou daleko od kamery. U těchto bodů není detailní 
zobrazení potřeba. 
2.1.1 Tvorba výškové mapy 
Výškovou mapu lze vytvářet v obyčejných nástrojích pro tvorbu rastrových obrázků (Photoshop, 
Gimp, atd.). Lze také využít celou řadu specializovaných nástrojů. Příklad aplikace pro operační 
systém Linux je Geomorph [18] (viz obrázek 2.3). 
Specializované nástroje často umí na základě vytvořené výškové mapy generovat fotorealistické 
obrázky krajin. Příkladem takové aplikace je Terragen [17], který umí pro generování obrázků 
krajiny používat spoustu dalších prvků (například fotorealistické sluneční světlo, modely 
stromů, atd.).  
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Obrázek 2.3: Aplikace Geomorph [18] 
2.1.2 Multitexturing 
Na terén je obvykle potřeba mapovat více textur. Je potřeba řídící textura [6], podle které se 
textury nanesou na terén. Řídící textura má tři barevné složky (červenou, zelenou a modrou). 
Intenzita každé barevné složky představuje intenzitu, s jakou se na terén v daném místě nanese 
jedna textura. V takovém typu řídící textury tedy můžeme uchovat informace maximálně o třech 
texturách, což je dost limitující. 
  
 
Obrázek 2.4: Vykreslení multitexturingu (vpravo) na základě řídící textury (vlevo) 
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Obrázek 2.4 ukazuje, jak by vypadal vykreslený terén z řídící textury. Řídící textura na obrázku 
2.4 vlevo je opět v nízkém rozlišení, aby byly na první pohled vidět jednotlivé pixely. Intenzita 
červené barvy na řídící textuře představuje míru vykreslení textury s menšími zelenými lístky na 
terén. Intenzita zelené barvy představuje míru vykreslení kamenité textury na terén. Nakonec 
intenzita modré barvy v řídící textuře představuje míru vykreslení textury s velkými zelenými 
lístky na terén. 
2.1.3 Geometry clipmap 
Jednou z metod, které využívají LOD (level of detail), je Geometry clipmap. Hlavní myšlenka 
metody geometry clipmap spočívá v rozdělení terénu do úrovní pyramidy (viz obrázek 2.5). Tato 
pyramida má L úrovní. 
 
Obrázek 2.5: Úrovně pyramidy Geometry clipmap [7] 
Pohled shora (viz obrázek 2.6) ukazuje, jak se úrovně poskládají dohromady. Kamera ve scéně je 
umístěna uprostřed nejjemnější úrovně L – 1. Tuto techniku je možné počítat na GPU. S pohybem 
kamery jsou měněny úrovně pyramidy. Ukázka síťového modelu terénu je na obrázku 2.7. 
  
Obrázek 2.6: Poskládané úrovně pyramidy [7] 
  
Obrázek 2.7: Ukázka síťového modelu terénu s použitím Geometry clipmap [7] 
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2.1.4 ROAM 
ROAM algoritmus [14] (Real-time Optimally Adapting Meshes), podobně jako geometry clipmap 
mění za chodu síť vykreslovaných trojúhelníků. Síť trojúhelníků záleží na umístění kamery. Na 
obrázku 2.8 je znázorněna vykreslovaná síť trojúhelníků. Červené trojúhelníky na obrázku 2.8 
leží mimo záběr kamery, žluté leží v záběru kamery. Část zelených trojúhelníků leží v záběru 
kamery a část neleží. Vidíme z toho tedy, že záleží na umístění kamery. Trojúhelníky, které nikdy 
nebudou vykresleny, není potřeba konkretizovat a dělit. Naopak terén blízko kamery je 
vykreslován detailně. 
 
Obrázek 2.8: Vykreslovaná síť trojúhelníků terénu u algoritmu ROAM [14] 
Algoritmus ROAM používá pro uchovávání informací o terénu binární strom trojúhelníků [14]. 
Kořen stromu tvoří jeden pravoúhlý rovnoramenný trojúhelník. Každý uzel má dva synovské 
trojúhelníky. Obrázek 2.9 ukazuje šest úrovní rozdělení. Trojúhelník je rozdělen na dva synovské 
trojúhelníky podle výšky na přeponu. 
 
Obrázek 2.9: Úrovně rozdělení trojúhelníků u algoritmu ROAM [14] 
Zobrazovaný soused [14] libovolného trojúhelníku T může být ze stejné vrstvy rozdělení, jako je 
trojúhelník T. Nebo může být z vrstvy o jedna větší než trojúhelník T, nebo o jedna menší. Žádné 
další možnosti neexistují. Jeden trojúhelník můžeme rozdělit na dva, dva trojúhelníky můžeme 
zpětně sloučit na jeden (viz obrázek 2.10). 
l = 0 l = 1 
l = 2 l = 3 
l = 4 l = 5 
T T0 T1 
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Obrázek 2.10: Rozdělení a sloučení trojúhelníků [14] 
Algoritmus ROAM je vhodný pro terén generovaný z výškové mapy o velkém rozlišení. Pro malý 
terén, který se například skládá z cca 10 000 trojúhelníků, není tato optimalizace potřeba. Proto 
jsem se rozhodl algoritmus ROAM nepoužívat. 
2.1.5 Continuous LOD pro výškové mapy 
Continuous LOD (level of detail) [16] algoritmus pro výškové mapy využívá datovou strukturu 
Quad Tree. Uzel tohoto stromu představuje jeden bod. Rodičovské vztahy ve stromu ukazuje 
obrázek 2.11. Počátek každé šipky na obrázku 2.11 je u rodičovského uzlu a každá šipka směřuje 
k synovskému uzlu. Terén je vykreslován rekurzivním procházením datové struktury Quad Tree. 
Tento algoritmus je vhodný pro velké a rozsáhlé terény, proto jsem se rozhodl ho nepoužívat. 
 
Obrázek 2.11: Vztahy ve struktuře Quad Tree u algoritmu Continuous LOD [16] 
rozdělení 
 
 
 
 
 
 
 
 
 
sloučení 
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2.1.6 Chunked LOD 
Algoritmus Chunked LOD (level of detail) [15] využívá datovou strukturu Quad Tree. Je to strom, 
kde každý uzel, který není list, má čtyři synovské uzly. Každý uzel obsahuje jeden 3D objekt 
(mesh), neboli chunk [15]. Chunk kořene stromu má nízkou úroveň detailu. Synovský uzel má 
větší úroveň detailu (viz obrázek 2.12).  
 
Obrázek 2.12: První tři úrovně Quad Tree [15] 
Data o terénu, který tento algoritmus vykresluje, musí být statická. Terén se tedy nemůže za 
chodu měnit.  
Dva uzly stromu, které reprezentují sousední 3D objekty na sebe přesně nemusí navazovat (v 
případech, že každý 3D objekt má jinou úroveň detailu). Můžou vznikat trhliny. Při vykreslování 
dvou uzlů stromu, které jsou vedle sebe, může vzniknout trhlina (velký trojúhelní jednoho 3D 
objektu navazuje na dva trojúhelníky jiného 3D objektu). Řešením může být přidání pásky, 
kterou se trhlina zakryje. 
Algoritmus Chunked LOD je vhodný opět pro terén generovaný z výškové mapy o velkém 
rozlišení. Pro případ této bakalářské práce je nepotřebný. 
2.2 Algoritmy pro vykreslení vody 
2.2.1 Odraz a lom světla 
Dopadne-li paprsek světla na vodní hladinu, rozdělí se [4] na dva paprsky, které pokračují od 
místa dopadu jinými směry, než paprsek původní. Jeden nově vzniklý paprsek se od vody odrazí. 
Tato skutečnost je popsána na obrázku 2.13. Červená šipka představuje světelný paprsek. Na 
obrázku je také zeleně znázorněna kolmice k vodní hladině. 
 
Obrázek 2.13: Odraz světelného paprsku od vodní hladiny 
 
 ‘
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Úhel dopadajícího paprsku s normálou vodní hladiny je . Úhel odraženého paprsku s normálou 
vodní hladiny je ‘. Plátí zákon odrazu (viz rovnice 2.4) [4]. 
 '   (2.4) 
V počítačové grafice se využívají k vykreslení scény mimo jiné dva údaje. Konkrétně je to pozice 
kamery ve virtuálním světě a bod, na který se kamera dívá. Výsledný vykreslený obraz je tedy 
výstup virtuální kamery. Na obrázku 2.14 představuje modrá šipka kameru zobrazující scénu. Na 
tuto kameru dopadá světlo (červený paprsek). Toto světlo vznikne odrazem paprsku od vodní 
hladiny. Úhel dopadu světla je roven úhlu odrazu (viz rovnice 2.4). K zachycení [3] barvy 
odraženého paprsku se používá kamera znázorněná zelenou šipkou (viz obrázek 2.14). Tato 
kamera je umístěna pod vodou ve stejné vzdálenosti a ve stejném úhlu od vodní hladiny jako 
kamera zobrazující scénu. Předměty se pro ni vykreslují pouze nad vodní hladinou.  
 
Obrázek 2.14: Odraz světelného paprsku od vodní hladiny 
 
 
 
 
 
Obrázek 2.15: Lom světelného paprsku na vodní hladině 
Druhý paprsek, který vznikne z paprsku dopadeného na vodní hladinu, se nazývá paprsek 
lomený [4]. Každé prostředí má svůj index lomu. Index lomu vzduchu je 1 [10]. Index lomu vody 
je 1,333 [10]. 
Úhel dopadajícího paprsku s normálou vodní hladiny je viz obrázek 2.14. Úhel lomeného 
paprsku s normálou vodní hladiny je ´. Plátí zákon lomu (viz rovnice 2.5) [4]. 
    'sin'sin   nn  (2.5) 
V této rovnici n představuje index lomu prvního prostředí (v tomto případě vzduchu) a n‘ 
představuje index lomu druhého prostředí (v tomto případě vody). 
2.2.2 Fresnel term 
Každý pixel (zobrazený bod) vody by se měl skládat z barvy předmětů odražených od vodní 
hladiny (viz obrázek 2.14) a barvy předmětů pod vodní hladinou (viz obrázek 2.15). Je však 
třeba zjistit, jakou intenzitou bude každá barevná složka zastoupena. Když se do vody díváme 
kolmo, vidíme pouze barvu pod vodou. Vektor pohledu je rozdíl pozice kamery a pozice místa, 
 
α      α‘ 
 
 
 
       ´
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kam se kamera dívá. Se zvětšujícím se úhlem mezi vektorem pohledu a normálou vody se 
zvětšuje zastoupení barvy odrazu. 
Indikátor sklonu [3] pohledu kamery k vodě je skalární součin s mezi vektorem pohledu kamery 
e a normálou vody n (viz rovnice 2.6). 
 nes   (2.6) 
Čím je výsledek skalárního součinu s menší, tím více má na barvě vody c zastoupení barva 
odrazu o a tím méně má na barvě vody c zastoupení barva p, která projde vodou. Tento postup 
(viz rovnice 2.7) je jednoduchá aproximace metody Fresnel term [5], která slouží k přesnému 
výpočtu poměru barev.  
   spsoc  1  (2.7) 
2.2.3 Výpočet výškové mapy vln 
Existuje hodně algoritmů, které popisují vytváření vln. Většina algoritmů vytvoří výškovou 
mapu, na základě které se vytvoří 3D model vodní hladiny. Čím je bod na výškové mapě světlejší, 
tím výš je umístěna vodní hladina v daném bodě povrchu.  
Algoritmy jsou [2] většinou založeny na rychlé Fourierově transformaci (FFT). 
2.2.4 Statistický model vln 
Jedním z možných postupů pro výpočet výškové mapy vln v čase je statistický model vln. 
Oceánografická literatura ho často používá pro simulace v kombinaci s experimentálním 
pozorováním. Výška vlny je zde považována za náhodnou proměnnou horizontální polohy a času 
(viz rovnice 2.8). Výškovou mapu lze vyjádřit jako součet sinus a cosinus funkcí [2]. Součet se 
provádí pomocí DFT (viz rovnice 2.8). 
     pi
k
ethtph  kk,
~
,  (2.8) 
V rovnici 2.8 je p horizontální poloha, platí p = (x, z). Dále t představuje čas, k je vektor se 
složkami k = (kx, kz), kx = 2πn / Lx, kz = 2πm / Lz, pro n platí – N / 2 ≤ n < N / 20, pro m platí                    
  M / 2 ≤ m < M / 20. FFT generuje výškovou mapu v diskrétním bodě x = (nLx / N, mLz / M). h~ (k, t) 
představuje počáteční výšku amplitud Fourierových složek, určuje strukturu povrchu [2]. Pro 
výpočet h~ (k, t) se použije rovnice (2.9). Určuje, jak bude vypadat spektrum diskrétní Fourierovy 
transformace. Tato funkce vygeneruje výškovou mapu amplitud vln. 
           tkitki ehehth    kkk *00
~~
,
~
 (2.9) 
Pro rovnici (2.9) je však třeba umět spočítat 
0
~
h (k, t). Tento člen představuje počáteční hodnoty 
amplitud vln (viz rovnice 2.10). 
      kPih hir  
2
1~
0 k  (2.10) 
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Čísla raijsou vygenerována z gaussovského generátoru náhodných čísel. Generování je 
prováděno s průměrem 0 a směrodatnou odchylkou 1. Výpočet PF(k) je znázorněn v rovnici 2.11. 
  
  2
4
1
wˆ ˆ
2



kk
k
e
AP
Lk
h  (2.11) 
Pro tuto rovnici platí, že L = V2 / g. V je rychlost větru, g je gravitační konstanta, A je numerická 
konstanta, wˆ určuje směr větru. 
2
wˆ ˆ k eliminuje vlny, které jdou [2] kolmo směru větru. 
Statistický model vln dostatečně přesně aproximuje skutečný fyzikální model a není příliš 
výpočetně náročný. Proto je vhodný do této bakalářské práce a rozhodl jsem se ho použít. 
2.2.5 Gerstnerovy vlny 
Tento model vln může být alternativou ke statistickému modelu vln popsaných v kapitole 2.2.4. 
Gersnerovy vlny jsou často označovány jako „lineární vlny“ [2]. Jsou vhodné pro simulaci 
klidného oceánu. U tohoto modelu je povrch vodní hladiny popsán rovnicemi pro každý bod. 
Předpokládejme, že bod x0 = (x0, z0) je bodem povrchu vodní hladiny, x0 a z0 jsou jeho klidové 
souřadnice. Výška tohoto bodu je v klidovém stavu 0. Pro každý čas t můžeme spočítat posunutí 
tohoto bodu v ose x a v ose y. Výpočet posunutí je popsán v rovnicích (2.12) a (2.13) [2]. 
 t)ω(A/k)(Δx  00 xkkx sin  (2.12) 
 t)ω(AΔy  0xkcos  (2.13) 
Vektor k je vlnový vektor. V těchto rovnicích ukazuje směr pohybu vlny. Tento vektor je 
horizontální, má složky x a z. Velikost vektoru k je k. Jeho výpočet je popsán v rovnici (2.14). 
Frekvence  je závislá na velikosti vektoru vlny k a gravitační konstantě g. Tento vztah udává 
rovnice (2.15). 
  /2 k  (2.14) 
 kgk )(2  (2.15) 
Gerstnerovy vlny mají jedno zásadní omezení. Mají pouze jednu horizontální a jednu vertikální 
vlnu. Toto omezení lze vyřešit sečtením několika vln. Posunutí bodu na základě více vln popisují 
rovnice (2.16) a (2.17). V těchto rovnicích představuje i fázi i-té vlny. 
 


N
i
iiiiii txkAkkxx
1
00 )sin()/(   (2.16) 
 


N
i
iiii txkAy
1
0 )cos(   (2.17) 
 14 
Gerstnerovy vlny nejsou příliš praktické, obtížně by se z nich získávala výšková mapa. Proto 
jsem se rozhodl tuto techniku ve své bakalářské práci nepoužívat. 
2.2.6 Síťový model 
Obvykle se z výškové mapy vody, podobně jako u terénu, vytvoří vertex buffer (viz rovnice 2.1), 
a pomocí index bufferu (viz rovnice 2.3) jsou grafické kartě předány informace o trojúhelnících, 
které je třeba vykreslit. Výsledek tohoto postupu je znázorněn na obrázku 2.16. 
   
Obrázek 2.16: Ukázka sítě vodní hladiny [1]  
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3. Návrh subsystému pro vykreslování 
terénu a vody 
V kapitole 2 jsem popsal, co se používá. V této kapitole naopak představím mé návrhy na úpravu 
současných postupů vykreslování vody a terénu. Jelikož vytvářím subsystém pro vykreslování 
terénu a vody, v úvodu kapitoly uvedu základní informace o počítačové hře, ve které bude tento 
subsystém použit. 
U terénu navrhnu nový přístup k multitexturingu. U vody navrhnu zjednodušení kvůli nižším 
výpočetním nárokům. V poslední části této kapitoly navrhnu způsob vykreslování pěny. 
3.1 Dump Commander 
Návrh subsystému pro vykreslování terénu a vody vznikal původně pro počítačovou hru 
Infection. Později byl použit v počítačové hře Dump Commander (viz kapitola 1). 
Hra Dump Commander je podobná již existujícím hrám, jejichž cílem je směrovat letadla na 
letiště. Letadla se nesmí srazit a nesmí opustit obrazovku. Příkladem takové hry je například 
Airfield Mayhem (viz obrázek 3.1). 
 
Obrázek 3.1: Počítačová hra Airfield Mayhem [13] 
Myšlenka hry Dump Commander pochází z Millennium goals – 7. část – Ensuring environmental 
sustainability. Hráč se dostane do role velitele skládky. Na skládku dováží nákladní auta různý 
typ odpadu. Hráč je musí navigovat tak, aby se vyhnuly různým překážkám. Dále je třeba, aby 
hráč nasměroval nákladní auta do správného typu budovy. Hra se tedy snaží přirozeným a 
zábavným způsobem ukázat, že třídění a recyklace je velmi užitečné. V prvních třech úrovních 
hry musí hráč navigovat nákladní auta s odpadem do skládek. V dalších třech úrovních hry jedou 
nákladní auta s odpadem ze skládek do továren. V posledních třech úrovních hráč naviguje 
nákladní auta s vyrobeným zbožím z továren do měst. 
Směrování aut se ale odehrává ve 3D prostoru. Auta budou jezdit po terénu. Kvůli větší 
zajímavosti hry je potřeba na terén umístit řadu překážek. Terén samozřejmě může jako 
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překážku obsahovat různé příkopy, jámy, kopce a podobně. Další z plánovaných překážek je i 
voda. 
3.2 Vykreslování terénu 
Pro vykreslování terénu lze použít různé optimalizace (viz kapitola 2.1.3, 2.1.4, 2.1.5 nebo 2.1.6). 
Optimalizace se hodí zvláště na vykreslování velkých rozsáhlých ploch. Proto jsem se rozhodnul, 
že u mého řešení nebudou potřeba. 
3.2.1 Multitexturing 
V kapitole 2.1.2 jsem popsal, jak jde realizovat multitexturing. Je potřeba řídící textura, která 
obsahuje informace o intenzitě každé textury v každém bodě terénu. Jelikož každá textura má tři 
barevné složky, jedna řídící textura může popisovat maximálně tři textury terénu. V kapitole 
2.1.2 jsem zdůraznil, že tato skutečnost je hodně limitující. Nedovedu si představit, že by 
v moderních počítačových hrách bylo na terén možno mapovat pouhé tři textury. 
Řešením může být používání více řídících textur. Dvě řídící textury nesou informace o šesti 
texturách, tři řídící textury nesou informace o devíti texturách, atd. Nicméně pro navrhování 
terénu by bylo velmi nepohodlné vytvářet informace o texturách ve více řídících souborech. 
Z hlediska návrhu by bylo vhodné, aby byla řídící textura pouze jedna a mohla nést informace o 
neomezeném množství textur (viz obrázek 3.2 nahoře, obrázek je schválně v nízkém rozlišení, 
aby byly jednotlivé pixely viditelné pouhým okem). Tento způsob má však nevýhodu, že popisuje 
intenzitu nanášené textury pouze ve dvou stupních intenzity (buď se textura nanese, nebo 
nenanese). Nemůžeme pomocí ní říci, že se z části nanese jedna textura a z části některá jiná 
textura.  
Pro svůj projekt jsem tedy navrhl, že výsledná aplikace načte řídící texturu s ostrými hrany (viz 
obrázek 3.2 nahoře). Řídící textura bude popisovat n textur nanášených na terén. Počet textur n 
musí být přirozené číslo dělitelné třemi. Vymyslel jsem, že tato jedna řídící textura se převede na 
n/3 řídících textur, u každé z těchto nových řídících textur budou zachovány informace pouze o 
třech texturách z původní řídící textury. Původní barvy řídící textury se v nových řídících 
texturách převedou na červenou, zelenou a modrou. Poté jsou nové řídící textury rozmazány. 
Obrázek 3.2 popisuje vznik dvou nových řídících textur z původní řídící textury s ostrými 
hranami. Každá různá barva na řídící textuře (viz obrázek 3.2 nahoře) představuje samostatnou 
texturu nanášenou na terén. 
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Obrázek 3.2: Příklad vzniku nových řídících textur 
3.3 Vykreslování vody 
Pro vykreslení vody jsem se rozhodl použít odraz paprsku světla popsaný v kapitole 2.2.1. Dále 
jsem se rozhodl zanedbat lom světla (viz kapitola 2.2.1). 
Úhel dopadajícího paprsku s normálou vodní hladiny je . Úhel lomeného paprsku s normálou 
vodní hladiny je ‘. V reálném světe plátí zákon lomu (viz rovnice 2.5) [4]. V mé simulaci jsem 
navrhl jeho zjednodušení (viz rovnice 3.1 a obrázek 3.2). Dále jsem naplánoval použít 
aproximaci metody Fresnel Term (viz kapitola 2.2.2). Pro výpočet výškové mapy jsem navrhl 
v mé simulaci použit statistický model vln (viz kapitola 2.2.4). 
 '   (3.1) 
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Obrázek 3.3: Zanedbání lomu světla 
3.3.1 Bump mapa vln 
Po vytvoření výšková mapy vln je třeba z výškové mapy vytvořit povrch vodní hladiny (viz 
kapitola 2.2.6). Ve své práci jsem se ale rozhodl, že pro vykreslení vodní hladiny nebudu 
používat generování sítě polygonů. Výškovou mapu převedu na bump mapu. Tu nanesu na dva 
trojúhelníky představující čtverec. Ukázka převodu výškové mapy na bump mapu je na obrázku 
3.4. 
Bump mapa je textura, která se používá k vytvoření zdání 3D prostoru [8]. Tato iluze je 
vytvářena světlem. Na každý pixel trojúhelníku působí světlo jinak. Každý pixel bump mapy 
obsahuje tři barevné složky. Budou však interpretovány jako přírůstky k normále. 
Tento postup zaručuje, že na grafickou kartu jsou kladeny daleko menší výpočetní nároky. 
Nevykresluje totiž síť trojúhelníků (viz obrázek 2.16), ale vykreslí pouze dva trojúhelníky 
představující čtverec. Bump mapu plánuji aplikovat v pixel shaderu na vodní povrch po nanesení 
barvy odraženého světla a barvy propuštěného světla. 
  
Obrázek 3.4: Převod výškové mapy na bump mapu [8] 
 
Obrázek 3.5: Opakování bump mapy na vodní hladině 
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Výšková mapa, která je vygenerována statistickým modelem vln (viz kapitola 2.2.4), bude mít 
podle návrhu malé rozlišení (konkrétně 64 x 64 pixelů). V případě, že by bump mapa s takto 
malým rozlišením byla nanesena na velkou vodní plochu, nevypadala by voda reálně. Je tedy 
vhodné nanést bump mapu na vodní plochu opakovaně. Tento postup je ukázán na obrázku 3.5. 
Jelikož je počítána pomocí inverzní diskrétní Fourierovy transformace, je záruka, že bude bump 
mapa periodická. 
3.3.2 Návrh pěny 
Skutečnost, že vodní hladina je všude stejně vysoká (viz kapitola 3.3.1), bude očividná na 
přelomu vody a terénu. Proto plánuji ještě dodatečně implementovat jednoduché vykreslování 
pěny, které tento problém zamaskuje. Díky pěně pozorovatel pravděpodobně nepozná, zdali se 
jedná o zdání, nebo skutečné 3D vlny. 
Mojí základní myšlenkou bylo vykreslit pěnu pomocí post-processing. Post-processing [3] 
znamená, že se 3D terén nevykreslí přímo na obrazovku, ale vykreslí se do textury. Na 
obrazovku je vykreslena až tato textura s terénem. Na ni ale může být použit samostatný pixel 
shader. V tomto shaderu můžu provést zabělení hranice terénu a vody. Rozhodl jsem se, že moje 
pěna bude čistá a bílá. 
Pro tento pixel shader budou třeba dvě textury. První bude obsahovat vykreslený terén. Z druhé 
textury půjde poznat, kde se nachází hranice terénu a vody. Čím víc bude pixel na druhé textuře 
blíž hranici, tím víc bude červený. Pixel přímo na hranici terénu a vody bude jasně červený. 
Z druhé textury s detekovanou hranicí terénu a vody bude pro každý pixel vypočítán koeficient 
c, který jsem naplánoval připočíst ke všem barevným složkám první textury s vykresleným 
terénem. Mnou navržený postup výpočtu koeficientu je popsán v rovnici 3.2.  
 
25,0 rc   (3.2) 
V této rovnici r představuje červenou složku textury s detekovanou hranící mezi terénem a 
vodou. Druhou texturu s detekovanou hranící mezi terénem a vodou jsem naplánoval vytvořit 
pomocí vykreslení terénu s upraveným vertex shaderem a pixel shaderem. 
3.4 Návrh otevřeného světa 
Způsob vykreslování terénu popsaný v kapitole 2.1 předpokládá, že virtuální svět je konečný. 
Bude vykreslováno omezené množství polygonů, které představují virtuální svět. V kapitole 2.1 
bylo popsáno, že k vygenerování bodů, ze kterých se skládá terén je potřeba výšková mapa. U 
otevřeného světa je potřeba, aby tato výšková mapa mohla být libovolných rozměrů (když 
přeskočíme limitující paměťová omezení současných počítačů). 
Navrhl jsem tedy rozdělit celý terén na mapové jednotky. Předpokládejme, že výšková mapa 
představující celý svět bude mít na šířku x mapových jednotek a na výšku y mapových jednotek. 
Všechny mapové jednotky m tvoří posloupnost mapových jednotek (viz rovnice 3.3). 
   1
0


yx
ii
m  (3.3) 
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V každém okamžiku by se vykreslovalo právě devět mapových jednotek. Těchto devět mapových 
jednotek bude tvořit čtverec. V prostřední mapové jednotce bude umístěna kamera. Všechny 
mapové jednotky budou mít jednotnou velikost. Rozhodl jsem se, že výšková mapa jedné 
mapové jednotky bude mít na šířku i výšku 55 pixelů. To představuje omezení pro výškovou 
mapu otevřeného světa, její šířka i výška musí být beze zbytku dělitelná číslem 55. 
Předpokládejme, že kamera se bude nacházet nad mapovou jednotkou s indexem cx. Tato 
mapová jednotka je na výškové mapě n-tá zleva a m-tá shora. Pak pro výpočet indexu cx platí 
rovnice 3.4. Indexy devíti mapových jednotek, které se v každém okamžiku vykreslují, jsou 
znázorněny v rovnici 3.5. První tři indexy představují mapové jednotky o řádek výš na výškové 
mapě. Druhé tři indexy představují mapové jednotky na stejném řádku, jako aktuální mapová 
jednotka. Poslední tři indexy představují mapové jednoty na řádku za řádkem aktuální mapové 
jednotky. 
 )1()1(  nxmcx  (3.4) 
 )1,,1,1,,1,1,,1(  xcxcxccccxcxcxc xxxxxxxxx  (3.5) 
 
Obrázek 3.6: Příklad rozdělení výškové mapy otevřeného světa 
Příklad rozdělení výškové mapy se zvýrazněním aktuálně vykreslovaných mapových jednotek je 
znázorněn na obrázku 3.6. Zelený křížek na obrázku představuje umístění kamery.  
V případě vykreslování terénu a vody v otevřeném světě je třeba mapové jednotky správně 
posunout v prostoru. Ve středu bude vždy ta mapová jednotka, nad kterou se nachází kamera. 
Ostatní mapové jednotky se musí správně posunout. Aby se otevřený svět zdál reálný a aby se 
při přechodu kamery na jinou mapovou jednotku skokově neobjevila další mapová jednotka, je 
třeba vykreslovat na předměty i na terén mlhu. Jelikož je třeba v každém okamžiku vykreslovat 
9 mapových jednotek, nelze kameru přesunout na krajní mapovou jednotku. 
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4.  Implementace 
Subsystém pro vykreslování terénu a vody je implementován v XNA Frameworku. Proto na 
začátku této kapitoly stručně shrnu jeho klíčové vlastnosti. Rovněž nastíním programování 
v jazyku High Level Shading Language (HLSL). Stručně popíšu implementaci terénu i vody. 
Ukážu výsledek návrhu otevřeného světa. V poslední části této kapitoly ukážu, jak se 
vykreslovaný terén a voda hodí do počítačové hry Dump Commander. 
4.1 XNA Framework 
Aplikaci jsem se rozhodl implementovat v jazyku C# za použití XNA Frameworku 4.0. Jako 
vývojové prostředí jsem zvolil Visual Studio 2010. Pro výpočet inverzní diskrétní Fourierovy 
transformace jsem použil knihovnu fftwlib. Tato knihovna počítá Fourierovy transformace na 
CPU. 
Aplikace obsahuje třídu DumpCommander, která dědí po třídě Game. Třída Game se nachází ve 
jmenném prostoru Microsoft.Xna.Framework. Třída DumpCommander obsahuje pět důležitých 
metod. 
Initialize [3] je metoda, která je volána pouze jednou. Tato funkce je ideální na nastavení 
výchozích hodnot pro aplikaci (například vlastnosti zobrazovacího okna, atd.). 
Metoda LoadContent [3] je také volána po startu aplikace. Je vhodné v ní načítat veškerou grafiku 
(obrázky, 3D modely) a také hudbu. Pro načítání je vhodné použít Content Pipeline (viz kapitola 
4.2.1). 
UnloadContent [3] slouží pro uvolnění obsahu, který není spravovaný garbage kolektorem. 
Velmi důležitou metodou je metoda Update [3]. Pakliže je to možné, XNA Framework volá tuto 
metodu 60 krát za sekundu. Zde je vhodné měnit souřadnice objektů, kontrolovat kolize, 
upravovat matice a načítat vstup z klávesnice. 
Poslední důležitou metodou je metoda Draw [3]. V této metodě se volají funkce pro vykreslování 
scény (2D obrázky, 3D objekty, particle systems, atd.) 
4.1.1 Vykreslovací pipeline XNA Frameworku 
Základem pro vykreslování [6] 3D dat jsou vertexy (viz rovnice 2.2) a jejich popis pomocí index 
bufferu (viz rovnice 2.3). Pozice bodů a jejich další vlastnosti jsou předány do Vertex shaderu. 
Vertex shader je program, který běží [6] na GPU. Většinou je psán [6] v jazyce High Level Shading 
Language (HLSL). Načtou se 3D souřadnice a převedou se na 2D souřadnice. Můžou se zde také 
upravit další vlastnosti vertexu (souřadnice textury, normála, atd.). 
 V další části je výstup vertex shaderu rasterizován [6]. GPU určí, které pixely zabírá každý 
trojúhelník. Následuje zpracování dat v pixel shaderu. Zde je vytvořena barva každého pixelu. Je 
také možné upravit vzdálenost pixelu od kamery. Pixel shadery jsou většinou stejně jako vertex 
shadery psány v jazyce HLSL. 
Mnoho trojúhelníků může požadovat vykreslení svého pixelu na dané místo. O tom, který pixel 
bude nakonec vykreslen, rozhoduje poslední část pipeline. Pixely, které jsou od kamery dál než 
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jiné, jsou zahozeny. Některé pixely jsou vykresleny částečně průhledně. Popis pipeline je na 
obrázku 4.1.  
Programátor může v XNA Frameworku vytvářet [6] vlastní Vertex shader a Pixel shader. Může 
však používat základní předdefinované třídy, které obsahují základní vertex a pixel shadery. 
Třída BasicEffect se používá pro vykreslování 3D objektů a třída SpriteBatch k vykreslení 
obrázků. 
 
   
 
 
 
 
 
Obrázek 4.1: Schéma vykreslovacího pipeline [6] 
4.1.2 HLSL 
XNA Framework používá pro popis shaderů HLSL jazyk. Shader napsaný v tomto jazyku je 
možné využívat také při programování v jazyku C++ za použití knihoven DirectX 8 (a vyšší). 
Pro programování shaderů má HLSL řadu vhodných [6] datových typů. Pro vektor ve 3D 
prostoru lze použít typ float3. Pro reprezentaci barvy je vhodný float4, díky němuž můžeme 
uchovávat informace o všech třech barevných složkách (červené, modré a zelené), ale i o 
průhlednosti. HLSL nabízí datový typ sampler [6]. Ten slouží k získávání dat z textury 
vzorkováním. Textury jsou uchovávány v datovém typu texture. HLSL používá dva typy 
vstupních dat: 
 Neměnná vstupní data [6]. Tyto data jsou předána do shaderu a zůstávají neměnná. 
Typickým příkladem takovéto proměnné jsou textury. 
 Proměnná vstupní data [6]. Tato vstupní data jsou pro každý průběh shaderu jiná. Při 
vykreslení jednoho modelu (například modelu terénu) jsou na vstupu vertex shaderu 
pokaždé různé vertexy. Každý vertex může mít dodatečné informace. 
Jazyk HLSL používá funkce, které mají podobnou syntaxi jako funkce v jazyku C. Pixel shadery i 
vertex shadery jsou také reprezentované funkcí. Jazyk HLSL má řadu předdefinovaných [6] 
funkcí. Jedná se například o funkce dot (skalární součin), cross (vektorový součin), lerp (lineární 
interpolace mezi dvěma barvami), normalize (normalizování vektoru) a řadu dalších funkcí [6]. 
Vertex shader a pixel shader jsou uzavírány do průchodů, průchody do technik. Jedna a více 
technik tvoří jeden efekt. V C# kódu se vykreslí 3D objekt pomocí vybraného efektu. Někdy je 
vhodné, aby efekt měl více technik. 3D objekt může být například vykreslen jednou technikou do 
textury, která se použije jako vstup do další techniky. Jedna technika může obsahovat více 
průchodů. Průchody jsou volány všechny a 3D objekt je vykreslen všemi průchody techniky 
samostatně. 
Vertexy Výsledný obraz 
Vertex 
shader 
Rasterizace Pixel shader Spojení 
výsledku 
Paměť 
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4.2 Implementace terénu 
Nejdříve popíšu implementaci multitexturingu. Zmíním použití mechanizmu kontent pipeline. 
Dále ukážu funkčnost osvětlovacího modelu. Terén jsem implementoval podle návrhu v kapitole 
3.2. Výškové mapy jsem vytvářel v aplikaci GIMP 2.6.11. 
4.2.1 Implementace multitexturingu 
V kapitole 3.2.1 jsem zdůraznil nutnost rozmazání nově vzniklých řídících textur. Rozmazání je 
časově náročná činnost a provádět ji pokaždé při startu aplikace je nevhodné. Navíc při 
implementaci otevřeného světa je potřeba řídící textury rozdělit na části k mapovým jednotkám 
(viz kapitola 3.4). 
XNA Framework má mechanizmus, nazvaný content pipeline [3], který umožňuje zpracovat 
načítané soubory již v době překladu a za běhu aplikace pouze načíst již předzpracovaná data. 
Tento mechanizmus je znázorněn na obrázku 4.2. 
 
Obrázek 4.2: Schéma content pipeline 
V tomto mechanizmu je využito zřetězené zpracování (viz obrázek 4.2). Uživatelský soubor je 
načten pomocí importeru. Ten je reprezentován samostatnou třídou, ve které je funkce Import, 
která provede načtení a uložení dat do objektů. Data, která vrátí importer jsou předána 
processoru (jedná se o třídu, jejíž součástí je funkce Process). Processor zpracuje načtená data a 
předá je do writeru. Writer je reprezentován samostatnou třídou, která obsahuje funkci Write. 
Tato funkce zapíše data do binárního souboru. Toto zpracování se děje při kompilaci programu. 
Když se aplikace spustí, může zavolat reader, který načte data z binárního souboru a vrátí je do 
aplikace. 
Kompilace 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Běh aplikace 
Uživatelský soubor 
Binární soubor 
Importer 
Processor 
Writer 
Binární soubor Reader 
Zbytek aplikace 
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XNA Framework obsahuje řadu předpřipravených importerů, processorů, writerů a readrů. 
Nicméně programátor má možnost si vytvořit vlastní. Toho jsem využil při načítání řídící 
textury. V procesoru je řídící textura zpracována podle návrhu v kapitole 3.2.1.  
Ukázka implementace multitexturingu je na obrázku 4.3. Pro počítačovou hru Dump 
Commander jsem se nakonec rozhodl, že budou dostatečné tři textury. Nicméně mám 
implementovanou možnost používat libovolný počet textur (počet musí být beze zbytku 
dělitelný třemi). Na obrázku 4.3 je ukázáno použití šesti textur. 
 
Obrázek 4.3: Ukázka implementace multitexturingu 
4.2.2 Osvětlovací model 
Implementoval jsem Phongův osvětlovací model. Pro demonstraci jsem vykreslil terén bílou 
barvou se zapnutým osvětlením (viz obrázek 4.4). Je vidět, že na šikmých plochách je terén 
tmavší, zatímco na rovných plochách je světlejší. Ukázka osvětlení i s vykreslenými texturami je 
na obrázku 4.5 (tento terén byl vygenerován na základě výškové mapy uvedené na obrázku 2.2 
vlevo). 
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Obrázek 4.4: Ukázka osvětlení bez textur 
 
Obrázek 4.5: Ukázka osvětlení s texturami 
4.3 Implementace otevřeného světa 
Návrh otevřeného světa, který byl popsán v kapitole 3.4, byl použit pro počítačovou hru 
Infection. Tato hra vznikla pro soutěž Imagine Cup 2011. Tuto počítačovou hru jsem vyvíjel se 
spolužákem Jakubem Dražkem. Počítačovou grafiku do ní chystal Jan Dražka. Tato hra se 
v soutěži Imagine Cup 2011 neprosadila a její vývoj byl proto ukončen. Nicméně otevřený svět 
v ní byl funkčně implementován. 
 26 
Pro otevřený svět bylo třeba upravit načítání řídící textury multitexturingu (viz kapitola 3.2.1) 
v content pipeline (viz kapitola 4.2.1). Tato textura je nejdříve rozdělena a rozmazána (viz 
kapitola 3.2.1). Vše je poté však rozděleno na 2D pole. Každá mapová jednotka má své řídící 
textury (viz obrázek 4.6). Dále bylo třeba vytvořit importer, procesor, writer a reader pro 
načítání výškové mapy. Výšková mapa je načtená jako celek, je však rozdělena na 2D pole 
výškových map. Každá mapová jednotka má opět samostatnou výškovou mapu (viz obrázek 3.5). 
Mapové jednotky jsou tedy naprosto nezávislé. Ukázka hry Infection je na obrázku 4.7. 
  
Obrázek 4.6: Rozdělení řídící textury 
  
Obrázek 4.7: Počítačová hra Infection 
4.4 Implementace vody 
4.4.1 Odraz a lom 
Ukázka implementování odrazu světla je na obrázku 4.8. Zjednodušený lom světla je znázorněn 
na obrázku 4.9. Tento obrázek vypadá, jako by na něm vodní plocha vůbec nebyla, na vodní 
ploše je totiž nanesena barva, která se nachází pod ní. Pro kombinaci odrazu a lomu jsem použil 
metodu Fresnel term (viz obrázek 4.10). 
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Obrázek 4.8: Odraz světla na vodní hladině 
 
Obrázek 4.9: Průchod světla vodní hladinou 
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Obrázek 4.10: Fresnel term – kombinace odrazu a zjednodušeného lomu světla 
4.4.2 Vlny 
Vlny jsem implementoval pomocí bump mapy (viz kapitola 3.3.1). Výsledek je vidět na obrázku 
4.11. Dále jsem se rozhodl, že voda by měla mít fialový odstín, proto jsem výslednou barvu c 
každého pixelu v pixel shaderu upravil podle rovnice 4.1. 
 8,02,0  bm ccc  (4.1) 
V této rovnici cm představuje fialovou barvu a cb představuje barvu vzniklou po aplikování bump 
mapy. Jedná se o lineární interpolaci mezi barvami cb a cm. Poslední úpravou je přidání specular 
lightingu (viz obrázek 4.12). 
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Obrázek 4.11: Aplikování bump mapy na vodní hladinu 
 
Obrázek 4.12: Specular lighting na vodní hladině 
4.4.3 Implementace pěny 
V kapitole 3.3.2 jsem navrhl způsob vykreslování pěny. Pěnu jsem tedy implementoval pomocí 
post-processingu. Pro post-processing bylo třeba detekovat hranici vody a terénu. Takto 
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detekovanou hranici bylo třeba vykreslit do samostatné textury, díky které bylo možné hranici 
terénu v post-processingu zabělit. 
Detekci hranice vody a terénu jsem docílil díky vykreslení terénu s upraveným vertex shaderem 
a pixel shaderem. 
Vykreslení všech pixelů terénu probíhá v pixel shaderu. Je tedy potřeba v pixel shaderu znát 
výšku terénu, ve které se daný pixel nachází. Tato výška je známá ve vertex shaderu, a proto není 
problém ji do pixel shaderu přenést. Výškové rozpětí v 3D prostoru jsem implementoval tak, aby 
se pohybovalo mezi 0 a 255. Kdybychom chtěli vykreslit terén tak, aby jeho všechny tři barevné 
složky každého pixelu odpovídaly výšce daného pixelu, bude potřeba rozsah 0 až 255 převést do 
rozsahu 0 až 1. Tento rozsah odpovídá v pixel shaderu nejmenšímu až největšímu zastoupení 
dané barevné složky. Tato převedená hodnota se uložila do všech tří barevných složek každého 
pixelu při vykreslení terénu. Výsledek je znázorněn na obrázku 4.13. 
 
Obrázek 4.13: Terén s vykreslením výšky 
 
 
 
 
 
 
 31 
 
Obrázek 4.14: Detekce hranice mezi terénem a vodou 
 
Obrázek 4.15: Implementace pěny 
Je však potřeba provést detekci břehu. Proto je nutné v pixel shaderu znát výšku vodní hladiny. 
Pro výpočet intenzity pěny jsem navrhnul rovnici 4.2, vt představuje výšku terénu v aktuálně 
vykreslované pixelu, vv představuje výšku vodní hladiny. 
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 vvv3,01  tr  (4.2) 
V rovnici 4.2 představuje r červenou barevnou složku pixelu terénu. Jestliže je absolutní hodnota 
rozdílu výšky terénu a výšky vodní hladiny větší než 3,3 , červená barevná složka pixelu bude 0. 
Když naopak rozdíl bude nulový, červená barevná složka pixelu bude 1. Ostatní barevné složky 
pixelu jsou nastaveny na 0. 
Detekovaná hranice mezi terénem a vodou je ukázána na obrázku 4.14. Post-processing jsem 
implementoval podle návrhu v kapitole 3.3.2. Výsledek je ukázán na obrázku 4.15. Srovnání 
s vykreslenou hladinou bez vodní pěny nabízí obrázek 4.11. 
4.5 Dump commander 
Subsystém pro vykreslování terénu a vody byl použit v počítačové hře Dump Commander (viz 
kapitola 1 a 3.1). Výsledné sladění ostatních herních prvků s terénem a vodou je ukázáno na 
obrázku 4.16 a 4.17. 
 
Obrázek 4.16: Ukázka počítačové hry Dump Commander 
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Obrázek 4.17: Ukázka počítačové hry Dump Commander 
4.6 Vyhodnocení subsystému pro vykreslování 
terénu a vody 
4.6.1 Testování 
Testování jsem provedl na notebooku s procesorem AMD Athlon(tm) X2 Dual-Core QL-62, 
pamětí DDR2 4GB a grafickou kartou NVIDIA GeForce 9600M GT. Při testování bylo 
vykreslováno 60 snímků za sekundu při rozlišení 1680x1050. Vykreslení vodní plochy trvá v 
průměru 4,5 ms. 
Aplikace vyžaduje HiDef profil. Tento profil umí používat téměř všechny grafické karty 
podporující DirectX 10, které nejsou integrované v základní desce počítače. 
Vzhledem k rychlosti vykreslování na dnes již staré grafické kartě (NVIDIA GeForce 9600M GT) 
se dá předpokládat, že mnou navržené vykreslování terénu a vody bude reálné používat v řadě 
nově vyvíjených počítačových her. 
4.6.2 Možnosti budoucího rozšíření 
Do subsystému pro vykreslování terénu a vodní hladiny by bylo možné přidat řadu optimalizací. 
Vykreslování terénu by se dalo vylepšit pomocí techniky geometry clipmap (viz kapitola 2.1.3) 
nebo pomocí jiných LOD technik (viz kapitoly 2.1.4, 2.1.5 nebo 2.1.6). Vhodné by bylo také přidat 
vykreslování trávy pomocí billboardingu (vykreslování 2D objektů tak, aby vypadaly jako 3D). 
Vykreslování vody by se dalo vylepšit přidáním vodopádů nebo vody tříštící se o skálu. Místo 
vykreslování pěny by šlo implementovat vykreslování přílivu.  
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5. Závěr 
Cílem této práce bylo navrhnout a vytvořit subsystém pro vykreslování terénu a vody. Na hranici 
terénu a vody jsem implementoval pěnu. 
Představil jsem běžně používané algoritmy pro vykreslování terénu a vody, včetně způsobu 
jejich osvětlení. Zmínil jsem se o optimalizacích, které je možno aplikovat. Pro vykreslování vody 
je třeba znát řadu fyzikálních zákonů, ale také znát způsob pohybu vln v mořích a oceánech. Pro 
popis šíření vln existuje řada technik, já jsem zvolil statistický model vln. 
Díky návrhu a implementaci pěny bylo třeba rozpoznat hranice mezi terénem a vodou. Díky 
návrhu multitexturingu může terén obsahovat hodně textur s dobře vyhlazeným přechodem 
mezi nimi. Výsledný subsystém pro vykreslování terénu a vody je napsán v jazyce C#.  
Vykreslování terénu a vody bylo použito v počítačové hře Dump Commander, která uspěla 
v soutěži Imagine Cup 2012 ve druhém kole, a v současné době (2. dubna 2012) již postoupila do 
třetího kola této soutěže. Do třetího kola postoupilo v kategorii Game Design 100 počítačových 
her z celkového počtu zhruba 300 her. Implementace vykreslování terénu i vody je vhodná pro 
použití v řadě počítačových her s otevřeným světem. 
Při vytváření této bakalářské práce jsem se osobně naučil řadu dovedností, ať už o obecně 
platných principech v počítačové grafice nebo přímo specifické věci k XNA Frameworku. 
Nejdůležitější je pro mě nově naučená znalost programování shaderů. Počítačové grafice bych se 
rád věnoval i nadále. 
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