Abstract
Introduction
A fundamental problem in biology is that of inferring the evolutionary history of a set of species, each of which is specified by the set of traits or characters that it exhibits [9, 11, 17, 181. Information about evolutionary history can be conveniently represented by an evolutionary or phylogenetic tree, often referred to simply as a phylogeny. In one of the standard models, the problem can be expressed mathematically as follows. Let C = (1, . . . , m} be the character set, and for every c E C, let A, = { 1, . . . , r,} be the set of allowable states for character c . We write r to denote m w E c re. A species s is a vector (SI,. . . , s , ) such that s E dl x . . . x A,; s, is referred to as the state of character c f o r s , or the state of s on character c . We assume that if i E A,, then there exists a species s E S such that s, = i. The perfect phylogeny problem is to determine whether a given set of n distinct species S has a tree T with the following properties: (C2) Every leaf in T is in S.
( C 3 ) For every c E C and every j E A,, the set of all ZL E V ( T ) such that U, = j induce a subtree of T .
The tree T , if it exists, is called a perfect phylogeny for S and the set of characters C is said to be compaiable. We should point out that in the biology literature, the perfect phylogeny problem is more commonly known as the character compatibility problem [6] . In this context, one is frequently interested in computing a maximal set of compatible characters, since, in practice, character sets tend to be incompatible. Note also that instances of the phylogeny problem are often expressed in matrix form, by giving the set of species S as an n x m matrix M whose rows are the species in S [5, 141.
Previous Work
The perfect phylogeny problem was shown to be Instances of the perfect phylogeny problem where there is a known upper bound on the number of states per character are of interest to biologists. For instance, quaternary characters arise when using DNA to describe species; each possible state of a character corresponds to a nucleotide, A, G, C, or T. Other instances of interest are those where r = 20, which occur when species are described by protein sequences. These can be viewed as strings from a 20 letter alphabet, each letter corresponding to one amino acid. While, admittedly, the running time of our algorithm grows quickly with r , it is a worst-case estimate which, in practice may not pose too large a problem for current computational technology. Furthermore, the dependency on r can be reduced by a factor of 2' using recent ideas due to Kannan and Warnow (see Section 6).
Preliminaries
We now introduce some definitions and prove certain preliminary results.
Definition 1 Suppose T is a perfect phylogeny for S and let p be some vertex in T. We shall say that the state of p on character c is forced if p lies on the path between vertices a and b in S such that a, = b,.
(Observe that if this is the case, in order to satisfy condition (C3) we must have p , = a, = b,.)
If the state of a character of a node is unforced, several assignments may be possible. In Figure 1 , for example, the state of the fourth character of the internal node is unforced and we could assign it a value of 1, 2 or 3. 
D(G)
, the set of distinguishing characters of G, is the set of all c 6 C such that for every a E G and every
S', the final tree will also satisfy (C2) for S'. Whereas there can be up to 2"-'-1 splits, the total number of c-splits is at most (2r-1 -1) . m. Observe that we can determine whether a partition (G, G') of S is a split in O ( n m ) time. Note also that if G is a cluster but not a c-cluster, then M ( G ) = C. Definition 4 Let (G,G') be a split. We say that (G, G') is of type I if there exists an s E G such that for all c E M ( G ) , s, equals the unique common state between G and G' on character c and (G -{ s}l, IC'\ >_ l .
If (G,G') is of type I, we refer to s as a connecting species. If (G,G') is not of type I, we say that it is of type II.
Checking whether a split (GI, G2) is of type I can be achieved O(nm) time as follows. First, compute M(G1) and the common state between G1 and G2 on each c E M(G1). This can be done in O(nm) time by considering characters one at a time. Now, it suffices to search for a species s such that for all c E M(G1), s, equals the common state between G1 and G2. This takes O(m) time per species, for a total of O(nm) time.
If there is a type I c-split ( G I , G2) where s is a connecting species, the problem can be divided into constructing perfect phylogenies TI and T2 for GlU{s} and G2 U {a}. If one or both of the latter sets has no perfect phylogeny then, by Lemma 1, neither does S.
If both sets have perfect phylogenies, then, a perfect phylogeny for S is obtained by identifying the nodes for s in TI and T2. We now consider the case where all c-splits are of type 11.
Lemma 2 If all c-splits are of type 11, then, in every perfect phylogeny T of S, every species s E S is a leaf in T .
Proof Suppose there exists a species s E S such that s is an internal node in some perfect phylogeny T of 
Subphylogenies
In this section and the next we assume that S has no type I splits.
Definition 5 A subphylogeny TG for a cluster G is a perfect phylogeny for G containing a node x such that for every c E M ( G ) , 2 , equals the (unique) common state for character c between G and S -G and for every c E D(G), 2 , is the state of some species in G on character c. Node x is referred to as the connection Of TG.
The next result implies that, in searching for a perfect phylogeny for S, we can restrict our attention to perfect phylogenies constructed entirely from subphylogenies.
Lemma 3 S has a perfect phylogeny if and only if
there ezists a split (GI, G2) An analogous construction can be used to obtain a subphylogeny for Gz. ,z),.-.,(zk,z) is asubphylogeny for G .
For the "only if" part, let T be a subphylogeny for G with connection 2 . Without loss of generality, assume that all nodes in T are distinct. Let z', . . . , x k be the neighbors of 2 in T and for 1 5 i 5 t , let T k be the subtree of T -z containing z' and let Gi = V ( Z ) n S. For each c E M ( G i ) , xc equals the unique common state between Gi and S -Gi. This is because either this state is shared with some species in G j , for some j # i , or it is shared with some species in S -G . In either case, due to condition (C3), the value of x: must equal the common state and, hence, Gi is compatible with z. Also, as in the proof of Lemma 3, we can insure that for every character c, the state of any U E V ( r ) on character c will be that of some species in To find a perfect phylogeny for S, we shall rely on certain properties of subphylogenies which allow them to be combined into larger subphylogenies. These properties are discussed next. L e m m a 5 Let G , G I , G2 be clusters such that G = GI U G2 and G1 n G2 = 0 . If GI and G2 have subphylogenies, then there exists a subphylogeny T for G.
Proof Let TI and T 2 be subphylogenies for GI and G2 respectively. Let z' and zz be the connections of TI and T2. Let z be a node where for each c E M ( G ) , x, equals the unique common state between G and S -G and for each c E D(G), x, equals x:. Construct T by adding a node 2 and connecting the trees TI and T 2 to z by edges (2, z') and (2, z2) respectively; z will be the connection of T. Since z has the necessary states to be a connection for a subphylogeny of G, it suffices to prove that T is a perfect phylogeny for G. For this, we need to verify that T satisfies conditions (Cl)-(C3). Since TI and T2 are subphylogenies, and for every character c, x, is the state of some species in G1 or Gz, it is clear that T satisfies (Cl) and (C2) for G . To 
Building a Subphylogeny
The heart of our perfect phylogeny algorithm is a procedure SUBPHYLOGENY that determines whether a cluster G has a subphylogeny and, if so, constructs one. It assumes that for every c-cluster G' c G, a subphylogeny has been constructed, if one exists. Proof When IGl = 1, a node for the single species s E G is indeed a subphylogeny for G. Hence, the tree returned in (Sl) is correct.
A l g o r i t h m SUBPHYLOGENY(G)
Suppose IGI > 1 and that G has a subphylogeny TG with connection x. Then, there must exist a c-cluster G1 c G having a subphylogeny TI such that TI is a subtree in some subphylogeny TG of G. At some point during the execution of for loop (S2), we will consider one such GI. If G2 = G -G1 is a c-cluster having a subphylogeny, then, by Lemma 5, (S3) returns a subphylogeny for G .
If G2 is not a c-cluster, then, by Lemma 6, the states of the connection x are completely determined and, by Lemma 4, there exists a collection of pairwise disjoint c-clusters having subphylogenies such that their union is G and each c-cluster in the collection is compatible with x. In the for loop (S4), a subphylogeny for a c-cluster H c G is added to the current TG only if H is compatible with x and every species in H is not yet in TG] and a tree is returned only when the union of all the c-clusters added is G -GI; i.e., G2 = 0. Therefore, any tree TG returned in (S5) is a subphylogeny for G. We now argue that if there exists a subphylogeny for G with TI as a subtree, then one such subphylogeny will be constructed by the loop (S4) and G2 will become empty. We shall do this by showing that if there is such a subphylogeny for G , then at the beginning of each iteration of loop (S4), there is always at least one c-cluster H' C G2 compatible with x that has not yet been considered.
By Lemma 1, if G has a subphylogeny, then for every J E G, the set of species J U {x} has a perfect phylogeny. We claim that there exists a c-cluster
J' E J such that J' has a subphylogeny. To prove this, suppose TJ is a perfect phylogeny for J U {x}, let y be any neighbor of z in T J , and let J' be the set of species in the subtree Ty of TJ -x containing y. Clearly, J' is a cluster; moreover, J' is a c-cluster since we can assume that all the nodes in TJ are distinct. Furthermore] Ty can be modified to obtain a subphylogeny for J' as in the proof of Lemma 3.
In particular, if we take J = G2 in the above argument] we have that in each iteration of (S4), there exists a c-cluster J' E G2 such that J' has a subphylogeny. Since, at the beginning of each iteration, for all c-clusters J" considered up to this point, J" G2, either H itself is a subset of G2 and has a subphylogeny, or, some yet to be considered c-cluster H' is a subset of G2 and has a subphylogeny. Subphylogeny returns FAILURE only if no choice of G1 led to the construction of a subphylogeny for G. In this event, there was certainly no subphylogeny for G. 22'(nm2 + m 3 ) ) .
Building a perfect phylogeny
We now describe the algorithm PHYLOGENY, which constructs a perfect phylogeny for S, if it has one. The algorithm first tries to find if one of the 0(2'-' . nt) c-splits is of type I. If there is a type I c-split ( C l , G2) where s is a connecting species, the algorithm recursively attempts to construct perfect phylogenies TI and T2 for G1 U {s} and G2 U {s}. As stated earlier, if one or both of the latter sets has no perfect phylogeny then, by Lemma 1, neither does S. Otherwise, a perfect phylogeny for S is obtained by identifying the nodes for s in TI and T2.
If there is no type I c-split then, by Lemma 2, none of the species appears as an internal node in any perfect phylogeny for S. In this case, PHYLOGENY considers each possible c-cluster G such that IC1 5 n -1 and attempts to build a subphylogeny for it using SUB- Proof The correctness of the algorithm hinges on how it deals with the case where no c-split is of type I. We first note that by the proof of Lemma 3 and because for any s E S the tree consisting of node s is a subphylogeny for {s}, if a tree is returned by our algorithm in (PZ), then the tree is a perfect phylogeny for S. Thus, it suffices to argue that PHYLOGENY will never return FAILURE if S has a perfect phylogeny. If S has a perfect phylogeny and all c-splits are of type 11, then every s E S will be a leaf in any perfect phylogeny of S. Hence, both {s} and S -{s} must be c-clusters. As we noted above, a subphylogeny for {s} is s itself, while the subphylogeny of S -{ s } must have been constructed in some iteration of (Pl). Therefore + m4) ) as well.
Summary and Conclusions
Our algorithm uses dynamic programming to construct perfect phylogenies by working from the bottom up. One can use memoitation (a technique described in some detail in pp. 312-314 of [4] ) to obtain an equivalent top-down recursive algorithm with the same running time. Such a procedure has been proposed to us by E.L. Lawler (personal communication) .
Algorithm PHYLOGENY can be modified to work correctly and within the same time bounds even if instances with type I c-splits are not treated separately. However, in practice, exploiting the presence of such splits may tend to reduce the running time of the algorithm.
Kannan and Warnow (personal communication) have discovered a clever way to reduce the running time of our algorithm by a factor of 2'. Their technique speeds up step (S4) of SUBPHYLOGENY by providing a way to determine in O ( n m ) time whether there exists a subphylogeny for G having a subphylogeny for a given c-cluster GI as a subtree. Even with this improvement, the algorithms presented in [16] and [7] are faster than ours for the cases where r 5 4 and r 5 3, respectively. It is an open problem whether our algorithm can be improved to match those bounds on those special cases.
Other methodologies for reconstructing phylogenies have been proposed in the past; these have been ably surveyed by Felsenstein [lo]. We shall limit ourselves here to discussing one problem that is closely related to perfect phylogeny: the Steiner tree problem in phylogeny [12, 131. A Steiner tree for a set of species S is a tree T satisfying ( C l ) and (C2). Obviously, a perfect phylogeny for S is also a Steiner tree for S .
The length of T is the sum of the lengths of its edges, where the length of an edge (U, U ) E E ( T ) is the Hamming distance between U and U (i.e., the number of characters in which U and U differ). The Steiner tree problem in phylogeny is to compute a minimumlength Steiner tree for a given set of species. Minimum length Steiner trees satisfy the parsimony criterion [lo] , as they give phylogenies in which species evolve with the least number of character changes. The following theorem establishes a relationship between the perfect phylogeny problem and the Steiner tree problem in phylogeny. It does not seem possible to generalize our algorithm in any straightforward way to produce minimum length Steiner trees for sets of species. To illustrate the difficulty in doing so, note that whereas for binary characters, the perfect phylogeny problem can be solved in time linear in the size of the input, the Steiner tree problem in phylogeny remains NPcomplete [13] .
