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Uvod
Pojava web-a u 1990-tim godinama donijela je revoluciju u razmjeni podataka preko Inter-
neta. Medutim, podaci i usluge s web-a isprva su bili dostupni samo web preglednicima
sˇto nije uvijek bilo prakticˇno. Kao rjesˇenje ovog problema pojavljuju se web servisi. Oni
predstavljaju nadogradnju klasicˇne web tehnologije. Korisˇtenjem web servisa sadrzˇaji s
web-a postaju dostupni i drugim programima. Preciznije, web servis je resurs na web-u
koji je prikazan na standardizirani nacˇin i koji se mozˇe koristiti iz nekog drugog programa.
To mozˇe biti podatkovni resurs, na primjer katalog proizvoda, ili racˇunalni resurs, na pri-
mjer pretvaracˇ slika iz jednog graficˇkog formata u drugi, ili kombinacija jednog i drugog.
Struktura diplomskog rada
Poglavlje 1 opisuje ponovnu upotrebu softvera, njezin razvoj i dvije podjele: s obzirom na
velicˇinu i s obzirom na prirodu onoga sˇto se upotrebljava. Takoder su nabrojene i opisane
neke tehnike ponovne upotrebe medu kojima je i razvoj zasnovan na web servisima.
Poglavlje 2 posvec´eno je novoj vrsti arhitekture distribuiranih sustava koju omoguc´uju
web servisi. Rijecˇ je o arhitekturi usmjerenoj na servise (SOA). Ukratko je opisana ideja
SOA te su navedeni neki od osnovnih principa na kojima se ona zasniva.
Poglavlje 3 govori o standardima koji prate razvoj web servisa. Spominje se jezik XML
na kojem se zasnivaju svi takvi standardi. Detaljnije su obradeni glavni standardi za web
servise: SOAP, WSDL, WS-BPEL i UDDI.
Poglavlje 4 spominje RESTful web servise kao alternativu standardnim web servisima.
Saznajemo sˇto je REST i koja su glavna nacˇela REST modela.
Poglavlje 5 bavi se softverskim procesima vezanim uz web servise. Postoje dvije vrste
takvih procesa: razvoj samih web servisa koje c´e netko drugi upotrebljavati i razvoj apli-
kacija korisˇtenjem postojec´ih web servisa. Nabrojene su i opisane faze obiju vrsta procesa.
Poglavlje 6 objasˇnjava zasˇto je programski jezik Java pogodan za implementaciju web
servisa. Opisan je postupak izrade Java web servisa za pretvaranje mjernih jedinica tempe-
rature, tocˇnije za pretvaranje Celzijevih stupnjeva u Fahrenheitove i obratno. Napravljene
su i dvije klijentske aplikacije koji prikazuju nacˇin na koji se koristi spomenuti web servis.
1
Poglavlje 1
Ponovna upotreba softvera
Web servisi jedan su od oblika ponovne upotrebe softvera. Ponovna upotreba bavi se
pitanjem kako vec´ razvijeni softver ponovo upotrijebiti za neku drugu svrhu ili za neke
druge korisnike. Ideja ponovne upotrebe softvera prisutna je visˇe od 40 godina, ali se
tek pocˇetkom 21. stoljec´a, kada su bile razvijene odgovarajuc´e tehnike, pocˇela intenzivnije
primjenjivati. Ispostavilo se da je ponovna upotreba odgovor za smanjenje kolicˇine softvera
kojeg stvarno treba razviti te tako uzrokuje smanjenje trosˇkova odrzˇavanja, brzˇu isporuku
sustava i povec´anje kvalitete softvera. Naime, smatra se da su prethodno razvijeni dijelovi
softvera koji c´e se ponovno upotrijebiti pouzdani i dobro testirani pa se na njih stavlja
oslonac.
Dijelovi softvera koji c´e se ponovno upotrijebiti mogu biti razlicˇitih velicˇina pa prema
tome razlikujemo tri vrste ponovne upotrebe:
1. Ponovna upotreba cijelog sustava. Postojec´i sustav se nakon odgovarajuc´e konfi-
guracije i prilagodbe daje na upotrebu novim korisnicima ili se ugradnjom manjih
promjena stvara nova verzija postojec´eg sustava koja je prilagodena potrebama no-
vih korisnika.
2. Ponovna upotreba dijela sustava. Dio postojec´eg sustava srednje velicˇine ugraduje
se u novi sustav. Takoder mozˇe biti rijecˇ o upotrebi komponente koja je bila razvijena
zato da bi se ponovno upotrebljavala ili o korisˇtenju web servisa opc´e namjene.
3. Ponovna upotreba funkcije ili klase. Manji dio postojec´eg sustava, na primjer jedna
funkcija ili klasa, ugraduje se u novi sustav. Takoder mozˇe biti rijecˇ o korisˇtenju
funkcije ili klase iz biblioteke opc´e namjene.
Osim s obzirom na velicˇinu dijelova, ponovnu upotrebu mozˇemo podijeliti i s obzirom
na prirodu onoga sˇto se upotrebljava i to na dvije vrste:
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1. Ponovna upotreba programskog koda ili izvrsˇivog programa. Vec´ napisani sof-
tver ukljucˇuje se u novi sustav. Na primjer, mozˇe biti rijecˇ o korisˇtenju biblioteke,
nasljedivanju klase, ukljucˇivanju komponente, pozivu web servisa.
2. Ponovna upotreba modela, koncepta ili dizajnerskog rjesˇenja. Na primjer, koristi se
poznati obrazac za oblikovanje, no na osnovi njega pisˇe se vlastiti programski kod.
Takoder se u skladu s modelom graficˇkog razvoja mozˇe koristiti vec´ postojec´i UML1
dijagram iz kojeg se automatski generira programski kod.
Danas su vec´ razvijene i usavrsˇene mnoge tehnike za ponovnu upotrebu. Takve tehnike
koriste cˇinjenicu da su sustavi s istom aplikacijskom domenom slicˇni pa imaju potencijal za
ponovnu upotrebu i to na razlicˇitim razinama, od ponovne upotrebe jednostavnih funkcija
do ponovne upotrebe cijelih aplikacija. Takoder koriste i cˇinjenicu da standardi za ponovno
upotrebljive dijelove znatno olaksˇavaju ponovnu upotrebu. Slijedi popis nekih od tehnika
koje su se s visˇe ili manje uspjeha koristile kao oblik ponovne upotrebe.
Obrasci za oblikovanje. Rijecˇ je o ponovnoj upotrebi provjerenih genericˇkih rjesˇenja za
probleme oblikovanja koji se cˇesto pojavljuju u raznim kontekstima.
Aplikacijski okviri. Rijecˇ je o korisˇtenju skupa apstraktnih ili konkretnih klasa koje treba
nadograditi ili prosˇiriti da bi se od njih dobio zˇeljeni aplikacijski sustav.
Produktne linije. Mijenjanjem polazne genericˇke aplikacije nastaje niz slicˇnih konkret-
nih aplikacija sa zajednicˇkom arhitekturom. Svaka aplikacija u nizu prilagodena je
odredenoj grupi korisnika.
Ponovna upotreba COTS (Commercial Off-the-Shelf ) produkata. Potrebe korisnika rje-
sˇavaju se korisˇtenjem pogodno konfiguriranih postojec´ih javno dostupnih softverskih
paketa ili njihovim integriranjem.
Razvoj zasnovan na komponentama. Sustav se razvija integriranjem gotovih komponenti,
dakle integriranjem dijelova koji su razvijeni basˇ za ponovnu upotrebu u skladu s od-
govarajuc´im standardima za komponente.
Razvoj zasnovan na web servisima. Sustav se razvija povezivanjem servisa koji su javno
dostupni na web-u i s kojima se mozˇe komunicirati preko odgovarajuc´ih protokola.
Ponovna upotreba basˇtinjenih (legacy) sustava. Korisˇtenjem odgovarajuc´ih wrapper-a
uspostavlja se sucˇelje prema starom basˇtinjenom sustavu te se na taj nacˇin stari sustav
ponovo koristi u suvremenom okruzˇenju.
1Unified Modeling Language – UML je graficˇki jezik za modeliranje u podrucˇju softverskog inzˇenjerstva
koji je danas prihvac´en kao standard.
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Korisˇtenje standardnih biblioteka. U novom sustavu koriste se funkcije ili klase iz neke
biblioteke, na primjer koristi se matematicˇka funkcija, ili klasa koja enkapsulira ko-
munikaciju preko mrezˇe, ili klasa za implementaciju rada sa stogom, i tako dalje.
Ova tehnika zapravo je najstariji oblik ponovne upotrebe i postoji vec´ 40-tak godina.
Graficˇki razvoj softvera (model-driven engineering). Softver se opisuje graficˇkim mo-
delom, na primjer skupom UML dijagrama. Programski kod automatski se generira
iz tog modela. Ovdje je rijecˇ o ponovnoj upotrebi znanja kako se pojedini element
graficˇkog modela treba pretvoriti u programski kod.
Korisˇtenje generatora programa. U nekim usko specijaliziranim domenama postoje alati
koji iz specifikacije problema automatski generiraju odgovarajuc´i program. Na pri-
mjer, softveri za baze podataka za zadanu SQL2 tablicu mogu generirati aplikaciju
koja omoguc´uje azˇuriranje i pretrazˇivanje te tablice. Rijecˇ je o ponovnom korisˇtenju
znanja o domeni i programskih rjesˇenja koja su ugradena u alat.
Razvoj softvera zasnovan na komponentama i razvoj zasnovan na web servisima dvije
su tehnike koje predstavljaju danasˇnji state-of-the-art ponovne upotrebe. Rijecˇ je o teh-
nikama koje su u konceptualnom pogledu vrlo slicˇne, no bitno se razlikuju u pogledu
tehnicˇke realizacije. Obje tehnike zasnivaju se na konceptu pruzˇanja usluga i koristimo
ih preko (ponudenog) sucˇelja koje se sastoji od operacija s parametrima. U oba slucˇaja
aplikaciju gradimo na slicˇan nacˇin – kombiniranjem raspolozˇivih usluga, pretvorbom re-
zultata jedne usluge u ulaz za drugu uslugu, i tako dalje. Ove tehnike nagovjesˇtavaju nas-
tanak nove softverske industrije koja bi se umjesto razvojem aplikacija bavila iskljucˇivo
razvojem ponovno upotrebljivih dijelova za aplikacije. Najvec´a razlika izmedu ovih teh-
nika je to sˇto web servis funkcionira u svojem okruzˇenju neovisno o aplikaciji pa mu nije
potrebno trazˇeno sucˇelje koje kod komponenti opisuje uvjete koje aplikacija treba pruzˇiti
da bi komponenta mogla raditi. Ako visˇe aplikacija koristi istu komponentu, tada svaka
od njih pokrec´e svoju kopiju te komponente. Ako visˇe aplikacija koristi isti web servis,
tada sve one dobivaju usluge od istog primjerka servisa. Komponenta mozˇe prelaziti iz
stanja u stanje te pamtiti svoje trenutno stanje. To znacˇi da se komponenta kod svakog
uzastopnog poziva mozˇe drukcˇije ponasˇati. Buduc´i da isti primjerak web servisa mozˇe is-
tovremeno sluzˇiti raznim aplikacijama, on nema stanja pa se kod uzastopnih poziva ponasˇa
na potpuno isti nacˇin. Zahvaljujuc´i ovim i drugim razlikama, web servisi mogu se pokazati
boljim rjesˇenjem od komponenti u jednoj situaciji no losˇijim rjesˇenjem u nekoj drugoj situ-
aciji. Za razliku od komponenti koje se uglavnom koriste interno unutar velikih kompanija,
web servisi su u vec´oj mjeri ostvarili ideju globalne softverske industrije gdje se rjesˇenje
stvara na jednom mjestu, a ponovo se upotrebljava bilo gdje drugdje u svijetu.
2Structured Query Language – SQL je najpopularniji racˇunalni jezik za izradu, trazˇenje, azˇuriranje i
brisanje podataka iz relacijskih baza podataka.
Poglavlje 2
Arhitektura usmjerena na servise
Web servisi temelj su nove vrste arhitekture distribuiranih sustava koja se naziva arhitektura
usmjerena na servise ili servisno orijentirana arhitektura (Service Oriented Architecture –
SOA). Prema SOA, aplikacija se gradi povezivanjem servisa koji su dostupni na global-
noj mrezˇi Internet i izvrsˇavaju se na geografski udaljenim racˇunalima. Preciznije, SOA je
arhitektura u kojoj samostalni, medusobno slabo povezani servisi (usluge) dobro defini-
ranih sucˇelja pruzˇaju poslovnu funkcionalnost koja mozˇe biti na odredeni nacˇin otkrivena
i kojoj se mozˇe pristupiti kroz odgovarajuc´u infrastrukturu. Servis je zapravo aplikacija
izlozˇena preko standardiziranog sucˇelja te na taj nacˇin dostupna i razumljiva ostalim sus-
tavima u okruzˇenju. SOA omoguc´uje unutarnju i vanjsku integraciju, kao i ponovnu isko-
ristivost aplikacijske logike kroz kompoziciju i rekompoziciju servisa. Aplikacije se mogu
izgradivati povezivanjem jednog ili visˇe servisa bez znanja o njihovoj konkretnoj imple-
mentaciji.
Ideja SOA prikazana je na slici 2.1. Tri su glavna sudionika SOA: dobavljacˇ usluga,
trazˇitelj usluga i registar servisa. Dobavljacˇi usluga oblikuju i implementiraju servise te
definiraju sucˇelja preko kojih se pristupa tim servisima. Takoder, oni objavljuju informacije
o svojim servisima u nekom registru. Trazˇitelji usluga otkrivaju u registru specifikacije
servisa koji ih zanimaju i lociraju dobavljacˇe usluga. Nakon toga oni mogu povezati svoju
aplikaciju s odabranim servisom i komunicirati s njime preko njegovog sucˇelja razmjenom
poruka u skladu s predvidenim protokolom. SOA se razlikuje od standardnog klijent-
posluzˇitelj modela u svom isticanju principa modularnosti i niske meduovisnosti servisa te
standardizaciji i upravljanju vezama izmedu servisa i njihovih korisnika.
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Slika 2.1: SOA – arhitektura usmjerena na servise.
Iako ne postoji sluzˇbena SOA specifikacija, mozˇemo navesti nekoliko osnovnih prin-
cipa na kojima se ona zasniva:
• Opis servisa prilagoden je dogovorenim standardima komunikacije, dostupan je ko-
risnicima servisa te sadrzˇi opis ulaznih i izlaznih parametara i podataka.
• Veza izmedu servisa takva je da minimizira njihovu medusobnu ovisnost te zahtijeva
samo da oni znaju jedan za drugoga (low coupling).
• Korisnici servisa nemaju pristup detaljima o nacˇinu implementacije servisa.
• Aplikacijska logika podijeljena je na servise s namjerom promicanja ponovne upo-
trebe.
• Servisi imaju kontrolu nad logikom koju enkapsuliraju (autonomy).
• Servisi su stateless, to jest ne pamte stanje izmedu dva poziva te tako minimiziraju
potrosˇnju resursa.
• Servisi su nadopunjeni komunikacijskim metapodacima1 koji omoguc´uju ucˇinkovito
pronalazˇenje i interpretaciju servisa (discoverability).
• Servisi se mogu efektivno upotrebljavati kao dijelovi kompozicije, bez obzira na
velicˇinu i slozˇenost kompozicije (composability).
1Metapodaci su “podaci o podacima”. Korisni su kod pregledavanja, prijenosa i dokumentiranja infor-
macijskog sadrzˇaja. To su strukturirani podaci koji opisuju, objasˇnjavaju, lociraju ili na neki drugi nacˇin
omoguc´uju laksˇe upravljanje resursima.
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Servisno orijentirana arhitektura pojednostavljuje ponovnu iskoristivost elemenata in-
formaticˇkog sustava. Pomazˇe u povec´anju brzine i produktivnosti razvoja jer su elementi
jednom izlozˇeni preko servisa dostupni drugim aplikacijama na korisˇtenje. Prosˇirivanje
sustava postaje jednostavnije jer se sastoji vec´inom od dodavanja novih servisa. Velika mo-
dularnost u SOA omoguc´uje jednostavniju promjenu funkcionalnosti ako je to potrebno.
Takoder, odrzˇavanje sustava sa servisno orijentiranom arhitekturom relativno je lako.
Poglavlje 3
Standardi vezani uz web servise
Razvoj web servisa bio je od pocˇetka poprac´en razvojem odgovarajuc´ih standarda. Sve
vazˇne hardverske i softverske kompanije prihvatile su te standarde osiguravajuc´i tako kom-
patibilnost svojih rjesˇenja. Problem nekompatibilnosti uobicˇajena je pojava pri razvoju i
korisˇtenju novih tehnologija koji je ovako ranom standardizacijom vjesˇto izbjegnut. Slika
3.1 prikazuje jezike i protokole koji su postali kljucˇni standardi za funkcioniranje web ser-
visa. Oni pokrivaju sve aspekte SOA arhitekture, od osnovnih mehanizama za razmjenu
informacija (SOAP) do programskih jezika za implementaciju aplikacija koje koriste web
servise (WS-BPEL).
Slika 3.1: Standardi za web servise.
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Svi ovi standardi za web servise zasnivaju se na jeziku koji se zove XML (EXtensible
Markup Language). XML je jezik za oznacˇavanje podataka koji je stvoren da bude jednos-
tavno cˇitljiv i ljudima i racˇunalima. Princip realizacije vrlo je jednostavan: odgovarajuc´i
sadrzˇaj treba se uokviriti odgovarajuc´im oznakama koje ga opisuju i imaju poznato ili lako
shvatljivo znacˇenje (slika 3.2).
<?xml version="1.0" encoding="UTF-8"?>
<message>
<to>Alice</to>
<from>Bob</from>
<heading>Hello</heading>
<body>Hello Alice!</body>
</message>
Slika 3.2: Primjer jednostavnog XML dokumenta.
Ukratko, kao glavni standardi za web servise, koje c´emo detaljnije opisati u nastavku,
usvojeni su sljedec´i protokol i jezici:
1. Service Oriented Architecture Protocol – SOAP,
2. Web Service Definition Language – WSDL,
3. Web Service Business Process Execution Language – WS-BPEL.
Uz spomenuta tri standarda SOAP, WSDL i WS-BPEL za glavni standard predlagao se i
Universal Description, Discovery and Integration – UDDI, ali nije bio opc´enito prihvac´en.
Osim glavnih standarda za web servise postoji i niz pomoc´nih standarda koji se odnose
na neke posebne aspekte. Neki od njih su sljedec´i:
1. WS-Reliable Messaging. Standard za razmjenu poruka koji osigurava da svaka po-
ruka bude dostavljena tocˇno jednom.
2. WS-Security. Skup standarda za sigurnost web servisa koji sadrzˇi standarde za spe-
cifikaciju definicije sigurnosnih pravila i standarde za korisˇtenje digitalnog potpisa.
3. WS-Addressing. Standard koji definira reprezentaciju informacije o adresi u SOAP
porukama.
4. WS-Transactions. Standard koji definira nacˇin odvijanja transakcija u distribuiranim
servisima.
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3.1 SOAP
Service Oriented Architecture Protocol – SOAP, izvorno definiran kao Simple Object Ac-
cess Protocol, je protokol za razmjenu poruka izmedu aplikacija i web servisa. Baziran
je na XML-u te za razmjenu informacija koristi protokole nizˇeg sloja, najcˇesˇc´e HTTP
(Hypertext Transfer Protocol). Razvijen je kako bi se omoguc´ila jednostavna komuni-
kaciju tekstualnim sadrzˇajem preko HTTP komunikacijskog protokola koji je prilagoden
upravo razmjeni tekstualnih sadrzˇaja. Ovaj protokol neovisan je o programskom jeziku i
platformi te je jednostavno prosˇiriv.
SOAP definira standardni oblik poruka, to jest obavezne i opcionalne dijelove. Glavni
elementi SOAP poruke (slika 3.3) su:
Omotnica (envelope). Obavezan element koja identificira XML dokument kao SOAP po-
ruku. Definira pocˇetak i kraj SOAP poruke.
Zaglavlje (header). Nije obavezan element, a mozˇe sadrzˇavati jedan ili visˇe blokova me-
tapodataka o samoj poruci. U zaglavlju se nalaze informacije o primjeni poruke,
identifikatoru prijenosa te podaci o posˇiljatelju i primatelju poruke.
Tijelo (body). Obavezan element koji sadrzˇi podatke o pozivu i odgovoru te poruke o
gresˇkama koje su se dogodile tijekom obrade poruka. Dio s porukama o gresˇkama
(fault) nije obavezan.
Slika 3.3: Struktura SOAP poruke.
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Opisˇimo sada princip rada SOAP protokola. SOAP klijent kreira XML dokument koji
sadrzˇi odgovarajuc´i zahtjev (request). Taj dokument formatiran je u skladu sa SOAP
specifikacijom. Dokument dolazi do SOAP posluzˇitelja koji obraduje pristigle zahtjeve
i na osnovi pristiglih zahtjeva pokrec´e odgovarajuc´i servis. Po zavrsˇenoj obradi SOAP
posluzˇitelj, korisˇtenjem SOAP protokola vrac´a poruku odgovora (response) SOAP klijentu.
Na slici 3.4 prikazan je primjer poruke zahtjeva kojom se od servisa zahtjeva pozdrav za
ime “Alice”, dok slika 3.5 prikazuje primjer odgovarajuc´e poruke odgovora kojom servis
vrac´a pozdrav “Hello Alice!”
<?xml version="1.0" encoding="UTF-8"?>
<S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/"
xmlns:SOAP -ENV="http://schemas.xmlsoap.org/soap/envelope/">
<SOAP-ENV:Header/>
<S:Body>
<ns2:hello xmlns:ns2="http://service.time.org/">
<name>Alice</name>
</ns2:hello>
</S:Body>
</S:Envelope>
Slika 3.4: Primjer SOAP poruke – SOAP zahtjev.
<?xml version="1.0" encoding="UTF-8"?>
<S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/"
xmlns:SOAP -ENV="http://schemas.xmlsoap.org/soap/envelope/">
<SOAP-ENV:Header/>
<S:Body>
<ns2:helloResponse xmlns:ns2="http://service.time.org/">
<return>Hello Alice!</return>
</ns2:helloResponse>
</S:Body>
</S:Envelope>
Slika 3.5: Primjer SOAP poruke – SOAP odgovor.
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3.2 WSDL
Web Service Definition Language – WSDL je jezik za opisivanje sucˇelja web servisa ba-
ziran na XML-u. Omoguc´uje zadavanje imena operacija koje servis nudi, parametara tih
operacija i njihovih tipova, iznimki, adrese na web-u gdje se servis nalazi te nacˇina na koji
se aplikacija povezuje sa servisom.
Struktura WSDL dokumenta prikazana je na slici 3.6. Uvodni dio takvog dokumenta
sadrzˇi XML-ove deklaracije prostora imena (namespace). Nakon uvodnog dijela slijedi
apstraktno sucˇelje koje definira sˇto web servis radi – opisane su operacije (imena opera-
cija, pripadnih parametara i njihovih tipova), poruke i iznimke. Na kraju se nalazi kon-
kretna implementacija u kojoj se definira kako servis komunicira (binding) i gdje se on
nalazi. Binding specificira protokol za komunikaciju sa servisom – u pravilu to je SOAP,
no mozˇe se odabrati i neki drugi protokol. Odgovor na pitanje “gdje se web servis mozˇe
nac´i” odreduje adresa na web-u gdje je servis instaliran, dakle njegov Uniform Resource
Identifier — URI.
Slika 3.6: Organizacija specifikacije u WSDL-u.
Na slici 3.7 je primjer jednog WSDL dokumenta na kojem se detaljnije vidi kako iz-
gledaju elementi koji sacˇinjavaju prethodno opisanu strukturu.
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<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<definitions targetNamespace="http://service.hello/" name="HelloWebService"
xmlns="http://schemas.xmlsoap.org/wsdl/"
xmlns:wsp="http://www.w3.org/ns/ws-policy"
xmlns:tns="http://service.hello/"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
xmlns:wsp1_2="http://schemas.xmlsoap.org/ws/2004/09/policy"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"
xmlns:wsam="http://www.w3.org/2007/05/addressing/metadata"
xmlns:wsu="http://.../oasis -200401-wss-wssecurity -utility -1.0.xsd">
<types>
<xsd:schema>
<xsd:import namespace="http://service.hello/"
schemaLocation="HelloWebService_schema1.xsd"/>
</xsd:schema>
</types>
<message name="hello">
<part name="parameters" element="tns:hello"/>
</message>
<message name="helloResponse">
<part name="parameters" element="tns:helloResponse"/>
</message>
<portType name="HelloWebService">
<operation name="hello">
<input wsam:Action="http://.../helloRequest" message="tns:hello"/>
<output wsam:Action="http://.../helloResponse" message="tns:helloResponse"/>
</operation>
</portType>
<binding name="HelloWebServicePortBinding" type="tns:HelloWebService">
<soap:binding transport="http://schemas.xmlsoap.org/soap/http" style="document"/>
<operation name="hello">
<soap:operation soapAction=""/>
<input>
<soap:body use="literal"/>
</input>
<output>
<soap:body use="literal"/>
</output>
</operation>
</binding>
<service name="HelloWebService">
<port name="HelloWebServicePort" binding="tns:HelloWebServicePortBinding">
<soap:address location="http://localhost:8080/SimpleWebApplication/HelloWebService"/>
</port>
</service>
</definitions>
Slika 3.7: Primjer WSDL dokumenta.
3.3 WS-BPEL
Web Service Business Process Execution Language – WS-BPEL je jezik za pisanje aplika-
cije koja poziva web servise i kombinira njihove ulaze i izlaze. Specificira akcije unutar
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i izmedu poslovnih procesa pomoc´u web servisa. Procesi u WS-BPEL-u izvoze i uvoze
informacije koristec´i iskljucˇivo sucˇelje web servisa.
Iako se umjesto direktne implementacije u WS-BPEL-u najcˇesˇc´e koriste alati za mo-
deliranje procesa koji generiraju WS-BPEL dokument, korisno je i vazˇno znati osnovne
WS-BPEL elemente (slika 3.8). WS-BPEL alati za modeliranje procesa cˇesto koriste te
elemente, a mozˇe se i pojaviti potreba za izmjenom ili nadopunom izvornog koda pisanog
u WS-BPEL-u radi daljnjih profinjenja koja se ne mogu postic´i korisˇtenjem alata.
<process>
<partnerLinks>
...
</partnerLinks>
<variables>
...
</variables>
<faultHandlers>
...
</faultHandlers>
<sequence>
<recieve ...>
<invoke ...>
<reply ...>
...
</sequence>
...
</process>
Slika 3.8: Struktura WS-BPEL definicije procesa.
3.4 UDDI
Universal Description, Discovery and Integration – UDDI je standard koji propisuje nacˇin
na koji se servis treba dokumentirati da bi ga trazˇitelji usluga lako mogli nac´i. Ukljucˇuje
informacije o uslugama koje servis pruzˇa, dobavljacˇu usluga, lokaciji WSDL opisa sucˇelja
te informacije o poslovnim vezama.
Namjera je bila omoguc´iti dobavljacˇima usluga stvaranje svojih UDDI registara s opi-
sima servisa koje nude. Trazˇitelji usluga koristili bi takav UDDI registar kao svojevrstan
oblik “poslovnog imenika”. Moguc´e je registrirati tri tipa informacija u UDDI registar:
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Bijele stranice. Sadrzˇe osnovne informacije o dobavljacˇu usluga. To ukljucˇuje ime kom-
panije, opis cˇime se ona bavi te kontaktne informacije kao sˇto su adresa i broj tele-
fona. Takoder, omoguc´uju metodu pronalaska servisa preko identifikatora kompa-
nije.
Zˇute stranice. Koriste klasifikaciju servisa ili kompanije pomoc´u standardnih taksono-
mija te na taj nacˇin omoguc´uju pronalazak servisa prema biranoj kategoriji.
Zelene stranice. Opisuju gdje i kako pristupiti web servisu te sadrzˇe informacije o nacˇinu
komunikacije (binding). Sadrzˇe tehnicˇke detalje i podrzˇane funkcije servisa.
Neke kompanije, ukljucˇujuc´i Microsoft, koristile su UDDI registre na pocˇetku 21. sto-
ljec´a. No zbog napretka trazˇilica oni su postali suvisˇni i danas su svi zatvoreni, a UDDI
je pao u zaborav. Servisi se sada mogu uspjesˇno pronac´i korisˇtenjem standardnih trazˇilica
pomoc´u odgovarajuc´ih WSDL opisa.
Poglavlje 4
RESTful web servisi
Sadasˇnje standarde za web servise neki kritiziraju da su preglomazni, preopc´eniti i neefi-
kasni. Korisˇtenje tih standarda zahtijeva znatnu kolicˇinu procesiranja za stvaranje, prijenos
i interpretaciju povezanih XML poruka. Iz tog su razloga neke kompanije, kao sˇto su Go-
ogle i Amazon, umjesto standarda pocˇele koristiti jednostavniji i efikasniji pristup servis-
noj komunikaciji korisˇtenjem takozvanih RESTful web servisa. RESTful pristup podrzˇava
efikasnu interakciju servisa, ali ne podrzˇava znacˇajke na razini poduzec´a kao sˇto su WS-
Reliability i WS-Transactions.
4.1 REST
Representational State Transfer – REST je teorijski model programske arhitekture za ostva-
rivanje raspodijeljenih sustava. Opisao ga je Roy Fielding u petom poglavlju svoje doktor-
ske disertacije [6]. Nastao je iz WWW (World Wide Web) tehnologije uvodenjem odredenih
ogranicˇenja. Ova ogranicˇenja cˇine osnovne principe REST modela koji odreduju kako se
resursi na globalnoj mrezˇi Internet mogu koristiti. Motivacija za uvodenje ovih ogranicˇenja
je stvaranje konacˇnog sustava koji koristi sve pogodnosti arhitekture web-a kako bi ostvario
bolje funkcioniranje novog sustava.
Buduc´i da spomenuti nestandardni web servisi cˇesto implementiraju samo dio teorij-
skih nacˇela REST modela, za njih se koristi naziv RESTful web servisi. Time se naglasˇava
da se koriste neka REST nacˇela, ali ne sva. U nastavku se nalazi opis kljucˇnih nacˇela REST
modela.
Svaki resurs ima jedinstveni identifikator. Osnovni gradivni elementi REST modela na-
zivaju se resursi (resources). Svaki web servis korisnicima nudi pristup konacˇnom
broju resursa. Na primjer, popularni web servisi, kao sˇto je Amazon API, omoguc´uju
dohvac´anje naslova knjiga, korisnicˇkih kritika i drugih informacije. U kontekstu
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ovog servisa, knjige i kritike predstavljaju resurse koje web servis nudi korisniku.
Kao jedinstveni identifikator resursa odabran je URI (Uniform Resource Identifier).
Na taj se nacˇin resursu dodjeljuje jedinstveni identifikator unutar globalne mrezˇe
Internet.
Medusobno povezivanje resursa. Buduc´i da resursi cˇesto imaju prirodnu vezu jedan s
drugim potrebno ih je medusobno povezati. Na primjer, kritike i knjige kojima te kri-
tike pripadaju medusobno su povezane semantikom. Tocˇnije, kritike nemaju smisla
bez knjige na koju se odnose, dok se knjige mogu detaljnije opisati kritikama. Iz tog
se razloga prilikom davanja odgovora na zahtjev za resursom cˇesto daje skup dodat-
nih poveznica koje identificiraju druge resurse. Na taj nacˇin klijent ima moguc´nost
promjene stanja sustava pratec´i poveznice koje je dobio u sklopu odgovora.
Upotreba standardnih metoda. Svaki resurs podrzˇava isti skup metoda kojima se mogu
pokrenuti odredene operacije ili dohvatiti zˇeljeni rezultat. Skup standardnih REST
metoda preuzete su iz skupa HTTP metoda. Teorijski model predvida uporabu GET,
POST, PUT i DELETE metoda. Iako je nacˇin uporabe tih metoda opisan HTTP
standardom i REST teorijskim modelom, one se rijetko kada koriste dosljedno. Iz
tog se razloga, kao sˇto smo vec´ spomenuli, koristi pojam RESTful servisi kako bi
se naglasilo da neka nacˇela nisu strogo ispunjena. Na primjer, GET metoda bi se
trebala koristiti iskljucˇio za dohvac´anje resursa. Popularni web servis Flickr ima do-
kumentiranu operaciju brisanja resursa uporabom GET metode, umjesto standardne
DELETE metode.
Resursi s visˇestrukim reprezentacijama. Jedan od osnovnih problema prilikom izrade
web servisa je osiguravanje ispravnog tumacˇenja poslanih podataka na strani klije-
nata. Naime, web servisi sˇalju samo podatke, a klijentska aplikacija ih mora prika-
zati. Tocˇnije, klijentska aplikacija mora znati kako protumacˇiti rezultate te ih onda
prikazati korisniku. Kako bi se pokrilo sˇto visˇe moguc´ih reprezentacija, moguc´e je
HTTP zahtjevom zatrazˇiti zˇeljeni format. Naravno, web servis mora podrzˇavati ispo-
ruku resursa u zˇeljenom formatu. Na primjer, kada se web servis koristi s mobilnog
uredaja pozˇeljno je dobiti odgovor u XML zapisu. U drugim c´e uvjetima mozˇda biti
pogodnije odgovor primiti u JSON1 obliku. Neovisno o odabranom formatu, klijent
je uvijek zaduzˇen za konacˇnu reprezentaciju resursa.
Komunikacija bez odrzˇavanja stanja. REST model predlazˇe da informacija o stanju ser-
visa uvijek bude sadrzˇana unutar samog resursa koji se koristi ili da se pohranjuje na
klijentu. Stanje se odnosi na bilo koje informacije koje utjecˇu na rezultat odziva
1JavaScript Object Notation – JSON je jednostavni tekstualni standard dizajniran kako bi omoguc´io
razmjenu i prijenos podataka koje je lagano isˇcˇitati bez dodatnih programskih rjesˇenja. Uglavnom se koristi
za prijenos podataka izmedu servera i web aplikacije kao alternativa XML-u.
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web servisa, a koje su nastale putem prethodnih interakcija s web servisom. Tocˇnije,
posluzˇitelj ne bi trebao pamtiti stanje prilikom komuniciranja s pozivateljem servisa.
Jedan od razloga za to je osiguravanje razmjernog rasta. Ukoliko se pamti stanje
za svakog klijentu to bi narusˇilo vrijeme odziva prilikom visokog opterec´enja. No,
postoje i druge pogodnosti ovog pristupa. Na primjer, klijent postaje neovisan o
promjenama na posluzˇitelju jer ne ovisi o stanju prilikom komunikacije.
Poglavlje 5
Softverski procesi vezani uz web servise
U softverskom inzˇenjerstvu zasnovanom na web servisima razlikujemo dvije vrste softver-
skih procesa:
• Razvoj samih web servisa koje c´e netko drugi upotrebljavati.
• Razvoj aplikacija korisˇtenjem postojec´ih web servisa.
5.1 Razvoj web servisa
Proces razvoja web servisa prikazan je na slici 5.1 i sastoji se od tri faze:
1. Identifikacija kandidata za servis.
2. Oblikovanje sucˇelja servisa.
3. Implementacija i instalacija servisa.
Cilj je razviti servise za ponovnu upotrebu u servisno orijentiranim aplikacijama. Do-
bavljacˇi usluga moraju osigurati da se razvijeni servis mozˇe upotrijebiti u razlicˇitim susta-
vima. Da bi to postigli, moraju dizajnirati i razviti opc´enito korisne funkcionalnosti koje
cˇine servis robusnim i pouzdanim. Takoder, potrebno je dokumentirati servis tako da ga
trazˇitelji usluga mogu lako otkriti i pravilno koristiti.
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Slika 5.1: Proces razvoja web servisa.
Identifikacija kandidata za servis
Razvoj ponovno upotrebljivog servisa obicˇno pocˇinje identifikacijom nekog postojec´eg
softverskog modula koji se pokazao korisnim i koji bi mogao biti od sˇireg interesa. U
daljnjem postupku razvoja postojec´i modul mora se generalizirati, to jest iz njega treba
izbaciti specificˇnosti njegove originalne aplikacije te mu treba dodati novu funkcionalnost
koja c´e ga ucˇiniti cjelovitijim i nezavisnijim. Postupkom identifikacije kandidata za servis
uocˇavamo moguc´e servise i definiramo zahtjeve za njih.
Osnovna ideja servisno orijentirane arhitekture je da servisi trebaju podrzˇati poslovne
procese. Buduc´i da svaka organizacija ima sˇirok raspon procesa, postoji mnogo potencijal-
nih servisa koji mogu biti implementirani. Identifikacija kandidata za servis stoga ukljucˇuje
razumijevanje i analizu poslovnih procesa unutar organizacije u svrhu odlucˇivanja koji po-
novno upotrebljivi servisi mogu biti implementirani da podrzˇe te procese.
Thomas Erl [5] predlazˇe tri osnovna tipa servisa koji se mogu identificirati:
1. Komunalni servisi. To su servisi koji implementiraju neke opc´enite funkcionalnosti
koje mogu koristiti razlicˇiti poslovni procesi.
2. Poslovni servisi. To su servisi koji su povezani sa specificˇnim poslovnim funkcijama.
3. Koordinacijski ili procesni servisi. To su servisi koji podrzˇavaju opc´enitije poslovne
procese koji obicˇno ukljucˇuju razlicˇite aktere i aktivnosti.
Erl takoder predlazˇe i podjelu prema kojoj servisi mogu biti orijentirani na zadatke
ili na entitete. Servisi orijentirani na zadatke su oni servisi koji su povezani s nekom ak-
tivnosˇc´u, dok su servisi orijentirani na entitete kao objekti i povezani su s nekim poslovnim
entitetom. Slika 5.2 prikazuje neke primjere servisa s obzirom na spomenute dvije podjele.
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Komunalni i poslovni servisi mogu biti orijentirani ili na zadatke ili na entitete, dok su
koordinacijski servisi uvijek orijentirani na zadatke.
Komunalni servisi Poslovni servisi Koordinacijski servisi
Servisi orijentirani Pretvaracˇ valuta Forma za validaciju zahtjeva Potvrda procesnih trosˇkova
na zadatke Lokator zaposlenika Provjera kreditnog rejtinga Plac´anje vanjskom dobavljacˇu
Servisi orijentirani Provjera stila dokumenta Forma za trosˇkove
na entitete Pretvaracˇ web forme u XML Forma za prijavu studenata
Slika 5.2: Klasifikacija servisa.
Cilj identifikacije kandidata za servis je pronalazˇenje servisa koji bi trebali biti logicˇki
koherentni, samostalni i ponovno upotrebljivi. Erlova klasifikacija korisna je u ovom po-
gledu zato sˇto nam sugerira kako otkriti ponovno upotrebljive servise promatrajuc´i pos-
lovne entitete i aktivnosti. Medutim, identifikacija kandidata za servis ponekad je vrlo
tesˇka jer trebamo predvidjeti kako c´e servis biti korisˇten. Od moguc´ih kandidata za servis
potrebno je odabrati one koji c´e biti korisni, a za to je potrebno mnogo vjesˇtine i iskustva.
Rezultat identifikacije kandidata za servis je skup izabranih servisa te pripadni zah-
tjevi za njih. Funkcionalni zahtjevi opisuju sˇto servis treba raditi. Nefunkcionalni zahtjevi
definiraju zahtjeve za sigurnost, performanse i dostupnost servisa.
Oblikovanje sucˇelja servisa
Nakon identifikacije kandidata za servis, sljedec´a faza razvoja web servisa je oblikova-
nje sucˇelja servisa. Ova faza ukljucˇuje definiranje operacija vezanih za servis i njihovih
parametara. Takoder, potrebno je posvetiti pazˇnju dizajnu operacija i poruka. Cilj je mini-
mizirati broj razmjena poruka koje su potrebne da bi servis odgovorio na zahtjev. Bolje je
da sˇto visˇe informacija bude proslijedeno u jednoj poruci nego da se koristi sinkrona ko-
munikacija pomoc´u visˇe poruka. Vazˇno je josˇ imati na umu da web servisi nemaju stanja
pa upravljanje stanjima aplikacije koja koristi servise treba prepustiti korisnicima servisa, a
ne samom servisu. Zbog toga c´e mozˇda biti potrebno da se informacije o stanju aplikacije
prenose u i iz servisa pomoc´u poruka.
Oblikovanje sucˇelja servisa sastoji se od sljedec´ih koraka:
1. Logicˇko oblikovanje sucˇelja. Definiramo operacije koje c´e servis izvrsˇavati, njihove
ulazne i izlazne parametre te iznimke vezane uz te operacije.
2. Oblikovanje poruka. Definiramo strukturu poruka koje servis prima i sˇalje.
3. Razvoj u WSDL-u. Rezultati logicˇkog oblikovanja i oblikovanja poruka prevode se u
apstraktni opis sucˇelje zapisan u jeziku WSDL.
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Implementacija i instalacija servisa
Zadnja faza razvoja web servisa je implementacija koja se svodi na programiranje u ne-
kom od standardnih programskih jezika kao sˇto su Java ili C#. Oba jezika posjeduju od-
govarajuc´e biblioteke i podrsˇku za razvoj web servisa. Alternativni nacˇin implementacije
servisa je modificiranje vec´ postojec´eg programskog koda.
Nakon implementacije, servis je potrebno testirati prije instaliranja. Testiranje ukljucˇuje
ispitivanje ulaznih parametara servisa, stvaranje ulaznih poruka koje daju informacije o
ulaznim parametrima te provjeru jesu li dobiveni izlazni parametri ocˇekivani. Tijekom tes-
tiranja treba pokusˇati stvoriti iznimke da bi se provjerilo mozˇe li se servis nositi s nevazˇec´im
ulaznim parametrima. Postoje alati za testiranje servisa koji generiraju automatske testove
iz WSDL specifikacije. Medutim, takvi testovi omoguc´uju samo provjeru valjanosti sucˇelja
servisa, pomoc´u njih nije moguc´e testirati funkcionalno ponasˇanje servisa.
Na samom kraju slijedi instalacija kojom servis postaje dostupan za korisˇtenje na web
serveru. Instalacija servisa svodi se na kopiranje izvrsˇivog programa u odredeni direktorij
te od stavljanja WSDL opisa i ostalih informacija o servisu na web.
5.2 Razvoj aplikacija korisˇtenjem web servisa
Razvoj aplikacija korisˇtenjem web servisa temelji se na ideji sastavljanja i konfiguriranja
vec´ postojec´ih servisa da bi se stvorili novi, slozˇeni servisi. Takva kompozicija servisa
mozˇe se integrirati s korisnicˇkim sucˇeljem implementiranim u pregledniku za stvaranje
web aplikacija ili se mozˇe iskoristiti kao sastavni dio za neku drugu vrstu aplikacije. Servisi
koji se koriste u kompoziciji mogu biti razvijeni posebno za aplikaciju, mogu se koristiti
poslovni servisi razvijeni unutar kompanije ili servisi od vanjskih dobavljacˇa.
Tijek aplikacije koja koristi web servise mozˇemo zamisliti kao niz odvojenih koraka. Iz
svakog se koraka sve potrebne informacije prenose u sljedec´i korak. Ovaj niz koraka nazi-
vamo radni tok (workflow). Workflow je model poslovnog procesa i oznacˇava niz aktivnosti
koje se moraju izvrsˇiti vremenski jedna za drugom da bi se postigao neki poslovni cilj. U
nasˇem slucˇaju aktivnosti se izvrsˇavaju tako da se pozove odgovarajuc´i web servis. Ideja
workflow-a je prilicˇno jednostavna, ali se zbog cˇeste slozˇenosti kompozicije servisa mozˇe
dogoditi da je u workflow potrebno naknadno dodati korake ili se zbog nekompatibilnosti
u izvrsˇavanju servisa mozˇe pojaviti potreba za promjenom workflow-a.
Na slici 5.3 prikazan je workflow aplikacije za planiranje odmora. Rijecˇ je o aplikaciji
koja klijentu avionske kompanije omoguc´uje kupovinu avionske karte, rezervaciju hotel-
ske sobe u odredisˇtu, narudzˇbu rent-a-car-a ili taksija te kupovinu ulaznica za kazalisˇte.
Prikazane aktivnosti zapravo su pozivi razlicˇitih web servisa. Prvi servis pripada avionskoj
kompaniji, a preostali su vanjski servisi koji pripadaju kompanijama iz odredisˇta.
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Slika 5.3: Workflow aplikacije za planiranje odmora.
Proces razvoja aplikacije korisˇtenjem web servisa prikazan je na slici 5.4 i sastoji se od
sˇest koraka:
1. Oblikovanje polaznog workflow-a. Na osnovi zahtjeva na aplikaciju predlazˇemo ide-
alni tijek aktivnosti unutar aplikacije.
2. Otkrivanje servisa. Pretrazˇujemo odgovarajuc´e registre ili kataloge da bi ustanovili
koji nama zanimljivi servisi nam stoje na raspolaganju, te tko ih daje i pod kojim
uvjetima.
3. Izbor servisa. Iz skupa moguc´ih kandidata koje smo otkrili biramo one servise koji
najbolje mogu implementirati aktivnosti iz nasˇeg workflow-a.
4. Profinjenje workflow-a. Na osnovi informacija o izabranim servisima profinjujemo
polazni workflow. To znacˇi da dodajemo detalje o operacijama i parametrima te
mozˇda dodajemo ili izbacujemo aktivnosti. Da bi se izabrani servisi sˇto bolje mogli
upotrijebiti, cˇesto je potrebno napraviti manje kompromise u funkcionalnosti aplika-
cije.
5. Stvaranje workflow-programa. Profinjeni workflow pretvaramo u izvrsˇivi program.
U tu svrhu koristimo konvencionalni programski jezik poput Java ili C#, ili specija-
lizirani jezik WS-BPEL.
6. Testiranje aplikacije. Provjerava se da li workflow-program stvoren u prethodnom
koraku ispravno radi i da li on zadovoljava uvjete iz specifikacije.
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Slika 5.4: Proces razvoja aplikacije koja koristi web servise.
Oblikovanje i implementacija workflow-a
Oblikovanje workflow-a ukljucˇuje analizu postojec´ih ili planiranih poslovnih procesa u
svrhu razumijevanja razlicˇitih aktivnosti od kojih se sastoje i nacˇina razmjene informa-
cija izmedu njih. Na temelju toga definira se novi poslovni proces korisˇtenjem notacije za
oblikovanje workflow-a. Prikazuju se faze od kojih se proces sastoji i informacije koje se
prenose izmedu razlicˇitih faza tog procesa.
Workflow predstavlja model poslovnog procesa i uglavnom se oblikuje korisˇtenjem
graficˇke notacije, pomoc´u UML activity dijagrama ili BPMN (Business Process Mode-
ling Notation). UML activity dijagrami i BPMN su vrlo slicˇni pa postoji moguc´nost da se
u buduc´nosti integriraju i tako stvoreni jezik postane standard za oblikovanje workflow-a.
Activity dijagram prikazuje aktivnosti u nekom procesu te tok kontrole ili tok podataka u
tom procesu. BPMN je graficˇki jezik koji je relativno lako razumjeti. Prednost BPMN-a
je u tome sˇto postoje alati koji BPMN prevode u WS-BPEL, jezik nizˇe razine zasnovan na
XML-u koji je kompliciran za rucˇno pisanje.
Slika 5.5 primjer je jednostavnog BPMN dijagrama koji prikazuje dio workflow-a apli-
kacije za planiranje odmora sa slike 5.3. Tocˇnije, ovo je dio za rezervaciju hotela koji
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ukljucˇuje trazˇenje i dobivanje zahtjeva od kupaca, provjeru slobodnih soba te samu rezer-
vaciju ako postoji odgovarajuc´a slobodna soba.
Slika 5.5: BPMN dijagram za rezervaciju hotela.
Na prethodnoj slici vide su neki osnovni graficˇki elementi BPMN-a koji se koriste za
oblikovanje workflow-a:
• Aktivnosti su nacrtane kao pravokutnici s oblim rubovima, a pokrec´u ih ljudi ili
automatizirani servisi.
• Dogadaji su nacrtani kao krugovi i pokrec´u se tijekom poslovnih procesa. Krug s
obicˇnim rubom koristi se za pocˇetni dogadaj, a krug s podebljanim rubom za zavrsˇni.
Na slici nije prikazan krug s dvostrukim rubom koji se inacˇe koristi za dogadaje koji
se pojavljuju izmedu pocˇetnog i zavrsˇnog dogadaja.
• Rombovi oznacˇavaju grananje, dio procesa u kojem se donosi odluka. Jedan primjer
na slici 5.5 je donosˇenje odluke ovisno o tome ima li slobodnih soba ili ne.
• Pune strelice predstavljaju tok kontrole, a isprekidane strelice tok podataka. Na slici
5.5 prikazana je razmjena podataka izmedu servisa za rezervaciju hotela i kupca.
Nakon zavrsˇetka pocˇetnog oblikovanja, workflow je potrebno profiniti na osnovi otkri-
venih, odnosno izabranih servisa. Profinjenje workflow-a mozˇe zahtijevati niz iteracija sve
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dok ne bude stvoren dizajn koji omoguc´ava maksimalnu ponovnu upotrebu raspolozˇivih
servisa.
Na osnovi konacˇnog, profinjenog workflow-a stvara se izvrsˇivi program. To mozˇe
ukljucˇivati sljedec´e dvije aktivnosti:
1. Implementacija servisa koji nisu dostupni za ponovnu upotrebu, a potrebni su za rad
aplikacije. U tu svrhu koristimo standardne programske jezike kao sˇto su Java i C#
jer imaju podrsˇku za razvoj web servisa. Razvoj web servisa za ponovnu upotrebu
opisan je u odjeljku 5.1.
2. Stvaranje workflow-programa koji predstavlja izvrsˇivu verziju workflow-a. Work-
flow-program obicˇno se generira rucˇnim ili automatskim prevodenjem u WS-BPEL.
Iako postoje alati koji automatski prevode BPMN u WS-BPEL, pod nekim je okol-
nostima tesˇko proizvesti cˇitljivi kod u WS-BPEL-u pa je potrebno dodatno rucˇno
kodiranje. Ipak, razvojem odgovarajuc´ih standarda za web servise opisanih u po-
glavlju 3 omoguc´ava se sve kvalitetnija direktna implementacija.
Testiranje aplikacije
Testiranje je vazˇno u svim razvojnim procesima jer ono pokazuje da sustav zadovoljava
funkcionalne i nefunkcionalne zahtjeve te otkriva gresˇke koje se mogu proizvesti tije-
kom razvojnog procesa. Mnoge tehnike za testiranje koriste analizu programskog koda.
Medutim, ako su servisi u vlasnisˇtvu vanjskih dobavljacˇa, izvorni kod implementacije
servisa nije dostupan. Iz ovog razloga testiranje aplikacije koja koristi web servise nije
moguc´e pomoc´u tehnika koje koriste analizu programskog koda.
Osim problema razumijevanja implementacije servisa, kod testiranja servisa i aplika-
cija koje koriste servise mogu se pojaviti i sljedec´e tesˇkoc´e:
• Servisi su pod kontrolom dobavljacˇa servisa, a ne korisnika servisa. Dobavljacˇi ser-
visa mogu u svakom trenutku povuc´i svoje servise ili napraviti promjene na njima
sˇto svaki put zahtjeva novo testiranje aplikacije ako zˇelimo da ona sa sigurnosˇc´u
ispravno funkcionira.
• Dugorocˇna vizija SOA je da servisi budu dinamicˇki povezani sa servisno orijenti-
ranim aplikacijama. To znacˇi da aplikacija prilikom izvrsˇavanja ne treba svaki put
koristiti isti servis. Iako testiranje mozˇe biti uspjesˇno kada aplikacija koristi odredeni
servis, ne postoji garancija da c´e upravo taj servis biti korisˇten prilikom stvarnog
izvrsˇavanja aplikacije pa njezina ispravnost tada mozˇe biti upitna.
• Tesˇko je provjeriti hoc´e li biti ispunjeni nefunkcionalni zahtjevi jer njihovo ispunja-
vanje ne ovisi samo o tome kako aplikacija radi kad se testira. Moguc´e je da servis
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dobro radi tijekom testiranja jer nema velikog opterec´enja, ali u praksi ponasˇanje
servisa mozˇe biti drukcˇije zbog potencijalno velikog broja korisnika pa zbog toga
postoji moguc´nost da aplikacija nec´e raditi korektno.
• Trosˇkovi i kvaliteta testiranja ovise o modelu plac´anja servisa. Ako su servisi bes-
platni, tada dobavljacˇi servisa vjerojatno nec´e posvetiti veliku pazˇnju testiranju. Ako
je za servise potrebna pretplata ili ako se plac´aju po korisˇtenju, korisnici servisa
ocˇekuju da servisi budu dobro testirani za sˇto je potrebno ulozˇiti vrijeme i novac.
• Akcije koje se pozivaju nakon pojave iznimaka mogu ovisiti o neispravnom radu
drugih servisa. Problem kod testiranja takvih akcija je u tome sˇto je tesˇko osigurati
da odgovarajuc´i servisi zakazˇu basˇ prilikom testiranja.
Spomenuti problemi posebno su izrazˇeni ako se koriste vanjski servisi. Oni su ma-
nje izrazˇeni ako se koriste servisi unutar iste kompanije ili ako kompanije koje suraduju
medusobno razmjenjuju svoje servise. U takvim je slucˇajevima izvorni kod najcˇesˇc´e dos-
tupan pa mozˇe olaksˇati testiranje aplikacije. Rjesˇavanje problema koji se pojavljuju kod
testiranja te pronalazˇenje tehnika i alata za testiranje servisno orijentiranih aplikacija i dalje
su vazˇan predmet istrazˇivanja.
Poglavlje 6
Java web servisi
Java je objektno orijentirani programski jezik koji je razvio James Gosling u kompaniji Sun
Microsystems. Razvoj ovog programskog jezika pocˇeo je 1991. godine kao dio projekta
Green, a objavljen je 1995. godine. Ideja je bila stvoriti programski jezik neovisan o
platformi, baziran na C-u i C++-u, ali s pojednostavljenom sintaksom, stabilnijom runtime
okolinom te boljom kontrolom memorije.
Java je, uz C#, najcˇesˇc´e korisˇteni programski jezik za implementaciju web servisa.
Naime, danasˇnje programerske okoline za rad s Javom poput Eclipse ili NetBeans IDE
(Integrated Development Environment) sadrzˇe svu potrebnu podrsˇku za razvoj web servisa.
Opskrbljene su odgovarajuc´im bibliotekama i u stanju su proizvesti odgovarajuc´i izvrsˇivi
program s propisanim sucˇeljem.
U nastavku slijedi opis izrade i primjer korisˇtenja JAX-WS1 web servisa. Rijecˇ je o
servisu za pretvaranje mjernih jedinica temperature, tocˇnije za pretvaranje Celzijevih stup-
njeva u Fahrenheitove i obratno. Web servis i klijentske aplikacije izradene su u NetBeans
IDE-u.
6.1 Izrada servisa
Na pocˇetku je potrebno stvoriti novi projekt i odabrati odgovarajuc´i spremnik (container)
za razvoj web servisa. Java web servise moguc´e je razvijati u web spremniku ili EJB
spremniku. U ovom primjeru korisˇten je web spremnik.
Postupak stvaranja novog projekta za razvoj web servisa za pretvaranje mjernih jedinica
temperature je sljedec´i:
1Java API for XML-Web Services – JAX-WS je aplikacijski okvir za izradu web servisa koji koriste XML
poruke koje slijede SOAP standard.
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1. Odabiremo File > New Project (Ctrl+Shift+N) i zatim oznacˇimo Web Application
iz Java Web kategorije (slika 6.1) te kliknemo Next.
Slika 6.1: Izbor spremnika za projekt.
2. Nazovimo projekt ConverterWSApplication, izaberemo lokaciju za projekt i klik-
nemo Next.
3. Za posluzˇitelja odabiremo GlassFish Server, a za verziju Java EE 7 Web. Na kraju
kliknemo Finish.
Nakon stvaranja projekta mozˇemo stvoriti web servis iz Java klase i to cˇinimo na
sljedec´i nacˇin:
1. Desnim klikom na cˇvor ConverterWSApplication otvara se padajuc´i izbornik iz
kojeg odabiremo New > Web Service.
2. Nazovimo web servis TemperatureConverterWS i upisˇemo u Package za ime pa-
keta org.me.temperatureconverter. Ostavimo Create Web Service from Scratch
oznacˇeno i oznacˇimo Implement Web Service as a Stateless Session Bean. (slika 6.2)
3. Kliknemo Finish. Nakon toga se u dijelu s projektima prikazuje struktura stvorenog
web servisa, a izvorni kod servisa pojavljuje se u editoru.
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Slika 6.2: Stvaranje web servisa.
Cilj web servisa za pretvaranje mjernih jedinica temperature je pretvaranje temperature
primljene od klijenta u Celzijevim stupnjevima u Fahrenheitove, i obratno temperature
zadane u Fahrenheitovovim stupnjevima u Celzijeve, pa dodajemo odgovarajuc´e operacije.
NetBeans IDE pruzˇa prozor za dodavanje operacija u web servis (slika 6.5).
Postupak dodavanja operacije convertCelsiusToFahrenheit u servis je sljedec´i:
1. Otvorimo Design View u editoru i kliknemo Add Operation (slika 6.3) ili desnim
Slika 6.3: Dodavanje operacije.
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klikom na cˇvor TemperatureConverterWS otvaramo padajuc´i izbornik i iz njega
odaberemo Add Operation (slika 6.4).
Slika 6.4: Dodavanje operacije.
2. Otvara se prozor za dodavanje operacije u cˇijem gornjem dijelu za ime operacije
upisujemo convertCelsiusToFahrenheit, a za povratni tip java.lang.String.
U donjem dijelu prozora klikom na Add dodajemo parametar celsius koji c´e biti
tipa java.lang.String. (slika 6.5)
Slika 6.5: Prozor za dodavanje operacije.
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3. Na kraju kliknemo OK i otvorimo Source View u editoru za uredivanje operacije, to
jest za pisanje postupka pretvorbe Celzijevih stupnjeva u Fahrenheitove.
Analogno se dodaje operacija convertFahrenheitToCelsius kojom se Fahrenhe-
itovi stupnjevi pretvaraju u Celzijeve. Na slici 6.6 nalazi se gotov izvorni kod web servisa
TemperatureConverterWS koji sadrzˇi obje operacije.
package org.me.temperatureconverter;
import javax.jws.WebService;
import javax.jws.WebMethod;
import javax.jws.WebParam;
import javax.ejb.Stateless;
/**
*
* @author Administrator
*/
@WebService(serviceName = "TemperatureConverterWS")
@Stateless()
public class TemperatureConverterWS {
/**
* Web service operation
*/
@WebMethod(operationName = "convertCelsiusToFahrenheit")
public String convertCelsiusToFahrenheit
(@WebParam(name = "celsius") String celsius) {
try {
double cel = Double.parseDouble(celsius.replace(",", ".").trim());
return String.valueOf(cel * 9 / 5 + 32);
} catch(NullPointerException|NumberFormatException e) {
return "Error";
}
}
/**
* Web service operation
*/
@WebMethod(operationName = "convertFahrenheitToCelsius")
public String convertFahrenheitToCelsius
(@WebParam(name = "fahrenheit") String fahrenheit) {
try {
double fahr = Double.parseDouble(fahrenheit.replace(",", ".").trim());
return String.valueOf((fahr - 32) / 9 * 5);
} catch(NullPointerException|NumberFormatException e) {
return "Error";
}
}
}
Slika 6.6: Izvorni kod web servisa TemperatureConverterWS.
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6.2 Testiranje servisa
Nakon instalacije web servisa na posluzˇitelja, u IDE-u mozˇemo otvoriti klijenta za testi-
ranje servisa ako ga posluzˇitelj ima. GlasFish Server kojeg koristimo omoguc´ava takvo
testiranje na sljedec´i nacˇin:
1. Desnim klikom na cˇvor ConverterWSApplication otvara se padajuc´i izbornik iz
kojeg odabiremo Deploy. IDE pokrec´e posluzˇitelja, gradi aplikaciju i instalira je na
posluzˇitelja.
2. Ako je potrebno, prosˇirimo cˇvor Web Services u projektu i desnim klikom na cˇvor
TemperatureConverterWS otvorimo padajuc´i izbornik i iz njega odaberemo Test
Web Service (slika 6.7).
Slika 6.7: Testiranje web servisa.
3. IDE u web pregledniku otvara stranicu za testiranje (slika 6.8) koja omoguc´ava poziv
metoda convertCelsiusToFahrenheit i convertFahrenheitToCelsius tako
da u odgovarajuc´e polje upisˇemo zˇeljenu vrijednost parametra te pritisnemo Enter ili
kliknemo na gumb s imenom metode koju zˇelimo pozvati. Na primjer, na slici 6.9
prikazan je poziv metode convertCelsiusToFahrenheit s parametrom "0".
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Slika 6.8: Stranica za testiranje web servisa.
Slika 6.9: Poziv metode convertCelsiusToFahrenheit.
6.3 Korisˇtenje servisa
Za korisˇtenje web servisa preko mrezˇe potrebno je stvoriti klijentsku aplikaciju. U Net-
Beans IDE-u postoji cˇarobnjak Web Service Client koji u klijentskoj aplikaciji generira
kod za korisˇtenje web servisa. U nastavku slijede primjeri dva klijenta koji koriste web
servis TemperatureConverterWS – Java klasa u Java SE aplikaciji i JSP stranica u web
aplikaciji.
Klijent 1: Java klasa u Java SE aplikaciji
Standardna Java aplikacija koja koristi web servis TemperatureConverterWS stvorena je
na sljedec´i nacˇin:
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1. Odabiremo File > New Project (Ctrl+Shift+N) i zatim oznacˇimo Java Application
iz Java kategorije. Nazovimo aplikaciju ConverterWS Client Application. Os-
tavimo Create Main Class oznacˇeno i prihvatimo ostale zadane postavke. Kliknemo
Finish.
2. Desnim klikom na cˇvor ConverterWS Client Application otvara se padajuc´i iz-
bornik iz kojeg odabiremo New > Web Service Client.
3. Otvara se prozor New Web Service Client (slika 6.10). Oznacˇimo Project za WSDL
izvor i kliknemo Browse. Pronademo web servis TemperatureConverterWS u pro-
jektu ConverterWSApplication. Oznacˇimo ga i kliknemo OK. Ostavimo polje za
unos imena paketa prazno i prihvatimo ostale zadane postavke. Kliknemo Finish.
Slika 6.10: Stvaranje klijenta za web servis.
4. U glavnu klasu dodajemo operacije web servisa TemperatureConverterWS tako
da dovucˇemo cˇvor s imenom zˇeljene operacije ili desnim klikom u editoru otvo-
rimo padajuc´i izbornik i iz njega izaberemo Insert Code > Call Web Service Ope-
ration. Na slici 6.11 prikazan je kod koji se tada automatski generira za operaciju
convertCelsiusToFahrenheit. To je funkcija koja prima parametar celsius
tipa java.lang.String, poziva operaciju convertCelsiusToFahrenheit web
servisa TemperatureConverterWS i vrac´a njezin izlazni parametar.
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private static String convertCelsiusToFahrenheit(java.lang.String celsius) {
org.me.temperatureconverter.TemperatureConverterWS_Service service =
new org.me.temperatureconverter.TemperatureConverterWS_Service();
org.me.temperatureconverter.TemperatureConverterWS port =
service.getTemperatureConverterWSPort();
return port.convertCelsiusToFahrenheit(celsius);
}
Slika 6.11: Generirani kod za operaciju convertCelsiusToFahrenheit.
5. U tijelu main() metode zamijenimo TODO komentar s kodom koji inicijalizira pa-
rametre cel i fahr te ispisuje rezultat operacije convertCelsiusToFahrenheit,
odnosno convertFahrenheitToCelsius (slika 6.12). U slucˇaju iznimke, program
ispisuje "Exception:" te tip iznimke koja se dogodila.
public static void main(String[] args) {
try {
double cel = 0;
System.out.println("Converting Celsius to Fahrenheit...");
System.out.println(cel + " C = " +
convertCelsiusToFahrenheit(String.valueOf(cel)) + " F");
double fahr = 32;
System.out.println("Converting Fahrenheit to Celsius...");
System.out.println(fahr + " F = " +
convertFahrenheitToCelsius(String.valueOf(fahr)) + " C");
} catch (Exception ex) { System.out.println("Exception: " + ex); }
}
Slika 6.12: Implementirana main() metoda koja koristi operacije web servisa.
Aplikaciju ConverterWS Client Application pokrec´emo s Run (F6). Na slici 6.13
prikazan je dobiveni ispis u Output prozoru.
run:
Converting Celsius to Fahrenheit...
0.0 C = 32.0 F
Converting Fahrenheit to Celsius...
32.0 F = 0.0 C
BUILD SUCCESSFUL (total time: 1 second)
Slika 6.13: Ispis u Output prozoru.
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Klijent 2: JSP stranica u web aplikaciji
Web aplikacija koja koristi web servis TemperatureConverterWS stvara se na slicˇan
nacˇin kao i standardna Java aplikacija. Razlika je u tome sˇto, umjesto u klasu, operacije
web servisa dodajemo u JSP datoteku (index.jsp).
Na slici 6.14 prikazan je dio JSP stranice web aplikacije ConverterWSJSPClient.
Operacije web servisa TemperatureConverterWS pozivaju se tako da se nakon unosa
vrijednosti parametra klikne Convert. Rezultat pretvorbe tada postaje vidljiv na stranici u
paragrafu ispod polja za unos.
Slika 6.14: Web aplikacija koja koristi web servis TemperatureConverterWS.
Poglavlje 7
Zakljucˇak
U ovom radu bavimo se razvojem softvera zasnovanom na web servisima koji je jedna od
aktualnih tehnika ponovne upotrebe. Najprije uvodimo pojam ponovne upotrebe softvera,
ukratko opisujemo vrste i neke tehnike ponovne upotrebe te usporedujemo dvije tehnike
koje predstavljaju danasˇnji state-of-the-art ponovne upotrebe: razvoj zasnovan na kom-
ponentama i razvoj zasnovan na web servisima. Nesˇto visˇe o ponovnoj upotrebi softvera
i nekim tehnikama moguc´e je procˇitati u poglavlju 16 knjige [10], a o razvoju zasnova-
nom na komponentama u poglavlju 17 iste knjige. U sljedec´em poglavlju govorimo o web
servisima kao temelju nove arhitekture distribuiranih sustava koja se naziva arhitektura us-
mjerena na servise (SOA) (visˇe u [5] i [8]). Nakon toga nabrajamo i opisujemo standardne
jezike i protokole koji omoguc´uju upotrebu web servisa, a zatim govorimo o RESTful web
servisima [9]. U nastavku proucˇavamo softverske procese koji su vezani uz web servise,
dakle proces njihovog razvoja, odnosno proces razvoja aplikacija koje ih koriste. Na kraju
govorimo o Java web servisima [7], opisujemo postupak izrade jednog web servisa te kli-
jentskih aplikacija koje ga koriste.
Vidimo da web servisi predstavljaju nadogradnju klasicˇne web tehnologije. Korisˇtenjem
web servisa sadrzˇaji s web-a, koji su isprva bili dostupni samo web preglednicima, postaju
dostupni i drugim programima. Tehnologija web servisa omoguc´uje kompanijama da jedna
drugoj stave na raspolaganje svoje poslovne funkcije sˇto omoguc´uje razvoj fleksibilnih sus-
tava s intenzivnom medusobnom razmjenom informacija. Na taj nacˇin web servisi ostva-
ruju ideju globalne softverske industrije gdje se rjesˇenje stvara na jednom mjestu, a ponovo
se upotrebljava bilo gdje drugdje u svijetu. No, zbog nacˇina komuniciranja preko XML-a
i internetskih protokola, web servisi su relativno spori pa nisu pogodni za aplikacije gdje
se trazˇe izrazito dobre performanse. Takoder, dijeljenje funkcionalnosti znacˇi da sigur-
nosni nedostaci jednog web servisa imaju utjecaj i na poslovanje kompanija koje taj servis
koriste. Porast upotrebe web servisa u svakodnevnom poslovanju povec´ava potrebu za
konkretnim metodologijama ispitivanja sigurnosti koje su josˇ uvijek predmet istrazˇivanja.
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Sazˇetak
Web servis je racˇunalni ili podatkovni resurs na web-u koji je prikazan na standardizirani
nacˇin i mozˇe se koristiti iz nekog drugog programa. Razvoj zasnovan na web servisima,
zajedno s razvojem zasnovanom na komponentama, predstavlja danasˇnji state-of-the-art
ponovne upotrebe softvera koja se bavi pitanjem kako vec´ razvijeni softver ponovo upo-
trijebiti za neku drugu svrhu ili za neke druge korisnike. Web servisi omoguc´uju posebnu
vrstu arhitekture distribuiranih sustava, takozvanu arhitekturu usmjerenu na servise ili ser-
visno orijentiranu arhitekturu (SOA), prema kojoj se sustav gradi povezivanjem samos-
talnih servisa koji se izvrsˇavaju na geografski udaljenim racˇunalima. Razvoj tehnologije
web servisa bio je poprac´en razvojem odgovarajuc´ih standarda koji osiguravaju medusobnu
kompatibilnost servisa. Medutim, sadasˇnji standardi za web servise ponekad se kritiziraju
da su preglomazni, preopc´eniti i neefikasni pa su neke kompanije pocˇele koristiti nestan-
dardnu, ali jednostavniju verziju web servisa, takozvane RESTful web servise. U sof-
tverskom inzˇenjerstvu zasnovanom na web servisima razlikujemo dvije vrste softverskih
procesa. Jedna vrsta je razvoj samih web servisa koje c´e netko drugi upotrebljavati, a druga
je razvoj aplikacija korisˇtenjem postojec´ih web servisa.
Summary
Web service is a standard representation for some computational or information resource
on the Web that can be used by other programs. Service-based development, along with
component-based development, is state-of-the-art in software reuse where the development
process is geared to reusing existing software for other purposes or for other users. Service-
oriented architecture (SOA) is a way of developing distributed systems where the system
components are stand-alone services, executing on geographically distributed computers.
To provide direct support for the implementation of web service compositions, several web
service standards have been developed. However, current web services standards have
been criticized as being “heavyweight” standards that are over-general and inefficient. For
this reason, some organizations use a simpler, more efficient approach to service commu-
nication using so-called RESTful services. There are two kinds of software processes in
service-based software engineering – service engineering and software development with
services. Service engineering is the process of developing services for reuse in service-
oriented applications. On the other hand, development of software using services is based
on the idea that you compose and configure services to create new, composite services.
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