This paper proposes a cache management scheme for continuous partial match queries in mobile computing systems. Conventional cache management methods for mobile clients are r ecord ID-based ones. However, since the partial match query is a content-based r etrieval, the conventional record ID-based approach cannot properly manage the cache consistency. We show the pr edicatebased approach is an e ective cache management in mobile environments.
Introduction and Motiv ation
The continuous partial match query is a continuous query whose type is a partial match query which retrieves data records by specifying some attributes, not all attributes 4]. The continuous query is a query whose result continues to exist in the client's memory consistently, not discarded after use 5] .
For processing continuous queries, we m ust have a cache management method. The cache management methods used in distributed systems 6] (i.e., wireline systems) are too expensive to be used in mobile systems due to energy and bandwidth restrictions 1]. Therefore, the broadcasting-based cache management methods are widely used in mobile systems. In the broadcast-based cache management methods 1, 3], the server periodically broadcasts cache invalidation report (CIR) which has the information such as \which record is changed or not," \which record is changed when," and so on. Then, the mobile client receives the CIR and investigates the consistency of its cache. And, if some of the cached data are found inconsistent, then the client sends a request for updated data to the server.
However, since the partial match query is a contentbased retrieval, conventional record ID-based CIR methods 1] are not e cient i n c a c he management o f mobile clients. Suppose that a mobile client c a c hes the data records which are the results of Q. The data records in the server can change and their change is delivered to the client via CIR. But the checking of data records which the client currently caches is not sucient for consistency maintenance because some data records which w ere not in the cache can be changed, and now become the result of Q.
In this paper, we propose a predicate-based CIR scheme for continuous partial match queries. In the proposed scheme we represent a partial match query as a partial match predicate using multiattribute hashing techniques 4], and construct the CIR with partial match predicates.
Proposed Cache Management Scheme
In the paper, we use the predicate representation using multiattribute hashing. The predicate is a bit stream of`0',`1', and`*', where speci ed attributes are hashed into binary bit streams and unspeci ed attributes are represented by bit streams of` '. W e give an running example for explaining predicate representation. This is a wireless information system where mobile clients submit queries for stock price information. The stock price record consists of four attributes:`A 1 (company ID)',`A 2 (amount of sale)',`A 3 (amount of purchase)' and`A 4 (current price)'. The hash functions are as follows. Here, x is the attribute value of the given data record or query. Suppose there is a data record R k whose attribute values are \A 1 = 150, A 2 = 13000, A 3 = 2000, A 4 = 22." By concatenating the hashed bit streams of attributes, the predicate for R k is \010100011." The predicate for query Q 1 , which is to retrieve stock records such that \ 20 < price < 30 and amount o f purchase < 10,000", is \ 00011." In our caching scheme, we represent the cache state as a predicate (called cache predicate) that is the query submitted by the client. The mobile client submits a query Q k i.e., a continuous partial match query, and the query is processed at the server and its result is returned to the client. Then, the result is cached at the client's cache memory.
W e propose the predicate-based CIR method, where the CIR is organized with predicates and their timestamps. W e call the new CIR structure P-CIR. Mobile clients receive the P-CIR and nd predicates which are relevant to the client's cache predicate. Then, the clients investigate the consistency of their cache, and update some parts of the cache (if necessary) 2].
Comparison
As described in Section 1, the conventional record ID-based caching methods cannot support continuous partial match queries, since partial match queries are content-based. Thus, in this paper, we do not consider the conventional caching methods for comparison. Also, we do not consider the stateful server approach because it does not scale to a large number of clients that is our assumed environment. Thus, we compare the e ectiveness of our proposed caching scheme with that of the whole data broadcasting.
The data set used for this comparison is the Customer table in the TPC-C benchmark. The Customer table consists of 30,000 records, and a record consists of 16 attributes. The size of a record is 686 in bytes. W e set the communication rate as 14.4 Kbps, which is the data transmission rate of IS-95. W e set the size of the predicate as 16 bits, which is based on the load factor 0.5 ( 30 000 records 2 16 addresses ) in the hashing scheme design. Figure 1 shows the temporal delays for broadcasting all data and predicate-based cache invalidation information. As shown in the gure, broadcasting all data is not appropriate due to the long period of cache inconsistency.
Whole Data
Predicate-based Broadcasting Cache Invalidation 3 hours 1 second per CIR per broadcast (about 550 predicates) In this paper, we h a ve proposed a cache management scheme for continuous partial match queries in mobile environments. To the best of our knowledge, there is no previous work on cache management for continuous partial match queries in mobile environments. Also, general caching methods in mobile environments are based on record identi ers, so they are not e ective for partial match queries.
In the proposed scheme we represent the cache state of mobile client a predicate, and constructs the CIR with predicates and their timestamps. By comparison of the cache predicate of a mobile client with predicates in the P-CIR, the mobile client can investigate the consistency of its cache.
