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Abstrakt 
Bakalářská práce popisuje návrh a implementaci retrospektivní síťové hry Death Race. V této hře 
hráči ovládají svou stíhačku a snaží se zničit protivníka. První část práce se zabývá historii 
počítačových her, pokračuje popisem síťové architektury a grafických knihoven. Druhá část se 
zabývá návrhem komunikačního protokolu a herních principů. Poslední část popisuje implementaci a 
testování aplikace. Aplikace byla vyvíjena v programovacím jazyku C++ s využitím knihoven 
OpenGL a SDL. 
 
Abstract 
This bachelor’s thesis describes the desing and implementation of retrospective network game, which 
is called Death Race. Two players control interceptors, and they want to defeat each other. The first 
part of the thesis describes the history of computer games. Next section details network architecture 
and graphics libraries. The second part of the thesis describes the desing of the network 
communication and game‘s rules. The last part describes implementation and testing. The application 
was developed in C++ with library OpenGL and library SDL. 
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1 Úvod 
 
Člověk je od přírody hravý tvor a hry provází lidstvo už od jeho počátku. Už kolem roku 3000 př.n.l. 
vzniká v Číně první desková hra Go a o 1000 let později se v Egyptě objevuje dodnes známa hra 
Mlýn. V minulosti musela lidem stačit ke hře vlastní fantazie, to se ovšem mění s příchodem nové 
výpočetní techniky. V dnešní době moderních PC her můžeme být piloty stíhaček, hrdiny se zbraní, 
jednoduše vším, co herní vývojáři vymyslí. 
Tvorba počítačových her je zajímavá a dotýká se mnoha oblastí. Fyziky, umělé inteligence, 
počítačové grafiky a mnoha dalších oborů v závislosti na tom jakou hru tvoříme. 
Cílem této práce by měla být jednoduchá zábavná hra pro více lidí s nízkými hardwarovými 
nároky a spustitelná na operačních systémech Windows a Linux. 
Tato práce se zabývá vývojem 2D síťové hry s názvem DeathRace. Ve hře hráči ovládají svou 
ozbrojenou stíhačku a snaží se dostupnými prostředky eliminovat protihráče. Součásti zadání byla 
volba vhodné grafické knihovny a návrh síťového komunikačního protokolu, herních principu a jejich 
implementace. Začátek práce se zabývá úvodem do historie počítačových her a pokračuje popisem 
potřebné teorie. Další část práce se zaobírá návrhem aplikace a komunikačního protokolu. Poslední 
část popisuje programovou implementaci a testování. 
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2 Počítačové hry 
Počítačová hra je virtuální svět nebo prostředí, ve kterém musí hráč obvykle splnit úkol, nebo se 
dostat do cíle. V tomto prostředí se pohybuje pomocí komponent připojených k počítači (myš, 
klávesnice, joystick, volant a další).  
V současnosti má herní průmysl obrovský obrat a dá se srovnat už i s filmovým průmyslem. 
Herní společností investují do vývoje obrovské peníze, lidské síly a zdroje. Nebylo tomu tak ale vždy, 
i herní průmysl musel nějak vzniknout.  
2.1 Historie počítačových her 
První počítačové hry vznikaly už v 50. letech 20. století. Šlo o hry vyvíjené lidmi ve volném čase a 
byly spuštěny na univerzitních serverech, takže se nikdy nedostaly na širší veřejnost. 
První hrou, která se začala šířit, byla Spacewar!, vydaná skupinou studentů Massachusetts 
Institute of Technology v roce 1962. Hra byla určena pro dva hráče. Každý z nich ovládal svou 
vesmírnou loď s cílem toho druhého zničit. Uprostřed obrazovky se nacházela hvězda, která svou 
gravitací na lodě působila.[1][2] 
Další desetiletí se objevovaly jen klony Spacewar!, a jiné nevýznamné hry. Změna nastává 
v roce 1972, kdy společnost Atari uvádí hru Pong. Atari prodává s Pongem, hrou připomínající stolní 
tenis, 19000 herních zařízení. Nastává zlatý věk automatových her a v roce 1978 se objevuje hra 
Space Invaders, která je dnes zapsána v Guinessově knize rekordů jako nejúspěšnější arkádová hra. 
[1][2] 
V roce 1982 přichází na svět počítače commodore 64 a ZX spektrum, které svou cenou 
umožňují rozšíření her do domácností. Rychlým tempem se také rozšiřují herní žánry (viz. kapitola 
2.2). Velký vzestup zaznamenal žánr adventur. V roce 1984 vydává společnost Siera adventuru 
King`s Quest: Quest for the Crown. Dřívější adventury měly pouze statickou obrazovku a ve většině 
případů ještě textové ovládání. King`s Quest přišel s pseudo-3D prosředím1, animovanými 
postavičkami a ovládáním pomocí kurzorových šipek. [1][2] 
 
Obrázek 2.1: Hra King`s Quest 1[4] 
                                                     
1
 Je 2D zpracováni navozující pocit 3D prostředí 
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 V 90. letech se na trh dostává 32 bitový procesor intel 486 a později i intel pentium, což 
znamená velký pokrok ve výkonu a tvorbě vizuálně lepších her. Objevují se legendy jako Wolfenstein 
3D (1992) , SimCity 2000 (1994), Warcraft (1994) a spousta dalších. 
 
Obrázek 2.2.: Hra Wolfenstein 3D[15]   Obrázek 2.3: Hra SimCity 2000[14] 
 
 Opravdový zlom přichází až v roce 1996, kdy společnost 3dfx Interactive vydává 3D 
akcelerátor Voodoo. První známou hrou využívající akcelerátor Voodoo je Quake od společnosti ID 
Software. Měla na svou dobu nevídané grafické efekty a jako první umožňovala tvorbu skutečných 
3D prostor. [1][2] 
 V následujících letech se hry čím dál víc přibližují fotorealitě. S rozšířením internetu se 
spousta her začíná zaměřovat na hru více hráčů po síti. Za zmínku stojí určitě Counter-strike (1999), 
který se hraje dodnes.  
 Současný hardware už je dostatečně výkonný a tak se ve hrách používají vysoko-polygonální 
modely a spousta různých efektu přibližující hru realitě. Vývojáři her se v dnešní době nezaměřují jen 
na grafickou stránku her, ale i na realistickou fyziku. Její výpočet se kvůli náročnosti přesunuje 
z procesoru na grafickou kartu.  
 
 
Obrázek 2.4: Porovnání her Quake 1 (1996) a Quake 4 (2005) [13] 
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2.2 Žánry počítačových her 
Počítačové hry se podle svých herních principů a prostředí dělí do několika žánrů. Ve skutečnosti je 
ale ještě spousta pod-žánrů a mnoho her je kombinací více žánry. 
• Adventury – V adventuře ovládáme hlavního hrdinu a jsme s ním postaveni před zápletku, 
kterou musíme vyřešit. Pro tento druh hry je typický promyšlený příběh a složitá zápletka. 
Je zde hodně interakce s NPC2, řešíme logické hádanky. Jejím zástupcem je například herní série 
Broken Sword. 
• Arkáda – Nejčastěji se hrají na kola, jejichž obtížnost se postupně zvyšuje. Pomíjí se realistické 
chovaní a fyzika.  
• Akční hry – Hry, jejímž cílem je zničeni protivníků. Hry těží hlavně z grafických efektů a násilí. 
V současnosti jsou hlavním počítačovým žánrem a také hlavním hybatelem pokroku v oblasti her. 
Významné jsou například herní série Call of Duty a Half-Life. 
• RPG – Role playing game neboli hra na hrdiny. Hráč ovládá svůj charakter po herním světě a 
vylepšuje bojem jeho atributy- sílu, zdraví atd. Sbírá pro něj lepší předměty a komunikuje s NPC. 
Většinou obsahují promyšlený příběh. Známe jsou například série Diablo a Gothic. 
• Online hry – V současnosti oblíbený žánr známý jako MMORPG3. Jde o RPG hry odehrávající 
se v online prostředí, kde hrají tisíce hráčů z celého světa. Nejznámější a nejhranější je 
v současnosti World of Warcraft od Blizzardu. 
• Real-time strategie – Ovládáme větší skupinu svých jednotek, kterými se snažíme zničit 
protivníka. Těžíme suroviny, za které potom stavíme lepší budovy, ve kterých vyrábíme silnější 
jednotky. Známé série jsou Warcraft a Age of Empires. 
• Tahové strategie – Systém podobný jak u real-time strategií, ale systém hry je natolik složitý, že 
by se nedal hrát v reálném čase. Hraje se na tahy a hráč má tedy spoustu času, aby zvolil 
správnou strategii. Nejznámější sérií je Civilizace. 
• Sportovní hry – Hry, které se zabývají sportem. Například FIFA- fotbal, NHL- hokej. 
• Simulátory – Hry, které se snaží co nejvíce simulovat realitu. Například letecké simulátory, 
automobilové simulátory atd. Jako příklad Microsoft Flight Simulator. 
 
 
 
 
 
 
                                                     
2
 Virtualní charakter ve hře 
3
 Massively-Multiplayer Online Role Playing Game 
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2.3 Vývoj počítačových her v současnosti 
V dnešní době už vývoj her není otázkou několika týdnů a týmu pár programátorů, jak tomu bylo 
dříve. Na dnešních špičkových hrách pracují desítky až stovky lidí na plný úvazek po dobu několika 
let. Stejně tak i suma, která jde do vývoje, se pohybuje v řádu stamilionů korun. 
 Například hra Mafia 2 (2010) od brněnského studia 2K Czech stála distributora téměř 1 
miliardu Kč, tvořila se 8let a pracovalo na ní průběžně kolem 150 lidí.[3] 
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3 Síťová komunikace 
Tato kapitola popisuje nejčastěji používané architektury síťové komunikace klient-server, peer to peer 
(high-level architektura) a spodní vrstvy síťové komunikace TCP a UDP (Low-level architektura).  
3.1 Klient-server 
V této architektuře jsou všichni klienti (hráči) připojeni na centrální počítač, server. Tento server je 
zodpovědný za veškerá důležitá rozhodnutí ve hře, jako zásahy protivníka, kolize, změny stavů hry, a 
následné posílaní těchto změn jednotlivým klientům.  
Existují zde tedy dva druhy programu server a klient. Klient je reprezentován kompletním 
herním enginem4 a stará se o uživatelské vstupy, které pomocí komunikačního protokolu zasílá 
serveru. Server tato data vyhodnotí a zasílá změny jednotlivým klientům. Na základě těchto dat klient 
překreslí scénu. 
Hlavní výhodou této architektury je malá náchylnost k podvádění hráčů oproti architektuře peer 
to peer, jelikož stavy hry řídí server a ne jednotliví klienti. Další výhodou je snadné šíření aktualizací. 
Mezi nevýhody patří vysoké nároky na datovou propustnost a výpočetní nároky serveru. Ten se 
v jejich důsledku může zahltit, nebo zhroutit a klienti bez něj nejsou schopni komunikovat. 
V dnešních hrách se často vystupuje jeden z hráčů jako server. Tento server se nazývá lokální 
server. I když běží na fyzicky na klientově systému tak pro něj platí stejné principy. [5][7] 
 
 
 
 
 
 
 
 
 
 
 
                                                     
4
 Jádro hry (vykreslování grafiky, kolizní systém, vstupy výstupy, zvuky a další části hry). 
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3.1.1 Čistý klient-server 
V tomto typu architektury je klient-server pouze jednoduchý klient, který zaznamenává vstupy 
uživatele a posílá je na server. Server tato data od jednotlivých hráčů interpretuje a na jejich základě 
změní stavy v herním světě. Klientovi následně posílá to, co má zobrazit. [5][7] 
Jelikož klientský program nemá žádnou autoritu, tak je tento druh architektury nejméně 
náchylný k podvádění hráčů. Ovšem v důsledku obrovských výpočetních nároků na server se tato 
architektura moc nepoužívá a část výpočetních úkonů se převádí na klienta. Je zde také problém se 
zpožděním příchodu dat. [5][7] 
 
Obrázek 3.1 Čistý klient-server 
3.1.2 Klient-server 
V této architektuře je na klientské straně programu kopie herního světa serveru. Server potom přes síť 
posílá pouze změny v herním světě. Díky tomu se sníží množství přenášených dat. Z pohledu 
podvádění hráčů jde stále o bezpečnou architekturu, protože klient nemá žádnou autoritu. [5][7] 
Ovšem stále je zde problém obrovských výpočetních nároků na server a také problém se 
zpožděním příchodu dat. [5][7] 
 
Obrázek 3.2: Klient-server 
 10
3.1.3 Hybridní klient-server 
V současných hrách se nejvíce používá architektura hybridní klient-server. Ze serveru se část autority 
přenáší na klienta. Klient obsahuje kopii herního světa a také na něm probíhá simulace (např. pohyb 
hráčů, počítání kolizí). Klient pracuje s extrapolačními algoritmy, kterými predikuje vývoj stavu hry. 
Díky tomu je odstraněn problém se zpožděním na síti. Server má stále úplnou autoritu a na základě 
jeho posílaných dat upravuje klient svůj predikovaný vývoj stavů do správných hodnot. [5][7] 
 Jelikož simulace běží i na klientech, můžou být některé výpočetní úkony ze serveru odstranit 
a snížit tím jeho zátěž. Tím ale zvyšujeme náchylnost klienta k podvádění. Například při přesunu 
počítání kolizí pouze na klienta riskujeme, že s pomocí upraveného klientského programu bude hráč 
schopen procházet pevnými překážkami.[5][7] 
 
 
Obrázek 3.3: Hybridní klient-server 
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3.2 Peer to peer architektura 
V peer to peer architektuře máme jen klientskou část programu. Není zde žádný server, tudíž ani 
žádná nadřazená autorita. Každý klient má svou kopii světa a v něm simuluje svou část a je její 
autoritou. Klienti si mezi sebou navzájem posílají změny ve své části světa. [5][7] 
Tato architektura má výhodu v tom, že výpočetní a datová zátěž je rozložena rovnoměrně mezi 
všechny klienty a není zde tedy žádné úzké hrdlo. Další výhodou je, že pokud se odpojí hostující 
hráč5, tak se hostování předá jinému klientovi a hra pokračuje dál. [5][7] 
Obrovskou nevýhodou této architektury je možnost podvádění hráčů. Klient má vždy plnou 
autoritu nad svou částí světa, takže v případě upraveného klienta se podvádění meze nekladou 
(Wallhack6, speedhack7, zvyšování účinnosti zbraní atd.). [5][7] 
 
 
 
 
Obrázek 3.4: Peer to peer 
 
3.3 Spodní vrstvy síťové komunikace 
Vzhledem ke složitosti problému je síťová komunikace rozdělena do tzv. vrstev. Každá vrstva 
využívá služeb vrstvy nižší a své služby poskytuje vrstvě vyšší. Komunikace mezi vrstvami je přesně 
definovaná.[6] 
Nejnižší vrstvou podle TCP/IP modelu je vrstva síťového rozhraní. Tato vrstva popisuje a 
umožňuje přístup k samotnému fyzickému přenosovému médiu. Nad síťovým rozhraním je vrstva 
                                                     
5Hráč, který založil hru a na kterého se ostatní hráči připojují. 
6Hráč může procházet pevnými objekty 
7Hráč se pohybuje ve hře   
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síťová. Tato vrstva popisuje hlavně síťovou adresaci a směrování. Hlavní součástí síťové vrstvy je IP 
protokol. Ten zasílá IP datagramy na základě IP adres8 uvedených v diagramu a poskytuje vyšším 
vrstvám síťovou službu bez spojení.[6] 
Nad síťovou vrstvou se nachází vrstva transportní. Ta poskytuje spojované (TCP), či 
nespojované (UDP) transportní služby. Více v následujících podkapitolách.[6]. 
Poslední vrstvou je vrstva aplikační. Pro rozlišení aplikačních protokolů se používají tzv. porty. 
Port je domluvené celočíselné označení aplikace. 
 Každé spojení aplikace je tedy definováno transportním protokolem, číslem portu a IP adresou. 
3.3.1 TCP - Transmission Control Protocol 
TCP nám garantuje spolehlivé doručování a doručování ve správném pořadí, jde tedy o spolehlivý 
přenos dat. 
TCP rozdělí proud bytu z aplikační vrstvy na takzvané pakety9. Tyto pakety předává IP 
protokolu k dalšímu zpracování. TCP ověřuje, zda se tyto pakety neztratily tím, že každému z nich 
přidělí pořadové číslo a toto číslo také použije k tomu, aby data byla přijata ve správném pořadí.TCP 
na straně příjemce po obdržení paketu posílá potvrzení o přijetí a také provádí kontrolní součet.V 
případě že odesílateli paketů nepřijde potvrzení o přijetí paketu na straně příjemce, tak paket odesílá 
znovu. Díky tomu je garantováno spolehlivé doručování. 
K určení toho, které aplikaci se má paket doručit, se používá číslo TCP portu. 
Nevýhodou tohoto protokolu je větší velikost hlavičky paketu a větší latence přenosu kvůli 
větší režii protokolu. Z pohledu herního vývoje se tedy tento způsob komunikace nehodí do her, ve 
kterých je potřeba co nejnižší zpoždění paketu. To znamená, že není vhodný pro rychlé akční hry. 
Uplatnění najde například v tahových hrách nebo tam, kde nám nutně záleží na doručení dat. 
3.3.2 UDP – User Datagram Protocol 
UDP je bez stavový přenosový protokol, nezaručuje doručení datagramu10 ani jejich doručení ve 
správném pořadí, jde tedy o nespolehlivý přenos dat.  
I přes tyto zdánlivě velké nevýhody jde v herním průmyslu o nejvíce používaný protokol. 
Hlavní výhodou tohoto protokolu je totiž oproti TCP  vyšší rychlost přenosu dat. Ovšem musíme poté 
v aplikaci počítat s tím, že některé datagramy nemusí vůbec přijít a musíme si taky doimplementovat 
zajištění správného pořadí příchodu dat. 
 
                                                     
8
 Číslo, které jednoznačně definuje síťové rozhraní v počítačové síti. 
9Je blok dat pro posílaní dat přes síť pomoci spolehlivého přenosu dat. Má svou strukturu, obsahuje hlavičku 
s adresami, kontrolním součtem a data. 
10
 Je blok dat pro posílaní přes síť pomoci nespolehlivého přenosu dat. 
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4 Multimediální knihovny 
Abychom využili schopností grafického hardwaru, potřebujeme určité softwarové rozhraní, které 
umožní přímé ovládání grafického akcelerátoru. 
V současné době se k vývoji moderních her využívají hlavně dvě grafická API (Aplikační 
rozhranní ). A to DirectX vyvíjený firmou Microsoft a OpenGL spravovaný konsorciem ARB. 
Nejvíce používaným API je Microsoft DirectX a to hlavně z důvodu toho, že mimo knihovny 
pro přístup ke grafickému hardwaru, poskytuje i knihovny pro práci se zvukem, komunikaci přes síť a 
další. Díky tomu mají herní tvůrci ucelený vývojařský balíček. Jeho hlavní nevýhodou je, že funguje 
pouze na operačních systémech od Microsoftu. 
Naproti tomu API OpenGL je nezávislé na hardwaru a použitelné na všech počítačových 
platformách. Aby mohlo být dosaženo těchto vlastností, tak OpenGL obsahuje jen příkazy pro 
vykreslování grafiky. Neobsahuje žádné příkazy pro práci s okny, se zvukem, uživatelskými vstupy. 
Tuhle funkcionalitu si musíme zajistit dalšími knihovnami (například SDL nebo GLUT ).  
V následujících podkapitolách se na DirectX, OpenGL a SDL podíváme blíže. 
4.1 Microsoft DirectX  
V roce 1994 Microsoft vydal Microsoft svůj operační systém Windows 95. Tento systém 
neumožňoval přímý přístup k hardwaru počítače, a proto tvorba her pokračovala stále jen pro starší 
operační systém DOS. Z toho důvodu Microsoft v roce 1995 vydává DirectX 1.0.[8] 
S postupem doby bylo třeba rozšiřovat možnosti a funkce knihovny. V současné době (duben 
2011) se DirectX nachází ve verzi 11, přičemž každá další verze je kompatibilní s verzemi 
předchozími. [8] 
DirectX zajišťuje standardizovaný přístup k hardwaru a v případě absence hardwarové podpory 
funkce ji (na rozdíl od OpenGL) emuluje softwarově. V praxi to znamená, že se programátor nemusí 
zajímat o to, zda danou funkcionalitu hardware podporuje. [8] 
Jak už bylo zmíněno výše, hlavní výhodou tohoto API jsou rozhraní, které nám usnadňují 
vývoj aplikace. Mezi hlavní patří: [8] 
• DirectDraw – Používá se pro práci s 2D grafikou a podporuje její hardwarovou 
akceleraci. Od DirectX 8 je součástí Direct3D. 
• Direct3D – Je určený pro práci s 3D grafikou. Podporuje její hardwarovou akceleraci 
• DireckInput – Rozhraní, které poskytuje přístup ke vstupním zařízením, jako jsou 
myš, klávesnice, joystick. 
• DirectSound – Rozhraní, které umožňuje přístup ke zvukové kartě. 
• DirectMusic  – Podobně jako DirectSound, ale má více možností. 
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• DirectPlay – Rozhraní pro síťovou komunikaci. 
Hlavní nevýhodou tohoto API je podpora pouze pro operační systémy Microsoft Windows a 
mírně obsáhlejší zdrojový kód vyvíjené aplikace. 
4.2 OpenGL  
OpenGL – Open Graphic Library  bylo vyvinuto v roce 1992 společností Silicon Graphic Inc. (SGI) a 
v současné době (duben 2011) je ve verzi 4.1 a je spravované konsorciem ARB (Architecture Review 
Board). Členy tohoto konsorcia jsou např. firmy SGI, Microsoft, Nvidia a ATI. 
OpenGL se na rozdíl od DirectX specializuje pouze na vykreslování grafiky. Není závislé na 
hardwaru a je použitelné na mnoha platformách (Windows, Linux, Mac OS a další) včetně mobilních 
zařízení.  
OpenGL je založené na principu stavového automatu. To znamená, že je možno jej uvádět do 
různých stavů a modů, které pak zůstávají v platnosti, dokud nejsou změněny. Například pokud 
zapneme průhlednost tak se všechny objekty budou vykreslovat s průhlednosti, dokud ji nevypneme. 
Další stavové proměnné řídí věci, jako jsou aktuální pohled, transformace, barva, tloušťky čar a 
spousta dalších. Mnoho stavových proměnných odkazuje na mody, které jsou povoleny, či zakázány 
příkazy glEnable() nebo glDisable(). 
Jak již bylo řečeno v úvodu kapitoly, OpenGL neobsahuje žádné příkazy pro práci s okny či 
získávání uživatelských vstupů. K tomuto účelu musíme použít jinou knihovnu, například SDL. 
Stejně tak OpenGL neobsahuje složité příkazy pro popisování 3D objektů. V OpenGL musíme 
vytvořit daný model s pomocí pár základních tvarů, a to z bodů, přímek a polygonů. 
4.2.1 OpenGL pipeline 
Posloupnost procesů, které OpenGL při vykreslování provádí, se nazývá OpenGL pipeline. 
Geometrická data (vrcholy, přímky a polygony) procházejí řadou operací nad jednotlivými vrcholy, 
zatímco data bodů (pixely, obrázky) jsou po určitou část cesty zpracovávány jinými operacemi. Oba 
typy operací nakonec prochází stejnými závěrečnými kroky (viz obrázek 4.1.). Na obrázku je 
zobrazena tzv. fixní pipeline. Od OpenGL 2.0 se rozšiřuje fixní přístup o programovatelný přístup, 
kde můžeme řídit zpracování vrcholů (vertexů) a fragmentu pomoci malých programů, shaderů. [10] 
Pro začátek si řekneme, že existují dva typy shaderů (od OpenGL 3.2 přibývá třetí typ, geometry-
shader). Vertex-shader pro operace s vrcholy a fragment-shader pro operace s fragmenty, více si o 
nich řekneme v následující podkapitole. [10] 
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Obrázek 4.1: OpenGL pipeline 
 
• Zobrazovací seznam (display list) – Všechna data, ať už popisují body nebo geometrii, jde 
uložit do zobrazovacího seznamu. Zobrazovací seznam vytvoříme pouze jednou při 
inicializaci a při vykreslování se už volá pouze odkaz na něj. Tím ušetříme mnoho 
zbytečných volání funkcí. Objekt, který je vložen v seznamu nejde už ovšem měnit. Z toho 
důvodu se v současné době používá jiný přístup a to VBO (Vertex Buffer Object). VBO 
poskytují ještě vyšší výkon a jdou dynamicky měnit. 
• Operace nad vrcholy – Zde se všechny vrcholy transformují modelovou matici a provádí se 
výpočty osvětlení. U vertex shaderu je sekvence operací tohoto bloku nahrazena provedením 
uživatelsky definovaného programu. 
• Zpracování vrcholu a primitiv – Po operacích nad vrcholy jsou primitiva transformována 
projekční matici a provede ořez podle přídavných ořezových rovin. 
• Operace na pixelech – Pixely jsou nejprve rozbaleny na příslušné množství komponent, dále 
se na pixel aplikují operace změny měřítka a posunu. V závislosti na typu dat je dále 
posíláme do texturovací jednotky nebo k rasterizaci. 
• Zpracování textur – Texturovací data jsou nahraná do texturovací paměti grafické karty, kde 
jsou připravena k mapování na objekt. 
• Rásterizace – Zde se převádí jak geometrická, tak obrazová data na fragmenty. Každý 
fragment odpovídá pixelu ve frame-bufferu. Fragment nese informace o barvě, hloubce a 
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případně i souřadnice textury. V modu fixní pipeline a při zapnutých texturách jsou pro 
fragmenty generovány texely11 a následně na fragmenty aplikovány. 
Pokud je používán fragment-shader, může se v něm provést vzorkování a aplikace textury, 
přiřazení hodnot alfa (průhlednost) a výpočet mlhy. 
Dále se provádí alfa-test a test hloubky a výsledky jsou umístěny do frame-bufferu. 
• Frame-buffer – Zde je uchováván výsledný obraz, který bude zobrazen na obrazovku 
 
4.2.2 Shadery 
V OpenGL 2.0 přibývá programovatelné zpracování vrcholů a fragmentů pomocí shader jazyka 
GLSL (OpenGL shading Language). Fixní pipeline je stále zachována a je možné mezi ní a 
programovatelnou pipeline během vykreslování libovolně přepínat. [10] 
Dnešní grafické akcelerátory obsahují desítky tzv. shader jednotek pro zpracování těchto 
uživatelsky definovaných shader programů, což mnohonásobně urychluje vykreslování moderních 
grafických efektů oproti vykreslování s fixní pipeline. [10] 
V OpenGL existují tři druhy shaderů podle účelu, ke kterému slouží: 
• Vertex shader – slouží pro zpracování vrcholu. Převádí 3D model do 2D plochy. Lze 
upravovat vlastnosti každého vrcholu. Například jeho pozici, barvu, normálový vektor a 
souřadnice textury. Pomocí tohoto shaderu můžeme například pohybem vertexu simulovat 
pohyb vodní hladiny.  V tomto shaderu nelze žádné vrcholy přidávat, jen je upravovat. 
• Geometry shader – umožňuje přidávat a odebírat vrcholy a tím upravovat geometrii. Jde o 
poměrně novou technologii a jde ji použít až od DirectX 10 a OpenGL 3.2. Dále se jím už 
nebudeme zabývat. 
• Fragment shader – známý také jako pixel shader. Stará se o barvu jednotlivých fragmentů. 
Fragmenty lze přidávat nebo ubírat. Mapují se zde také textury a mlha. V tomto shaderu se 
simuluje například bump mapping a stíny. 
 
Psaní shaderu v jazyku GLSL je podobné použití jazyka C. Necháme kompilátor analyzovat 
náš program, najít chyby a poté přeložit do objektového kódu. Pak je ve spojovací fázi sada souborů 
objektu zkombinována do spustitelného programu. U GLSL je proces obdobný, ale kompilátor i 
linker jsou součástí driveru grafického akcelerátoru. V praxi to vypadá takto: [10] 
1. Vytvoříme objekt shaderu. 
2. Zkompilujeme zdroj shaderu do objektu. 
3. Ověříme, zda byl shader úspěšně zkompilován. 
                                                     
11
 Texel je základní jednotka textury. Stejně jako je obraz tvořen polem pixelů, tak textura je tvořena polem 
texelů. 
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Poté propojíme více objektů shaderu do programu využívajícího shadery. 
1. Vytvoříme program shaderu. 
2. Přiřadíme příslušné objekty shaderů k programu. 
3. Slinkujeme program shaderu. 
4. Ověříme, zda slinkování bylo úspěšné. 
5. Použijeme shader. 
Jelikož náš vytvořený shader je oddělený od naší aplikace tak mu musíme nějak předat data, se 
kterýma bude pracovat. K tomuto účelu se používají v shaderu globální proměnné s modifikátorem 
typu „atribute“ nebo „uniform“. V naší OpenGL aplikaci pak získáme lokaci těchto proměnných 
v shaderu a poté do nich můžeme zapisovat. [10] 
4.3 SDL 
SDL- Simple DirectMedia Layer je multiplatformní multimediální knihovna, která nám poskytuje 
nízko úrovňový přístup pro audio, klávesnici, myš, 2D a 3D grafiku, komunikaci přes síť a práci s 
vlákny.  
SDL je rozděleno do několika knihoven. Jádro SDL má na starosti vytvoření okna a správu 
událostí. Má ještě další funkce jako vykreslování grafiky, obsluhu CD-ROM a další ale ty nebudeme 
potřebovat. Mezi nejdůležitější přídavné moduly patří: 
• SDL_Net – Je rozhraní pro síťovou komunikaci přes TCP/UDP 
• SDL_Thread – Je rozhraní pro vytváření vláken. 
• SDL_Sound – Slouží hlavně k dekódování zvuku z rozšířených zvukových formátů. 
• SDL_Mixer – Knihovna specializující se na přehrávání a mixovaní hudby. 
• SDL_Image – Knihovna pro načítaní obrázků z různých formátů. 
 
V následujících podkapitolách se blíže podíváme na knihovny SDL_Net a SDL_Thread. 
4.3.1 SDL_Net 
SDL_Net je rozhraní pro síťovou komunikaci přes UDP a TCP. Umožňuje programátorovi využívat 
síťové funkce bez nutnosti znát rozdíly různých platforem. Oproti BSD Socket12 také zjednodušuje 
implementaci připojení k síti a datového přenosu. 
4.3.2 SDL_Thread 
SDL_Thread nám umožňuje programovat multiplatformní více vláknové aplikace. Vlákno je 
oddělený a samostatně běžící program, který s naší hlavní aplikací (rodičovské vlákno) sdílí společný 
                                                     
12
 Je rozhraní pro komunikaci přes síť 
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paměťový prostor ale i další struktury. To nám umožní paralelní zpracování úlohy. Například 
můžeme mít jedno vlákno, které se stará o vykreslování grafiky, druhé o počítaní fyziky a třetí o 
uživatelské vstupy. Na více jádrových systémech může více vláknové programování (multihreading) 
hodně urychlit běh programu. A v dnešní době dvou a více jádrových procesorů by bylo škoda jejích 
výkon nevyužít 
Multithreading s sebou ovšem nese i jisté komplikace. Je třeba zajistit synchronizaci 
jednotlivých vláken a přístup ke sdíleným proměnným. K tomuto účelu SDL_Net poskytuje několik 
prostředků: 
• Mutexy – Mutex si můžeme představit jako zámek, který před přístupem ke sdílené 
proměnné zamkneme a po provedení potřebných operací zase odemkneme. Tím je zajištěno, 
že se sdílenou proměnnou bude pracovat vždy pouze jedno vlákno. Vlákno, které se pokusí 
zamknout už zamknutý mutex, je uspáno (uvedeno do nečinnosti). Opět je probuzeno až je 
daný mutex odemknut. 
• Semafory – Další synchronizační proměnou je semafor. Semafory zahrnují číslo, které se při 
zamknutí automaticky dekrementuje a při odemknutí automaticky inkrementuje. Pokud je 
číslo menší než nula, je vlákno při zamykání zablokováno. Tomuto číslu můžeme určit 
počáteční hodnotu a určit tak počet vláken, které můžou současně pracovat se sdílenou 
proměnnou. 
• Podmíněné proměnné – Umožňují implementovat složitější podmínky řídicí synchronizaci 
vláken. 
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5 Návrh 
5.1 Nástroje programového řešení 
Celá aplikace je naprogramována v jazyku C++. Pro vykreslování grafiky jsem zvolil knihovnu 
OpenGL, aby aplikace byla funkční i na jiných systémech, než Microsoft Windows. Pro vytváření 
okna je použita knihovna SDL. A to z důvodu, že je také multiplatformní a obsahuje funkce a 
knihovny, které jsou v aplikaci také využity. Funkce pro načítání uživatelských vstupů, knihovna 
SDL_Net pro vytvoření komunikace mezi klientem a serverem a knihovna SDL_Thread pro 
vícevláknové zpracování. Textury jsou nakresleny v grafickém editoru Corel Draw 12 a z něj 
exportovány do grafického formátu TGA. Jako vývojové prostředí jsem zvolil Microsoft Visual 
studio 2010 Ultimate. Celá aplikace byla vytvářena na operačním systému Microsoft Windows 7 
Professional. 
5.2 Koncept hry 
5.2.1 Základní koncept 
DeathRace je jednoduchá síťová hra pro více hráčů (maximální počet hráčů byl během vývoje 
omezen na dva, z důvodu malé herní plochy) odehrávající se na statické herní ploše mimo kterou 
nelze letět. Hra se odehrává ve vesmírném prostředí a každý hráč má svou ozbrojenou stíhačku 
vybavenou štíty. Cílem hry je zničit druhého hráče. Musíme tedy protihráči nejprve zničit štít a pak 
jeho trup, který také vydrží pár zásahů. To není tak snadné, protože štíty se po zásahu postupně zpět 
dobíjí a navíc stíhačky dovedou poměrně rychle manévrovat. Díky tomu je není jednoduché 
zasáhnout. Střílet můžeme hlavně ze základního energetického zbraně. Energie ale není neomezené 
množství a při déle trvající střelbě se brzy vybije. Poté musíme nějaký čas počkat, než se baterie opět 
nabijí. Ke zvýšeni našich šancí můžeme sbírat bonusy náhodně rozmístěné po mapě. Bonus pro 
neviditelnost-naše stíhačka se tím stane pro protihráče neviditelná. Bonus na doplnění integrity trupu 
a bonus naváděných střel, které jsou schopny mírně manévrovat a pronásledovat protihráče. 
5.2.2 Prostředí hry 
Obrazovka je rozdělená na dvě části. Spodní část zabírají tři HUD displeje. První informuje o 
integritě  hráčově integritě trupu a štítu. Prostřední o množství energie, která je k dispozici pro 
primární zbraň, a poslední informuje o nepřítelově integritě štítu a trupu. 
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Zbytek plochy je ohraničená oblast vyplněná mřížkou, na které probíhá bitva. Mřížka se po 
nárazu střely do rakety rozvlní ve směru od místa výbuchu. 
 
Obrázek 5.1:Základní návrh herní obrazovky 
5.2.3 Ovládání hry 
K ovladáni hry je použita pouze klávesnice. V jednotlivých menu hry se pohybujeme pomoci 
kurzorových šipek. Jde použit jak šipky nahoru/dolů tak doleva/doprava. Naši volbu potvrzujeme 
klávesou „enter“ a jako tlačítko zpět funguje klávesa „escape“. 
Ve hře jsou k ovládání použity následující klávesy: 
• Šipka doleva – Natočení směru pohybu stíhačky doleva. 
• Šipka doprava – Natočení směru pohybu stíhačky doprava. 
• Šipka nahoru – Zrychlení ve směru natočení stíhačky 
• Šipka dolů – Brzda. 
• Levý ctrl – Střelba z primární zbraně. 
• Mezerník – Vypálení rakety. 
• Escape – Konec hry. 
5.3 Vizuální zpracování 
Grafická stránka hry je první co většinu uživatelů u her zajímá a z velké části rozhoduje o tom, zda se 
hráč bude o hru zajímat.Tato hra je dělaná v jednoduchém stylu ve 2D. Je vykreslena pomoci 
základních primitiv OpenGL.  Pro stíhačku hráče je použita textura, ale její vzhled je navržen velmi 
decentně, takže nenarušuje vzhled hry. Na textury se podíváme blíže v následující podkapitole. 
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5.3.1 Textury 
Náš engine umí načítat rastrovou grafiku pouze v grafickém formátu TGA. Tento formát jsem zvolil 
protože umí ukládat obrázek i s alfa kanálem( průhlednost). Další výhodou je jednoduchá struktura 
uložení hlavičky a dat obrázku, což usnadňuje jeho načtení. V enginu je implementována možnost 
načtení do textury z 24bitového a 32bitového (obsahuje alfa kanál) TGA obrázku. Jiné typy TGA 
obrázku nebudou potřeba. 
V aplikaci je také z důvodu grafických efektů použito kopírování frame-bufferu do textury. To 
znamená, že celou vykreslenou scénu kopírujeme do textury pro pozdější použití, smažeme frame-
buffer a pokračujeme dál v kreslení naši scény. 
 
5.4 Systém stavu hry 
Systém stavu hry si můžeme představit jako konečný automat, kde jednotlivé stavy hry jsou 
jednotlivá menu. Přechodové hrany jsou tlačítka (nebo klávesy) v herních menu. 
 
 
 
Obrázek 5.2:Kompletní systém stavu hry 
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Nyní si tento systém popíšeme: 
• Hlavní menu-Je počáteční stav hry. Zde se nacházíme po spuštění aplikace. Jsou zde čtyři 
tlačítka.  
o První pokud chceme hru hostovat, tzn. vytvořit server, na který se pak budou moct 
připojit ostatní hráči. 
o Druhé pokud se chceme připojit už k existující hře. 
o Třetí pro zobrazení autora aplikace 
o Čtvrté pro ukončení hry 
• Server menu1-Zde hráč zadá své jméno a číslo portu na kterém má server naslouchat. Poté 
má možnost tento server založit nebo se vrátit zpět do menu. 
• Server menu2-Při vstupu do tohoto stavu se vytváří objekt Server a následně nové vlákno, ve 
kterém poběží veškerá komunikace serveru. Hráči není dovoleno spustit hru, dokud se 
nepřipojí protihráč a nenastaví svůj stav na „Připraven“. Také má možnost se vrátit do 
předchozího menu. V tomto případě se uvolňuje objekt Server a ruší se vytvořené vlákno. 
• Klient menu1-Zde je hráč požádán o zadání svého jména, IP adresy serveru a čísla portu, 
přes který bude komunikovat se serverem. Poté má možnost se na základě zadaných údajů 
připojit nebo se vrátit zpět do hlavního menu. 
• Klient menu2-Při vstupu do tohoto stavu se vytváří objekt Client a následně nové vlákno, ve 
kterém poběží veškerá síťová komunikace. Dokud hráč nestiskne tlačítko připraven, hráč na 
straně serveru nemůže spustit hru. Také má možnost se vrátit do předchozího menu. V tomto 
případě se uvolňuje objekt Client a ruší se vytvořené vlákno. 
• Hra-V tomto stavu běží hra a hráči spolu bojují. Hra končí buď stiskem tlačítka „escape“ 
nebo výhrou jednoho z hráčů. Po opuštění tohoto stavu se vracíme do hlavního menu. 
 
5.5 Návrh síťové části 
Nejdříve se je třeba rozhodnout, na jaké architektuře síťovou komunikaci založíme. Po zvážení všech 
výhod a nevýhod jsem se rozhodl pro architekturu hybridní server-klient.  Dále je třeba se rozhodnout 
jaký použijeme transportní protokol. Vzhledem k typu vytvářené hry se jako nejlepší nabízí protokol 
UDP. Z důvodu jeho nevýhod jsem kvůli snadnější implementaci zvolil protokol TCP. Díky tomu 
nebude potřeba implementovat kontrolu pořadí příchozích paketů a řešit problémy ztráty paketu. 
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5.5.1 Server 
V naši aplikaci bude server vystupovat jako tzv. lokální server. To znamená, že nepůjde o oddělený 
program, ale bude součástí vlastní aplikace. Tento server se spustí, pokud uživatel v aplikaci zvolí 
volbu založit hru. Při zakládáni hry má uživatel možnost zvolit číslo portu (jinak je port implicitně 
nastaven na 9999), na kterém bude server naslouchat. Po spuštění je server ve stavu, kdy čeká na 
připojení klienta. Při připojení klienta mu server přiřadí jeho ID a vytvoří pro něj nové vlákno, přes 
které bude probíhat veškerá další komunikace s daným klientem. Hlavní vlákno serveru dál čeká na 
připojení dalších klientů, dokud hráči hru nespustí. Všichni hráči na klientské straně musí aktivovat 
volbu „připraven“, až poté může hráč na straně serveru hru spustit. Viz obrázek 4.3. 
Jak již bylo řečeno ve třetí kapitole, v architektuře server-klient působí server jako nadřazená 
autorita. Serverová strana bude jako jediná rozhodovat o zásahu hráčů, úbytku integrity štítu/trupu  a 
sbírání bonusů. 
Serverová strana si také pomatuje poslední tři doručené stavy od klientů. Toho je využito pro 
interpolaci jejich pohybu. 
5.5.2 Klient 
Pokud uživatel zvolí v menu volbu „připojit se“ tak se vytvoří objekt klienta a uživatel je vyzván 
k zadání IP adresy serveru, na který se chce připojit, a portu, na kterém server naslouchá (implicitně 
nastaven na 9999). Pokud server existuje a není plný, tak přijme spojení. Viz obrázek 4.3. 
Jelikož používáme hybridní architekturu (viz. kapitola 3), tak i klientská strana je v některých 
oblastech autoritativní a to v pohybu po obrazovce a počítaní kolizí vůči okrajům herní plochy. Jsou 
zde počítány i kolize vůči střelám, ale pouze pro grafické zobrazení bez vlivu na úbytek integrity 
štítu/trupu. 
Klientská strana si také pamatuje poslední tři doručené stavy od serveru. Toho je využito pro 
interpolaci pohybu stíhaček protihráčů. 
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Obrázek 5.3: Komunikace klient-server 
5.5.3 Komunikační protokol 
Aby mohla probíhat komunikace mezi klientem a serverem, musíme mít ustanovený komunikační 
protokol. Tento protokol si s pomocí obrázku 4.3 nyní popíšeme. 
1. Po vytvoření server čeká na připojení klienta. Klient při pokusu se připojit zasílá zprávu 
CONNECT:NICK<END>, kde NICK je jméno hráče. 
2. Pokud je server volný a obdržel zprávu ve správném tvaru odpovídá zprávou 
+OK:ID</>NICK<END>, kde ID je přidělené identifikační číslo hráče a NICK jméno 
hráče zakládajícího server. V případě že server je již plný, posílá klientovi zprávu ve 
tvaru –ERR:FULL<END>. 
3. V tomto stavu už jsou klienti i server spojeni. Server zasílá periodicky  ostatním klientům 
zprávu ve tvaru <MENU><ID0>NICK</>STATUS<ID0><ID1>NICK</> 
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STATUS</ID1>...<IDn>…</IDn><END>, kde <ID> je identifikační číslo 
klienta, NICK jeho jméno a STATUS nabývající dvou hodnot READY nebo UNREADY 
podle toho zda je klient připraven, či nepřipraven. Klienti zase periodicky zasílají zprávy 
ve tvaru <MENU>STATUS<END>,  kde status nabývá hodnot READY nebo UNREADY. 
4. Po odstartování hry server zasílá všem klientům zprávu <STARTGAME>, na základě které 
všichni klienti a server přecházejí do dalšího stavu a spouští hru. 
5. Zde klienti periodicky zasílají údaje o souřadnicích a úhlu natočení své stíhačky. Dále 
pokud střílí tak se přidává typ vystřelené střely a její identifikační číslo. Celá zpráva má 
tvar <ACT>xpos</x>ypos</y>angle</an> a pokud klient střílel tak se přidávají 
výše zmíněné informace o střele 
<ACT>xpos</x>ypos</y>angle</an>type</t>id_missile</o></fire> 
Server všem klientům posílá informace o pozicích úhlu natočení ostatních hráčů. Dále, 
pokud je to aktuální, se přidávají informace o střelách vystřelených hráči a o střelách co 
našly svůj cíl. Kompletní zpráva se všemi daty má tvar <ACT><ID0> 
xpos</x>ypos</y>angle</an>type</t>id_missile</o></fire><hm><
/>hit_missile1</>hit_missile2...</><hm><ID0>…<IDn>… </IDn> 
5.6 Kolizní systém 
Abychom mohli detekovat, zda do sebe stíhačky narazily nebo zda střela zasáhla nepřátelskou 
stíhačku, tak potřebujeme implementovat kolizní systém.  
Nejpřesnějšího kolizního systému dosáhneme, pokud budeme testovat průniky jednotlivých 
primitiv objektů na scéně. To je ale obrovsky výpočetně náročné. Proto se nejčastěji používají 
obalová tělesa.  Nejvíce se v dnešních hrách používá tzv. Bounding Box. Testovaný objekt je uzavřen 
do kvádru, na který testujeme kolize. Další metodou je průnik dvou sfér. Jde o nejrychlejší metodu, 
ale je využívána méně, protože většina objektu ve hrách nemá tvar koule ale kvádru. K našim účelům 
tato metoda postačí. A jelikož je naše aplikace 2D, tak se nebudeme bavit o kouli, ale o kružnici. [11] 
 Jak už bylo řečeno, v této metodě obalíme testované objekty do kružnice. Tato kružnice by 
měla obepínat objekt co nejtěsněji. Poté pomoci vzorce na vzájemnou polohu dvou kružnic zjistíme 
jaká je vzdálenost mezi středy dvou testovaných objektů. Pokud je tato vzdálenost menší nebo rovna 
součtu poloměrů kružnic objektů, tak nastala kolize. 
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Obrázek 5.4: Metoda průniku dvou kružnic 
 
V této hře má stíhačka tvar velmi podobný kruhu, tudíž ji obalová kružnice obepíná téměř 
dokonale. Tvar přesné kružnice (koule) ale nemívají všechny objekty ve hře. Pokud obalová kružnice 
neaproximuje těleso přesně, může nastat situace na obrázku 5.4. Přesto že by se meteory v reálné 
situaci nestřetly, kružnice se protínají a kolize by tedy nastala. Této situaci můžeme zabránit tím, že 
objekt zabalíme do více menších kružnic, které budou objekt aproximovat přesněji. 
 
Obrázek 5.5  Nevhodně zvolená obalová kružnice- kolize nastala 
 
Pro kolize vůči okrajům obrazovky se pouze dotazujeme, zda souřadnice středu kružnice plus 
poloměr kružnice jsou větší nebo rovny pozicím okraje obrazovky. Pokud ano, kolize nastala. 
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6 Implementace 
V této kapitole si popíšeme implementaci a funkčnost jednotlivých tříd. Těch je použito cekem 17. 
My se, ale zaměříme jen na ty nejdůležitější. 
6.1 Třída Osiris 
Třída Osiris je základní třídou grafického enginu. Stará se o vytvoření okna, inicializaci SDL a 
OpenGL, nastavení viewportu a perspektivní projekce. Je v ní také vytvořen objekt CTimer a 
defaultní Shader. Ke grafickému enginu také patří třídy CVBO, Shader, CTimer a funkce pro načtení 
TGA souboru a vytvoření textury. 
6.1.1 Třída CTimer 
Třída CTimer nám zajišťuje stejně rychlý průběh zpracování programu na různě výkonných PC. Jinak 
řečeno, bez ní by se mohl hráč na výkonnějším PC pohybovat rychleji než hráč na pomalejším PC. 
Obsahuje metodu GameTiming(void). Ta obsahuje proměnou  now, do které se přiřazuje 
počet uběhlých milisekund od spuštění programu. Dále obsahuje proměnou next_time, což je now 
v minulém průchodu metodou sečtený s konstantu TICK_INTERVAL. Následně se čeká tak dlouho, 
dokud je hodnota now menší nebo rovna hodnotě next_time. Po tuto dobu se program vzdává 
procesorového času ve prospěch jiných procesů v systému pomoci funkce SDL_Delay(time). Část 
doby se ale čeká aktivně ve smyčce, protože některé operační systém přiděluji procesorový čas 
v násobcích deseti milisekund. Jednotky milisekund tedy dočekáme aktivně. 
V naší aplikaci je TICK_INTERVAL rovný třiceti. To znamená, že překreslováni scény 
probíhá přibližně třicetkrát za vteřinu. 
6.1.2 Třída CVBO 
CVBO je třída která nám zapouzdřuje veškerou práci s Vertex Bufer Objekty(VBO). V konstruktoru 
ji předáváme ukazatel na pole s vrcholy a jeho velikost, dále pole s barvami vrcholů a jeho velikost. 
Je možné ji také předat data vrcholu a texturovací souřadnice vrcholů. Následně v konstruktoru 
pomocí glGenBuffers(1, GLuint vbo) vygenerujeme identifikátor vbo, přes který budeme 
k VBO přistupovat. Pomocí glBindBuffer(target, vbo) OpenGL sdělíme, že chceme 
s tímto buferem pracovat. 
 Následně funkcí glBufferData(target,sizeV,dataV, GL_STATIC_DRAW) alokujeme 
místo v grafické paměti a uložíme naše data. Teď už jen specifikujeme funkcí 
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glVertexAttribPointer((GLuint)0,3,GL_FLOAT,GL_FALSE,0,0) typ a způsob 
uložení dat v poli a následně toto pole povolíme funkcí glEnableVertexAttribArray(0). 
Tímto postupem jsme vytvořili VBO s vrcholy, obdobný postup se aplikuje na data barev a 
texturovacích souřadnic. Každý objekt ve hře (stíhačka, tlačítko, rámeček atd.) má svůj objekt třídy 
CVBO. 
Třída CVBO obsahuje metodu bind(void), která zařídí, že se při vykreslování použijí 
data těchto VBO (vrcholy, barvy vrcholů, texturovací souřadnice). 
6.1.3 Třída Shader 
Třída Shader slouží k vytvoření shader programu a práci s ním. Tvoří ji sedm metod. Z těch 
důležitých metoda loadFile(void) slouží k načtení fragment a vertex shaderu ze souboru. 
V konstruktoru načteme data, zkompilujeme jak fragment, tak vertex shader, a následně je 
zlinkujeme. Metoda bindAttribLocation(GLuint index, const char *name) slouží 
k přiřazení atributu shaderu (vrcholy, barvy vrcholů). Dále zde máme metodu setUniform(const 
char *name, float x), která slouží k přiřazení proměnných typu uniform do shaderu.  Tato 
metoda je přetížena i pro načítání dvou, tří a čtyř rozměrného vektoru typu float. Poslední důležitou 
metodou je useProgram(void), která shader program učiní aktivním. Aktivní může být vždy pouze 
jeden shader, nebo žádný při používaní fixní pipeline.  
6.2 Třída Fighter 
Třída Fighter zapouzdřuje funkčnost a vykreslování nepřátelských stíhaček. Z důvodu snadnějšího 
předávání údajů o pozicích obsahuje strukturu typu PlayerStat, která obsahuje pozice x, y a úhel 
natočení stíhačky. Dále zde jsou proměnné typu int pro integritu trupu a štítu, množství energie zbraní 
a další potřebné proměnné. 
V konstruktoru si vytvoříme VBO pro stíhačku a shader, pomocí kterého budeme stíhačku 
vykreslovat. Třída obsahuje dvě důležité metody. První update(void) slouží k aktualizaci 
pohybu stíhačky, dobíjení energie a štítu. Obsahuje také interpolační algoritmus, který se použije 
v případě pozdějšího příchodu dat o pozicích ze sítě. Druhá je metoda Draw(void), která provede 
posun a otočení stíhačky po obrazovce a následně ji vykreslí. Dále jsou zde pomocné metody 
SetHullIntegrity(int) a GetHullintegrity(void) pro nastavení a zjištění integrity 
trupu. Podobně také pro energii a štíty. 
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6.3 Třída UserFighter 
Tato třída je zděděna ze třídy Fighter a slouží pro příjem vstupů, aktualizaci a vykreslení hráčovy 
stíhačky. Obsahuje upravené metody update(void) a Draw(void) a metodu 
controls(void) zajišťující reakce na hráčovy vstupy - přesněji na kurzorové šipky pro pohyb 
stíhačky, na ctrl a mezerník pro střelbu. 
 
Obrázek 6.1: Třídy Fighter, UserFighter a struktura PlayerStat pro jednodušší předávání dat z/do tříd 
6.4 Třída CServer 
V této třídě je zapouzdřeno vytvoření serveru a jeho komunikace s klientem a GameEnginem. 
V konstruktoru této třídy inicializujeme SLD_Net . Nastavíme port, na kterém budeme naslouchat, 
vytvoříme soket. Ještě zde inicializujeme struktury pro data hráčů a vytvoříme objekt pro obsluhu 
vláken. Dále zde jsou tři důležité metody. Metodu Run(int) si popíšeme v následující podkapitole. 
Další dvě metody Send(int, string*) a Recv(int,string*) slouží k posílání a přijmu dat. Předáváme jim 
číslo soketu a ukazatel na proměnnou typu string, do které se data uloží. Pro každého klienta je zde 
důležitá struktura PlayerInfo obsahující veškeré informace o něm a také přijatá a poslaná data. 
Například vektor střel, které byly právě vystřeleny a vektor střel které zasáhly cíl. 
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6.4.1 Metoda Run(int) 
Run je metoda, kterou spouští nově vytvořené vlákno. Probíhá v ní veškerá komunikace s klientem a 
GameEnginem. Jako parametr ji předáváme ID klienta, se kterým bude toto vlákno komunikovat. 
Metoda je složena ze dvou smyček while. V první smyčce jsme v době, kdy se čeká na start hry.  
Druhá smyčka představuje stav hry. Průběh toho, co se zde děje, je již popsán v kapitole 5.5.1 a na 
obrázku 5.3. 
 
CClient
Class
Fields
buffer : char[512]
c_PlayerID : int
EndGameFlag : bool
host : string
ip : IPaddress
Lenght : int
Nick : string
Player : PlayerInfo[MAXPLAYER]
pomStartGame : bool
Ready : bool
sd : TCPsocket
ServerPort : Uint16
StartGameFlag : bool
Thread : CThread*
Methods
~CClient()
CClient()
Connect() : bool
GetEndGame() : bool
GetReady() : bool
GetStartGame() : bool
Recv() : bool
Resolve() : bool
RetPointThread() : CThread*
Run() : bool
Send() : bool
SetIP() : void
SetPlayerName() : void
SetPort() : void
SetReady() : void
SetStartGame() : void
CServer
Class
Fields
buffer : char[512]
counter : int
csd : TCPsocket[MAXPLAYER + 1]
EndGameFlag : bool
ip : IPaddress
Lenght : int
Player : PlayerInfo[MAXPLAYER + 1]
PlayerID : int
pomStartGame : bool
remoteIP : IPaddress*[MAXPLAYER + 1]
sd : TCPsocket
ServerName : string
ServerPort : Uint16
StartGame : bool
Thread : CThread*
Methods
~CServer()
BuildServer() : bool
closeSD() : void
Connect() : bool
CServer()
GetEndGame() : bool
GetStartGame() : bool
Recv() : bool
RetPointThread() : CThread*
Run() : bool
Send() : bool
SetPlayerName() : bool
SetStartGame() : bool
PlayerInfo
Struct
Fields
HitMissileVector : vector<SMissile>
ID : int
IntToString : stringstream
Live : int
MissileVector : vector<SMissile>
Nick : string
Ready : bool
Shield : int
Stat : vector<PlayerStat>
Status : bool
 
Obrázek 6.2: Třídy CServer, CClient a struktura PlayerInfo 
6.5 Třída CClient 
Třída obstarává vytvoření klienta a jeho komunikaci se serverem. V konstruktoru třídy inicializujeme 
SDL_net. a potřebné proměnné. Jako parametr se mu předává číslo portu serveru. Nejprve je třeba 
nastavit IP adresu pomocí metody SetIP(string IP). Poté metodou Resolve(void) 
připravíme argumenty k otevření soketu. V metodě Connect() otevřeme TCP spojeni se serverem 
a pošleme žádost o připojení ke hře. Pokud server spojení zamítne, vracíme chybový kód 
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GameEnginu a ten se vrátí do předchozího menu. V případě kladné odpovědi nám server zašle 
přidělené ID. Poté vytvoříme nové vlákno a v něm spouštíme metodu Run(int ID). 
Metodě Run(int ID) předáváme v argumentu naše přidělené ID. Tato metoda se skládá ze dvou 
while smyček reprezentující stavy ve hře. První je komunikace v menu před samotnou hrou. Zde si se 
serverem vyměňujeme informace o jednotlivých hráčích, jejich jménech a stavech. Druhá smyčka 
představuje hru. Komunikační protokol a způsob práce je již popsán v kapitolách 5.5.2, 5.5.3 a na 
obrázku 5.3.  Pro data serveru a ostáních klientů je zde důležitá struktura PlayerInfo obsahující 
veškeré informace o něm a také přijatá a poslaná data. Například vektor střel, které byly právě 
vystřeleny a vektor střel které zasáhly cíl. 
6.6 Třída CThread 
Třída CThread zapouzdřuje všechnu práci s vlákny. Metoda CreateThread(int) slouží pro 
vytvoření vlákna a předáváme ji ID klienta, pro kterého bude vlákno vytvářeno. K zajištění 
synchronizace a přístupu ke sdíleným proměnným metoda obsahuje šest metod pro odemykání a 
zamykání mutexu. V konstruktoru tyto mutexy inicializujeme a v destruktoru uvolníme. 
 
Obrázek 6.3: Třída CThread 
6.7 Třída CGameEngine 
Základem celé hry je třída CGameEngine. V této třídě se vytváří všechny důležité objekty, volají 
jejich metody a přechází se zde mezi stavy hry. Jediná metoda volaná z vnějšku je metoda Run (). 
Jádrem této metody je switch, pomocí, kterého přecházíme mezi stavy hry. Pro každý stav je zde 
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jedna metoda. MainMenu(void) pro hlavní menu, ServerMenu1(void) pro zakládání 
síťové hry, ServerMenu2(void)  pro menu založeného serveru,  ClientMenu1(void) pro 
připojeni klienta k serveru, ClientMenu2(void)pro menu připojeného klienta a nakonec 
GameServerSide(void) a GameClientSide(void) pro vlastní hru. Na poslední dvě 
zmíněné a další důležité metody se podrobněji podíváme v následujících podkapitolách. 
6.7.1 GameServerSide() 
Tato metoda řídí vykreslení obrazu a herní logiku na straně serveru. První voláme metodu na 
vykreslení textury HUD displeje, poté metodu Draw(void) třídy Background pro vykreslení 
animované mřížky pozadí. 
Následně se postaráme o hráčovu stíhačku. Načteme jeho vstupy, provedeme update pozice a 
vykreslíme ji. Nové data předáme po uzamčení sdílených proměnných serveru. Podobně postupujeme 
pro nepřátelské stíhačky. Uzamkneme sdílenou proměnnou a načteme data od klientů. Z těchto dat 
upravíme pozice stíhaček. Pokud tyto pozice už byly jednou použity, provedeme interpolaci pohybu 
na základě pozic z bufferu předchozích stavů. 
Teď už jen spočítáme, zda nenastaly kolize mezi stíhačkami a aktualizujeme pozice střel, 
zjistíme jejich kolize a vykreslíme je. Na závěr voláme metodu GameTiming(void) třídy 
CTimer pro zajištění správné frekvence vykreslování. 
6.7.2 GameClietSide() 
Tato metoda řídí vykreslení obrazu a herní logiku na straně klienta. Postup je obdobný, jak na straně 
serveru. První voláme metodu na vykreslení textury HUD displeje, poté metodu Draw() třídy 
Background pro vykreslení animované mřížky pozadí. 
Následně se postaráme o hráčovu stíhačku. Načteme jeho vstupy, provedeme update pozice a 
vykreslíme ji. Nová data předáme po uzamčení sdílených proměnných serveru. Podobně postupujeme 
pro nepřátelské stíhačky. Uzamkneme sdílenou proměnnou, načteme data od klientů. Z těchto dat 
upravíme pozice stíhaček. Pokud tyto pozice už byly jednou použity, provedeme interpolaci pohybu 
na základě pozic z bufferu předchozích stavů. 
Teď už jen spočítáme, zda nenastaly kolize mezi stíhačkami a aktualizujeme pozice střel, 
zjistíme jejich kolize, ale neměníme jejich stav na explodovanou střelu. Pouze zastavíme jejich 
pohyb. O výbuchu střely rozhoduje server a počkáme tedy na jeho potvrzení kolize. Střely 
vykreslíme. Na závěr voláme metodu GameTiming(void) třídy CTimer pro zajištění správné 
frekvence vykreslování. 
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//Vertex shader 
attribute vec4 in_position;  //vrcholy 
attribute vec2 in_texture;   //texturovaci koordinaty 
uniform float value;     //mnozstvi energie 
varying vec2 texcoord;      //texturovaci koordinaty 
void main() 
{ 
 texcoord = in_texture; 
 vec4 position=in_position; 
 if(position.x==0.0)  //pravy roh trojuhelniku, s nicim nehybem 
 {  
  position.x=0.0; 
  gl_Position=gl_ModelViewProjectionMatrix*position; 
 } 
 //leva strana trojuhelniku,upravime pozice a souradnice textury na 
 //zaklade mnozstvi energie 
 else 
 {  
  position.x=max(0.02*value,0.0); 
  if(position.y==4.8) 
   position.y=(position.x * 2.50); 
  texcoord.x=0.01*value; 
  gl_Position=gl_ModelViewProjectionMatrix*position; 
 } 
} 
//Fragment shader 
uniform sampler2D texture; //textura 
varying vec2 texcoord; 
 
void main() 
{  
 vec4 color=texture2D(texture, texcoord);  
 if(color.r>= 0.5) gl_FragColor = vec4(0.6,0.0,1.0,0.0); 
 else gl_FragColor=vec4(0.5,1.0,1.0,1.0); 
} 
6.7.3 Metody pro vykreslování HUD displeje 
První věcí, která je potřeba pro vykreslení HUD displeje udělat je zavolání metody  
HudDisplayInit(void). V této metodě se vytváří a inicializujou tří VBO, ze kterých se skládají 
HUD displeje, a tři shader programy pro jejich vykreslení. Dalšími metodami jsou 
HudDisplayServerDrawTexture(void) 
a HudDisplayClientDrawTexture(void). V těchto metodách vytváříme texturu pro každý 
HUD displej. To znamená, že vykreslíme levý HUD, kopírujeme frame buffer do textury pro pozdější 
použití, smažeme obsah frame bufferu a stejně pokračujeme při vykreslování zbylých HUD displejů. 
Ukazatele integrity trupu a štítu jsou vykresleny jako vyplněný obdélník, jehož rozměry upravujeme 
v shader programu na základě hodnoty štítu a trupu. Ukazatel se skládá ze dvou trojúhelníku, kterým 
se v shader programu upravují krajní souřadnice na základě množství energie. Na tyto trojúhelníky je 
ještě nanesena textura, která není zobrazena a slouží jako maska. Na základě této masky se rozhodne, 
které pixely budou zobrazeny a které zahozeny. Tím docílíme pěkného efektu, že se ukazatel skládá 
z plynule se doplňujících linek. V obrázku  je ukázka tohoto shader programu. 
Obrázek 6.4: Shader program pro vykreslení stavu energie 
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V metodě HudDisplayDraw() následně vytvořené textury HUD displejů namapujeme na obdélník a 
vykreslíme. 
 
Obrázek 6.5: Vzhled HUD displeje 
 
 
 
Obrázek 6.6: Textura sloužící jako maska na ukazatel energie 
6.7.4 Metody pro práci se střelami 
Každá střela, kterou hráč vystřelí je definovaná svou strukturou. Tato struktura obsahuje pozice 
střely, její rychlost, typ, ID střely, stav (žívá, má explodovat, explodovaná) a další informace. Pro 
uložení těchto struktur slouží tří datové kontejnery typu vector. Do prvního vektoru 
PlayerMissileVector se ukládají ve třídě UserFighter střely, které hráč právě vystřelil. 
Tento vektor se poté posílá přes síť a také kopiruje do vektoru GlobalMissileVector. 
GlobalMissileVector obsahuje všechny vystřelené střely od všech hráčů. Posledním je vektor 
HitMissileVector sloužící k uložení střel, které zasáhly nepřátelskou stíhačku. Tento vektor 
také posíláme přes síť.  
 
 
6.7: Struktura popisující střelu. 
 35
 Pro práci se střelami máme v GameEnginu implementovány čtyři metody. První 
MissileInit(void) slouží k vytvoření VBO a shaderu pro střelu. Další dvojce metod 
MissileUpdateServerSide(void) a MissileUpdateClientSide(void) má stejný 
účel, ale kvůli optimalizaci je rozepsána do dvou metod. V cyklu for v nich projdeme celý globální 
vektor střel, smažeme explodované střely a aktualizujeme pozici každé z nich. V tomto cyklu také 
voláme metodu MissileVSFighterServerSide (GlobalMissileVector[index]), 
která nám spočítá kolize střely s nepřátelskýma stíhačkami a nastaví této střele stav, že má 
vybouchnout. 
Poslední metodou je MissileDraw(void), která vykreslí všechny střely z globálního 
vektoru střel. Tato metoda je společná pro serverovou i klientskou stranu. 
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7 Testování a hodnocení uživatelů 
K vývoji aplikace patří i její testování. Tato hra byla testována jak během vývoje, tak i po dokončení. 
Během vývoje byly herní principy testovány, aby splnily svou funkčnost a byla zajištěna zábavnost 
hry. Hru průběžně testovali čtyři uživatelé. Na základě jejich poznatků byla snížena účinnost zbraní 
vůči štítu a zvýšena rychlost jeho obnovy. Byla také snížena rychlost pohybu stíhačky, protože byla 
neovladatelná, a počet hráčů ve hře omezen na dva.  
Závěrečného testování se zúčastnilo osm uživatelů a jejich hodnoceni zobrazují obrázky 7.1 a 
7.2. První zobrazuje spokojenost uživatelů s grafickou stránkou hry, druhý spokojenost s úrovni 
zábavnosti hry. 
 
Obrázek 7.1: Graf úrovně grafického zpracování. 
 
 
Obrázek 7.2: Graf úrovně zábavnosti hry. 
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8 Závěr 
Cílem práce bylo vytvoření síťové hry s grafickým vzhledem podobným v minulosti rozšířených her 
typu „arkade“. 
Práce popisuje historii počítačových her, návrhy architektury síťové komunikace, 
multiplatformní multimedialní knihovny SDL, popis grafických knihoven OpenGL, DirectX a 
shaderů. Následující kapitoly popisují návrh komunikačního protokolu, aplikace a jejich implantaci. 
Aplikace byla úspěšně spuštěna na operačním systému Microsoft Windows 7 a Linuxové 
distribuci Ubuntu verze 10.04. 
Hlavním přínosem práce pro mě bylo seznámení s grafickou knihovnou OpenGL, které bych se 
rád v budoucnu dále věnoval. Dále zkušenost s tvorbou velkého projektu a síťové komunikace. 
V budoucnu mám v plánu implementovat spoustu grafických i herních rozšíření. Z grafických 
efektů například částicové efekty pro výbuch střely a plamen za stíhačkou. Zajímavé by taky bylo 
rozšíření hry o RPG prvky a další bonusy. Bylo by také vhodné implementovat dedikovaný server. 
Díky tomu by si hru zahráli i hráči bez veřejné IP adresy. Server by také mohl ukládat statistiky a 
vytvářet z nich veřejně přístupné žebříčky. 
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Seznam použitých zkratek a symbolů 
API (Application Programming Interface) – Označuje rozhraní pro programování aplikací. 
OpenGL (Open Graphic Library) – Multiplatformní API pro tvorbu počítačové grafiky. 
SDL (Simple DirectMedia Layer) – Multiplatformní multimediální knihovna pro nízkoúrovňový 
 přístup ke klávesnici, zvuku a počítačové grafice. 
VBO (Vertex Buffer Object) – Pole vrcholů v objektech bufferů. 
TGA (Targa) – Souborový formát pro ukládání rastrové grafiky. 
HUD (Head Up Display) – Je display zobrazující důležité informace do zorného pole pilota. 
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Příloha 1. Diagram tříd 
 
Obrázek 1.0.1: Diagram tříd 
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Příloha 2. Vzhled aplikace a HUD prvky 
 
Obrázek 2.0.1: Vzhled aplikace 
 
1. Levý HUD informuje o integritě štítu a trupu naši stíhačky 
2. Prostřední HUD informuje kolik energie je k dispozici pro primární zbraň. 
3. Pravý HUD informuje o integritě štítu a trupu nepřítele 
