Abstract. Hyperproperties are properties that refer to multiple computation traces. This includes many information-flow security policies, such as observational determinism, (generalized) noninterference, and noninference, and other system properties like symmetry or Hamming distances between in error-resistant codes. We introduce MGHyper, a tool for automatic satisfiability checking and model generation for hyperproperties expressed in HyperLTL. Unlike previous satisfiability checkers, MGHyper is not limited to the decidable ∃ * ∀ * fragment of HyperLTL, but provides a semi-decisionprocedure for the full logic. An important application of MGHyper is to automatically check equivalences between different hyperproperties (and different formalizations of the same hyperproperty) and to build counterexamples that disprove a certain claimed implication. We describe the semi-decisionprocedure implemented in MGHyper and report on experimental results obtained both with typical hyperproperties from the literature and with randomly generated HyperLTL formulas.
Introduction
HyperLTL [3] extends linear-time temporal logic (LTL) [20] with explicit quantification over traces. This makes it possible to express hyperproperties [4] like noninterference [13] or symmetry [11] , which refer to multiple traces at the same time. Such properties are not expressible in LTL, or even in the branching-time temporal logics CTL [2] and CTL * [6] . For example, noninference [18] is a variant of noninterference stating that, for all system traces, the low-observable behavior must not change when all high inputs are replaced by a dummy input. The following HyperLTL formula expresses this policy: ∀π. ∃π
HyperLTL is supported by model checking [11] and runtime monitoring tools [9, 10] . There is also a decision procedure, EAHyper [8] , which checks the satisfiability of a given formula from the ∃ * ∀ * fragment of HyperLTL. EAHyper is based on a reduction from HyperLTL satisfiability to LTL satisfiability [7] . A major application of EAHyper is to check equivalences between alternation-free HyperLTL formulas, i.e., formulas that either contain only universal quantifiers or only existential quantifers. Such equivalences can be expressed in the ∃ * ∀ * fragment. It is impossible, however, to handle formulas that contain a ∀∃ quantifier alternation, as, for example, in noninference. This is unfortunate, because such a quantifier alternation is often needed, in particular to account for nondeterminism. A popular example is generalized noninterference [14] : ∀π.∀π
The formula expresses that for every possible high-security input (seen on some trace π) and every possible low-security observations (seen on some trace π ′ ) there exists a nondeterministic execution π ′′ where the high-security input and the low-security observations happen together. Hence, the observer cannot conclude, after making the low-security observations, that any specific high-security input actually occurred. Other properties that need a ∀∃ quantifier alternation include restrictiveness [15] , separability [17] , and forward correctability [19] . For formulas outside the ∃ * ∀ * fragment, it is no longer possible to reduce the HyperLTL satisfiability problem to the LTL satsifiability problem: the HyperLTL satisfiability problem is, in fact, undecidable [7] . In this paper, we present the first semi-decisionprocedure for full HyperLTL. Our approach is based on a reduction to quantified boolean formulas (QBF) [12] and has been implemented in the MGHyper tool.
MGHyper can be used to analyze and develop hyperproperties and, especially, generate models that disprove equivalences or implications between different hyperproperties or different formalizations of the same hyperproperty. For example, comparing noninference to generalized noninterference, MGHyper instantly demonstrates that the two properties are not equivalent.
A Semi-Decision Procedure for HyperLTL-SAT
A hyperproperty is a set of sets of traces. Hyperproperties can be expressed in HyperLTL, which generalizes LTL with explicit trace quantification:
where Q is an existential or universal quantifier, a ∈ AP is an atomic proposition and π ∈ V is a trace variable of an infinitely supply V. Logical connectives and the temporal operators F, G, W and R are defined as in LTL. The semantics of HyperLTL is defined as follows.
and for all 0 ≤ j < i we have
,where Π : V → T R is the trace assignment function, which maps trace variables to traces, denoted by Π[π → t]. The suffixes of all traces π starting at step i is denoted by Π[i, ∞]. HyperLTL-SAT is the problem to decide, if a non-empty trace set T exists, such that {} |= T ψ.
MGHyper takes an arbitrary HyperLTL formula of the following form as input: Q 0 π 0 . . . Q n π n .ϕ, where Q i ∈ {∃, ∀} and π 0 . . . π n are vectors over V. MGHyper evaluates to "sat" if and only if the formula is satisfiable. Basically, MGHyper checks whether or not there exists a trace set of size m that satisfies the HyperLTL formula under consideration. The procedure starts with trace sets of size 1, and increment m until a witness is found, leading to the following theorem.
Theorem 1. HyperLTL-SAT is RE-complete.
Proof. We prove membership by constructing a QBF formula ϕ m QBF , which is satisfiable if the given HyperLTL formula ϕ is satisfiable by a trace set of size m. The basic idea of the encoding of a HyperLTL formula to a QBF formula is threefold: 1) we construct a quantifier prefix that resembles the quantifier structure in the given HyperLTL formula, 2) we construct a premise that links trace variables to actual traces, and 3) we unroll the LTL suffix into a SATencoding. The third step follows the unrolling presented in [1] and will, due to space reasons, not be discussed. We refer to the maximum trace-unrolling bound as k (not to confuse with m), which is exponential in the size of the LTL suffix. 2) Linking. We construct a premise to link trace variables to the trace witnesses in Traces k T . For every quantifier Q i a subpremise P Qi is constructed first, which represents the mapping of all trace variables in π i . Mapping each trace variable to traces reassembles the trace assignment function from the HyperLTL semantics and is encoded by ensuring that the boolean variables with the same atomic proposition in the same step share the same truth value.
1) Prefix. Let S be a set and k a natural number, we define Traces
The linking mechanism is a combination of the subpremises. The boolean connective between the different supremises depends on the corresponding quantifier:
where • Qi equals →, if Q i = ∀, and • Qi equals ∧ if Q i = ∃. Together with 3) the unrolling of the LTL suffix [1] , the constructed ϕ m QBF a QBF formula is satisfiable if the HyperLTL formula ϕ is satisfiable. Hardness follows from a reduction from Post's Correspondence Problem [7] . ⊓ ⊔ Example 1. Consider the HyperLTL formula ϕ := ∀π 0 ∃π 1 ∃π 2 .(a π0 ∧ (a π1 → ¬b π1 ∧ a π2 → b π2 )). Note that, for the sake of simplicity, the example LTL formula does not contain temporal operators. In the first iteration, MGHyper tries to guess a trace set T of size 1 and will not find a satisfying assignment for the constructed QBF formula. In the second iteration, though, MGHyper constructs the following QBF formula, with
This QBF formula is satisfied by the assignment A = {a and therefore to a true evaluation of the formula. From A we can now follow that {{a, b} ω , {a} ω } is a model that satisfies ϕ.
Experimental Results
MGHyper is implemented in Ocaml and supports UNIX-based operation systems. We tested our tool against different benchmarks on a virtual machinerunning an Ubuntu (64-Bit) 14.04LTS installation on an Intel Core i7-4710MQ with 2,50GH on 4 kernels and 8GB RAM. 
