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プログラミング言語 Java と統合開発環境
近年，Windows や MacOS X に加え，デスクトップ
Linux（小林・大久保，2012）やタブレット端末など，
コンピュータの使用環境が多様化しつつある。コンピュ
ータを用いた心理学実験を行ううえで，こうしたコンピ
ュータ環境の多様化はプログラムの互換性という問題を
生じさせる。特定のコンピュータでしか動作しないプロ
グラムを用いた研究は，他の研究者が再現を行う際に困
難であったり，システム更新などにより当のコンピュー
タでさえ動作しなくなったりする可能性をもつ。このた
め互換性の高い実験プログラムの作成は，プログラムの
利用可能性や実験の再現可能性を高めるうえで重要なも
のであると考えられる。
プログラム互換性の問題を解決する選択肢として有効
なものと考えられるのが，プログラミング言語 Java
（http://www.java.com）である。Java は仮想マシンと
いう仕組みにより，一つのプログラムが異なるオペレー
ティング・システム（OS）で動作するという優れた特
徴をもつ。Java は Windows，MacOSX，Linux だけで
なく，Android（http://www.android.com）タブレット
でも動作する他，マイクロコントローラ Ardu ino
（http://www.arduino.cc）の開発言語に用いられている
など，幅広いコンピュータ環境で利用できる。Java プ
ログラムは実行ファイル形式（jar アーカイブ）で配布
することも可能であり，無償の Java ランタイム
（http://java.com/ja/download/manual.jsp?locale=ja）が
インストールされていればどの環境でも同じプログラム
を動作させることができる。
プログラム互換性の問題が解決できても，プログラム
の開発そのものが困難だと利用しにくい。これについて
Java は，NetBeans（http://netbeans.org）や Eclipse
（http://www.eclipse.org）といった，プログラミング補
助ソフトウェアである統合開発環境が充実していること
があげられる。これらはプログラムに共通する記述など
を自動で追加したり，補完処理やスペル修正などを補助
する機能をもつ。特に，簡単なプログラムであれば，ソ
ースコード全体の 8 割程度を統合開発環境が代わりに記
述してくれることもある（付録 1 ）など，統合開発環境
を利用することで効率よく Java のプログラムを開発す
ることができる。
Java を利用した心理学実験プログラミング方法につ
いては，これまでいくつかの研究で紹介されてきた
（e.g., Eichstaedt，2001；亀田・谷藤，1997；中谷，
2005；菅沼・横澤，2001；Stevenson, Francis, & Kim，
1999；田山，2009）。これらは単一の刺激呈示・反応取
得といった実験であれば有用だと考えられる。しかしな
がら，反応時間に制限時間を設けたり，画面上のボタン
をクリックして回答を取得したり，複雑な画面レイアウ
トの実験を構成したりするにはこれらの方法は十分であ
るとはいえない。またこれまで統合開発環境を利用した
方法は紹介されておらず，開発にかかる負担も大きかっ
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た。そこで本稿では，刺激呈示や反応取得にかかわる問
題を解決し，統合開発環境を用いてプログラミング負荷
を軽減する方法を紹介する。なお今回は Java 環境の構
築が容易な NetBeans を用いた。
NetBeans のインストールから 
実行ファイルの作成まで
本節では，Java 統合開発環境である NetBeans のイ
ンストールから，配布用の実行ファイル（jar アーカイ
ブ）作成までの基本的な手順を紹介する。まず公式サイ
ト（https://netbeans.org/downloads/?pagelang=ja）か
ら NetBeans をダウンロードする。ダウンロードできる
ファイルは “Java SE”“Java EE” などいくつかの種類が
あるが「，すべて」と書かれているファイルをダウンロ
ードする。2013年 9 月21日現在，NetBeans の最新バー
ジョンは7．3．1であり，ファイルサイズは224MB ほどで
ある。ダウンロードが終了したら，ガイドに従ってイン
ストールを行う。
プログラムの作成手順
多くのプログラム言語では，テキスト形式のプログラ
ムファイルを別途作成し，そのファイルをコンパイルま
たは実行することで実験を行う。これに対し，Net-
Beans などの統合開発環境では，「プロジェクト」を作
成してからプログラムの開発を始める。
プロジェクトの作成
メニューバーの「ファイル」を選択し，「新規プロジ
ェクトの作成」を選ぶと新たにウインドウが現れる。こ
こで「次」を選択するとプログラム名の入力が求められ
るので，プロジェクト名の欄にプログラム名を入力する
（Sample など）。初期設定では「メイン・クラスの作成」
にチェックがついているが，このチェックをはずして
「終了」を選択する（Figure 1）。Windows ではマイド
キュメントの “NetBeansProjects” 内，Linux や Mac で
はホームフォルダの “NetBeansProjects” 内にプログラ
ム名と同名のフォルダが作成される。
JFrame フォームの作成
その後コーヒーカップのアイコンがついたプロジェク
トが画面左上の欄に現れる。このプロジェクトをクリッ
クすると「ソース・パッケージ」と「ライブラリ」とい
うメニューが現れ，「ソース・パッケージ」をクリック
すると「〈デフォルト・パッケージ〉」というメニューが
現れる。デフォルト・パッケージを右クリックし，「新
規」→「JFrame フォーム」を選択する（Figure 2）。
任意の変数名をつけ，終了を選択すると，GUI を構成
するための画面となる。ここでボタンやテキストを配置
して実験用の画面を構築する。
ソースの記述
JFrame フォーム構成画面の上部に「ソース」「デザ
イン」「履歴」のメニューがある。「ソース」をクリック
するとプログラムの記述を行う画面になり，このメニュ
ーを選ぶことで「ソース」と「デザイン」を行き来する
ことができる。
統合開発環境には，プログラムの作成をサポートする
ための豊富な機能が備わっている。例えば，デザインか
Figure 1．プロジェクト作成時の注意点
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らソースに移動した際，すでに数十行の記述がなされて
いるのが確認できる。テキストエディタなどではじめか
らプログラムを作成するのに比べ，プログラミングの負
担が大幅に軽減される。これに加え，プログラムの記述
を行うための強力な補完機能がある。コマンド入力中に
Ctrl＋Space を押すことで，補完候補が現れる。これに
よりスペルミスによるエラーを減らすことができる。ま
た，存在していない変数やタイプミスなどは随時下線で
示されるため，修正が容易である。プログラムの実行に
必要な外部パッケージは黄色の下線で示され，下線が引
かれた単語で Ctrl＋Space を押して選択すると，自動的
に外部パッケージが追加される。“sout” と入力して Tab
キーを押すと，コンソール出力を示すコマンドである
“System.out.Println” が補完されるなど，冗長なコマン
ドを短縮入力する機能もある。
プログラムの実行および実行ファイルの作成
メニューの「実行」→「プロジェクトの実行」を選ぶ
と，エラーがなければプログラムが実行される。初めて
実行する際，先にプロジェクトを作成したときにメイ
ン・クラスのチェックを外していると，メイン・クラス
の設定を促す画面が表示されるので，“OK” を選択する
（Figure 3）。動作を確認して問題がなければ，「実行」
→「プロジェクトを消去してビルド」を選択すること
で，プロジェクトのあるフォルダ内の「dist」というフ
ォルダに，プログラム名のついた実行ファイル（jar ア
Figure 2．JFrame の作成
Figure 3．メイン・クラスの選択
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ーカイブ）が作成される。Windows ではこの jar アー
カイブをダブルクリックすることでプログラムが実行さ
れる。また Linux ではターミナルで jar アーカイブのあ
る場所に移動し，“java-jar jar アーカイブ名 ” を入力す
ることでプログラムを実行できる。
Java プログラムを実行する際の注意点
jar アーカイブは，そのプログラムが作成されたバー
ジョンよりも古い環境では動作しない。そのため Java
プログラムを利用する際は，常に最新版の Java にアッ
プデートしておくことが推奨される。
基本的な Java プログラム例 
―STAI 日本語版（清水・今栄，1984）―
本節では統合開発環境を利用した Java プログラムの
例を紹介する。今回は清水・今栄（1984）の日本語版
State-Trait Anxiety Inventory を用い，特性不安を測
定するための質問紙プログラムを作成する。なお本プロ
グラムのソースコードを付録 1 として掲載した。“Gen-
erated Code” および “Look and feel setting code (op-
tional)” と書かれている行は，実際には100行程度の内容
が含まれているが，これは統合開発環境によって自動生
成された箇所のため省略する。
画面のレイアウト
“ デザイン ” 画面で次のようにパーツを配置し，テキ
ストを編集する（Figure 4）。
・jLabel 1 ：“＋”，質問項目を提示する
・jButton 1 ：“ 1 ”，回答用のボタン
・jButton 2 ：“ 2 ”，〃
・jButton 3 ：“ 3 ”，〃
・jButton 4 ：“ 4 ”，〃
・jLabel 2 ：“ 全くそうでない ”
・jLabel 3 ：“ いくぶんそうである ”
・jLabel 4 ：“ ほぼそうである ”
・jLabel 5 ：“ 全くそうである ”
試行番号，質問項目の配列，結果を格納する配列を指定
15～19行目で試行番号（i），質問項目の配列（string-
Array），結果を格納する配列（sb）を作成する。今回
は合計点を示す sum という変数も追加している。
質問項目の内容を作成する：PrintText
jLabel 1 に提示する質問項目の内容を61～84行目で作
成する。83行目の setText メソッドを使用することで各
質問項目が表示される。またメソッド名に引数を指定す
ることで，任意の質問項目を表示することができる。
ボタン反応時の処理を作成する：Response
86～90行目で，ボタン反応時の処理を作成している。
試行数を 1 増やし（i＝i＋ 1 ），次の質問項目を提示し
ている（PrintText（i））。
ボタン反応時の得点処理を作成する：Answer
92～118行目でボタン反応時の得点処理を作成してい
Figure 4．質問紙プログラムの画面デザイン
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る。if 文の中身は，順番に逆転項目の処理，最終試行以
外の項目の処理，最終試行時の処理となっている。94
（および98）行目で回答を取得し，95（および99）行目
で結果格納用の配列である sb に回答を追加している。
また96（および100）行目で合計点を算出している。105
～115行目は結果を result.txt として出力するための処
理である。この際，FileWriter などいくつかの単語に赤
い下線が引かれる。これはパッケージをインポートする
よう促しているものなので，Alt＋Enter を押し，指定
されたパッケージを選ぶと 1 ～ 4 行目に自動的に追加さ
れる。
各ボタンに Response と Answer を追加
“ デザイン ” で各 jButton をダブルクリックすると，
37～59行目のような内容が追加される。ここで39，40行
目のように，各ボタンに対応した処理をするよう上で作
成したメソッドを追加する。各ボタンが押されると，
Answer に指定した引数に応じて処理が行われ，次の試
行が提示される。
1 試行目の刺激を提示
26行目で 1 試行目の刺激を提示するよう PrintText
（0）を追加する。
心理学実験を作成するための問題点： 
画面遷移と時間制御
多くの心理学実験プログラムでは，先に紹介したプロ
グラムや，一般的な Java プログラムと異なる特徴をも
っている。その一つに，反応に応じた画面遷移があげら
れる。もう一つに，刺激提示時間や制限時間などの時間
制御があげられる。本節では，Java プログラムを作成
する際にこうした問題を解決する方法を紹介する。
Java で画面遷移を行う方法：JPanel の利用
心理学実験では，反応ごとにフィードバックを提示し
たり，反応によって選択肢の数が変わるなど，一つの実
験でも多様な種類の画面を提示することがある。これに
対し，電卓プログラムや時計プログラムなどの多くのプ
ログラムでは，操作によって画面が大きく変化すること
はなく，通常は一つの JFrame で複数の画面を扱うこと
はできない。
この画面遷移の問題を解決する方法として，JPanel
の利用があげられる。JPanel はもともと画面内のボタ
ン配置などを整地するものとして用いられるパーツであ
る。この JPanel は JFrame と同じ大きさにすることが
可能である。そこで実験に必要な枚数の JPanel を用意
し，各 JPanel の表示を切り替えることで画面遷移が可
能となる。Figure 5では，JFrame 上に注視点（JPanel 
1），刺激（JPanel 2），回答画面（JPanel 3）という 3 枚
の JPanel を用意することで画面遷移を可能にしてい
る。JPanel はデザイン画面での右側にあるパレット
や，画面左下ナビゲータで “JFrame”，“ パレットから
追加 ”，“Swing コンテナ ”，“ パネル ” の順に選択する
ことで追加できる（Figure 6）。
Java で時間制御を行う方法：Timer の利用
Java の画面は Swing と呼ばれるコンポーネントを利
用して構成される。この Swing には，イベントドリブ
ンと，シングルスレッドという二つの特徴がある。イベ
ントドリブンとは，なんらかの操作によって初めて処理
Figure 5．JPanel を利用した画面遷移
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が行われるということであり，シングルスレッドとは，
一度に一つの処理しかなされないことである。このた
め，「キー押しがなされるまで while ループでキー反応
を監視する」「複数の刺激を自動的に提示する」といっ
た方法や，「制限時間内に反応があったらすぐ次の試行
にうつる」といった割り込み処理が困難である。
こうした制約のなかで時間制御や反応時間の測定を行
う方法として，Java の Timer 機能を利用する方法が考
えられる。Timer は一定時間ごとにイベントを自動実
行する機能である。提示する刺激ごとに Timer を用意
し，これを順に切り替えることで複数の刺激提示や，提
示時間の制御が可能となる。また反応時間用の Timer
を用意し，ボタンやキーによる反応があったときのみ
Timer を停止するように設定することで，反応時間の
取得を行うことができる。Figure 7の例では，試行開始
からフィードバックまで 4 つの Timer を用いることで
時間制御を行うことを示している。今回紹介するプログ
ラムでは，時間制御の関数として Timer と System.cur-
rentTimeMillis を用いた。これらの関数がもつ時間分解
能はオペレーティングシステムによって異なり，多くの
場合10ms 程度である（http://docs.oracle.com/javase/
jp/7/api/java/lang/System.htmlcurrentTimeMillis）。
画面遷移・時間制御のある Java プログラム例
本節では画面遷移・時間制御のあるプログラムの例を
紹介する。本プログラムのソースコードは付録 2 に掲載
した。まず JFrame 上に二つのパネルを作成し，それぞ
れ次のように各パーツを配置する。また画像刺激は
STM1.JPG，STM2.JPG の 2 枚を用意する。img という
名のフォルダを NetBeansProjects 内の PicTest フォル
ダ内に新規作成し，この画像刺激を入れておく。
・TestPanel（刺激提示・反応取得用のパネル，Fig-
ure 8）
Figure 6．JPanel の追加方法
Figure 7．Timer を利用した時間制御
Java 統合開発環境による心理学実験プログラミング 51
　－Stimuli（刺激提示用の jLabel）：“＋”
　－jPanel 1 ：ボタン整地用のパネル
　　＊ Hidari（JButton）：“ ひだり ”
　　＊ Migi（JButton）：“ みぎ ”
・InstructionPanel（教示用のパネル，Figure 9）
　－jTextArea 1 ：教示文
　－StartButton：“Start”
モニタ中央に実験画面を表示する設定
191～193行目でモニタ中央に実験画面を表示するよう
設定している。setLocationRelativeTo（null）とするこ
とでモニタ中央に実験画面を表示できる。
Timer 使用のための初期設定
Timer を使用するため，22行目に implements Ac-
tionLister を追加している。
プログラムで使用する変数の設定
プログラムで使用する変数を23～32行目で設定してい
る。今回用いた変数は四つの Timer（BeforeFix，Fix-
Timer，StimTimer，ResponseTimer），反応時間を取
得するため start，now，反応の有無を設定する kai-
tou，結果を格納する sb，試行番号を示す i，ランダム
配列を格納する list，画像刺激 pic 1 ，pic 2 ，画像を表
示するラベル lb 1 である。各 Timer で設定した時間は
27行目～53行目の “initComponents（ ）” と書かれた箇所
に記述する。
Figure 8．InstructionPanel の画面デザイン
Figure 9．TestPanel の画面デザイン
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ランダム配列を作成する：ShuffleTest
171～180行目で刺激をランダムに提示するための配列
を作成し，list に返している。今回は10試行行うため10
個の数字をランダムに並べ替えている。
Timer の設定：actionPerformed
123～170行目にある actionPerformed は操作者の反応
や Timer で設定した時間に到達したときなどの処理を
記述する。125行目の “if（cmd.equals（”BeforeFix”））”
のように，各 Timer の処理内容をここに記述してい
る。128行目 “BeforeFix.stop（ ）”，130行目 “FixTimer.
start（ ）” のように，ある Timer が処理を行うごとにそ
の Timer を停止し，次の Timer を起動している。これ
により注視点（BeforeFix），刺激提示（FixTimer），反
応取得（StimTimer），制限時間オーバー（Response-
Timer）までを順番に行うことができる。なお Stim-
Timer 内で System.currentTimeMillis 関数により反応
時間の取得を開始している（148行目）。
ボタン反応による割り込み処理 ResultProcess
72～122行目で，ボタン反応があったときの処理を行
っている。74，79行目で指定した引数をもとに正誤判定
を行い，回答結果と反応時間（now-start）を取得して
いる。この部分での特徴は，反応を監視する Timer で
ある ResponseTimer を停止していることである（89，
100行目）。今回は制限時間を1500ms に設定しており，
この時間を超えると ResponseTimer の処理が行われ時
間切れとなる。ボタン反応があるか ResponseTimer の
処理が行われたとき，次の試行に進む。
おわりに
本稿では Java の基本的な機能を利用してプログラム
を作成した。これは，基本的な機能のみを利用すること
で，Java のバージョンアップによる不具合を防ぐため
である。これに対し，独自の拡張を加えて Java 実験プ
ログラムを作成しやすくした PxLab（http://www.px-
lab.de）や Tatool（http://www.tatool.ch）などのソフ
トウェアも存在する。これらは各ソフトウェアに独自の
記述方法を用いる代わりに，Java の知識を習得しなく
とも実験プログラムを開発することが可能である。これ
らのソフトウェア開発は個人レベルに留まっているもの
が多く，開発終了や Java のバージョンアップによる不
具合の不安も抱えている。統合開発環境だけでなく，こ
れらの開発コミュニティが拡大し，より容易な開発や幅
広い環境での実験プログラム利用が期待される。
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付録 1 ：基本的な Java プログラム例（Screen.java）
 import java.io.File;
 import java.io.FileWriter;
 import java.io.IOException;
 import javax.swing.JLabel;
　5
 / ＊
 ＊ To change this template, choose Tools | Templates
 ＊ and open the template in the editor.
 ＊ /
 10
 / ＊＊
 ＊
 ＊ @author admini
 ＊ /
 15 public class Screen extends javax.swing.JFrame ｛
 　int i;
 　String［ ］ stringArray = new String［20］;
 　StringBuilder sb = new StringBuilder（）;
 　int sum;
20
 　/ ＊＊
 　＊ Creates new form Screen
 　＊ /
 　public Screen（） ｛
 25 　　initComponents（）;
 　　PrintText（0）;
 　｝
 　/ ＊＊
 30 　＊ This method is called from within the constructor to initialize the form.
 　＊ WARNING: Do NOT modify this code. The content of this method is always
 　＊ regenerated by the Form Editor.
 　＊ /
 　@SuppressWarnings （”unchecked”）
 35 　Generated Code
 　private void jButton 1 ActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here:
 　　Answer（1）;
 40 　　Response（）;
 　｝
 　private void jButton 2 ActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here:
 45 　　Answer（2）;
 　　Response（）;
 　｝
 　private void jButton 3 ActionPerformed（java.awt.event.ActionEvent evt） ｛
 50 　　// TODO add your handling code here:
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 　　Answer（3）;
 　　Response（）;
 　｝
 55 　private void jButton 4 ActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here: ］
 　　Answer（4）;
 　　Response（）;
 　｝
60
 　public void PrintText（int i）｛
 　　stringArray［0］＝” たのしい。”; //g g は逆転項目
 　　stringArray［1］＝” 疲れやすい。”;
 　　stringArray［2］＝” 泣きだしたくなる。”;
 65 　　stringArray［3］＝” ほかの人と同じくらい幸せであったならと思う。”;
 　　stringArray［4］＝” すぐに決心がつかず迷いやすい。”;
 　　stringArray［5］＝” ゆったりした気持ちである。”; //g
 　　stringArray［6］＝” 平静・沈着で落ちついている。”; //g
 　　stringArray［7］＝” 困難なことが重なると圧倒されてしまう。”;
 70 　　stringArray［8］＝” 実際に大したこともないことが気になってしかたがない。”;
 　　stringArray［9］＝” 幸せである。”; //g
 　　stringArray［10］＝” 物事を難しく考える傾向がある。”;
 　　stringArray［11］＝” 自信が欠如している。”;
 　　stringArray［12］＝” 安心している。”; //g
 75 　　stringArray［13］＝” やっかいなことは避けて通ろうとする。”;
 　　stringArray［14］＝” 憂うつである。”;
 　　stringArray［15］＝” 満足している。”; //g
 　　stringArray［16］＝” ささいなことに思いわずらう。”;
 　　stringArray［17］＝” ひどくがっかりしたときには気分転換ができない。”;
 80 　　stringArray［18］＝” 物に動じないほうである。”; //g
 　　stringArray［19］＝” 身近な問題を考えるとひどく緊張し混乱する。”; //g
 　　jLabel1.setText（stringArray［i］）;
 　｝
85
 　public void Response（）｛
 　　i＝i＋ 1 ;
 　　PrintText（i）;
 　　//System.out.println（”Yes.”）;
 90 　｝
 　public void Answer（int ClickNum）｛
 　　if （i＝＝ 1  | i＝＝ 6  | i＝＝ 7  | i＝＝10 | i＝＝13 | i＝＝16）｛
 　　　int ans＝Math.abs（ 5 -ClickNum）;
 95 　　　sb.append（String.format（”%d, %d \n”, i, ClickNum））;
 　　　sum＝sum＋ans;
 　　｝else if （i !＝19）｛
 　　　int ans＝ClickNum;
 　　　sb.append（String.format（”%d, %d \n”, i, ClickNum））;
100 　　　sum＝sum＋ans;
 　　｝else｛
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 　　　int ans＝Math.abs（ 5 -ClickNum）;
 　　　sb.append（String.format（”%d, %d \n”, i, ClickNum））;
 　　　sum＝sum＋ans;
105 　　　try｛
 　　　　File file＝new File（”result.txt”）;
 　　　　FileWriter filewriter＝new FileWriter（file）;
 　　　　filewriter.write（sb.toString（））;
110 　　　　filewriter.write（String.format（”% 2 d”, sum））;
 　　　　filewriter.close（）;
 　　　｝catch（IOException error）｛
 　　　　System.out.println（error）;
115 　　　｝
 　　　System.exit（0）;
 　　｝
 　｝
 　/ ＊＊
120 　＊ @param args the command line arguments
 　＊ /
 　public static void main（String args［］） ｛
 　　/ ＊ Set the Nimbus look and feel ＊ /
 　　Look and feel setting code （optional）
125
 　　/ ＊ Create and display the form ＊ /
 　　java.awt.EventQueue.invokeLater（new Runnable（） ｛
 　　　public void run（） ｛
 　　　　new Screen（）.setVisible（true）;
130 　　　｝
 　　｝）;
 　｝
 　// Variables declaration - do not modify
 　private javax.swing.JButton jButton 1 ;
135 　private javax.swing.JButton jButton 2 ;
 　private javax.swing.JButton jButton 3 ;
 　private javax.swing.JButton jButton 4 ;
 　private javax.swing.JLabel jLabel 1 ;
 　private javax.swing.JLabel jLabel 2 ;
140 　private javax.swing.JLabel jLabel 3 ;
 　private javax.swing.JLabel jLabel 4 ;
 　private javax.swing.JLabel jLabel 5 ;
 　// End of variables declaration
 ｝
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付録 2 ：画面遷移・時間制御のある Java プログラム例（PicTest.java）
 import java.util.List;
 import javax.swing. ＊ ;
 import java.awt.event. ＊ ;
5  import java.awt. ＊ ;
 import java.util.ArrayList;
 import java.util.Collections;
 import javax.swing.Timer;
 import javax.swing.ImageIcon;
 10 import java.io.File;
 import java.io.FileWriter;
 import java.io.IOException;
 / ＊
 ＊ To change this template, choose Tools | Templates
 15 ＊ and open the template in the editor.
 ＊ /
 / ＊＊
 ＊
 20 ＊ @author admini
 ＊ /
 public class PicTest extends javax.swing.JFrame implements ActionListener｛
 　javax.swing.Timer BeforeFix, FixTimer, StimTimer, ResponseTimer;
 　long start; // 反応取得開始
 25 　long now; // 反応を取得した時間
 　boolean kaitou＝false;
 　StringBuilder sb＝new StringBuilder（）;
 　int i＝ 0 ;
 　List list;
 30 　ImageIcon pic 1 ＝new ImageIcon（”./img/STM1.JPG”）;
 　ImageIcon pic 2 ＝new ImageIcon（”./img/STM2.JPG”）;
 　JLabel lb 1 ＝new JLabel（pic 1 ）;
 　/ ＊＊
 35 　＊ Creates new form Screen
 　＊ /
 　　public PicTest（） ｛
 　　initComponents（）;
 　　TestPanel.setVisible（false）;
 40 　　BeforeFix＝new javax.swing.Timer（500, this）;
 　　BeforeFix.setActionCommand（”BeforeFix”）;//actionPerformed 内での識別用文字列
 　　FixTimer＝new javax.swing.Timer（500, this）;
 　　FixTimer.setActionCommand（”FixTimer”）;
 　　StimTimer＝new javax.swing.Timer（500, this）;
 45 　　StimTimer.setActionCommand（”StimTimer”）;
 　　ResponseTimer＝new javax.swing.Timer（1500, this）; ResponseTimer.setActionCommand（”ResponseTimer”）;
 　　//ActionListener は自分自身（this）の actionPerformed に設定
 　　list＝ShuffleTest（）;
 50 　　System.out.println（list）;
 　　//BeforeFix.start（）;
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 　　jTextArea1.setEditable（false）;
 　｝
 55 　/ ＊＊
 　＊ This method is called from within the constructor to initialize the form.
 　＊ WARNING: Do NOT modify this code. The content of this method is always
 　＊ regenerated by the Form Editor.
 　＊ /
 60 　@SuppressWarnings（”unchecked”）
 　Generated Code
 　private void StartButtonActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here:
 65 　　InstructionPanel.setVisible（false）;
 　　TestPanel.setVisible（true）;
 　　Hidari.setVisible（false）;
 　　Migi.setVisible（false）;
 　　BeforeFix.start（）;
 70 　｝
 　private void HidariActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here:
 　　ResultProcess（1）;
 75 　｝
 　private void MigiActionPerformed（java.awt.event.ActionEvent evt） ｛
 　　// TODO add your handling code here:
 　　ResultProcess（0）;
 80 　｝
 　private void ResultProcess（int Amari）｛
 　　Object［］ objs＝list.toArray（new Integer［list.size（）］）;
 　　Integer［］ stim＝（Integer［］）objs;
 85 　　//System.out.println（stim［i］）;
 　　if （stim［i］ % 2 ＝＝Amari && i < 10）｛
 　　　Hidari.setVisible（false）;
 　　　Migi.setVisible（false）;
 　　　ResponseTimer.stop（）;
 90 　　　kaitou＝true;
 　　　Stimuli.setText（”＋”）;
 　　　now＝System.currentTimeMillis（）;
 　　　sb.append（String.format（”%d, o, % 4 d\n”, list.get（i）, now - start））; FixTimer.start（）;
 95 　　　i＝i＋ 1 ;
 　　　//System.out.println（now - start）;
 　　｝else if （stim［i］ % 2  !＝Amari && i < 10）｛
 　　　Hidari.setVisible（false）;
 　　　Migi.setVisible（false）;
100 　　　ResponseTimer.stop（）;
 　　　kaitou＝true;
 　　　Stimuli.setText（”＋”）;
 　　　now＝System.currentTimeMillis（）;
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 　　　sb.append（String.format（”%d, x, % 4 d\n”, list.get（i）, now - start））;
105 　　　FixTimer.start（）;
 　　　i＝i＋ 1 ;
 　　　//System.out.println（now - start）;
 　　｝
 　　if（i＝＝10）｛
110 　　　try｛
 　　　　File file＝new File（”result.txt”）;
 　　　　FileWriter filewriter＝new FileWriter（file）;
 　　　　filewriter.write（sb.toString（））;
115
 　　　　filewriter.close（）;
 　　　｝catch（IOException error）｛
 　　　System.out.println（error）;
 　　　｝
120 　　　System.exit（0）;
 　　｝
 　｝
 　public void actionPerformed（ActionEvent e）｛
 　　String cmd＝e.getActionCommand（）;
125 　if（cmd.equals（”BeforeFix”））｛
 　　Hidari.setVisible（false）;
 　　Migi.setVisible（false）;
 　　BeforeFix.stop（）;
 　　Stimuli.setText（”＋”）;
130 　　FixTimer.start（）;
 　｝
 　　if（cmd.equals（”FixTimer”））｛
 　　　FixTimer.stop（）;
 　　　String s 1 ＝String.valueOf（list.get（i））;
135 　　　Stimuli.setText（” ”）;
 　　　Integer s＝（Integer）list.get（i）;
 　　　String picnum＝Integer.toString（s % 2 ＋ 1 ）;
 　　　System.out.println（picnum）;Stimuli.setIcon（new javax.swing.
 　　　ImageIcon（getClass（）.getResource（”STM”＋picnum＋”.JPG”）））;
140 　　　StimTimer.start（）;
 　　｝
 　　if（cmd.equals（”StimTimer”））｛
 　　　Hidari.setVisible（true）;
 　　　Migi.setVisible（true）;
145 　　　StimTimer.stop（）;
 　　　Stimuli.setIcon（null）;
 　　　Stimuli.setText（” ”）;
 　　　start＝System.currentTimeMillis（）;
 　　　ResponseTimer.start（）;
150 　　｝
 　　if（cmd.equals（”ResponseTimer”） && kaitou＝＝false）｛
 　　　ResponseTimer.stop（）;
 　　　sb.append（String.format（”%d, -, 1500\n”, list.get（i）））;
 　　　BeforeFix.start（）;
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155 　　　i＝i＋ 1 ;
 　　｝else｛
 　　　kaitou＝false;
 　　｝
 　　if（i＝＝10）｛
160 　　　try｛
 　　　　File file＝new File（”result.txt”）;
 　　　　FileWriter filewriter＝new FileWriter（file）;
 　　　　filewriter.write（sb.toString（））;
 　　　　filewriter.close（）;
165 　　　｝catch（IOException error）｛
 　　　　System.out.println（error）;
 　　　｝
 　　　System.exit（0）;
 　　｝
170 　｝
 　private static List ShuffleTest（）｛
 　　List list＝new ArrayList（）;
 　　for （int i＝ 1 ; i <＝10; i＋＋）｛
 　　　list.add（i）;
175 　　｝
 　　//System.out.println（list）;
 　　Collections.shuffle（list）;
 　　//System.out.println（list）;
 　　return list;
180 　｝
 　/ ＊＊
 　＊ @param args the command line arguments
 　＊ /
 　public static void main（String args［］） ｛
185 　　/ ＊ Set the Nimbus look and feel ＊ /
 　　Look and feel setting code （optional）
 　　/ ＊ Create and display the form ＊ /
 　　java.awt.EventQueue.invokeLater（new Runnable（） ｛
190 　　　public void run（） ｛
 　　　　PicTest ref＝new PicTest（）;
 　　　　ref.setLocationRelativeTo（null）;
 　　　　ref.setVisible（true）;
 　　　｝
195 　　｝）;
 　｝
 　// Variables declaration - do not modify
 　private javax.swing.JButton Hidari;
 　private javax.swing.JPanel InstructionPanel;
200 　private javax.swing.JButton Migi;
 　private javax.swing.JButton StartButton;
 　private javax.swing.JLabel Stimuli;
 　private javax.swing.JPanel TestPanel; 2
 　private javax.swing.JPanel jPanel 1 ;
205 　private javax.swing.JScrollPane jScrollPane 1 ;
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 　private javax.swing.JTextArea jTextArea 1 ;
 　// End of variables declaration
 ｝
