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RESUMO 
 
Este trabalho apresenta uma revisão de soluções automatizadas de análise da aprendizagem de 
programação a partir de códigos-fontes. Estendendo as propostas apresentadas nesse estudo, 
propomos uma estratégia tecnológica de análise quantitativa da aprendizagem de programação a 
partir de informações de códigos-fontes mapeadas em um cluster de métricas de software 
correlacionadas acima de um índice. A contribuição desta proposta para a aprendizagem de 
programação é auxiliar o trabalho de avaliação de professores de programação para que melhor 
compreendam as dificuldades de aprendizagem de seus alunos e reconheçam, a partir de um 
conjunto representativo de variáveis, as dificuldades de aprendizagem e habilidades de programação. 
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ABSTRACT 
 
This paper presents a review of automated programming learning analysis solutions from source 
codes. Extending the proposals presented in this study, we propose a technological strategy for 
quantitative analysis of programming learning from information from source codes mapped in a 
cluster of correlated software metrics above an index. The main contribution of this proposal to 
Informatics Education is to help the evaluation of programming teachers so that they better 
understand the learning difficulties of their students and recognize, from a representative set of 
variables, difficulties and skills programming. 
 
Keywords: Programming codes, selection of metrics, Learning Analysis 
 
1   INTRODUÇÃO 
 O desenvolvimento de estratégias tecnológicas de apoio à avaliação que identifiquem 
dificuldades de aprendizagem e habilidades de programação a partir de informações de códigos-
fontes escritos por alunos tem sido um verdadeiro desafio para a informática na educação e poucas 
soluções têm sido de fato desenvolvidas para esse fim. 
 Contemplando esse desafio, buscamos através deste trabalho responder às seguintes questões 
de pesquisa: existem possibilidades de avaliação em que, em vez de aplicar testes, analisem-se 
códigos de programação e, a partir deles, identifiquem-se dificuldades de aprendizagem, habilidades 
e até competências em programação? É possível ter um conjunto representativo desses indicadores 
para avaliação da aprendizagem? 
 Para responder a essas questões, este trabalho apresenta uma revisão de literatura de 
estratégias tecnológicas de avaliações da aprendizagem baseadas na análise de códigos-fontes, 
propomos e experimentamos uma estratégia de seleção automática de indicadores de aprendizagem 
a partir de 348 métricas de software do sistema de análise de aprendizagem Pcodigo II [Neves et al. 
2017a, Neves et al. 2017b]. 
 A contribuição desta pesquisa para a Informática na Educação é promover a discussão e 
incentivar o desenvolvimento de tecnologias para uma avaliação fina, clínica e multidimensional da 
aprendizagem de programação [Raphael and Carrara 2002]. Espera- se, portanto, que em um futuro 
próximo, essas tecnologias possam ser instrumentos de trabalho de professores auxiliando-os na 
compreensão das dificuldades de aprendizagem de seus alunos e na tomada de decisões de avaliação 
que reorientem as ações de ensino em favor da aprendizagem. 
 Para apresentar algumas tecnologias de análise da aprendizagem a partir de códigos-fontes e 
propor uma estratégia de seleção automática de variáveis de avaliação para a análise de 
aprendizagem de programação, este trabalho foi organizado conforme a ordem a seguir. Na Seção 2, 
apresentamos as estratégias de avaliação de programação baseadas em análise estática e como elas 
têm sido utilizadas na avaliação da aprendizagem de programação. Na Seção 3, propomos uma 
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sequência de ações para análise de aprendizagem de programação aplicando a abordagem de análise 
estática. Na Seção 4, a partir dessa proposta de análise de aprendizagem, desenvolvemos uma 
estratégia de sele- ção automática de métricas de software por clusterização em grafo para gerar 
indicadores de avaliação de programação. Na Seção 5, concluimos com as considerações finais. 
 
2   ANÁLISE ESTÁTICA DA APRENDIZAGEM DE PROGRAMAÇÃO 
 A análise estática é uma abordagem de avaliação automática da aprendizagem de 
programação baseada na análise de códigos-fontes. Através da análise estática, é possível ana- lisar 
esforço, complexidade, eficiência e qualidade de programação [Curtis et al. 1979b, Berry and 
Meekings 1985, Rahman et al. 2008]. 
 De acordo com [Oliveira and Oliveira 2015], as principais vantagens da análise estática são 
o menor custo, a menor dependência de um gabarito e a possibilidade de oferecer uma avaliação 
mais próxima da avaliação humana, embora muitos professores de programação priorizem a 
avaliação dinâmica, que é uma avaliação baseada na execução correta e eficiente de programas. A 
análise estática pode, portanto, ser utilizada na análise de códigos de programação para os seguintes 
propósitos: 
 Medição de esforço e complexidade de codificação [Curtis et al. 1979b] 
 Predição de desempenhos [Xu and Chee 2003, Naude et al. 2010] 
 Análise de estilo de programação [Rees 1982, Berry and Meekings 1985] 
 Avaliação por métricas de software [Hung et al. 1993, Neves et al. 2017b] 
 Reconhecimento de indícios de plágios [Neves et al. 2017b] 
 Reconhecimento de rubricas [Oliveira et al. 2018] 
 Recomendação de Atividades [Oliveira et al. 2013] 
 Análise de proficiência em programação [Kumar et al. 2014] 
 Análise de dificuldades de aprendizagem [Neves et al. 2017b] 
 Entre as soluções tecnológicas de análise de aprendizagem de programação baseadas  em  
análise  estática  já  propostas,   destacamos:   as  métricas  de  Halstead   e McCabe [Halstead 
1977, Curtis et al. 1979b, Berry and Meekings 1985],  a  avaliação de habilidades de programação 
por métricas de software de [Hung et al. 1993], o sistema de recomendação  de  atividades  
conforme  dificuldades  de  aprendizagem de [Oliveira et al. 2013], a análise de dificuldades por 
métricas de  software  de  [Oliveira et al. 2017b, Neves et al. 2017b], a avaliação de como 
estudantes de programa- ção aprendem a partir da análise de seus códigos de programação 
[Blikstein et al. 2014] e a análise de proficiência em programação realizada  pelo  sistema  SCALE  
de  [Kumar et al. 2014]. 
Brazilian Journal of Development 
 
Braz. J. of Develop., Curitiba, v. 5, n. 1, p. 273- 285, jan. 2019. ISSN 2525-8761 
276  
2.1 A EVOLUÇÃO DAS ESTRATÉGIAS DE ANÁLISE DE APRENDIZAGEM DE 
PROGRAMAÇÃO 
 As tabelas 1, 2 e 3 apresentam exemplos de estratégias de análise de aprendizagem baseadas 
na análise de códigos-fontes e como elas evoluíram desde a década de 70 até os dias atuais. Essas 
estratégias se destacam principalmente pelos objetivos de identificar dificuldades de aprendizagem, 
habilidades e até competências.  
 Na Tabela 1, apresentamos três exemplos de trabalhos que utilizaram métricas de software 
para analisar códigos e avaliar esforço, complexidade e estilo de programação. Esses trabalhos 
associam o processo de programação à complexidade psicológica para avaliar performance em 
programação sem necessariamente ter a preocupação de melhorar a aprendizagem daqueles que 
tinham mais dificuldades. 
 
 
A Tabela 2 apresenta exemplos de trabalhos dos anos 90 até o ano de 2010. Nesses 
trabalhos, ainda utilizam-se métricas para análise de aprendizagem, mas em tempos em que estavam 
em alta os Sistemas Tutores Inteligentes (STI), buscava-se representar o modelo ou perfil do aluno 
atentando-se mais para a aprendizagem. 
Na Tabela 3, destacamos os trabalhos mais recentes sobre análise da aprendizagem de 
programação. Em muitos desses trabalhos, além de atentar-se para a aprendizagem dos alunos, 
buscava-se remediar as dificuldades de aprendizagem [Oliveira et al. 2013]. Outras tendências são 
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a avaliação de proficiência em programação [Kumar et al. 2014], a previsão de desempenhos 
[Oliveira 2016] e a classificação de perfis por níveis de aprendizagem [Novais et al. 2016]. 
 
3  AÇÕES PARA ANÁLISE DE APRENDIZAGEM A PARTIR DE CÓDIGOS-FONTES 
Uma proposta de sequência de ações para análise quantitativa de aprendizagem a partir de 
códigos-fontes consiste nos seguintes passos: 
 
 
 Coletar via submissão de exercícios por uma interface web códigos de programação [Neves 
et al. 2017a]. 
 Estabelecer mecanismos de execução em massa e segura dos códigos de programação 
submetidos para avaliação [Oliveira et al. 2015]. 
 Estabelecer um amplo conjunto de métricas de análise de códigos-fontes para quantificar 
esforço, estilo e eficiência de programação [Neves et al. 2017b]. 
 Para cada solução de programação, criar uma representação vetorial em que cada dimensão 
é o valor de uma métrica de análise de código [Neves et al. 2017b]. 
 Gerar uma matriz cognitiva M para cada exercício de programação reunindo os vetores das 
soluções em métricas de software [Neves et al. 2017b]. 
 Remover da matriz M as métricas que estão zeradas em todas as dimensões. 
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 Gerar uma matriz cognitiva M j selecionando apenas as colunas das métricas mais relevantes 
para a avaliação de uma atividade. 
 Para cada matriz cognitiva M j, identicar classes de soluções e as métricas que mais as 
caracterizam. 
 Gerar visualizações gráficas multidimensionais da matriz M j para informar dificuldades, 
habilidades e competências em programação [Oliveira et al. 2017a]. 
 Sintetizar métricas relacionadas em fatores para obter indicadores de classificação de 
aprendizes como noviços, experientes e proficientes em programação. 
 Gerar relatórios de avaliação diagnóstica [Oliveira et al. 2017a, Neves et al. 2017a]. 
 Criar um mecanismo de análise de aprendizagem baseado em sistema de recomendação de 
filtragem colaborativa em que a nota de uma questão é predita a partir dos perfis mapeados 
em métricas de um histórico de aprendizagem. 
Um sistema desenvolvido recentemente para a análise multidimensional e quantitativa da 
aprendizagem de programação a partir de códigos-fontes por 348 métricas de software é o PCodigo 
II [Neves et al. 2017a]. 
O PCodigo II estende PCodigo original de [Oliveira et al. 2015] na representação de perfis 
de estudantes pelas métricas de análise de códigos-fontes em Linguagem C [Berry and Meekings 
1985], pelas métricas de Halstead e McCabe [Curtis et al. 1979b] e pelos indicadores de execução 
compila e executa de [Oliveira et al. 2015]. Ao todo, o PCodigo II implementa 348 métricas de 
representação de códigos-fontes para quantificar esforço e qualidade de programação [Neves et al. 
2017b]. 
Embora o PCodigo II apresente um amplo leque de variáveis de avaliação da aprendizagem 
de programação, para um professor nem sempre é fácil visualizar e compreender o que todas essas 
variáveis informam sobre a aprendizagem de programação dos alunos. Além disso, para realizar 
análises estatísticas e previsões de desempenhos, torna-se necessário um número bem menor de 
variáveis. 
Dessa forma, estendendo a proposta do PCodigo II, propomos uma estratégia de seleção 
automática de métricas de software mais relevantes para auxiliar professores em suas tomadas de 
decisões de avaliação. Essa estratégia contempla as atividades 6, 7 e 8 da sequência de ações de 
análise da aprendizagem de programação proposta. 
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4  SELEÇÃO DE MÉTRICAS POR CLUSTERIZAÇÃO DE CARACTERÍSTICAS 
CORRELACIONADAS 
 Uma proposta inicial para selecionar um conjunto mais representativo das 348 métricas do 
PCodigo II é utilizar um algoritmo de clusterização em grafo [Schaeffer 2007] para formar dois 
clusters de métricas de software mapeadas no número de alunos de uma turma de programação. A 
ideia é separar no primeiro cluster, chamado Cluster -1, métricas que têm baixa ou nenhuma 
correlação com outras métricas e, no segundo cluster, chamado de Cluster 0, as métricas mais 
correlacionadas. Dessa forma, ficariam no Cluster -1 as métricas que não aparecem ou aparecem 
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poucas vezes nos códigos de soluções de um exercício de programação. Já as métricas que 
aparecessem mais nos códigos de soluções de um exercício seriam agrupadas no Cluster 0. 
 Para realizar esse experimento, utilizamos o PCodigo II para criar uma matriz cognitiva M , 
cujas linhas são 100 alunos de uma turma de programação e as colunas, as 348 métricas de 
softwares normalizadas em valores de 0 a 1 para cada aluno. Para cada métrica, essa normalização 
foi realizada dividindo-se o valor de métrica de cada aluno pelo maior valor da métrica obtido por 
um aluno. 
 Para realizar a clusterização de métricas, transpomos a matriz M em uma matriz Mj, cujas 
linhas são as métricas de software e as colunas, os alunos. A clusterização foi realizada pelo 
software Cluto 2.1.2. 
Os parâmetros da clusterização foram configurados da seguinte forma: method=graph; 
sim=corr; vtxprune=0.3. Method é o algoritmo de clusterização em grafo. O índice de 
similaridade de sim=corr é o coeficiente de correlação. O parâmetro vtxprune=0.3 indica que as 
métricas com correlação abaixo de 0.3 serão inseridas no Cluster -1 e as com correlação acima de 
0.3, no Cluster 0. 
A Figura 1 é uma representação das matrizes transpostas do Cluster 0 (A) com as métricas 
selecionadas e do Cluster -1 (B) com as métricas não selecionadas e métricas para análise de 
relevância. 
Nos gráficos da Figura 1, as linhas são as notas de 100 alunos e as colunas, as métricas de 
software. Quanto mais vermelho for o valor de uma métrica maior é o seu valor para um aluno. A 
cor branca indica valores iguais a zero nas métricas. 
Nesse primeiro experimento reduzimos o número de métricas em 78.7%, isto é, de 348 
para 74 métricas. Essa redução foi realizada extraindo as métricas com valores iguais a 0 em todas 
as 100 soluções de programação e as métricas com correlação abaixo de 0.3 com outras métricas. 
No Gráfico (A) da Figura 1, que é o Cluster 0, observamos pela predominância da cor 
vermelha que as métricas selecionadas aparecem praticamente em todas as soluções desenvolvidas 
pelos alunos, o que indica que a maior parte dessas métricas são relevantes para comparar as 
soluções dos alunos. Entre essas métricas relevantes destacamos as métricas de Halstead, de 
complexidade ciclomática, de contagem de operadores relacionais (de comparação), o número de 
linhas de código e uso do if e do for. 
Nesse caso, para finalizar o processo de redução e de seleção de métricas de análise de 
aprendizagem, é necessária uma tomada de decisão do professor. No exemplo da Figura 1 (C), o 
professor considerou importantes apenas as duas primeiras métricas, que indicam se um programa 
compila e se executa, tendo essas métricas apenas dois valores: 0 (Falso) ou 1 (Verdadeiro). 
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Figura 1. Seleção de Métricas de Software 
 
A Figura 2 apresenta os resultados da redução de características por clusterização em grafo 
do Cluster 0 com as métricas selecionadas. Uma importante observação nos alunos que descrevem 
o cluster 0, identificados por classe_nota, (em Descriptive) representam as notas das classes 3 (de 
2.5 a 3.4) a 5 (de 4.5 a 5.4) em uma escala de 0 a 5. Isso indica que o Cluster 0 contém uma 
representação das melhores soluções de programação para um exercício, o que reforça que as 
métricas selecionadas são os indicadores mais prováveis para a avaliação desse exercício conforme 
os resultados de seleção automática. 
  
Figura 2. Seleção representativa da diversidade de notas 
 
Os resultados desse primeiro experimento mostram, portanto, que podemos 
automaticamente selecionar uma melhor representação das métricas de software para ser utilizada 
nas decisões de avaliação de professores. Mas, embora tenhamos uma redução de quase 80% das 
métricas, um novo passo pode ser dado para redução de dimensionalidade, que é a síntese de 
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métricas relacionadas em fatores através da análise fatorial. Recomendamos esse passo para um 
trabalho futuro. 
 
5   CONSIDERAÇÕES FINAIS 
Este trabalho apresentou um resumo do estado da arte de soluções de análise da 
aprendizagem de programação por análise de códigos-fontes e os desafios a serem vencidos. Além 
disso, propomos um framework para análise da aprendizagem da programação por métricas de 
software [Curtis et al. 1979b, Berry and Meekings 1985, Oliveira et al. 2015, Neves et al. 2017b] e 
uma estratégia de seleção automática de métricas de software para melhor representar o que um 
professor quer avaliar. 
Como trabalhos futuros a partir deste, sugerimos estender a proposta deste trabalho 
aplicando a extração de características por meio da técnica estatística de análise fatorial para 
melhor redução de dimensionalidade. 
Nossas expectativas a partir deste estudo são, portanto, incentivar o desenvolvimento de 
novas estratégias de seleção e de extração de características de forma a ampliar as possibilidades de 
análise de aprendizagem de programação para reconhecimento auto- mático mais preciso de 
dificuldades, habilidades e competências em programação. 
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