Escáner 3D para control de calidad de piezas metalúrgicas by Bejarano Martínez, Arley & Calvo Salcedo, Andrés Felipe
 
 
ESCÁNER 3D PARA CONTROL DE CALIDAD DE 
PIEZAS METALÚRGICAS 
 
 
 
 
 
 
 
 
ARLEY BEJARANO MARTÍNEZ 
ANDRÉS FELIPE CALVO SALCEDO 
 
 
 
 
 
 
 
 
 
 
 
UNIVERSIDAD TECNOLÓGICA DE PEREIRA 
FACULTAD DE INGENIERÍAS: ELÉCTRICA, ELECTRÓNICA, FÍSICA Y 
CIENCIAS DE LA COMPUTACIÓN 
PROGRAMA DE INGENIERÍA ELECTRÓNICA 
PEREIRA, COLOMBIA 
2012 
 
 
ESCÁNER 3D PARA CONTROL DE CALIDAD DE 
PIEZAS METALÚRGICAS 
 
 
 
 
 
 
 
 
 
 
 
ARLEY BEJARANO MARTÍNEZ 
ANDRÉS FELIPE CALVO SALCEDO 
 
 
 
 
 
 
Trabajo presentado como requisito para optar al título de 
Ingeniero Electrónico 
 
 
 
 
 
 
 
Director: M. Sc. EDWIN ANDRÉS QUINTERO SALAZAR 
 
 
 
 
 
 
 
UNIVERSIDAD TECNOLÓGICA DE PEREIRA 
FACULTAD DE INGENIERÍAS: ELÉCTRICA, ELECTRÓNICA, FÍSICA Y 
CIENCIAS DE LA COMPUTACIÓN 
PROGRAMA DE INGENIERÍA ELECTRÓNICA 
PEREIRA, COLOMBIA 
2012 
 
 
____________________________ 
Nota de aceptación 
 
 
 
 ___________________________ 
Firma del presidente del jurado 
 
 
 
 
___________________________ 
Firma del jurado 
 
 
 
___________________________ 
Firma del jurado 
 
 
 
 
 
Pereira 27 de Agosto de 2012 
 
 
 
 
 
 
 
 
 
 
 
Haz tu trabajo a conciencia y en el futuro veras los frutos 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
RESUMEN 
 
En este documento se presenta el diseño y construcción de un prototipo experimental 
de escáner 3D el cual puede ser utilizado para obtener las medidas y el modelo 
tridimensional de un producto metalúrgico con el fin de optimizar el control de 
calidad en las empresas que fabrican este tipo de producto, trayendo beneficios ya 
que se elimina la subjetividad en la medida obteniendo una confiabilidad alta y se 
generan las herramientas para determinar las posibles fallas en la piezas, además de 
poder diagnosticar en que parte de la fabricación se esta fallando.  
 
El prototipo experimental se realizó a través de una metodología estructurada, en la 
cual  se estudiaron las diferentes técnicas de adquisición de imágenes 3D, con la 
información consultada se determinaron los requerimientos técnicos del sistema, para 
su posterior diseño y construcción. 
 
Para la construcción del dispositivo se utilizó el telémetro láser Hokuyo UTM30LX 
para la adquisición. Estos datos son adquiridos por medio de la herramienta ROS y 
procesados con la librería PCL; todo el sistema es controlado por medio de un 
microcontrolador PIC16F876A el cual se encarga de sincronizar el arranque del 
motor DC y el algoritmo de adquisición. 
 
Para evaluar el funcionamiento de la máquina se contactó a la empresa Electrigas de 
la ciudad de Pereira, Risaralda, la cual facilitó los cilíndros de gas que fueron 
escaneados los cuales son fabricados con la norma NTC 522-1 5ta actualización. La 
finalidad de este prototipo experimental es que entregue al usuario el modelo 3D de la 
pieza metalúrgica y las medidas para su posterior análisis.  En el capitulo 5 se 
muestran las imágenes y  los datos obtenidos al utilizar el escáner desarrollado. 
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INTRODUCCIÓN 
 
En  la actualidad el mercado de una empresa debe ser  global,  donde certificarse 
proporciona a la compañía la capacidad de existir comercialmente. Por lo anterior se 
han creado parámetros y normas que garantizan al cliente que los productos son 
fabricados con alta calidad. 
En la industria metalúrgica para cumplir los estándares de calidad se realiza 
verificación de las piezas manualmente. Para garantizar un excelente producto se 
debe tomar  una muestra poblacional  estadísticamente representativa sujeta al error 
de que todos los productos presentan las mismas características. 
Las piezas son medidas  a través de instrumentos mecánicos afectados por la 
percepción humana y el desgaste mecánico. Para solucionar este problema se ha 
formulado el presente proyecto donde se busca desarrollar un modelo experimental 
que pueda reconocer diversas características de cada pieza y generar un modelo 3D 
por computador que entregue al usuario todas las medidas necesarias para evaluar el 
producto optimizando  tiempo y precisión.  
Para la generación de modelos tridimensionales existen diferentes técnicas de medida 
que brindan la capacidad de obtener la distancia a la que se encuentra un objeto de su 
referencia. También existen herramientas que permiten acomodar una cantidad de 
puntos finitos en un espacio cartesiano, para tratar esta información por medio de 
filtros, segmentación, detección bordes y otros procesos indispensables en distintas 
aplicaciones. 
Para generación del modelo tridimensional se utilizará el telémetro láser HOKUYO 
UTM30LX en el sistema operativo ROS y para la visualización, procesamiento de 
nubes de puntos  se hizo uso de la librería PCL. 
La fabricación de este sistema se realizó a través de una metodología estructurada con 
la que se espera obtener un dispositivo capaz de adquirir y generar un modelo en 
tercera dimensión de una pieza metalúrgica, que reconozca sus distintos parámetros y  
así se pueda optimizar el control de calidad del producto. 
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CAPÍTULO 1. DEFINICIÓN DE LA PROPUESTA 
 
1.1. PLANTEAMIENTO DEL PROBLEMA 
El control de calidad de las piezas metalúrgicas  es un proceso estandarizado, donde 
sus medidas y propiedades mecánicas se rigen bajo normas y estándares a nivel 
mundial. En la industria metalúrgica, para cumplir estos estándares, se realiza 
verificación de las piezas manualmente y no se puede realizar al 100% de los 
productos fabricados por costos y retardos en la producción. Para evitar estos 
problemas la verificación del producto se realiza a una muestra poblacional  
estadísticamente representativa, sujeta a un error asumiendo que todos los productos 
presentan las mismas características. Las piezas son verificadas de manera manual  a 
través de instrumentos de medición donde el error humano puede afectar 
directamente los resultados de calidad, distorsionar el verdadero estado del producto 
y requieren altos tiempos del proceso en dicha verificación. 
En vista de lo anterior, es necesario desarrollar un sistema electrónico que utilice 
técnicas de procesamiento imágenes 3D y permita obtener el modelo tridimensional 
de una pieza evaluada para extraer sus dimensiones necesarias en el control de 
calidad. 
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1.2. JUSTIFICACIÓN 
 
En una línea de producción de una empresa metalúrgica es necesario realizar control 
de calidad a un lote de piezas fabricadas de una manera objetiva, la medida debe ser 
rápida y exacta con el fin de tener un proceso de monitoreo eficaz y eficiente. 
Actualmente muchas empresas realizan este proceso de forma manual y sólo a una 
porción de piezas, sin embargo idealmente todas las piezas producidas deben ser 
verificadas en corto tiempo sin generar retardos en el proceso de producción, para 
esto se busca desarrollar un sistema inteligente que logre identificar fallas en las 
piezas construidas y además pueda determinar en qué parte del proceso se está 
fallando y de esta manera cumplir con los estándares de calidad.  
 
El sistema inteligente integrará en su funcionalidad técnicas de captura y 
reconstrucción de superficies en 3D para obtener las dimensiones de la pieza 
evaluada. Esta solución permitiría a la persona encargada del control de calidad  
eliminar la subjetividad en la medida garantizando objetividad y precisión en el 
proceso. 
Otra ventaja que ofrecería aplicar la técnica nombrada anteriormente es que la 
extracción de las dimensiones se realiza sin contacto alguno, lo que evitaría desgastes 
mecánicos de los instrumentos de medida y daños en la pieza evaluada. 
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1.3.OBJETIVOS 
 
1.3.1. Objetivo general 
 
Desarrollar un escáner 3D para el análisis de formas y medidas en piezas 
metalúrgicas 
 
1.3.2. Objetivos específicos 
 
 Determinar los requerimientos técnicos del sistema. 
 Diseñar  el modelo experimental. 
 Construir el modelo experimental. 
 Implementar algoritmos de captura de objetos 3D. 
 Evaluar que el sistema desarrollado cumpla con los requerimientos técnicos. 
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1.4. MARCO DE ANTECEDENTES 
 
La Universidad de Valladolid  implementó un prototipo de escáner 3D para la 
adquisición de información tridimensional y colorimétrica de objetos. [1] El prototipo 
adquiere la información basándose en el método óptico de triangulación activa con 
proyección de luz estructurada. Este método posee gran exactitud y versatilidad. El 
prototipo fue desarrollado en sucesivas etapas. El dispositivo obtiene la geometría y 
el color de las piezas.  
 
El Captor R [1] es un sistema de control de calidad que evalúa el producto  sin tener 
algún contacto físico con él,  este utiliza un brazo robótico el cual tiene un escáner 3D 
activo que genera un modelo tridimensional, como se puede observar en la Figura 
1.1. 
Figura 1.1. Foto del sistema Captor R. [1] 
Una de las aplicaciones práctica más antigua de la técnica de visión estereoscópica 
[1] es la visualización y medición del relieve terrestre mediante fotografías aéreas. De 
forma similar, la NASA implementó el sistema de toma de imágenes en forma 
estereoscópica llamado el IMP (Image for Mars Pathfinder) [2], el cual  ha obtenido 
numerosas vistas tridimensionales de fotografías de la Tierra, obtenidas desde 
satélites, así como también de otros planetas de nuestro Sistema Solar. Las imágenes 
estéreo sirvieron para ver la superficie del planeta  Marte en 3D, por medio de estas 
también se pudo calcular distancias y tamaños de las rocas y conducir con más 
seguridad el vehículo en la superficie del planeta.  
La Universidad Nacional de Colombia realizó una aplicación que describe un sistema 
estéreo activo para la adquisición de imágenes de  bajo costo, implementado sobre el 
software MatLab® [3]. El sistema utiliza dos cámaras y una fuente de luz 
estructurada para construir modelos 3D.  
La visión estereoscópica proporciona ayuda para la enseñanza y la interpretación de 
imágenes en el diagnóstico o la intervención de un paciente. Firmas como Zeiss y 
Olympus disponen de sistemas de microcirugía tridimensional, como el MediLive 3D 
[4]. Estos sistemas usan un multiplexor para entrelazar las imágenes de la cámara 
izquierda y derecha, la visualización tridimensional se consigue con gafas de cristal 
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líquido (LCS). Esta aplicación permite que el cirujano vea sobre la zona de 
intervención una imagen sintética tridimensional, con indicaciones precisas en un 
punto de interés especial. Puede ser de gran ayuda en operaciones delicadas. Además  
estas imágenes tridimensionales pueden grabarse en un video convencional para 
estudiarlas posteriormente o emplearlas en la docencia.  
La técnica denominada Realidad Virtual [4] básicamente es una interacción usuario-
computador en la que se generan las imágenes estereoscópicas en tiempo real, 
introduciendo al espectador en un escenario 3D artificial. Por citar algunas, se 
encuentran  las siguientes aplicaciones: 
 En arquitectura, donde la Realidad Virtual nos permite navegar por el interior 
de un edificio antes de que se construya.  
 En arqueología, permite recrear edificios y ciudades de viejas civilizaciones o 
ayudar en la restauración de monumentos. 
 En la industria automovilística, es posible situarse al volante de un automóvil 
antes de fabricarlo.  
 En la industria aeroespacial, en simuladores de vuelo de aviones o para 
simular entornos de naves espaciales u operaciones en el espacio.  
En la Cueva de Santimamiñe tras un largo proceso de exposición al público, iniciado 
en 1916, se ha provocado alteraciones en su interior, por ingreso de muchas personas, 
se hizo necesario el cierre para salvaguardar su patrimonio. La compañía Virtualware 
para la difusión de este importante sitio turístico propone visitas virtuales en tiempo 
real [5] que se llevan a cabo dentro de la ermita de San Andrés, a través de una 
completa instalación de dispositivos visuales y sonoros, en una enorme pantalla 
estereoscópica como se puede observar en la Figura 1.2. 
 
Figura 1.2. Imágenes Cueva virtual Santimamiñe. [5] 
El desplome del transbordador espacial Columbia” hizo que la NASA realizara el 
escaneo de todas las piezas que se encontraron de la aeronave. Se utilizó escaner láser 
3D de Trimble-MENSI [5] y se ha logrado reconstruir por completo como se puede 
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observar en la Figura 1.3 y así analizar las causas del accidente del 1 de febrero de 
2003.  
 
Figura 1.3. Imágenes transbordador espacial Columbia. [5] 
La Facultad de Medicina de la universidad de Hanover, Alemania, utiliza sistemas de 
escaneo láser 3D de Trimble-MENSI [5] para efectuar los levantamientos 
topográficos de accidentes de automóvil, para posteriormente analizar las causas del 
mismo, como se puede observar en la Figura 1.4. 
  
Figura 1.4. Imágenes Accidentes Automovilísticos. [5] 
Siendo cada vez más habitual la exigencia en la rapidez y precisión en la 
documentación de los elementos patrimoniales, la tendencia actual es usar como 
herramientas más avanzadas de documentación geométrica los métodos topográficos 
y la fotogrametría. Además, aunque la mayor parte de los resultados necesarios en los 
levantamientos se orientan a representaciones planimétricas en 2D (plantas, 
secciones, alzados), cada vez se hace más necesario obtener un registro en 3D y con 
ello, un modelo tridimensional que represente gráficamente tanto la geometría del 
edificio como el aspecto de sus distintas caras [6].  
 
Tomando en cuenta lo anterior en la Figura 1.5 se puede observar el modelo 
tridimensional del edificio San Fiz de Solovio, la nube de puntos generada se utilizó 
para obtener los datos geométricos del patrimonio. 
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Figura 1.5. Vista de una nube de puntos 3D del edificio de San Fiz de Solovio 
(Santiago de Compostela). [6] 
 
La universidad Las Palmas de Gran Canaria realiza la detección precisa de los 
contornos tanto en imágenes bidimensionales como tridimensionales [7]. El objetivo 
es obtener estimaciones de la posición, orientación y curvatura del contorno en el 
interior de cada pixel / voxel por el que dicho contorno atraviesa. Para ello se 
proponen diversos algoritmos novedosos que sin un coste computacional muy alto, 
que obtengan medidas de error inferiores a las técnicas actuales. Se utiliza un escáner 
3D o la resonancia magnética que son equipos que con los que un hospital 
actualmente cuenta. 
El 14 de febrero de 2003, el patio de una escuela maternal en París se derrumbó sobre 
las obras de un túnel. El agujero se pudo rellenar con hormigón a los pocos días. La 
escena utilizó escaneo 3D y se generó un modelo tridimensional en unas cuantas 
horas poco después del accidente como se puede observar en la Figura 1.6. El modelo 
digital permitió documentar el derrumbe en forma precisa y sirvió de base a los 
análisis y estudios de los diferentes expertos (geólogos, constructores y empresarios) 
que pudieron evidenciar las causas del derrumbe [5].  
  
Figura 1.6. Imagen Tridimensional Derrumbe Escuela Maternal. [5] 
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En el control de  calidad de algunas piezas el volumen de una pieza se mide 
observando el incremento de nivel que provoca la inmersión de dicho objeto en agua 
o mercurio. Este método de inmersión o de relleno con  líquido no es viable para 
medir toda la producción. Para solucionar estos problema, Baixcat Vision  desarrolló 
el Sistema Inside [8],  que utiliza la tecnología de visión 3D para la evaluación del 
volumen de un recipiente contenedor de  helado.   
El sistema Inside utiliza un láser y dos cámaras digitales, para conseguir un 
escaneado 3D de la pieza como se puede observar en la Figura 1.7 y así determinar 
con precisión el volumen interior de la cáscara de coco que se utilizará 
posteriormente como contenedor de helado. 
 
  
 
Figura 1.7. Sistema Inside. [2] 
El Departamento de Ingeniería Mecánica de la Universidad de Aveiro, en 
colaboración con Industrias Metalúrgicas S.A, ha desarrollado e implementado un 
sistema de control de calidad en la fabricación de bañeras y bases de duchas mediante 
visión artificial [9].   
La aplicación desarrollada tiene como finalidad determinar las dimensiones, la 
perforación, la presencia de reborde en las piezas y la identificación de la marca a 
través del reconocimiento de etiquetas adhesivas. 
El sistema utiliza dos cámaras JAI CV-A1, un sistema Visión Appliance VA-41 de 
Dalsa, iluminación fluorescente y un láser para adquisición del objeto como se puede 
observar en la Figura 1.8. 
 10 
 
 
Figura 1.8 Escáner 3D para Control de Calidad. [9]  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 11 
 
 
CAPÍTULO 2. MARCO TEÓRICO 
 
2.1. Láser. 
 
2.1.1. Definición. 
 
Instrumento que genera ondas de luz usando una estrecha banda del espectro 
electromagnético. El láser proviene de la sigla inglesa (light amplification by 
stimulated emission of radiation) que traduce amplificación de luz por emisión 
estimulada de radiación. El dispositivo se basa en la emisión inducida o estimulada 
para generar un haz de luz coherente. [10] 
Las fuentes lumínicas generan radiaciones electromagnéticas con diferentes 
longitudes de onda y desfasadas entre sí, razón por la cual  algunas fuentes de luz son 
difusas o dispersas. Para el láser sus longitudes de ondas se encuentran en fase 
permitiendo obtener un haz de luz que no se dispersa como se puede observar en la 
Figura 2.1. 
 
Figura 2.1. Dispositivo láser. [8] 
 
2.1.2. Propiedades de la luz láser. 
 
2.1.2.1. Coherencia espacial. 
 
El láser puede proyectarse a largas distancias sin que su haz de luz se dispersa, 
gracias que su  radiación  posee bajos niveles de divergencia.  
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2.1.2.2. Coherencia temporal. 
  
El haz de luz se transmite en una única dirección debido a que la longitud de onda de 
la radiación estimulada, se encuentran fase, frecuencia y amplitud [11]. 
2.1.3. Clasificación de láseres según UNE en 60825-1 /A2-2002. 
 
Según el peligro que genere el haz del láser y en función del Límite de Emisión 
Accesible (LEA) se pueden clasificar los láseres en las siguientes categorías de riesgo 
como se puede observar en la Tabla 2.1. [12] 
 
Clase Descripción 
1 Segura para condiciones razonables de utilización 
1M Similar a la Clase 1, pero no seguros cuando se observan a través de 
instrumentos ópticos como lupas o binoculares 
2 Láser visible con longitud de onda entre 400 nm-700 nm. Los reflejos de 
aversión protegen el ojo aunque se utilice con instrumentos ópticos 
2M Similar a la Clase 2, pero no seguros cuando se utilizan instrumentos ópticos 
3R Clase de láser cuya visión directa es potencialmente peligrosa pero el riesgo 
es menor y necesitan menos requisitos de fabricación y medidas de control 
que la Clase 3B 
3B Clase de Láser donde la visión directa del haz es peligrosa, mientras que la 
reflexión difusa es normalmente segura 
4 Láser donde la exposición directa de ojos y piel siempre es peligrosa, la 
reflexión difusa  también genera peligro pueden originar incendios. 
Tabla.2.1. Clasificación del láser por UNE en 60825-1 /A2-2002. 
2.2. Lidar. 
 
Es una técnica óptica utilizada para obtener medidas de distancia, color y otras 
propiedades en un objeto, por medio de las ondas de luz  de un láser, su significado 
proviene de las siglas en ingles  "Light detection and ranging", que se interpreta en 
español como "detección de luz y rangos".  
 
 13 
 
Este método utiliza el tiempo que tarda la onda laser en reflejarse y volver al sensor 
para calcular la distancia, esta técnica es efectiva para el cálculo de distancia de 
mapas de entorno esto quiere decir que el rango de medida oscila entre 2 m y 100 m 
como se puede observar en la Figura 2.2. Si se desea obtener medidas menores a 2 
metros se debe utilizar otro tipo de procedimiento como la triangulación, para no 
obtener errores significativos, porque la tecnología lidar es poco precisa para el 
cálculo de pequeñas distancias. [13] 
 
Actualmente los fabricantes de tecnología Lidar investigan nuevas técnicas para 
mejorar la precisión en el cálculo de distancias  con  barridos láser. 
 
 
Figura 2.2. Tecnología lidar. [14] 
 
2.2.1. Ventajas de la Tecnología Lidar. 
 
 Facilidad en la detección del rayo reflejado. 
 Rapidez en la adquisición del dato. 
 Hay pocas fuentes que le producen interferencias. 
 Presenta gran precisión para medir distancias en el rango 2 m-100 m. 
 
2.2.2. Desventajas de la Tecnología Lidar. 
 
 Presenta problemas de reflexión con algunos objetos  ya sea por su color o 
material. 
 Tiene dificultad  para rastrear objetivos. 
 Su error aumenta cuando en la trayectoria del  láser hay partículas como aire, 
agua, etc. 
 El exceso de luz genera error en la medida. 
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2.3. Láser de localización de rangos o láser escáner. 
 
Conocido en inglés Laser Range Finder es un método que utiliza la velocidad de la 
luz para medir la distancia a la que se encuentra un objeto reflexivo como se puede 
observar en la Figura 2.3, las técnicas más comunes de medida son:  
 
 Triangulación. 
 Tiempo de vuelo. 
 Diferencia de fase. 
 
 
Figura 2.3. Dispositivo de tecnología Laser Range Finder. [15] 
2.3.1. Triangulación. 
 
Es un método utilizado para determinar posiciones de puntos, medidas de distancias o 
áreas de Figuras, basado en el uso de la trigonometría de triángulos. La técnica 
consiste en determinar la base de un triángulo, la distancia entre dos de sus vértices y 
los dos ángulos correspondientes para obtener la posición del tercer vértice [4]. Según 
este principio se puede conocer la posición absoluta del punto P  si se conoce la 
distancia D y los ángulos α, β y  γ, como se puede observar en la  Figura 2.4. 
 
  
Figura 2.4. Principio de la triangulación espacial. [16] 
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 Fundamentos de la adquisición geométrica con haz de láser 
Una de las aplicaciones de la triangulación es calcular distancias combinando la 
técnica de luz de estructurada para obtener mejor precisión en la medida, en este 
método se proyecta una haz de láser para examinar el entorno del objeto a evaluar  y a 
una distancia D se coloca un receptor para el rayo que en la mayoría de casos es una 
cámara. Al tener la fuente de iluminación en el punto A y la cámara en el  punto B se 
podrá obtener el triángulo con el punto a determinar, como se puede observar en la 
Figura 2.5. 
 
Figura 2.5. Principio de triangulación activa por proyección de luz estructurada. [4] 
Para que el punto 3D exista debe ser visible tanto desde el láser como la cámara 
(observadores). Esta condición no se cumplirá cuando algún punto de la escena se 
interponga entre el láser y/o la cámara y el punto en cuestión, lo que dará lugar a 
regiones desconocidas. Para reducir el tamaño de las regiones desconocidas se debe 
reducir la distancia láser cámara, pero esto da lugar a una mayor imprecisión en el 
conocimiento de los ángulos de observación, con lo cual se debe llegar a una solución 
de compromiso entre precisión y tamaño de las regiones desconocidas. 
Otra forma de solucionar el problema de las regiones desconocidas es aumentar el 
número de observadores, se ubica un observador pasivo (el láser) y dos observadores 
activos, sistema estéreo (dos cámaras) [17].  
Dependiendo de la distancia con que el láser golpee una superficie, el punto del láser 
aparece en lugares diferentes en el receptor como se puede observar en la Figura 2.6. 
La longitud de un lado del triángulo, la distancia entre el receptor y el emisor del láser 
se conocen, al igual que el ángulo del vértice del emisor láser este ángulo se 
determina mirando la ubicación del punto del láser y el receptor. [17] Para optimizar 
el tiempo de adquisición los dispositivos que utilizan esta técnica, generan un barrido 
del láser para adquirir varios puntos  a la vez. 
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Figura 2.6. Principio de un sensor láser de triangulación. Posición de objetos. [17] 
 
El método de triangulación se utiliza para determinar distancias dentro de un rango de 
2 metros desde el dispositivo al punto, obteniendo una precisión máxima  de ±1 mm.  
 
2.3.2. Tiempo de vuelo. 
 
Este método se utiliza para medir distancia en un rango 2 m-100 m obteniendo una 
precisión de varios centímetros, dependiendo del dispositivo. Esta técnica se basa en 
emitir un pulso de láser hacia el objeto a evaluar, medir el tiempo que se demora el 
rayo en ir, reflejarse en el objeto y en ser capturado por el receptor, para así por 
medio de la velocidad de la luz determinar la distancia deseada. [13] 
Los dispositivos que se basan en esta técnica utilizan un láser semiconductor  y se 
asume que el pulso emitido tiene forma gaussiana como se puede observar en la 
Figura 2.7. También se asume que la energía de la onda tiene un comportamiento  de 
distribución Gaussiana con simetría circular y que el diámetro del haz se describe 
como el inverso del máximo de esa energía al cuadrado, 1/e
2
. El diámetro varía 
cuando se modifica la distancia con respecto al sensor, disminuyendo la precisión, 
siguiendo la relación de la ecuación 2.1. 
 
d=γ r (2.1) 
   
d=diámetro. 
r =Distancia al sensor. 
γ=Divergencia del haz. 
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Figura 2.7. Pulso Gaussiano. [13] 
El funcionamiento físico para la determinación de la distancia consiste en emitir un 
haz que viaja por la atmósfera hasta colisionar con  algún elemento que se interponga 
en su trayectoria, cuando sucede este fenómeno las ondas se reflejan por el choque y 
retornan a la fuente donde se emiten, para ser detectadas por un sistema de 
adquisición compuesto de un filtro óptico y un fotodiodo. Se puede calcular la 
distancia a la que se encuentra el objeto por medio de la ecuación 2.2. 
 
t = Cg*(Δt/2). (2.2) 
 
Cg= Velocidad de la luz. 
t= Tiempo que tarda la onda en ser detectada 
 
La técnica de tiempo de vuelo se puede visualizar en la Figura 2.8 para entender 
mejor su funcionamiento. 
 
 
Figura 2.8. Funcionamiento Tiempo de vuelo [18] 
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2.3.3. Medida del cambio de fase. 
 
Es un  método que se utiliza para determinar distancias máximas  de 100 [m] como el 
método de tiempo de vuelvo pero con la diferencia que se puede lograr una precisión 
del orden de milímetros. La técnica se basa en emitir una onda láser continua como 
portadora de una señal modulada que  para la mayoría de casos es en amplitud y  se 
calcula la diferencia de fase entre la señal emitida y la recibida. 
 
Con la diferencia de fase se calcula la distancia evaluada mediante la ecuación 2.3: 
 
  
  
    
 
 
 
 
 
 
  . (2.3) 
λ=longitud de onda. 
n= número, desconocido, de longitudes de onda completas entre el sensor y la 
superficie reflectante. 
 
La precisión en la medida para esta técnica es del 1% de la fase, pero se puede 
mejorar usando más de una longitud de onda modulada como se puede observar en la 
Figura 2.9. El mínimo error que se puede obtener de ±1 mm. La longitud de onda 
mayor define la máxima distancia que el sensor alcanza, mientras que la menor  
define la precisión en la medida. 
 
 
Figura 2.9. Modulación en amplitud de dos longitudes de ondas laser. [13] 
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2.4. Hokuyo UTM-30LX 
 
2.4.1. Principio de operación. 
 
El sensor Hokuyo UTM-30LX es un  telémetro láser que mide la distancia a la que se 
encuentra un objeto de su referencia, este láser es el de mayor gama que tiene la 
empresa Hokuyo, realiza el escaneo de un entorno en 2 dimensiones entregando el 
radio y el ángulo a la que se encuentra el objeto. [19] 
 
El Hokuyo UTM-30LX tiene un λ = 905 nm,  un rango angular de 270° que se puede 
observar en la Figura 2.11, en el que se pueden tomar 1080 por la resolución angular 
de 0,25°. Estas medidas se toman en un tiempo de 25 ms gracias a la alta velocidad de  
rotación del motor del láser, 2400 rpm. Este sensor puede realizar medidas hasta de 
30 metros, garantizando las características descritas por el fabricante. 
Sus cualidades físicas se pueden observar en la Figura 2.10. 
 
Figura 2.10. Hokuyo UTM-30LX.  
El sensor tiene una zona muerta de 90 grados, la cual se puede observar en la Figura 
2.12. 
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Figura 2.11. Rango medida UTM-30LX. [20] 
 
 
Figura 2.12. Zona muerta de escaneo Hokuyo UTM30LX. [20] 
 
2.4.2. Características Técnicas del Sensor: 
 
Las especificaciones Técnicas UTM30LX se pueden observar en la Tabla 2.2. 
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Especificaciones Dispositivo UTM-30LX 
Fuente de 
alimentación 
12VDC ± 10% (actual consumo: Max: 1 A, Normal: 0,7) 
Fuente de luz Semiconductor láser de diodo (λ=905 nm)  
Seguridad de láser de Clase 1 (FDA) 
Rango de 
detección 
0,1 a 30 m (Cuadrado blanco Hoja de Kent 500 mm o más), 
Max.60 m, 270 ° 
Precisión 0,1 a 10 m: ± 30 mm, 10 a 30 m: ± 50 mm* 1 
Resolución 
Angular 
0,25 ° (360 ° / 1440 pasos) 
Velocidad Angular 2 π/s (1 Hz) 
Aceleración 
Angular 
π /2 rad/2 s 
Estructura de 
Protección 
Óptica: IP64 
Tiempo de 
exploración 
25 ms/scan 
Nivel de ruido Menos de 25 Db 
Interfaz USB 2.0 (alta velocidad) 
Salida sincrónica Colector abierto NPN 
Comando del 
sistema 
Exclusivamente diseñado comando SCIP versión 2.0 
Conexión Poder y sincrónica de salida: 2 m de alambre de plomo de vuelo 
USB: 2 m de cable con conector de tipo A 
(Temperatura / 
Humedad) 
-10 A +50 grados C, inferior al 85% de humedad relativa (sin 
rocío y la escarcha) 
Dimensión 
Externa 
(W×D×H) 
60 mm×60 mm×85 mm 
MC-40-3127 
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Resistencia de 
Aislamiento 
10 MP 500 Vdc Megger 
Resistencia a las 
vibraciones 
Doble amplitud de 1.5 mm 10 a 55 Hz, 2 horas cada una en 
dirección X, Y y Z 
Resistencia al 
impacto 
196 m/s 2, 10 veces en X, Y y dirección Z 
Peso Aprox. 370 g (con la instalación del cable) 
Vida Útil 5 años (varía con las condiciones de funcionamiento) 
Certificación Aprobación de la FDA (21 CFR Parte 1040.10 y 1040.11) 
Tabla 2.2. Especificaciones técnicas Hokuyo UTM-30LX/LN. [20] 
 
2.4.3. Interface. 
 
El láser Hokuyo tiene dos cables para su funcionamiento. El primero de ellos es un 
cable USB tipo A, que sirve para la comunicación del láser con el sistema de control 
y el segundo es un cable que se utiliza para alimentación del dispositivo como se 
puede observar en la Figura 2.13. 
 
Figura 2.13. Alimentación UTM-30LX. [21] 
2.4.4. Señal de control. 
 
La señal de control para este sensor es una señal de salida síncrona, que sirve para 
verificar si el sensor funciona de manera correcta. Mientras el láser realiza el barrido, 
la señal está en nivel alto (ON) en 24 ms y cuando el barrido ha finalizado el control 
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cambia a nivel bajo (OFF) durante 1 ms. Si el láser funciona de manera incorrecta la 
señal de salida síncrona estará OFF [22]. 
En la Figura 2.14 se puede ver en que rango de grados de la señal de control. 
 
Figura 2.14. Salida síncrona. [22] 
2.4.5. Protocolo de Comunicación. 
 
La comunicación del  láser Hokuyo UTM-30LX con otros dispositivos se realiza con 
el protocolo SCIP 2.0, este fue desarrollado por un grupo de investigación 
perteneciente a la universidad de Tsukuba con el objetivo de obtener mayor 
flexibilidad y eficiencia [22]. 
Los datos son codificados por el sensor para obtener mayor rapidez transmisión de 
estos y se decodifican antes del procesamiento. 
2.4.5.1. Codificación. 
 
Los datos pueden ser codificados de tres maneras diferentes según el tamaño de los 
mismos: 
 Codificación de dos caracteres: Para una longitud máxima de los datos de 12 
bits. 
 Codificación de tres caracteres: Para una longitud máxima de los datos de 18 
bits. 
 Codificación de cuatro caracteres: Para una longitud máxima de los datos de 
24 bits. 
 
Las tres codificaciones siguen el mismo método, los pasos para su codificación es la 
siguiente: 
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 Los datos obtenidos se representan en sistema binario. 
 El dato se separa en grupos de 6 bits.  
 Cada grupo de 6 bits se convierte a sistema hexadecimal. 
 Se suma 30H a cada grupo.  
 El valor de cada suma se transforma su carácter ASCII correspondiente. 
 
Se va a ilustrar la codificación por medio de un ejemplo de codificación de tres 
caracteres. El sensor adquirió el dato 5,432 mm en sistema binario sería 
10101001110002 los pasos a seguir en la codificación serían: 
1. Separación: 0000012  0101002  1110002. 
2. Conversión a sistema hexadecimal: 1H  14H  38H. 
3. Suma de 30H: 31H  44H  68H. 
4. Equivalencia en código ASCII: 1  D  H. 
 
2.4.5.2. Decodificación. 
 
La decodificación se realiza cuando los datos ya se encuentren en el dispositivo de 
control y su proceso es el inverso a la codificación. 
 Se convierten los caracteres ASCII a su enumeración hexadecimal 
correspondiente. 
 Se resta 30H a cada número.  
 Se realiza la conversión del resultado a sistema binario.  
 Se organizan en grupos de a 6 bits. 
 Se convierte a sistema decimal. 
 
Se realizará la decodificación del ejemplo anterior, la cual dio como resultado los 
caracteres ASCII 1 D H. 
1. Conversión a sistema hexadecimal: 31H 44H 68H. 
2. Resta de 30H: 1H 14H 38H. 
3. Conversión a sistema binario: 0000012 0101002 1110002. 
4. Unión de los grupos de 6 bits: 0000010 101001 110002. 
5. Conversión a sistema decimal: 5,432. 
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2.4.5.3. Formato de comunicación. 
 
La comunicación entre el sensor y el dispositivo de control se realiza por medio de 
comandos que define el fabricante.  Esta información se envía  protocolo SCIP2.0 que 
tiene sus comandos y sus formatos establecidos. 
La interacción del sensor con el dispositivo de control es secuencial, esto quiere decir 
que aunque el dispositivo le envíe peticiones en forma paralela, el sensor sólo 
responderá a una orden en forma correcta, a las demás el sensor responderá con error. 
2.4.5.3.1. Pasos para la comunicación entre sensor y dispositivo de control. 
 
 Llamada de funcionamiento al sensor: 
 
Este comando tiene información relativa a la petición que el sensor va a procesar, 
como se puede observar en la Figura 2.14. [22] La comunicación se inicia desde el 
dispositivo de control mediante el envío de un comando que integra un símbolo, un 
parámetro y una cadena de caracteres (opcional), seguido de un fin de línea, un 
retorno de acarreo o ambos. 
 
 
Figura 2.15. Trama Llamada de funcionamiento. 
 
 Respuesta del sensor al dispositivo:  
 
Este se compone del comando de llamada al sensor y de la información relativa a la 
respuesta. Cuando el sensor recibe el comando, este envía una respuesta con un 
comando eco que contiene un símbolo, un parámetro, una cadena de caracteres, un fin 
de línea, el estado, suma, fin de línea, datos relacionados al comando, suma y dos 
fines de línea como código de terminación. Un ejemplo de esta trama se puede 
observar en la Figura 2.15. 
 
 
Figura 2.16. Trama Respuesta del Sensor al Dispositivo. 
 
 26 
 
 Símbolo del comando:  
Es un código de 2 bytes al inicio del comando y cada uno se le asigna un símbolo 
para su verificación.  
 
 Parámetro: 
Es el dato requerido para modificar la configuración del sensor en sus distintos 
modos de funcionamiento. 
 Cadena de caracteres:  
Es información opcional en el comando y se usa para verificar la información de 
varios comandos iguales. La longitud máxima de la cadena es de 16 caracteres 
aceptando cualquier combinación de las letras inglesas.   
 Fin de línea (LF):  
El fin de línea o retorno de carro (CR) es la terminación del código. Los comandos 
pueden llevar LF o CR o ambos como fin del código, pero la respuesta siempre 
llevará dos LF continuos como código de terminación.  
 Estado:  
Es un dato de 2 bytes de dimensión que informa el procesamiento del sensor, el 
estado de autenticación y error. Existen 100 códigos diferentes de error, que van 
desde el 00 hasta el 99. 
 Suma:  
Es código de 1 byte usado para autenticación se suman los datos que se encuentren 
entre dos saltos de línea (LF) tomando los 6 bits menos significativos y sumándoles 
30H para la suma.  
Ejemplo:  
[LF] Hokuyo [LF] = 48H + 6fH + 6bH + 74H + 79H + 6fH = 27fH = 1001 1111112  
Sum = 1111112 + 30H = 3fH + 30H = 6fH = 0  
Los datos son información principal relacionada con el comando. Está separado por 
un LF y si supera los 64 bytes realiza la suma.   
Importante: El (24H) es una letra reservada para un modo especial, no usar en los 
comandos. 
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2.4.6. Comandos de SCIP versión 2.0. 
 
En el protocolo de comunicación  SCIP versión 2.0 hay varios tipos de comandos 
predefinidos que son: [22] 
 Comandos de información del sensor (3 tipos).  
 [Comando VV] [Comando PP] [Comando II]  
 Comandos de Activación/Desactivación de las mediciones.  
[Comando BM] [Comando QT]  
 Comando de configuración de la tasa de transferencia del RS232.  
[Comando SS]  
 Comando de adquisición de distancias.  
[Comando MDMS] [Comando GDGS]  
 Comando de configuración de la velocidad del motor.  
[Comando CR]  
 Comando de Ajuste/Adquisición del “Time Stamp”.  
    [Comando TM]  
 Comando Reset.  
    [Comando RS] 
Con estos comandos se configura el sensor para adquirir las medidas según la 
necesidad del diseño, para esta aplicación el software ROS explicado en el capítulo 
3.1 cuenta con una herramienta llamada Hokuyo_node que facilita la adquisición  de 
los datos y la configuración del sensor. Esto evita el desarrollo de un driver con la 
configuración del láser nombrada anteriormente. 
2.4.7. Advertencias del Sensor. 
 
 Si el sensor funciona a velocidades mayores a las recomendadas por el 
fabricante, se generará un calentamiento del dispositivo.  
 Si se utilizan dos sensores en el rango se generarán errores por interferencia 
entre los dispositivos. 
 
2.5. Control de Calidad. 
 
Son los mecanismos, acciones y herramientas para determinar errores en un 
determinado proceso. 
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2.5.1. Concepto de Calidad: 
 
La calidad se caracteriza como el grado satisfacción del cliente hacia un producto, la 
definición dada por la European Organization for Quality Control (EOQC) es: “la 
totalidad de los aspectos y características de un producto o servicio en cuanto a su 
capacidad para satisfacer una necesidad dada”. [23] 
2.5.2. Función del Control de Calidad. 
 
El control de calidad tiene como función ser una herramienta de apoyo y servicio, 
para entender los requerimientos establecidos en la fabricación del producto y así 
poder asistir la producción del mismo, para evitar errores en la elaboración.  El 
procedimiento consiste en la recolección y análisis de grandes cantidades de datos, 
para determinar fallos en las diferentes etapas del proceso y poder iniciar acciones 
correctivas. 
Este control no solo sirve para filtrar los productos que no cumplan con la 
características mínimas, si no también para corregir los posibles defectos de 
fabricación y así evitar costos añadidos por el desperdicio de material y tiempo de 
producción. 
Para controlar la calidad de un producto se realizan inspecciones o pruebas de 
muestreo para verificar que las características del mismo sean óptimas. 
 
2.5.3. Pasos para realizar un Control de Calidad. 
 
Esta función comprende tres actividades principales: 
 
1. Ejecutar las especificaciones de calidad. 
2. Planear la inspección. 
3. Determinar las técnicas y el equipo de medición. 
 
Determinar las especificaciones genera una guía para clasificar y establecer niveles en 
la producción del producto. Esta clasificación incluye una evaluación de la 
importancia y riesgo de los defectos causados por los materiales en las diferentes 
etapas, desde las materias primas hasta los productos terminados. 
 
Planear la inspección provee la seguridad de no cometer errores durante el proceso, el 
éxito de la calidad depende en gran medida de las cuantificaciones de las 
características del producto y del proceso, por esta razón es de gran importancia 
determinar las técnicas de medición y el equipo correcto para medir, ya que se debe 
asegurar un buena medida en la evaluación. [23] 
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2.5.4. El control de calidad durante la producción. 
 
Realizar una constante evaluación del artículo durante su fabricación provee la 
capacidad de retroalimentar el proceso, con el fin de poder detectar errores en las 
diferentes etapas de la fabricación y así poder minimizar el número de productos 
defectuosos al terminar su producción.  
El control de calidad durante la producción se divide en las siguientes etapas: 
 Aprobación de disposiciones: Consiste en evaluar las condiciones de las 
maquinas, herramientas, material e instrumentos que influyen en la 
fabricación del producto. La inspección  se puede realizar con el primero 
artículo producido. 
 Inspección del proceso: El propósito es asegurar que los procesos de 
producción se estén ejecutando correctamente, a fin de evitar defectos de 
manufactura. Los resultados de esta observación  constituyen una base 
importante para la evaluación de las especificaciones del producto  y los 
métodos de producción. 
 Inspección de lotes: Tiene como finalidad evaluar el estado del artículo 
durante su producción con el fin de poder detectar fallas durante cada etapa 
del proceso. Esta evaluación se puede realizar por muestreo con el fin de 
minimizar retardos en la producción. 
 Localización de fallas: El propósito de esta actividad es determinar errores en 
las distintas etapas del proceso de producción con el fin de corregir la 
fabricación de un producto. 
 Análisis de capacidad del proceso: Consiste en  seleccionar el equipo 
apropiado para la manufactura del producto, dependiendo de las 
especificaciones de calidad  y  en renovar de partes defectuosas en el equipo 
de fabricación. Esta labor es importante porque garantiza que proceso se 
realiza con los equipos ideales para el proceso. 
 
2.5.5. El control de calidad de los productos terminados. 
 
La inspección de un producto  terminado es la última oportunidad que tiene el 
fabricante para determinar algún error en el producto, realizar esta actividad es de 
vital importancia en el proceso, ya que esta operación garantiza que el producto 
generará conformidad en el mercado.  
 
2.5.6. Control de Calidad de Piezas Metalúrgicas. 
 
Para realizar un control de calidad es necesario saber que la industria colombiana se 
encuentra regida por las nomas NTC e ISO, que cumplen la función  de estandarizar 
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los procesos fabricación y producción en una empresa, con el fin de garantizar un 
producto con altos estándares de calidad. 
Cada proceso de fabricación de un producto tiene su normatividad, esto quiere decir 
que no se puede estandarizar este proceso para todas piezas metalúrgicas.  
Si se desea saber el proceso correcto de fabricación de alguna pieza determinada se 
debe referir a su norma técnica de elaboración.  
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CAPÍTULO 3. ENTORNO DE DESARROLLO 
 
3.1. ROS (Robotic Operating System). 
 
3.1.1. Introducción. 
 
Es un software diseñado para la fácil manipulación y comunicación del hardware con 
algunas plataformas. Su  código es abierto y ofrece los servicios que se esperarían de 
un sistema operativo, como la abstracción de hardware a bajo nivel, la comunicación 
y  gestión de procesos. También proporciona herramientas y bibliotecas para la 
construcción, escritura y ejecución de código. [24] 
 
Para entender el funcionamiento de ROS es importante conocer Ubuntu y algunos de 
sus comandos primordiales, ya que ROS funciona bajo la terminal de Ubuntu y su 
manejo es similar. 
 
3.1.2. Ubuntu. 
 
Ubuntu es un sistema operativo desarrollado en base al kernel Linux, la filosofía de 
esta plataforma es un  su software de código abierto para constante mejora del mismo.  
El área de trabajo es conocida como terminal y es un intérprete de órdenes que  
permite navegar por el sistema sin utilizar la interfaz gráfica, en ella se puede realizar 
toda clase de tareas por medio de comandos, tales como crear carpetas, programar en 
C y hasta modificar archivos fuentes con permisos de administrador. 
 
El espacio de trabajo del sistema operativo Ubuntu se puede observar en la Figura 
3.1. 
 
Figura 3.1. Terminal de Ubuntu. 
La forma de utilizar el sistema de este modo es mediante órdenes, en esta terminal se 
trabajara ROS y todas las herramientas necesarias para realizar el procesamiento. 
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Para entender el funcionamiento de ROS  y como se trabaja en la terminal  se listan 
los principales comandos en la Tabla 3.1. [25]  
 
Comando Descripción 
sudo Cambia a modo administrador para ejecutar tareas que solo se 
puede hacer desde este usuario 
ls Lista los archivos de un directorio concreto 
ls -l Añade información sobre los atributos 
ls -a Lista todos los archivos incluyendo los ocultos 
ls -R Lista el contenido del directorio y todos sus subdirectorios 
recursivamente 
cat [fichero] Muestra el contenido de un fichero 
cat -n [fichero] Muestra el contenido de un fichero numerando sus líneas. 
more [fichero] Muestra un fichero de forma tabulada 
less [fichero] Este comando realiza la misma labor del comando more 
echo [cadena] Repite la cadena 
type [comando] Busca la ruta donde se encuentra el comando 
which [programa] Busca la ruta donde se encuentra el programa o comando. 
pwd Muestra el directorio actual 
cd Cambia al home o al directorio raíz si se lanza como root 
cd [ruta] Se desplaza al directorio especificado en la ruta 
cd ... Se mueve al directorio anterior 
cd.../.. Se mueve dos directorios atrás 
cp [origen] 
[destino] 
Copia el archivo origen al directorio destino 
cp -R [origen] 
[destino] 
Copia un directorio recursivamente 
 
cp -p [orgien] 
[destino] 
Copia preservando los permisos y las fechas 
cp [archivo] 
[archivo nombre 
cambiado] 
Copia el archivo y lo cambia de nombre 
mv [orgien] 
[destino] 
Mueve al archivo origen al directorio destino 
mkdir [directorio] Crea una nueva carpeta dentro del directorio 
rmdir [directorio 
vacio] 
Elimina el directorio vacío 
rm [archivo] Elimina un archivo completamente 
rm -r [directorio] Elimina un directorio recursivamente 
apt-get update Descarga nuevas versiones de las listas de paquetes 
apt-get install 
(paquete) 
Instala las versiones de paquetes pedidas, se debe utilizar. antes 
el comando apt-get update para tener la versión más actualizada 
apt-get remove Desinstala el paquete 
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(paquete): 
mv (ruta): mover un archivo o directorio a una ruta específica 
wget Permite la descarga no interactiva de contenidos desde 
servidores HTTP, HTTPS y FTP 
clear Limpia la terminal 
Tabla 3.1. Principales Comandos para  el trabajo en la Terminal de Ubuntu. [25]  
 
Entendiendo los comandos nombrados anteriormente  se procederá a la instalación de 
la plataforma ROS. 
 
3.1.3. Historia. 
 
El sistema operativo ROS  surgió de la necesidad de reunir y diseñar herramientas de 
software que ayudaran al desarrollo de aplicaciones en robótica, en el 2007 esta 
plataforma nace con el nombre de  Switchyard  por el Laboratorio de Inteligencia 
Artificial de Stanford en apoyo al proyecto Stair. 
 
A partir del 2008, ROS continuó en el programa Robots Program de Willow Garage 
bajo el nombre de “Message Passing Systems” con el objetivo de crear aplicaciones 
robóticas, abstracción de hardware y control de dispositivos [26]. 
 
El Proyecto ROS ha logrado desarrollar, más de 1650 paquetes compilados, más de 
52 repositorios en línea públicos y muchas aplicaciones con el robot PR2,   esta 
plataforma se encuentra soportada para el sistema operativo Ubuntu desde la versión 
2007, en donde se han hecho desarrollos con apoyo de algunas universidades a nivel 
mundial.[27]. 
 
Esta plataforma está bajo los términos de la licencia BSD (Berkeley Software 
Distribution) que es software de código abierto esto quiere decir que es gratuita para 
uso comercial y de investigación.  
 
3.1.4. Conceptos de ROS. 
 
ROS es un sistema operativo distribuido por procesos llamados nodos que permiten 
ser articulados  de una manera sencilla, estos son organizados en paquetes y pilas, lo 
que permite facilitar la labor de ejecución y comunicación entre procesos. Los nodos 
representan los procesos que se encuentran en ejecución y se comunican a través de 
tópicos. La interacción entre nodos se realiza por medio del comando roscore que es 
un conjunto de archivos ejecutables que son prerrequisitos en el sistema ROS, esta 
instrucción se encarga de asignar tiempos y permite la interacción entre los nodos 
[24].  
 
Para poder publicar la interacción de los distintos procesos es necesario el tópico 
rosout que es el registro que se encarga de anunciar los mensajes. 
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3.1.5. Sistema de Archivo de ROS. 
 
Se compone en: 
 
 Packages: Los Paquetes son el nivel más bajo de la estructura en ROS, en 
ellos se guardan las librerías, las herramientas, los ejecutables, etc. 
 
 Manifest: El Manifiesto es el que define las dependencias entre paquetes y 
describen los mismos. 
 
 Stacks: Las Pilas son colecciones de paquetes que forman librerías para las 
distintas aplicaciones. 
 
 Stacks Manifiest: Estos definen las dependencias entre pilas y describen las 
mismas.  
 
La organización del sistema ROS se observa en la Figura 3.2. 
 
 
Figura 3.2. Sistema de archivos ROS. [28]. 
 
 
El sistema operativo ROS se encuentra para distintas plataformas como Ubuntu, 
Windows, Os X, Arco, Fedora y para robots como Lego NXT, AscTec Pelican / 
Colibrí, PR2 y TurtleBot, pero solo para Ubuntu su funcionamiento es soportado, por 
esta razón se eligió  esta plataforma para desarrollar la aplicación. 
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3.1.6. Instalación de ROS. 
 
Se escribe el siguiente código en la terminal de Ubuntu: 
  
 Se configura el ordenador para aceptar el software de ROS proveniente de la 
página web. 
 
sudo sh -c 'echo "deb http://packages.ros.org/ros/ubuntu lucid main" 
>/etc/apt/sources.list.d/ros-latest.list' 
 
 Se realiza la descarga y configuración  de la clave. 
 
wget http://packages.ros.org/ros.key -O - | sudo apt-key add – 
 
 Se descarga la versión más actualizada  y se asegura de que ha re-indexado en 
el servidor ROS. 
 
sudo apt-get update 
 
 Se realiza la instalación completa en la página de ROS con los paquetes de rx, 
rviz, robot-generic bibliotecas, simuladores 2D/3D, la navegación y la 
percepción 2D/3D. 
 
sudo apt-get install ros-electric-desktop-full 
 
3.1.7. Configuración de Ficheros y Creación de un espacio de Trabajo. 
 
Ya instalado ROS se modifica el archivo bashrc  para que ROS funcione 
correctamente. 
 
En la terminal se escribe el siguiente código: 
 
nano .bashrc 
 
 Se agrega el siguiente código en la parte inferior del fichero bashrc y se 
guarda su nueva configuración. 
 
source /opt/ros/electric/setup.bash 
export ROSROOT=/opt/ros/electric/ros 
export PATH=$ROSROOT/bin:$PATH 
export PYTHONPATH=$ROSROOT/core/roslib/src:$PYTHONPATH 
export 
ROSPACKAGEPATH=~/rosworkspace:/opt/ros/electric/stacks:$ROSPACKAGEPAT
H 
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 Es importante crear un directorio para ejecutar las aplicaciones, por esta razón  
se creará un área de trabajo con el nombre de ROSWORKSPACE. 
 
mkdir ~/rosworkspace 
 
3.1.8. Navegar por el sistema de archivos ROS. 
 
ROS se ejecuta desde la terminal de Ubuntu y para navegar por su sistema de 
archivos, se utilizan los siguientes comandos: 
 
 roscd [ruta]= Desplaza al directorio especificado en la ruta. 
 rosls [ruta]= Lista los archivo de la ruta especificada. 
 
La navegación en ROS con los comandos cd y ls puede llegar a ser tediosa por la 
distribución de sus paquetes y pilas, por esta razón esta plataforma cuenta con los 
siguientes comandos para facilitar el trabajo [28]. 
 
 rospack find [nombre del paquete]=Encuentra la ruta donde se encuentra el 
paquete. 
 rosstack find [nombre de la pila]= Encuentra la ruta donde se encuentra la 
pila. 
 
3.1.9. Creación de Paquetes. 
 
Todos los paquetes en ROS tienen archivos similares como los manifiestos, los 
CMakeLists.txt y mainpage.dox y Makefiles, el comando  roscreate-pkg facilita la 
creación de los paquetes y evita errores comunes en la construcción manual de estos. 
 
 roscreate-pkg [nombre del paquete]=Crea paquete y todos sus archivos 
necesarios. 
 
3.1.10. Dependencias de Paquetes. 
 
Los paquetes de ROS requieren en ocasiones de bibliotecas externas y herramientas 
que deben ser proporcionadas por el sistema operativo, en algunas ocasiones estas 
dependencias no se instalan por defecto, por esta razón se utiliza el comando rosdep 
que se utiliza para descargar e instalar las dependencias del sistema. 
 
 rosdep install [paquete]= Instala las dependencias del paquete. 
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Existe un comando que realiza la labor de crear el paquete e instalar las dependencias 
necesarias con una sola instrucción su nombre es rosmake. 
 
 rosmake [paquete]= Instala el paquete y sus dependencias. 
 
 
3.1.11. Uso de Nodos. 
 
Un nodo es un archivo ejecutable dentro de un paquete de ROS, estos usan una 
biblioteca cliente para comunicarse con otros nodos. Los nodos pueden publicar, 
suscribirse a un tema, proporcionar o utilizar un servicio. 
 
Antes de ejecutar un nodo se debe ejecutar el comando roscore, es el primer comando 
que se debe utilizar en ROS, ya que ningún nodo funciona sin él. 
 
 roscore  
 
Es importante decir que este proceso  se debe correr solo en esta terminal, si se desea 
iniciar algún nodo se debe abrir una terminal nueva, por cada nodo que se dese iniciar 
se debe ejecutar una terminal. 
 
Para ejecutar un nodo se debe verificar e instalar las dependencias necesarias para 
ejecutar sus paquetes, (rosmake y rosdep) luego se corre el nodo con el comando 
rosrun.  
 
 rosrun [nombre del paquete] [nombre del nodo]: Ejecuta el nodo deseado. 
 
El comando rosnode list permite verificar los nodos que se encuentran en ejecución. 
 rosnode list= Muestra la lista de los nodos en actividad. 
 
Esta labor también se puede realizar de forma gráfica con el comando rxgraph [29].  
 
 rxgraph: Muestra los nodos en ejecución y sus errores de forma gráfica en 
base al roscore. 
 
Para ver los datos de algún tópico del nodo existe el comando rostopic. 
 
 rostopic echo [topic]: Publica la información del tópico. 
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3.1.12. Hokuyo_Node. 
 
El hokuyo_node es un controlador creado por Brian P. Gerkey, Jeremy Leibs y Blaise 
Gassend que facilita la comunicación del sensor con el computador por medio del 
SCIP 2.0, protocolo de comunicación con el que funcionan los telémetros láser de la 
marca Hokuyo. Este driver fue diseñado principalmente para modelo UTM-30LX. 
[30] 
 
Este nodo publica los datos de ángulo y radio del barrido en una línea en 2 
dimensiones, que se encuentra definida por un ángulo de apertura de 0° hasta 270°.  
 
3.1.12.1. Temas de publicación: 
 
El hokuyo_node entrega la información de la siguiente manera: 
  
 (sensormsns/LáserScan): En esta clase se encuentran los datos medidos por el 
sensor, información que se encuentra en el tópico Scan definido por defecto 
en este nodo. 
 
El tópico scan contiene la siguiente información: 
 
Header header: Contiene la secuencia, el time stamp, frameid. Es la cabecera del 
mensaje y provee el marco para que pueda interactuar con los distintos sistemas de 
ROS.             
                          
anglemin: Ángulo inicial del escaneo en radianes. 
 
anglemax: Ángulo final del escaneo en radianes. 
 
angleincrement: Distancia angular entre las medidas en radianes. 
 
timeincrement: Tiempo entre medidas en segundos. 
 
scantime: Tiempo entre cada escaneo en segundos. 
 
rangemin: Valor de la distancia mínima en metros. 
 
rangemax: Valor de la distancia máxima metros. 
 
ranges: Vector que contiene las distancias del escaneo metros. 
   
intensities: Vector de intensidades. 
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 (diagnosticmsgs/DiagnosticStatus): En esta clase se encuentra la información 
sobre el estado del sensor esta se encuentra en el tópico Diagnostic. 
 
Esta herramienta ejecuta automáticamente pruebas sobre el diagnóstico del sensor.  
 
 selftest (diagnosticmsgs/SelfTest).  
 
 
3.1.12.2. Parámetros. 
 
3.1.12.2.1. Parámetros configurables.  
 
En la Tabla 3.2 se pueden observar los parámetros configurables del Hokuyo_node. 
  
Parámetro Valor por 
Defecto 
Descripción 
Minang -π/2 Mínimo ángulo de escaneo 
Maxang π/2 Máximo ángulo de escaneo 
Intensity False Valor de intensidad 
Cluster False Número de mediciones agrupadas en una sola 
lectura 
Skip 0 Saltos en el escaneo 
Port /dev/ttyACM0 Puerto donde se conecta el láser 
Calibratetime True Calibración del tiempo de inicialización 
Frameid Laser Marco de identificación láser y debe estar en el 
centro óptico 
Timeoffset False Agrega un marcador de tiempo a Time Stamp 
Allowunsafesetting False Intervalo angular inseguro. Puede provocar un fallo 
del dispositivo 
Tabla 3.2. Parámetros configurables Hokuyo_node. 
 
3.1.12.2.2 Parámetros de solo lectura. 
 
En la Tabla 3.3 se pueden observar los parámetros de lectura del Hokuyo_node. 
 
Parámetro Descripción 
Minanglimit Valor límite para  Minang 
Maxamglimit Valor límite para Maxang 
Minrange Distancia mínima que puede medir el sensor 
Maxrange Distancia máxima que medir el sensor 
Tabla 3.3. Parámetros de lectura Hokuyo_node. 
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Para ejecutar el nodo se utiliza el comando rosrun explicado anteriormente. 
 
 rosrun hokuyo_node hokuyo_node 
 
3.1.1.2.3. Configuración de Parámetros del hokuyo_node. 
 
El hokuyo_node tiene una amplia gama de parámetros que permiten controlar el 
funcionamiento del láser. Ros provee una interfaz gráfica que permite la 
configuración de los principales parámetros de sensor como se puede observar en la 
Figura 3.3.   
 
Para utilizar la interfaz gráfica se debe abril una nueva terminal y copiar el siguiente 
código: 
 
 roscore 
 rosdep install dynamicreconfigure  
 rosmake dynamicreconfigure 
 rosrun dynamicreconfigure reconfiguregui 
 
Figura 3.3.  GUI de configuración de ROS. [30] 
 
3.1.13. RVIZ (Aplicación de Visualización). 
 
Para facilitar la verificación del funcionamiento de los datos ROS provee la 
herramienta RVIZ, que es una interfaz gráfica que permite visualizar las medidas 
entregadas en las publicaciones de cada nodo.  Como los datos entregados por un 
telemetro láser,  kinect, cámara, imu, entre otros. Esto con el fin de observar la 
funcionalidad del dispositivo [31]. Esta herramienta se puede observar en la Figura 
3.4.  
 
Instalación de dependencias para ejecución de la aplicación. 
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 rosdep install rviz 
 rosmake rviz 
 
Llamar la aplicación: 
 
 rosrun rviz rviz 
 
 
Figura 3.4. Interfaz RVIZ. [27] 
 
 
3.2. PCL (Point Cloud Library). 
 
PCL es un proyecto a gran escala con la finalidad de realizar procesamiento a nubes 
de puntos. Esta librería tiene algoritmos para  aplicar filtros, estimación de funciones, 
reconstrucción de superficies, segmentación, entre otros. Estas herramientas ofrecen 
el potencial necesario para procesar una escena tridimensional de una manera 
sencilla, utilizando la eliminación de ruido,  extracción de puntos clave, identificación 
de objetos, reconstrucción de superficies a base de nubes de puntos y visualizadores, 
como se puede observar en la Figura. 3.5. 
 
Esta librería es liberada bajo licencia BSD, es decir, que es libre para uso comercial e 
investigativo. La financiación y soporte de esta librería es gracias a Willow Garage, 
Nvidia, Google, Toyota, Trimble, Urban Robotics, Honda Research Institute y Sandia 
Intelligent Systems and Robotics. 
 
PCL funciona sobre varias plataformas como son Windows, Linux, MacOS, y 
Android. Para facilitar el desarrollo PCL se divide en unas librerías de código más 
pequeños, que pueden ser compilados de una forma separada, esto con el fin  de que 
PCL pueda ser compilada en las plataformas de bajo rendimiento computacional. [32]  
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Figura 3.5. PCL de manera gráfica con sus diferentes herramientas. [32] 
 
3.2.1. Nube de puntos. 
 
Una nube de puntos es un conjunto de vértices en un sistema de coordenadas 
cartesianas (x, y, z),  se crean a partir de sensores que miden distancias, representan la 
superficie de un objeto y tienen múltiples aplicaciones, entre las que se incluyen la 
elaboración de modelos tridimensionales en CAD de piezas fabricadas, la inspección 
de calidad en metrología, y muchas otras en el ámbito de la visualización, animación 
y texturización. 
 
3.2.2. Formato de la librería PCL. 
 
El formato utilizado por la librería PCL, se llama PCD (Point Cloud Data), este 
formato nace como una necesidad para representar datos obtenidos a partir de 
sensores y poder representarlos como una nube de puntos 3D, aunque existen muchos 
otros formatos para representar datos 3D, [33] estos fueron diseñados en épocas 
diferentes y con diferentes propósitos. Algunos de estos otros formatos son: 
 CAPA – formato de archivo polígono, desarrollado en la Universidad de 
Stanford por Turk et al. 
 STL – formato de archivo nativo del software de CAD estereolitografía 
creado por 3D Systems. 
 OBJ – una definición de la geometría de formato de archivo desarrollado por 
primera vez por las tecnologías de frente de onda. 
 X3D – norma ISO archivo basado en XML el formato de representación de 
datos de los gráficos por ordenador en 3D. 
 
Ninguno de estos facilita el trabajo como la librería PCL, la cual cuenta con 
herramientas de fácil manejo y de gran utilidad para el procesamiento de las nubes.  
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3.2.2.1. Archivo PCD. 
 
Como se explicó anteriormente PCD sirve para guardar una nube de puntos 
tridimensional y utilizar las herramientas que ofrece la librería PCL para tratar los 
datos cartesianos. Este tipo de archivo cuenta una cabecera, que especifica los 
diferentes parámetros que tiene la nube de puntos [33]. Un ejemplo de un archivo 
PCD se puede observar en la Figura 3.6. 
En la Tabla 3.4 se muestra la información de la cabecera con cada uno de sus 
elementos. 
Parámetro Descripción 
.PCD V.7 Versión de PCD 
Fields 
x y z 
x y z rgb 
x y z normalx normaly normalz      
Tipos de Formato 
dato XYZ 
dato XYZ + color 
dato XYZ + normales de la superficie 
Size 
unsigned char/char has 1 byte 
unsigned short/short has 2 bytes 
unsigned int/int/float has 4 bytesf 
doublé has 8 bytes 
Especifica cada tamaño del campo 
Count Especifica cuantos elementos tiene cada 
dimensión 
Width Ancho de la nube de puntos 
Height Alto de la nube de puntos (cuando este 
valor es igual a 1, se dice que es una 
nube de puntos desordenada). 
Viewpoint Especifica el punto de vista como una 
traslación (tx ty tz) + los cuaterniónes 
(qw qx qy qz). El valor por defecto es: 
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VIEWPOINT 0 0 0 1 0 0 0 
 
Points Cantidad de puntos de la nube 
Data Tipo de dato de la nube de puntos, para 
la versión 0.7, se tiene dos formatos 
ASCII y binary 
 
Tabla 3.4. Cabecera del Formato PCD. [33] 
 
Figura 3.6. Ejemplo de archivo PCD.  
 
3.2.3. Herramientas PCL. 
 
Como se puede observar en la Figura 3.5. PCL está dividido en módulos [24] para su 
fácil compilación y estas herramientas son:  
 
 libpclfilters: Filtros de remuestreo, suavizado, índices de extracción y 
proyecciones. 
 
 libpclfeatures: Extrae características tridimensionales, como las normales de 
las superficies y curvaturas, estimación de bordes, descripciones PFH (Point 
Feature Histograms) y FPFH (Fast Point Feature Histograms), rotación de 
imágenes, entre otras. 
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 libpclio: Operaciones de lectura y escritura de archivos PCD (Point Cloud 
Data). También cuenta con una interfaz denominada OpenNI Grabber 
Framewor la cual permite acceder y controlar tanto el Kinect (Microsoft) 
como el Xtion-PRo (ASUS). 
 
 libpclsegmentation: Segmentación a través de métodos de consenso para una 
variedad de modelos paramétricos (planos, cilíndricos, esferas, líneas, etc). 
 
 libpclsurface: Técnicas para reconstrucción de superficies, mallado, mínimos 
cuadrados, entre otros. 
 
 libpclregistration: Métodos de registro para nubes de puntos como ICP. 
 
 libpclkeypoints: Extracción de puntos claves que pueden ser usados en la 
etapa de preprocesamiento para decidir donde extraer descripciones de las 
características. 
 
3.2.3.1. Concepto de Vecindad. 
 
El problema de determinar los k-vecinos se encuentra estrechamente relacionado con 
las técnicas para medir  la distancia entre dos puntos, la forma más sencilla es utilizar 
la distancia Euclidiana, este tipo de métrica es válida pero presenta un gran costo 
computacional y muestra errores cuando se miden puntos en un espacio 
tridimensional, debido a que el vecino más cercano podría no ser la distancia más 
corta. 
 
Para corregir estos errores y determinar el vecino más cercano los autores Sunil Arya, 
David M. Mount han descrito métodos de descomposición ortogonal. [34, 35, 36] 
 
Al referirse a una vecindad es necesario: 
 
 Determinar los k-vecinos del punto a evaluar. 
 Determinar todo los k-vecinos del punto a evaluar dentro de un radio de 
búsqueda. 
 
Lo anteriormente mencionado se puede observarse en la Figura 3.7. 
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Figura 3.7. Vecinos en un radio. [37] 
 
En este concepto de vecinos se basan los algoritmos de filtrado, segmentación y 
reconstrucción de superficies que se encuentran en la librería PCL. 
 
3.2.3.2. Filtro Statistical Gross Outlier Removal. 
 
Statistical Gross Outlier Removal  es un filtro de la librería de PCL, tiene como 
función eliminar valores atípicos en la nube puntos, con el fin de mejorar el modelado 
tridimensional. [37] 
Este filtro se basa en herramientas estadísticas y los conceptos de vecindad para 
entornos tridimensionales. La herramienta define la cantidad de puntos a evaluar y la 
desviación estándar deseada por medio de la ecuación 3.1, se calcula la media y si se 
obtiene una campana de Gauss, como la que se observa en la Figura 3.8 que define 
los puntos que serán eliminados.  
      
               ̅
             (3.1) 
 
 
 
Figura 3.8. Curva Gaussiana Filtro Estadístico. [37]  
 =Es el promedio de las distancia de la cantidad de puntos a evaluar. 
 = Es la desviación máxima de la media que un dato puede estar. 
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El filtro calcula la distancia a la que se encuentra el punto evaluado de sus vecinos 
más cercanos, si esta distancia se encuentra dentro de la distribución Gaussiana el 
punto no es eliminado, como se puede observar en la Figura 3.11. En la Figura 3.9 y 
Figura 3.10 se puede observar el resultado al aplicar el filtro y la mejora en la nube de 
puntos. 
 
Figura 3.9. Entorno escaneado con ruido. [37] 
 
Figura 3.10. Entorno escaneado filtrado. [37] 
 48 
 
 
Figura 3.11. Histogramas antes y después de filtrar. [37] 
 
3.2.3.2.1. Ejemplo de Filtro Statistical Gross Outlier Removal. 
 
#include <iostream> 
#include <pcl/io/pcdio.h> 
#include <pcl/pointtypes.h> 
#include <pcl/filters/statisticaloutlierremoval.h> 
 
// Se incluyen  las librerías necesarias para aplicar el filtro 
 
int main (int argc, char** argv) 
{ 
// Se definen 2 nubes de puntos, en la primera se cargan los datos de la nube escaneada y la en la // 
segunda se le asignan los resultados del filtro. 
  
pcl::PointCloud<pcl::PointXYZ>::Ptr  nube(new pcl::PointCloud<pcl::PointXYZ>); 
pcl::PointCloud<pcl::PointXYZ>::Ptr  nubefiltrada (new pcl::PointCloud<pcl::PointXYZ>); 
 
 // Lectura de  archivo pcd 
  pcl::PCDReader reader; 
//  Carga de los datos del archivo pcd a la nube de puntos 
reader.read<pcl::PointXYZ> ("nube.pcd", *nube); 
 
// Creacion del filtro estadístico  
pcl::StatisticalOutlierRemoval<pcl::PointXYZ> filtro;  //Se crea el objeto filtro con las  
//propiedades de la clase 
//StatisticalOutlierRemoval 
  filtro.setInputCloud (cloud);    //Se ingresa la nube a filtrar 
  filtro.setMeanK (50);     //Se ingresa la cantidad de puntos a           
       //evaluar 
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  filtro.setStddevMulThresh (1.0);    //Se ingresa la desviación estándar 
  filtro.filter (*cloudfiltered);    //Se le asigna los datos filtrados a la         
       //nueva nube 
 
  pcl::PCDWriter writer; 
  writer.write<pcl::PointXYZ> ("nubesalida.pcd", *nubefiltrada); //Se guarda un //archivo pcd  
//con los datos de  
//la nubefiltrada 
//en nube de //nubesalida 
  return (0); 
} 
 
3.2.3.3. Filtro VoxelGrid. 
 
Este filtro realiza un submuestreo de la nube de puntos por medio de una red tipo 
voxel [32], es decir que toma una cantidad de puntos y halla su centroide, esto basado 
en el concepto de vecindad que se explicó anteriormente,  con estos vecinos y su 
centroide hace que se reduzca la cantidad de puntos y obtener un acabado en la 
imagen tipo voxel
(1)
, esto con el fin  de facilitar los siguientes pasos del 
procesamientos (reconstrucción de superficies y segmentación) [38]. Un ejemplo de 
este filtro se puede ver en la Figura 3.13, aplicada sobre la nube de puntos que se 
observa en la Figura 3.12. 
 
 
Figura 3.12. Nube de puntos en forma de cubo. 
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Figura 3.13. Aplicación del filtro voxelgrid sobre la Figura 3.12.  
 
3.2.3.3.1. Ejemplo de Filtro VoxelGrid. 
 
#include <iostream> 
#include <pcl/io/pcdio.h> 
#include <pcl/pointtypes.h> 
#include <pcl/filters/voxelgrid.h> 
 
int 
main (int argc, char** argv) 
{ 
// Se definen 2 nubes de puntos, en la primera se cargan los datos de la nube escaneada y la en la // 
segunda se le asignan los resultados del filtro 
 
sensormsgs::PointCloud2::Ptr nube (new sensormsgs::PointCloud2 ()); 
sensormsgs::PointCloud2::Ptr nubefiltrada (new sensormsgs::PointCloud2 ()); 
 
//Se crea el filtro y se aplica 
 
pcl::VoxelGrid<sensormsgs::PointCloud2> filtro; 
filtro.setInputCloud (cloud); 
filtro.setLeafSize (0.01f, 0.01f, 0.01f); 
filtro.filter (*cloudfiltered); 
return (0); 
} 
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CAPÍTULO 4. DISEÑO ESCÁNER 3D 
 
4.1. Análisis del sistema y requerimientos. 
 
Como se ha nombrado en los capítulos anteriores para la generación del modelo 
tridimensional, es necesario utilizar un sensor que entregue las coordenadas (r, ϴ) del 
barrido de un láser. También es inevitable diseñar un algoritmo que tome los datos y 
los transforme en coordenadas cartesianas, para generar una nube de puntos de 2 
dimensiones y desplazar la información (x,y) por los diferentes puntos en z para 
obtener el modelo deseado. Este procedimiento permite obtener un modelo 
tridimensional de un objeto evaluado, donde la precisión de su altura (z), entendiendo 
que el sensor es el origen en sus puntos cartesianos, depende de la velocidad con que 
el sensor se desplace y la perpendicularidad de su movimiento con respecto al plano 
xy como se puede observar en la Figura 4.1. 
 
 
Figura 4.1. Esquema de graficación del escáner 3D. 
 
Con el fin de utilizar el procedimiento descrito con anterioridad se debe garantizar un 
movimiento constante, que no exista movimiento en las coordenadas (x,y) y evitar las  
vibración del sensor, esto con el fin de reducir las perturbaciones que pueden llegar a 
alterar la medidas realizadas.  
 
Es por esto que se desarrolló un sistema mecánico autónomo que cuenta con un grado 
de un desplazamiento vertical, para poder generar correctamente la información 
requerida en la coordenada z. Este desplazamiento estará limitado para distancias en z 
de 1.6 m, debido a que los cables de alimentación y comunicación del sensor no 
cuentan con la longitud para realizar un mayor desplazamiento. 
 
La estructura mecánica debe ser controlada, es decir, que se debe conocer el 
comienzo y el fin del desplazamiento o escaneo, esto con el fin de obtener un proceso 
óptimo de escaneo y reducir los datos erróneos en las medidas. 
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4.2. DISEÑO. 
 
4.2.1. Estructura de Desplazamiento escáner 3D. 
 
Para poder realizar un diseño de la estructura es necesario entender sus 
requerimientos físicos y técnicos.  
 
4.2.1.1. Requerimientos del Sistema. 
 
 Movimiento perpendicular al plano xy. 
 Ningún desplazamiento en las coordenadas (x,y). 
 Velocidad constante en el desplazamiento. 
 Minimizar vibraciones durante el recorrido. 
 Seguridad para evitar daños en el sensor. 
 Fácil manipulación y transporte del dispositivo. 
 
Teniendo en cuenta lo anterior, se optó por construir un sistema electromecánico que 
tiene un grado de libertad en sentido vertical y donde el movimiento es generado por 
un motor DC acoplado a un tornillo sin fin como se puede observar en la Figura 4.2. 
 
 
Figura 4.2. Sistema Electromecánico. 
 
4.2.1.2.  Sistema Mecánico. 
 
La estructura mecánica consta de dos etapas que permiten el desplazamiento vertical 
del láser y son: 
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4.2.1.2.1. Sistema de Desplazamiento. 
 
Esta etapa consta de un tornillo sin fin acoplado a un motor DC que al ser excitado 
con una tensión permite generar un desplazamiento a la base donde se apoya el sensor  
se puede observar en la Figura 4.3. 
 
 
Figura 4.3. Sistema de Desplazamiento. 
 
 
 Tornillo sin fin:  
 
Se utilizó este tornillo porque ofrece estabilidad durante el desplazamiento del objeto 
y evita el retroceso de la base si el motor presenta alguna falla durante su 
funcionamiento, evitando daños en el sensor. Para el sistema se utilizó un tornillo de 
1.27 cm de diámetro y 1.5 m de largo, ya que es el único que se encuentra en el 
mercado que sobrepasa la medida de 1 m.  
 
El tornillo se puede observar en la Figura 4.4.  
 
 
Figura 4.4. Tornillo sin fin. 
 54 
 
 Motor Eléctrico: 
 
El motor genera el movimiento rotacional del tornillo. Para este prototipo se utilizó 
un motor DC extraído de las plumillas de un automóvil; se escogió este motor entre 
otros porque tiene el torque necesario para desplazar el sensor y brinda la facilidad 
para la inversión de giro. 
 
El acople del motor con el tornillo se hizo por medio de un material anti vibratorio, 
que filtra la propagación de ondas hacia el tornillo y solo transfiere el movimiento 
giratorio generado por el motor. 
 
En la Figura 4.5. Se puede observar el motor utilizado y su acople al sistema 
mecánico.  
 
Figura 4.5. Motor eléctrico.  
 Estructura de Agarre:  
 
Esta etapa tiene con fin brindarle estabilidad al sensor durante su recorrido, para 
diseñar esta estructura se utilizaron 2 ángulos de aluminio de 1.70 m y 2 soportes  en 
los extremos que tienen como función acoplar el tornillo a esta estructura. 
 
Se escogió el aluminio como material de trabajo, debido a que este metal brinda 
rigidez y un peso ligero. Sin embargo es necesario acoplar una tabla de madera con el 
fin de minimizar las vibraciones producidas por el movimiento del tornillo y el motor 
generando esto un aumento en el peso adicional en el dispositivo. 
  
Los ángulos tienen como función guiar el desplazamiento de la base y ser un punto de 
apoyo para los soportes. A estos ángulos se les acopló 2 guías en aluminio que tiene 
como función evitar movimientos indebidos en la base por flexión del tornillo. 
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La estructura se puede observar en la Figura 4.6. 
 
 
Figura 4.6. Estructura de agarre.  
 
Los soportes que se acoplaron en los extremos de la estructura tienen como función, 
evitarle fuerzas indebidas al motor; ya que en ellos descansa el peso del tornillo y la 
base. Estos soportes cuentan con un rodamiento que evita fricción con el tornillo 
quitando carga al motor, como se puede observar en la Figura 4.7. 
 
 
Figura 4.7. Soportes de la estructura de agarre. 
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 Base del Sensor:  
 
La base se diseñó en aluminio para obtener un peso ligero reduciendo el esfuerzo del 
motor, a su vez este material ofrece una buena conductividad del calor, aprovechando 
este para disipar el calor que genera el sensor. La base tiene agarre en 2 puntos por 
medio de dos tuercas de 1.27 cm de diámetro acopladas a platinas de aluminio que 
hacen más efectivo el recorrido. Para evitar desgaste por fricción entre la base y la 
estructura de agarre, se utilizó teflón en las esquinas evitando el roce entre los 
metales. 
 
A las placas de aluminio se les ensambló una balinera que permite el desplazamiento 
por la guía sin que la base presente movimientos indeseables. 
 
El diseño de la base se puede observar en la Figura 4.8. 
 
 
Figura 4.8. Base para el Sensor. 
4.2.1.3.  Sistema Electrónico. 
 
El sistema electrónico tiene como función generar la potencia necesaria para 
alimentar el motor y controlar el desplazamiento de la base durante el recorrido 
requerido. 
 
Para desarrollar este sistema se diseñaron 2 etapas que son: 
 
4.2.1.3.1.  Etapa de Control. 
 
La etapa de control se basa en un PIC 16F876A de la marca microchip [39] el cual se 
encarga  de coordinar junto con 2 pulsadores el inicio o fin de la medida. Además 
proporciona las señales para el sentido de giro del motor y para el fin del algoritmo de 
adquisición de puntos.  
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 Comunicación entre PIC y PC: 
 
o Requerimientos técnicos 
 
El microcontrolador debe comunicarse con el algoritmo de adquisición de puntos para 
poder conocer la posición de la base durante la medida, este intercambio de 
información debe realizarse por medio de un protocolo de comunicación que 
garantice velocidad y confiabilidad de los datos.  
 
o Comunicación Serial 
 
Para realizar esta tarea se eligió el protocolo de comunicación serial, ya que esta 
herramienta permite una fácil implementación en ordenador y cumple con los 
requerimientos. En los computadores actuales donde se procesará el algoritmo de 
adquisición de puntos, cuentan con puertos USB, pero el microcontrolador cuenta con 
un módulo USART, para solucionar este inconveniente, se utilizó un conversor USB 
a serial, el cual permite tener un puerto DB9 para la transmisión y recepción de datos. 
 
El conversor se puede observar en la Figura 4.9. 
 
 
Figura 4.9. Convertidor USB-Serial Trendnet Db9.  
 
 Módulo USART (universal synchronous asynchronous receiver transmitter): 
 
La comunicación serial con el microntrolador se realizó con el módulo USART [39] 
el cual tiene la configuración para la transmisión y recepción de información en 
forma serial. Este módulo puede ser configurado como un sistema dúplex asíncrono 
completo que puede comunicarse con los dispositivos periféricos tales como 
terminales CRT, computadoras, etc. También se puede configurar como medio 
sistema dúplex sincrónico para comunicarse con dispositivos periféricos como  
convertidores A/D o D/A. 
 
 Configuración USART 
 
Este módulo  puede configurarse en los siguientes modos: 
 
Asíncrono- (full dúplex) 
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Síncrono - Maestro (half duplex) 
Síncrono - Esclavo (half duplex) 
 
Para la comunicación del sistema de control se utilizó el modo asíncrono ya que este 
no depende de un ciclo de reloj para el transmisor y el receptor. 
 
 Modo Asíncrono 
 
Este modo establece un tráfico de información entre el emisor y el receptor de manera 
diferida en el tiempo, es decir, que no comparten el mismo reloj. [39]  
 
Para lograr este concepto en la comunicación serial el primer bit de la trama es un bit 
de inicio, los siguientes bit son la información y  el último bit es de paro del proceso 
como se puede observar en  la Figura 4.10. 
 
 
Figura 4.10. Trama de información en comunicación serial asíncrona. 
 
Para configurar el USART  en modo asíncrono se deben seguir los siguientes pasos: 
 
 Configurar el registro de transmisión TXSTA con el valor binario ‘00100100,  
 
Esta configuración habilita la transmisión con TXEN, selecciona el modo asíncrono 
con SYNC, el modo de alta velocidad con BRGH y deshabilita la opción de paridad.  
 
La configuración se puede observar en la Figura 4.11. 
 
 
 Figura 4.11. Configuración Registro TXSTA. 
 
 Configurar el registro de recepción RCSTA con el valor binario ‘10010000’, 
como se observa en la Figura 4.12.  
 
Esta configuración habilita la recepción con CREN y el puerto serial con SPEN, los 
demás bit se configuran en cero, porque son modos para detección de errores. 
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 Figura 4.12. Configuración Registro RCSTA. 
 
 Cargar el registro BRGH con el valor decimal de 129 el cual se encuentra en 
la tabla de alta velocidad [39] para configurar la velocidad de transmisión y 
recepción a 9600 baudios. 
 
 Configurar el registro de interrupción INTCON con el valor binario 
‘11000000’, como se observa en la Figura 4.13. 
 
Por medio de esta configuración se habilita el permiso global de interrupciones con 
GIE y el permiso de control de periféricos que no se controlan con INTCON por 
medio de PEIE. 
 
 
Figura 4.13. Configuración Registro INTCON. 
 
 Configurar el registro de permiso de interrupción PIE1 con el valor binario 
‘11000000’, como se observa en la Figura 4.14. 
 
Esta configuración habilita el permiso para la recepción con RCIE, no se debe activar 
la del permiso para la transmisión porque el módulo no opera correctamente. 
 
 
Figura 4.14. Configuración Registro PIE1. 
 
Con los pasos nombrados anteriormente ya se puede utilizar el microntrolador para 
enviar o recibir datos. 
 
Para realizar la transferencia de datos con un computador es necesario utilizar el 
MAX232 [39] que es un circuito integrado utilizado para adaptar niveles de tensión 
seriales del protocolo RS-232 (-12 v, 12 v) a niveles de tensión TTL (0 v, 5 v) y 
viceversa. 
 
Este integrado realiza esta conversión y permite la correcta comunicación entre los 2 
dispositivos. En la Figura 4.15 se puede observar el circuito para el acople de niveles 
de tensión. 
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Figura 4.15. Circuito para acople de tensiones. [40] 
 
 Funcionamiento Sistema de control: 
 
El sistema de control recibe caracteres para el movimiento manual de la base o un 
carácter para el arranque del algoritmo de adquisición de puntos, este debe enviar una 
señal de control al motor para que inicie el desplazamiento, cuando la medida llega a 
su fin por medio de la acción del pulsador, el microntrolador envía un carácter de 
paro para que se finalice el proceso de adquisición. 
 
El esquema de control se puede observar en la Figura 4.16. 
 
 
 
Figura 4.16. Esquema de control. 
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 4.2.1.3.2.  Etapa de Potencia. 
 
Esta etapa tiene como función generar la alimentación para el sistema electrónico y  
amplificar la señal de activación del motor el cual consume una corriente máxima de 
2 A a 12 v. 
 
En la Figura 4.17 se puede observar el circuito impreso diseñado. 
 
 
Figura 4.17. Circuito de la etapa de potencia. 
 
Para generar la alimentación del sistema, se diseñó una fuente DC por medio de un 
transformador monofásico de (12 v, 3 A), un rectificador de onda completa KBL04 
[41] y un condensador de 4.400 uF. [42] Esta señal DC se utiliza para alimentar el 
sistema de control y el sistema de potencia. Esto con el fin de proporcionar la energía 
necesaria que consume el motor. La etapa de alimentación garantiza los voltajes 
lógicos necesarios para la alimentación de la etapa de control, por medio de un 
regulador de voltaje 7805 [43]. 
 
En la Figura 4.18 se observa el diseño de la etapa de alimentación. 
 
 
Figura 4.18. Etapa de alimentación. 
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Debido al consumo de corriente del motor es necesario implementar una etapa de 
amplificación, la cual debe permitir controlar el sentido del giro del motor y evitar 
daños en el microntrolador por exceso de  corriente, ya que sus puertos solo pueden  
entregar 30 mA. 
 
Para controlar el giro del motor, se diseñó un puente H Figura 4.20 [4,5], por medio 
de cuatro transistores de potencia, dos TIP3055 y dos TIP2955 [44], esta 
configuración permite a los transistores actuar en la región de corte o saturación para 
trabajar como interruptores permitiendo la polarización deseada para alternar la 
polaridad de conexión y garantizar el sentido de giro deseado, como se puede 
observar en la Figura 4.19. 
 
.  
Figura 4.19. Funcionamiento del Puente H. 
 
Como se utilizó un motor DC que consume 2.20 A, se debe garantizar una corriente 
en base de 120 mA para activar los transistores,  pero el microcontrolador  no provee 
esta señal y por esta razón se debe realizar  una etapa de preamplificación la cual 
proporciona una ganancia a la señal de control evitando daños en el sistema de 
control. [45] 
 
La amplificación de corriente para el TIP2955 se puede observar en la Figura 4.20. 
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Figura 4.20. Circuito de amplificación de corriente para activación de transistor 
TIP2955. 
 
La amplificación de corriente para el TIP3055 se puede observar en la Figura 4.21. 
 
 
Figura 4.21. Circuito de amplificación de corriente para activación de transistor 
TIP3055. 
 
En la Figura 4.22 se puede observar el  circuito diseñado e implementado que 
amplifica las señales de control para que el motor gire. 
 
 
Figura 4.22. Circuito de Control de Giro de Motor DC. 
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4.2.2. Algoritmos implementados. 
 
Estos métodos se encargan de realizar la adquisición para la generación del modelo 
tridimensional, filtrado de ruido y detección de bordes.  
 
Para la adquirir el escaneo es necesario interactuar con la estructura electromecánica, 
por esta razón se plantearon 3 algoritmos, dos de ellos diseñados en C++ y 
compilados con roscpp y otro diseñado en assembler y compilado en MPLAB ®. 
 
Los algoritmos en C++ se dividen en adquisición y procesamiento, el diagrama de 
flujo de cada uno se puede observar a continuación y sus correspondientes códigos se 
pueden ver en el anexo 1 y anexo 2. 
 
4.2.2.1. Algoritmo de Adquisición. 
 
Este algoritmo se encarga de procesar los datos adquiridos por el driver hokuyo_node 
[30] y los transforma en una nube puntos que representa los valores físicos reales de 
la medida.  Este método debe enviar una señal al sistema de control para iniciar la 
medida  y una debe chequear la recepción de un carácter de fin para guardar la nube 
punto generada. 
El diagrama de flujo que representa el algoritmo desarrollado se puede observar en la 
Figura 4.23 y su código en el anexo 1. 
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Figura 4.23. Algoritmo de adquisición. 
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4.2.2.2. Algoritmo de Filtrado y generación de bordes. 
 
La nube de puntos adquirida presenta datos atípicos y estos afectan 
considerablemente la medida, por esta razón se implementó un algoritmo que se 
encarga de filtrar los datos obtenidos por medio de la librería PCL, como se explicó 
en el capítulo 3 y así garantizar mayor precisión.  
 
Para obtener las distancias requeridas en la medida, el algoritmo  halla los bordes de 
la pieza escaneada eliminando la información que no es necesaria y así obtener la 
información deseada por el usuario. 
 
El proceso de extracción de medidas consta de dos etapas dependiendo de la 
coordenada, para las distancias en y, se deriva con respecto a x punto a punto y para 
las distancias en z se deriva respecto a x el promedio de una línea de escaneo.  
Con la definición de derivada que se observa en la ecuación 4.1 se obtiene los bordes 
de la nube de puntos y con estos bordes se hallan las distancias que se desean obtener. 
      
           
 
 (4.1) 
Al obtener la derivada se compara con un valor determinado, donde la derivada sea 
mayor a este valor aparece un borde en la nube de puntos. 
En la Figura 4.24 se puede observar un ejemplo del resultado de la extracción de 
bordes. 
 
Figura 4.24. Detección de bordes. 
El diagrama de flujo que representa el algoritmo de filtrado y detección de bordes se 
puede observar en la Figura 4.25 y su  respectivo código en el anexo 2. 
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Figura 4.25 Algoritmo de filtrado y generación de bordes. 
 
 
4.2.2.3. Algoritmo de Control. 
 
Este algoritmo se implementó en lenguaje de programación  assembler y es el 
encargado de sincronizar el hardware con el software, es decir, que sincroniza el 
movimiento del motor y el algoritmo de adquisición, esto con la finalidad de reducir 
los datos erróneos. 
 
El diagrama de flujo que representa el algoritmo de control se puede observar en la 
Figura 4.26 y su  respectivo código en el anexo 3. 
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Figura 4.26. Algoritmo de control. 
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CAPÍTULO 5. ANALISIS Y RESULTADOS 
 
Para poner a prueba el prototipo desarrollado en el presente proyecto, los autores 
contactaron a la empresa Electrigas de la ciudad de Pereira, Risaralda, la cual 
proporcionó cilindros de gas fabricados bajo la norma técnica Colombiana NTC 522-
1, 5ta actualización. 
 
La empresa facilitó tres ejemplares del mismo tipo, es decir se tomaron tres cilindros 
de 10 lb, 20 lb y 40 lb, y de cada uno se tomaron tres medidas obteniendo un total de 
27 nubes de puntos, cada una con un aproximado de un millón trescientos mil puntos, 
a estas se les aplicó un filtrado estadístico para eliminar el ruido que se presenta en la 
adquisición, después se aplica la derivada para extraer los bordes como se explicó en 
el capítulo 4 , así con los bordes y el algoritmo desarrollado se implementó el método 
para la obtención de medidas. 
 
Los modelos de los diferentes cilindros escaneadas se pueden observar en las Figuras 
5.1, 5.2 y 5.3. En estas imágenes se aprecia la foto del cilindro y su respectivo 
modelo tridimensional obtenido. 
 
5.1. Generación de Escaneo Tridimensional. 
 
 
Figura 5.1. Cilindro de Gas de 10 lb y escaneo tridimensional de la pieza. 
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Figura 5.2. Cilindro de Gas de 20 lb y escaneo tridimensional de la pieza. 
 
 
 
Figura 5.3. Cilindro de Gas de 40 lb y escaneo tridimensional de la pieza. 
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5.2. Filtrado y Extracción de Bordes. 
 
Las nubes de puntos después de su filtrado y extracción de bordes se puede observar 
en las Figuras 5.4, 5.5 y 5.6. 
 
 
Figura 5.4. Extracción de bordes cilindro de 10 lb.  
 
 
Figura 5.5. Extracción de bordes cilindro de 20 lb.  
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Figura 5.6. Extracción de bordes cilindro de 40 lb.  
 
5.3. Análisis de Medidas. 
 
El algoritmo de filtrado y detección de bordes entrega catorce mil puntos 
aproximadamente, para un total de siete mil distancias del cilindro. Para el análisis 
estadístico se tuvieron en cuenta las distancias A, C y D como se puede observar en la 
Figura 5.7, correspondiente a las medidas entregadas por el fabricante de los 
cilindros. 
 
De las siete mil distancias entregadas por el algoritmo se tomó una muestra de 130 
medidas de cada una de los 27 cilindros escaneados, para el análisis de A, C y D. 
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Figura 5.7. Medidas Cilindros de Gas.  
 
En la Tabla 5.1 se puede observar los promedios de la medida de la distancia A para 
el cilindro de 40 lb, se evidencia el error porcentual hallado con respecto a la medida 
real entregada por el fabricante. Los datos presentan repetibilidad en las medidas 
entregadas por el prototipo experimental y obedecen a la incertidumbre del sensor. 
 
Medida Distancia A 
CILINDRO 40 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,187826514 0,189 0,6208921 
CILINDRO 1_2 0,188354351 0,189 0,341613 
CILINDRO 1_3 0,185725469 0,189 1,7325563 
CILINDRO 2_1 0,183106807 0,189 3,1180917 
CILINDRO 2_2 0,187821263 0,189 0,6236701 
CILINDRO 2_3 0,185368412 0,189 1,9214753 
CILINDRO 3_1 0,188086229 0,189 0,4834765 
CILINDRO 3_2 0,180440424 0,189 4,5288761 
CILINDRO 3_3 0,184113572 0,189 2,5854116 
TOTAL 0,185649227 0,189 1,7728959 
Desviación estándar 0,002710015   
Tabla 5.1. Análisis Estadístico de la distancia A para cilindro de 40 lb. 
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En la Figura 5.8 se observa la evolución del error porcentual de la medida y se 
evidencia un error aleatorio, el cual presenta un mínimo de 0,34161305% y un 
máximo de 4.52887614%. 
 
 
Figura 5.8. Error porcentual de la medida A en cilindro de 40 lb.  
 
En la Tabla 5.2 se observa el promedio de las medidas obtenidas por el prototipo 
experimental para la distancia A en el cilindro de 20 lb, se calculó error porcentual en 
base a la medida proporcionada por el fabricante. En los datos se observa 
repetibilidad en la medida y se evidencia la incertidumbre del sensor. 
 
Medida Distancia A 
CILINDRO 20 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,194735209 0,189 3,03450233 
CILINDRO 1_2 0,196297288 0,189 3,86099883 
CILINDRO 1_3 0,191616001 0,189 1,38412766 
CILINDRO 2_1 0,189378017 0,189 0,2000088 
CILINDRO 2_2 0,192327031 0,189 1,76033379 
CILINDRO 2_3 0,19234155 0,189 1,768016 
CILINDRO 3_1 0,190900621 0,189 1,0056194 
CILINDRO 3_2 0,187798559 0,189 0,63568315 
CILINDRO 3_3 0,18832474 0,189 0,35728055 
TOTAL 0,191524335 0,189 1,33562701 
Desviación estándar 0,002817931   
Tabla 5.2. Análisis Estadístico de la distancia A para cilindro de 20 lb. 
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En la Figura 5.9 se evidencia el comportamiento del error porcentual para las distintas 
medidas, donde se observa una aleatoriedad de los datos, con un mínimo de 
0,200008801% y un máximo de 3,860998831%. 
 
 
Figura 5.9. Error porcentual de la medida A en cilindro de 20 lb.  
 
Para el cilindro de 10 lb se calculó el error porcentual con respecto a la medida 
proporcionada por el fabricante, se puede observar la desviación estándar 
concluyendo que los datos presentan repetibilidad y obedecen a la incertidumbre del 
sensor como se puede evidenciar en la Tabla 5.3. 
 
Medida Distancia A 
CILINDRO 10 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,196334543 0,189 3,8807105 
CILINDRO 1_2 0,19151953 0,189 1,3330846 
CILINDRO 1_3 0,18706093 0,189 1,0259629 
CILINDRO 2_1 0,186488177 0,189 1,3290069 
CILINDRO 2_2 0,191802403 0,189 1,482753 
CILINDRO 2_3 0,189885891 0,189 0,4687253 
CILINDRO 3_1 0,18385363 0,189 2,7229471 
CILINDRO 3_2 0,188215653 0,189 0,4149985 
CILINDRO 3_3 0,194114652 0,189 2,7061649 
TOTAL 0,18991949 0,189 0,4865025 
Desviación estándar 0,003944963   
Tabla 5.3. Análisis Estadístico de la distancia A para cilindro de 10 lb. 
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En la Figura 5.10 se observa la evolución del error porcentual de la medida y se 
evidencia un error aleatorio, el cual presenta un mínimo de 0,41499848% y un 
máximo de 3,88071051%. 
 
 
Figura 5.10. Error porcentual de la medida A en cilindro de 10 lb.  
 
En la Tabla 5.4 se observa el promedio de las medidas obtenidas por el prototipo 
experimental para la distancia C en el cilindro de 40 lb, se calculó error porcentual en 
con respecto a la medida proporcionada por el fabricante. En los datos se observa un 
comportamiento similar a la medida de la distancia A, con repetibilidad en la medida 
y errores porcentuales similares. 
 
Medida Distancia C 
CILINDRO 40 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,318171276 0,308 3,302362256 
CILINDRO 1_2 0,315399336 0,308 2,402381685 
CILINDRO 1_3 0,315218879 0,308 2,343791799 
CILINDRO 2_1 0,311394247 0,308 1,102028096 
CILINDRO 2_2 0,312541797 0,308 1,474609265 
CILINDRO 2_3 0,314669849 0,308 2,165535459 
CILINDRO 3_1 0,311297199 0,308 1,07051925 
CILINDRO 3_2 0,313933288 0,308 1,926392192 
CILINDRO 3_3 0,315153558 0,308 2,3225837 
TOTAL 0,314197714 0,308 2,012244856 
Desviación estándar 0,00219365   
Tabla 5.4. Análisis Estadístico de la distancia C para cilindro de 40 lb. 
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En la Figura 5.11 se evidencia el comportamiento del error porcentual para las 
distintas medidas, donde se observa una aleatoriedad de los datos, con un mínimo de 
1,07051925% y un máximo de 3,302362256%. 
 
 
Figura 5.11. Error porcentual de la medida C en cilindro de 40 lb.  
 
En la Tabla 5.5 se puede observar los promedios de la medida de la distancia C para 
el cilindro de 20 lb, se evidencia el error porcentual hallado con respecto a la medida 
real entregada por el fabricante. Los datos presentan repetibilidad en las medidas 
entregadas por el prototipo experimental y obedecen a la incertidumbre del sensor. 
 
Medida Distancia C 
CILINDRO 20 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,313082994 0,308 1,65032274 
CILINDRO 1_2 0,311664358 0,308 1,1897266 
CILINDRO 1_3 0,312563083 0,308 1,48152053 
CILINDRO 2_1 0,312250944 0,308 1,38017666 
CILINDRO 2_2 0,316377876 0,308 2,72008965 
CILINDRO 2_3 0,313198787 0,308 1,6879178 
CILINDRO 3_1 0,313277188 0,308 1,71337278 
CILINDRO 3_2 0,317053902 0,308 2,93957867 
CILINDRO 3_3 0,318222786 0,308 3,31908622 
TOTAL 0,314187991 0,308 2,00908796 
Desviación estándar 0,002373787   
Tabla 5.5. Análisis Estadístico de la distancia C para cilindro de 20 lb. 
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En la Figura 5.12 se observa la evolución del error porcentual de la medida y se 
evidencia un error aleatorio, el cual presenta un mínimo de 1,71337278% y un 
máximo de 2,93957867%. 
 
 
Figura 5.12. Error porcentual de la medida C en cilindro de 20 lb.  
 
Para el cilindro de 10 lb se calculó el error porcentual con respecto a la medida 
proporcionada por el fabricante, se puede observar la desviación estándar 
concluyendo que los datos presentan repetibilidad y obedecen a la incertidumbre del 
sensor como se puede evidenciar en la Tabla 5.6. 
 
Medida Distancia C 
CILINDRO 10 LB Promedio Medida [Y] Medida Real Error % 
CILINDRO 1_1 0,31691387 0,308 2,89411361 
CILINDRO 1_2 0,313733047 0,308 1,8613789 
CILINDRO 1_3 0,312939656 0,308 1,60378443 
CILINDRO 2_1 0,310443483 0,308 0,79333874 
CILINDRO 2_2 0,313719065 0,308 1,85683923 
CILINDRO 2_3 0,313430468 0,308 1,76313887 
CILINDRO 3_1 0,313875249 0,308 1,90754829 
CILINDRO 3_2 0,315993671 0,308 2,59534766 
CILINDRO 3_3 0,314897622 0,308 2,23948758 
TOTAL 0,313994014 0,308 1,94610859 
Desviación estándar 0,001855196   
Tabla 5.6. Análisis Estadístico de la distancia C para cilindro de 10 lb. 
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En la Figura 5.13 se evidencia el comportamiento del error porcentual para las 
distintas medidas, donde se observa una aleatoriedad de los datos, con un mínimo de 
0,79333874% y un máximo de 2,89411361%. 
 
 
Figura 5.13. Error porcentual de la medida C en cilindro de 10 lb.  
 
En la Tabla 5.7 se observa el promedio de las medidas obtenidas por el prototipo 
experimental para la distancia D en el cilindro de 10 lb, se calculó error porcentual en 
con respecto a la medida proporcionada por el fabricante. En los datos se observa una 
mejora en el error con respecto a las distancias A y C, porque esta medida es respecto 
a la coordenada z y esta cuenta con una calibración previa por software. 
 
Medida Distancia D 
CILINDRO 10 LB  Medida [Z] Medida Real Error % 
CILINDRO 1_1 0,43693751 0,44 0,69602045 
CILINDRO 1_2 0,4451732 0,44 1,17572727 
CILINDRO 1_3 0,43706253 0,44 0,66760682 
CILINDRO 2_1 0,4380625 0,44 0,44034091 
CILINDRO 2_2 0,44687501 0,44 1,56250227 
CILINDRO 2_3 0,43866893 0,44 0,30251591 
CILINDRO 3_1 0,4280635 0,44 2,71284091 
CILINDRO 3_2 0,44166693 0,44 0,37884773 
CILINDRO 3_3 0,44532208 0,44 1,20956364 
TOTAL 0,439759132 0,44 0,05474268 
Desviación estándar 0,005816163   
Tabla 5.7. Análisis Estadístico de la distancia D para cilindro de 40 lb. 
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En la Figura 5.14 se observa la evolución del error porcentual de la medida y se 
evidencia un error aleatorio, el cual presenta un mínimo de 2,71284091% y un 
máximo de 0,30251591%. 
 
 
Figura 5.14. Error porcentual de la medida D en cilindro de 40 lb.  
 
Para el cilindro de 20 lb se calculó el error porcentual con respecto a la medida 
proporcionada por el fabricante, se puede observar la desviación estándar 
concluyendo que los datos presentan repetibilidad y su error es bajo gracias a la 
calibración de la coordenada z, como se puede evidenciar en la Tabla 5.8. 
Medida Distancia D 
CILINDRO 20 LB  Medida [Z] Medida Real Error [mm] 
CILINDRO 1_1 0,53893541 0,537 0,36041155 
CILINDRO 1_2 0,5371732 0,537 0,03225326 
CILINDRO 1_3 0,53906268 0,537 0,38411173 
CILINDRO 2_1 0,53616752 0,537 0,15502421 
CILINDRO 2_2 0,53887501 0,537 0,34916387 
CILINDRO 2_3 0,54066852 0,537 0,68315084 
CILINDRO 3_1 0,536086221 0,537 0,17016369 
CILINDRO 3_2 0,53666389 0,537 0,06259032 
CILINDRO 3_3 0,53432564 0,537 0,49801862 
TOTAL 0,537550899 0,537 0,10258827 
Desviación estándar 0,001970594   
Tabla 5.8. Análisis Estadístico de la distancia C para cilindro de 20 lb. 
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En la Figura 5.15 se evidencia el comportamiento del error porcentual para las 
distintas medidas, donde se observa una aleatoriedad de los datos, con un mínimo de 
0,03225326% y un máximo de 0,68315084%. 
 
 
Figura 5.15. Error porcentual de la medida D en cilindro de 20 lb.  
 
En la Tabla 5.9 se puede observar los promedios de la medida de la distancia D para 
el cilindro de 40 lb, se evidencia el error porcentual hallado con respecto a la medida 
real entregada por el fabricante. Los datos presentan repetibilidad y el error es bajo. 
Medida Distancia D 
CILINDRO 40 LB  Medida [Z] Medida Real Error % 
CILINDRO 1_1 0,82493541 0,821 0,393541 
CILINDRO 1_2 0,8201732 0,821 0,08268 
CILINDRO 1_3 0,81997268 0,821 0,102732 
CILINDRO 2_1 0,82216752 0,821 0,116752 
CILINDRO 2_2 0,8198773 0,821 0,11227 
CILINDRO 2_3 0,82066852 0,821 0,033148 
CILINDRO 3_1 0,81898622 0,821 0,201378 
CILINDRO 3_2 0,82344269 0,821 0,244269 
CILINDRO 3_3 0,8232564 0,821 0,22564 
TOTAL 0,821497771 0,821 0,04977711 
Desviación estándar 0,002026181   
Tabla 5.9. Análisis Estadístico de la distancia C para cilindro de 40 lb. 
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En la Figura 5.16 se evidencia el comportamiento del error porcentual para las 
distintas medidas, donde se observa una aleatoriedad de los datos, con un máximo de 
1,07051925% y un mínimo de 0,08268%. 
 
 
Figura 5.16. Error porcentual de la medida D en cilindro de 10 lb.  
 
Con el fin de hacer más robusto el análisis estadístico del prototipo experimental, se 
optó por medir un transformador monofásico como se puede observar en la Figura 
5.18, ya que al medir una pieza metalúrgica diferente se garantizará que la maquina 
es apta para medir cualquier forma geométrica.  
 
Para el análisis estadístico de esta pieza se tuvo en cuenta la distancia A, 
correspondiente a una medida de la coordenada y, esta se puede observar en la Figura 
5.17. Se analizaron 24 medidas entregadas por el prototipo experimental, para el 
análisis de A y los datos se pueden observar en la Tabla 5.10. 
 
 
Figura 5.17. Diagrama de distancia transformador monofásico. 
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Figura 5.18. Transformador monofásico y escaneo tridimensional. 
 
En la Tabla 5.10 se puede observar las diferentes medidas realizadas al transformador 
monofásico para la distancia A, se evidencia el error porcentual hallado con respecto 
a la medida real. Los datos presentan un comportamiento similar a las medidas 
tomadas en los cilindros de gas, con repetibilidad en los datos y errores similares. 
 
 
Distancia A Transformador Monofásico 
Numero de medida Medida Prototipo m Medida Real m Error % 
1 0,59090116 0,59 0,152738983 
2 0,59263111 0,59 0,445950847 
3 0,59295451 0,59 0,500764407 
4 0,59162486 0,59 0,2754 
5 0,59282002 0,59 0,477969492 
6 0,59241927 0,59 0,410045763 
7 0,59282208 0,59 0,478318644 
8 0,59084617 0,59 0,143418644 
9 0,58873777 0,59 0,213937288 
10 0,58922841 0,59 0,130777966 
11 0,58971905 0,59 0,047618644 
12 0,59383203 0,59 0,64949661 
13 0,59084617 0,59 0,143418644 
14 0,58922742 0,59 0,130945763 
15 0,59283118 0,59 0,479861017 
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16 0,59265443 0,59 0,44990339 
17 0,593564523 0,59 0,60415642 
18 0,593801577 0,59 0,644335026 
19 0,593990366 0,59 0,676333156 
20 0,59084617 0,59 0,143418644 
21 0,58922742 0,59 0,130945763 
22 0,587258373 0,59 0,464682556 
23 0,5898769 0,59 0,020864388 
24 0,593801577 0,59 0,644335026 
25 0,593303656 0,59 0,559941731 
26 0,590261967 0,59 0,044401269 
27 0,58922742 0,59 0,130945763 
Desviación Estándar 0,001919525 
 Tabla 5.10. Análisis Estadístico de la distancia A para transformador monofásico. 
 
En la Figura 5.19 se evidencia el comportamiento del error porcentual para las 
distintas medidas hechas en el transformador, donde se observa una aleatoriedad de 
los datos, con un máximo de 0,676333156% y un mínimo de 0,020864388%. 
 
 
Figura 5.19. Error porcentual de la medida A en Transformador Monofásico. 
Analizando los diferentes datos, tablas y Figuras, se puede concluir que el prototipo 
experimental presenta una repetitividad en las medidas, gracias a las características 
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técnicas del sensor Hokuyo UTM30LX. El error porcentual de las diferentes medidas 
es bajo, debido al filtro estadístico aplicado, ya que esta herramienta elimina datos 
atípicos que distorsionan el cálculo de las distancias, lo cual conlleva a mejorar la 
confiabilidad en la medida.  
El error porcentual de las medidas en la coordenada z es más bajo que en la 
coordenada y, debido a que esta coordenada es agregada y calibrada por software. 
El error porcentual más grande presente en las mediciones es de 4.52887614% 
obteniendo una buena exactitud en la medida. Es importante resaltar que el prototipo 
está inhabilitado para medir piezas pequeñas (tornillos, tuercas, entre otras), porque 
su medida para este tipo de longitudes no es exacta, ya que puede llegar a desviarse 
hasta un centímetro de la medida real. 
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6. CONCLUSIONES 
 
 Existe un problema entre ROS y el sensor que afecta la apertura del ángulo de 
escaneo, obligando a determinar experimentalmente este parámetro. Las 
herramientas proporcionadas por ROS para la generación de nubes de puntos 
no se utilizaron debido que su costo computacional es significativamente alto 
agregando retardo en la adquisición y procesamiento de los datos, por esta 
razón se implementó un proceso más transparente que corrige lo 
anteriormente mencionado.  
 
 
 El método planteado para agregar la coordenada z por medio del movimiento 
del sensor es correcto, esto se puede evidenciar en las Figuras 5.1, 5.2 y 5.3, 
pero para obtener una confiabilidad en la medida se debe calibrar el prototipo 
experimental, ya que las rpm del motor cambian según la tensión de 
alimentación, la cual no es constante. Para solucionar este problema se debe 
realizar una  etapa de regulación que cumpla con los requerimientos de 
potencia necesarios y/o desarrollar un control de velocidad.  
 
 
 El prototipo experimental es dependiente de la velocidad con la que se mueve 
el sensor, ya que al variar este parámetro se puede llegar aumentar la cantidad 
de información lo cual conllevaría a obtener una nube de puntos con exceso 
de datos creando una carga computacional alta, pero lo anterior garantiza una 
excelente muestra poblacional para un proceso estadístico y al ser un escaneo 
por líneas se podría determinar una falla (golpes, hendiduras, entre otros) en la 
pieza. Para mejorar la eficiencia de los algoritmos desarrollados, se debe 
diseñar una estructura electromecánica más eficiente y eficaz que mejore el 
tiempo de escaneo garantizando los requerimientos nombrados en el diseño. 
 
 Las medidas obtenidas por el prototipo experimental están basadas en la hoja 
de datos del sensor, es decir, que no se está realizando ningún proceso 
estadístico para mejorar la confiabilidad en la medida.  
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7. TRABAJOS FUTUROS 
 
 Diseñar un algoritmo de estimación de parámetros que permita obtener el 
modelo dinámico que tiene en cuenta las características intrínsecas del sensor 
y por medio este modelar la incertidumbre en los datos para obtener una 
confiablidad en la medida. Agregar otros tipos de sensores que funcionen en 
red y  por medio de técnicas de fusión de datos aumentar la precisión del 
prototipo. Para implementar el método nombrado anteriormente se hace 
pertinente emigrar a un sistema embebido que funcione en tiempo real y 
permita optimizar el método para la extracción de medidas. 
 
 Desarrollar una estructura electromecánica controlada para obtener un 
desplazamiento más rápido, sin vibraciones y constante, que garantice un 
control de calidad para un cien por ciento de las piezas de un lote de 
producción. 
 
 Diseñar un sensor de bajo costo que se intercomunique con la plataforma 
ROS, que cuente con un método de adquisición 3D que presente un error de 
bajo porcentaje a la hora de medir piezas de pequeño tamaño y pueda 
remplazar el Hokuyo UTM30LX. 
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Anexo 1. Código de adquisición y comunicación serial 
 
#include <stdio.h> 
#include <fstream> 
#include <iostream> 
#include <ros/ros.h> 
#include <sensor_msgs/LaserScan.h> 
#include <pcl_ros/point_cloud.h> 
#include <pcl/io/pcd_io.h> 
#include <pcl/point_types.h> 
#include <std_msgs/Char.h> 
#include <string.h> 
 
float c[1000],di,salx[720],saly[720],a,tiempo; 
double d; 
unsigned int i,puntos,tam; 
pcl::PointCloud<pcl::PointXYZ> nube,nubetotal,nubetotalz; 
ros::Time t1, t2; 
ros::Duration promedio=ros::Duration(0.0); 
char start='r'; 
 
void control(const std_msgs::Char cont) 
{ 
 start=cont.data; 
} 
 
void escaneo(const sensor_msgs::LaserScan datos) 
 
  { 
 ROS_INFO("%c",start); 
 if (start=='S') 
 { 
 t1= ros::Time::now(); 
 di=datos.angle_max-datos.angle_min; 
 puntos=floor(di/datos.angle_increment); 
 nube.width=datos.ranges.size(); 
 nube.height=1; 
 nube.is_dense = true; 
 nube.points.resize (nube.width * nube.height); 
 tiempo=datos.scan_time; 
 for (i=0;i<datos.ranges.size();i++) 
 { 
  c[i]=datos.ranges[i]-0.029; 
 
 
 nube.points[i].x=c[i]*cos((datos.angle_min+(i*datos.angle_incre
ment))); 
 
 nube.points[i].y=c[i]*sin((datos.angle_min+(i*datos.angle_incre
ment))); 
 } 
 
 tam=datos.ranges.size(); 
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 nubetotal += nube; 
 t2= ros::Time::now(); 
 promedio=t2-t1; 
 } 
 else 
 { 
  if (start== 'W') 
  { 
    ros::shutdown(); 
  } 
 } 
  } 
 
  int main(int argc, char** argv) 
  { 
    ros::init(argc, argv, "Datos_reales"); 
    ros::NodeHandle n; 
    std::string datos_sen = n.resolveName("/scan"); 
    std::string dato_serial = n.resolveName("/serialcom"); 
    ros::Subscriber sub = 
n.subscribe<sensor_msgs::LaserScan>(datos_sen,1, escaneo); 
    ros::Subscriber sub1 = 
n.subscribe<std_msgs::Char>(dato_serial,8, control); 
    ros::spin(); 
    std::cout<<"Guardando...."; 
    nubetotalz.width=tam; 
    nubetotalz.height=floor(nubetotal.width/tam); 
    nubetotalz.is_dense = true; 
    nubetotalz.points.resize (nubetotalz.width * nubetotalz.height); 
    d=0; 
    float des=(0.0025*tiempo); 
    for (size_t i = 0; i < nubetotalz.points.size (); ++i) 
       { 
        nubetotalz.points[i].x = nubetotal.points[i].x; 
            nubetotalz.points[i].y = nubetotal.points[i].y; 
            nubetotalz.points[i].z = d-0.006; 
            a++; 
            if (a>nubetotalz.width-1) { 
             d=d+des; 
             a=0; 
            } 
        } 
 
    pcl::io::savePCDFileASCII 
("/home/andres/ros_workspace/nube_sal.pcd",nubetotalz); 
    return 0; 
  } 
 
 
 
 
 
 
#include <ros/ros.h> 
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#include <cereal_port/CerealPort.h> 
#include <std_msgs/Char.h> 
#include <string.h> 
#define REPLY_SIZE 8 
#define TIMEOUT 1000 
 
int main(int argc, char** argv) 
{ 
 char entrada[REPLY_SIZE],w[REPLY_SIZE]="W"; 
 int control; 
 control=0; 
    ros::init(argc, argv, "Control"); 
    ros::NodeHandle n; 
    std_msgs::Char dato; 
    cereal::CerealPort device; 
 
    ros::Publisher pub= n.advertise<std_msgs::Char>("/serialcom", 
8); 
    // Direccion de puerto y velocidad en baudios 
    try{ device.open("/dev/ttyUSB0",9600); } 
    catch(cereal::Exception& e) 
    { 
        ROS_FATAL("No se pudo ingresar al puerto serial!!!"); 
        ROS_BREAK(); 
    } 
    ROS_INFO("El puerto serial fue abierto."); 
    std::cin>>control; 
    while(ros::ok()) 
    { 
        // Envio de caracter por puerto 
 
     device.write("S"); 
     dato.data='S'; 
     ROS_INFO("%c",dato.data); 
        try{ device.read(entrada, REPLY_SIZE, TIMEOUT); } 
        catch(cereal::TimeoutException& e) 
        { 
            ROS_ERROR("Timeout!"); 
        } 
        ROS_INFO("El dato enviado es %c", dato.data); 
        ROS_INFO("El dato recibido es %s", entrada); 
        if (entrada==w) 
        { 
         device.write("W"); 
         dato.data='W'; 
         ; 
        } 
 
        pub.publish(dato); 
        ros::spinOnce(); 
    } 
   } 
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Anexo 2. Código de procesamiento 
 
#include <iostream> 
#include <pcl/ModelCoefficients.h> 
#include <pcl/io/pcdio.h> 
#include <pcl/pointtypes.h> 
#include <pcl/sampleconsensus/methodtypes.h> 
#include <pcl/sampleconsensus/modeltypes.h> 
#include <pcl/segmentation/sacsegmentation.h> 
#include <pcl/filters/voxelgrid.h> 
#include <pcl/filters/extractindices.h> 
#include <pcl/filters/statisticaloutlierremoval.h> 
#include <pcl/filters/passthrough.h> 
#include <math.h> 
#include <stdlib.h> 
#include <stdio.h> 
 
int main (int argc, char** argv) 
{ 
    //Se crean las diferentes nubes de puntos 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloud (new pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloudfiltered (new pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloudfiltrada (new pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr bordes (new pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr dy (new pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr dz (new pcl::PointCloud<pcl::PointXYZ>); 
  // se carga el archivo PCD 
  pcl::io::loadPCDFile("/home/arley/rosworkspace/10libras/uno.pcd",*cloud); 
  //Se crean dos objetos de filtrado 
  pcl::StatisticalOutlierRemoval<pcl::PointXYZ> fil; 
  pcl::StatisticalOutlierRemoval<pcl::PointXYZ> filtro; 
  fil.setInputCloud(cloud); 
  fil.setMeanK(10); 
  fil.setStddevMulThresh(0.1); 
  fil.filter(*cloudfiltered); 
  filtro.setInputCloud(cloudfiltered); 
  filtro.setMeanK(50); 
  filtro.setStddevMulThresh(1); 
  filtro.filter(*cloudfiltrada); 
  pcl::PassThrough<pcl::PointXYZ> pass; 
  //se guarda la PCD filtrada 
  pcl::io::savePCDFileASCII ("/home/arley/rosworkspace/salida.pcd",*cloudfiltrada); 
  float de=0,contador=0,tam=0; 
  //Determinar la cantidad de puntos que son bordes por medio de la derivada 
  for (sizet i=0;i<cloudfiltered->size();++i) 
  { 
   de= (fabs(cloudfiltered->points[i+1].x-cloudfiltered->points[i].x))/0.1; 
   if (de>1) 
    { 
     contador++; 
     } 
  } 
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  de=0; 
  //Se redimensiona la nube de puntos de bordes y de distancias 
  bordes->height=1; 
  bordes->width=contador; 
  bordes->resize((bordes->height)*(bordes->width)); 
  dy->height=1; 
  dy->width=contador; 
  dy->resize((dy->height)*(dy->width)); 
  dz->height=1; 
  dz->width=contador; 
  dz->resize((dz->height)*(dz->width)); 
  // Se extraen los datos de interes, es decir, los bordes 
  for (sizet j=0;j<cloudfiltered->size();++j) 
    { 
     de= (fabs(cloudfiltered->points[j+1].x-cloudfiltered->points[j].x))/0.1; 
     if (de>1) 
         { 
      bordes->points[tam].x=cloudfiltered->points[j].x; 
      bordes->points[tam].y=cloudfiltered->points[j].y; 
      bordes->points[tam].z=cloudfiltered->points[j].z; 
      dy->points[tam].x=0; 
     dy->points[tam].y=cloudfiltered->points[j].y; 
       dy->points[tam].z=0; 
       dz->points[tam].x=0; 
       dz->points[tam].y=0; 
       dz->points[tam].z=cloudfiltered->points[j].z; 
       tam++; 
       } 
    } 
  // Se reducen los bordes a la menor cantidad posible 
  fil.setInputCloud(bordes); 
  fil.setMeanK(10); 
  fil.setStddevMulThresh(0.1); 
  fil.filter(*bordes); 
  //Se guardan las PCD'S de nuestro interes 
  pcl::io::savePCDFileASCII ("/home/arley/rosworkspace/bordes.pcd",*bordes); 
  pcl::io::savePCDFileASCII ("/home/arley/rosworkspace/yuno.pcd",*dy); 
  pcl::io::savePCDFileASCII ("/home/arley/rosworkspace/zuno.pcd",*dz); 
  return (0); 
} 
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Anexo 3. Código de control 
 
List p=16F876A 
include "P16F876A.INC" 
  
OM  EQU  21H 
DATOSTART EQU  22H 
DATOSTOP EQU  .87 
SUBE  EQU  .4 
ABAJO  EQU  .1 
   ORG  0X00 
   GOTO CONFI 
   ORG  0x04 
   GOTO INTERRUP  
 
CONFI   CLRF STATUS  
   MOVLW .4 
   MOVWF OM 
   CLRF DATOSTART 
   CLRF PORTB 
   CLRF PORTC 
   CLRF  PIR1 
   MOVLW   B'10010000' 
   MOVWF RCSTA ; conFiguracion del receptor 
   BSF  STATUS,RP0 
   CLRF TRISB ; configracion como salida 
    MOVLW   B'10000000'    ; RC7/RX entrada, 
          MOVWF   TRISC    
   MOVLW .6 
   MOVWF ADCON1 
   MOVLW B'00000011' 
   MOVWF TRISA  
   MOVLW  .129  
   MOVWF SPBRG ; 9600 baudios 
   MOVLW   B'00100100'  
   MOVWF TXSTA  ; conFiguracion del transmisor 
   MOVLW B'00100000' ; PIE RCIE Y TXIE 
   MOVWF PIE1 
   MOVLW   B'11000000'    ; Habilitación GIE PEIE 
                        MOVWF   INTCON 
   BCF  STATUS,RP0; banco 0 
      
PRINCIPAL  BTFSC OM,2 ; Determina si esta en operación manual o en  
   GOTO MANUAL ;operación automática 
   BTFSS PORTA,0 
   GOTO SUBA 
AUTO   MOVF DATOSTART,W ; Ingresa en modo automático 
   CALL  TABLA   ; Bajar el motor hasta que 
   MOVWF PORTB   ; llega al final de carrera 
   BTFSS PORTA,1 
   GOTO AUTO 
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   MOVLW DATOSTOP ; Carga el caracter w para ser enviado y  
   MOVWF TXREG   ; matar el nodo 
   BSF STATUS,RP0 
   BTFSS TXSTA,TRMT 
   GOTO $-1 
   BCF STATUS,RP0 
VERI   BTFSC PORTA,0 
   GOTO INICIA 
   MOVLW .5 
   CALL TABLA 
   MOVWF PORTB 
   GOTO VERI 
INICIA   MOVLW .4 
   MOVWF OM 
   GOTO PRINCIPAL 
 
MANUAL  MOVF OM,W ; Ingresa en modo manual y lee el dato que fue 
   CALL  TABLA ;transmitido desde el PC 
   MOVWF PORTB 
   GOTO PRINCIPAL 
SUBA   MOVLW .5 
   CALL  TABLA 
   MOVWF PORTB 
   GOTO PRINCIPAL 
  
INTERRUP      BTFSS RCREG,2 ;Interrupción de recepción del dato 
   GOTO CARGA 
   MOVF   RCREG,W       ;Lectura del dato recibido 
   ANDLW .7 
   MOVWF OM 
   GOTO CLEAR 
CARGA  MOVF   RCREG,W        ;Lectura del dato recibido 
   ANDLW .7 
   MOVWF DATOSTART 
   CLRF OM 
CLEAR       CLRF PIR1  
   RETFIE 
 
TABLA   ADDWF PCL,F  ;Tabla para mover el motor 
   RETLW .0 
   RETLW .0 
   RETLW .0 
   RETLW ABAJO 
   RETLW .0 
   RETLW SUBE 
   RETLW ABAJO 
   RETLW .0 
    
END 
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Anexo 4. Código de Filtrado y Medidas 
 
#include <iostream> 
#include <pcl/ModelCoefficients.h> 
#include <pcl/io/pcd_io.h> 
#include <pcl/point_types.h> 
#include <pcl/sample_consensus/method_types.h> 
#include <pcl/sample_consensus/model_types.h> 
#include <pcl/segmentation/sac_segmentation.h> 
#include <pcl/filters/voxel_grid.h> 
#include <pcl/filters/extract_indices.h> 
#include <pcl/filters/statistical_outlier_removal.h> 
#include <pcl/filters/passthrough.h> 
#include <math.h> 
#include <stdlib.h> 
#include <stdio.h> 
 
int main (int argc, char** argv) 
{ 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloud (new 
pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloud_filtered (new 
pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr cloud_filtrada (new 
pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr bordes (new 
pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr dy (new 
pcl::PointCloud<pcl::PointXYZ>); 
  pcl::PointCloud<pcl::PointXYZ>::Ptr dz (new 
pcl::PointCloud<pcl::PointXYZ>); 
  
pcl::io::loadPCDFile("/home/arley/ros_workspace/nube_sal.pcd",
*cloud); 
  pcl::StatisticalOutlierRemoval<pcl::PointXYZ> fil; 
  pcl::StatisticalOutlierRemoval<pcl::PointXYZ> filtro; 
  fil.setInputCloud(cloud); 
  fil.setMeanK(10); 
  fil.setStddevMulThresh(0.06); 
  fil.filter(*cloud_filtered); 
  filtro.setInputCloud(cloud_filtered); 
  filtro.setMeanK(10); 
  filtro.setStddevMulThresh(0.03); 
  filtro.filter(*cloud_filtrada); 
  pcl::PassThrough<pcl::PointXYZ> pass; 
  pcl::io::savePCDFileASCII 
("/home/arley/ros_workspace/salida.pcd",*cloud_filtrada); 
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  float de=0,contador=0,tam=0; 
  for (size_t i=0;i<cloud_filtered->size();++i) 
  { 
   de= (fabs(cloud_filtered->points[i+1].x-cloud_filtered-
>points[i].x))/0.1; 
   if (de>1) 
    { 
     contador++; 
     } 
  } 
  de=0; 
  bordes->height=1; 
  bordes->width=contador; 
  bordes->resize((bordes->height)*(bordes->width)); 
  dy->height=1; 
  dy->width=contador; 
  dy->resize((dy->height)*(dy->width)); 
  dz->height=1; 
  dz->width=contador; 
  dz->resize((dz->height)*(dz->width)); 
  float suma=0; 
  for (size_t j=0;j<cloud_filtered->size();++j) 
    { 
     de= (fabs(cloud_filtered->points[j+1].x-cloud_filtered-
>points[j].x))/0.1; 
     if (de>1) 
         { 
      bordes->points[tam].x=cloud_filtered-
>points[j].x; 
      bordes->points[tam].y=cloud_filtered-
>points[j].y; 
      bordes->points[tam].z=cloud_filtered-
>points[j].z; 
      dy->points[tam].x=0; 
     dy->points[tam].y=cloud_filtered->points[j].y; 
     suma=(dy->points[tam].y)+suma; 
       dy->points[tam].z=0; 
       dz->points[tam].x=0; 
       dz->points[tam].y=0; 
       dz->points[tam].z=cloud_filtered->points[j].z; 
       tam++; 
       } 
    } 
  fil.setInputCloud(bordes); 
  fil.setMeanK(4); 
  fil.setStddevMulThresh(0.01); 
  fil.filter(*bordes); 
  suma=suma/(dy->size()); 
  std::cout<<suma; 
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  pcl::io::savePCDFileASCII 
("/home/arley/ros_workspace/bordes.pcd",*bordes); 
  pcl::io::savePCDFileASCII 
("/home/arley/ros_workspace/yuno.pcd",*dy); 
  pcl::io::savePCDFileASCII 
("/home/arley/ros_workspace/zuno.pcd",*dz); 
  return (0); 
} 
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Anexo 5. Tabla de Medidas de Cilindros 
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Anexo 6. Datasheet Hokuyo UTM-30LX 
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