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Práce se zabývá implementací vývojového prostředí pro psaní shaderů GLSL. Popisuje návrh
a realizaci nástroje pro psaní a ladění shaderů, které je implementováno v knihovně Qt.
Je zde provedeno experimentování s výkonností GLSL shaderů, experiment je zaměřen na
příkazy řídící tok programu GLSL a na použití texturovacích příkazů v shaderech. Práce
vysvětluje funkce některých shaderů používaných v knihovně OpenGL. Aplikace vytvořená
v rámci této práce, je určena pro usnadnění tvorby grafických programů v knihovně OpenGL
3.3 a vyšší.
Abstract
This thesis deals with implementation of a debugging and development tool for GLSL shader
programming. In the text, you will find design of the application and it’s implementation in
Qt library. The thesis also includes performance testing with GLSL shaders. Experiments
were focused on commands of application control flow in GLSL and texturing commands
used in shaders. In the thesis, you will find explanation of the functionality of some shaders
used in OpenGL. Application developed in this thesis, is meant to help with implementation
of graphic programs programmed in OpenGL 3.3 or higher.
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V době psaní této práce nás počítače provází na každém kroku a s tím i počítačová grafika.
Od počátků, kdy počítačová grafika dosahovala kvality vyobrazení pár bodů, ale i to byl v té
době hodně velký úspěch, se vývoj tohoto odvětví značně změnil. Postupně se vylepšovaly
všechny části počítače. Způsoby vyobrazování informací a hardware, který se o vyobrazování
stará, nezůstávaly pozadu. Kdysi dávno se o vyobrazení staral CPU, ale protože se od tohoto
odvětví požadovalo čím dál tím víc výkonu, začal se vyrábět specializovaný hardware.
Tímto specializovaným hardwarem myslím grafickou kartu. Grafická karta je specializo-
vaná pro práci “jednoduchých” úkonů při obrovské paralelizaci. Výkon této karty se s po-
stupem času stále zvyšoval a tento trend platí i v době psaní práce. Postupně se uvažovalo
o lepším využití tohoto nemalého výkonu a tak vznikli shadery. Shader je malý program,
který se nahraje do grafické karty, a podle něj se pak provedou výpočty nutné pro vy-
obrazení dat na obrazovku. Díky tomuto zásahu se změnila v grafické kartě fixní pipeline
pro vyobrazení na programovatelnou. Programovatelná pipeline docela dost změnila přístup
programátorů k počítačové grafice. Předtím programátor přikázal grafické knihovně napří-
klad, chci pár světel a chci je zde, ale nyní si tohle všechno programátor programuje sám
v shaderu. Předá pozici a podle osvětlovacího modelu, který si sám naprogramoval, vypočítá
osvětlení. Výhoda tohoto přístupu je hlavně ta, že programátor může tuto scénu vyobrazit
přesně, jak vyžaduje on sám. Tato změna umožnila na grafických kartách výpočet pro různé
problematiky, které nemusejí přímo souviset s grafikou. Vznikly různé knihovny používající
tyto karty pro výpočet fyziky a různých jiných výpočtů, například pro simulaci dýmu, ohně,
velkých skupin samostatně uvažujících entit, obecně cokoli se dá úspěšně paralelizovat, se
dneska často počítá na grafické kartě.
Když jsem se já poprvé vážněji setkal s 3D grafikou, tak se prosazovala práce s shadery.
Shadery jsou sice malé prográmky, ale programovaná problematika často není triviální. Vý-
sledek výpočtu shaderů je obrázek na obrazovce. Syntaktické chyby v programu nám sice
odhalí překladač v grafické knihovně, ale sémantické chyby se velice špatně ladí. Nemáme
možnost si nastavit ladící výpisy (nejnovější verze OpenGL již podobnou funkcionalitu za-
čínají zavádět) a nebo jiným způsobem, než v podobě obrázku, získat informace o probí-
hajících výpočtech na shaderu. Další nevýhoda shaderu je, že musí být vytvořen nějaký
program. Tento program nám vytvoří okno, načte shader, přeloží shader a vyobrazí nám
tento shader na vytvořených 3D modelech. Většinou to pro nás znamená vypnout tento
program, upravit shadery, se kterými pracujeme, a poté znovu zapnout program a čekat
než se všechno zase načte a vytvoří. Hlavně díky tomuto zdlouhavému postupu jsem hledal
nějaký program, který by mi zjednodušil práci.
Tyto programy mi bohužel nevyhovovaly. Buď nebyly v aktivním vývoji, nebo byly za-
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měřené jenom na určité typy grafických karet. Tato skutečnost mě inspirovala pro vytvoření
programu. Programátorovi by umožnil pohodlněji vyvíjet shadery, bez dlouhých dob čekání
a přitom mu dával doplňující informace, které by pro něj mohly být podstatné. Vytvořím
program, který programátor bude moci použít pro vytvoření a editaci vlastního shader pro-
gramu, ale zároveň ho nebude nutit psát program, pro který bude tento shader potřebný.
Jako bonus programátor uvidí, o kolik je tento shader rychlejší, nebo pomalejší než jeho
předešlá verze a tudíž své shadery bude moci pohodlněji optimalizovat. Tento program jsem




Tato kapitola bude zaměřena na již existující programy, pro vývoj a ladění shaderů. Jsou
zde uvedeny programy, jak od malých vývojářských firem (či skupin), tak jsou zde i veliké
korporace, které si vytváří programy pro své vlastní grafické karty. Pro smysluplný vývoj
nového software je nutné vědět co již v této kategorii programů existuje. Návrh mojí aplikace
by měl vzít z těchto programů dobré nápady a měl by se jimi nechat inspirovat. Na druhou
stranu zjistit, čemu bych se měl vyvarovat, a které chyby nedělat.
2.1 NVIDIA Nsight
Tento vývojový nástroj je vyvíjen společností NVIDIA. Spíše než program je to přídavek
do již existujících IDE. V době psaní této práce je tento přídavek určen pro IDE Eclipse,
Visual Studio 2008 a 2010 verze. Za pomoci tohoto přídavku můžeme v těchto vývojových
nástrojích získat informace o tom, co se aktuálně na grafické kartě děje. Eclipse verze je
určena primárně pro vývoj pod Linux a Mac operačních systémech a Visual Studio je pak
určen primárně pro Windows. Jak jsem výše zmínil, tento nástroj je vyvíjen společností
NVIDIA, která vyrábí vlastní grafické karty. Díky tomu přesně vědí jak získat informace
na grafické kartě a tudíž tento program dává velice podrobné informace o aktuálním stavu
grafiky a aktuálním stavu shaderu, např. aktuální obsazenost paměti grafické karty, aktuální
využití GPU, počet zavolání příkazů vykreslení atd. Tento nástroj umí pracovat jak s GLSL
(OpenGL), tak s HLSL (DirectX) a zároveň podporuje i práci v knihovně CUDA a OpenCL,
které umožňují počítat na grafické kartě výpočty nesouvisející s grafickým výstupem.
Tyto přídavky umožňují editovat shadery za pomocí již existujících IDE, na kterých
tento nástroj staví. Výhoda a zároveň i nevýhoda toho přístupu je, že tyto IDE jsou sice
populární, ale ne každému mohou sedět. Někdo by mohl mít raději externí program, který
by nebyl závislý na již existujícím. Na druhou stranu se hodně lidí nebude muset učit
moc nového v době, kdy dané prostředí již předtím někdy používali. Jako nevýhodu tohoto
nástroje bych viděl hlavně použitelnost pouze pro grafické karty firmy NVIDIA. Pokud máte
jinou grafickou kartu, nebo vyvíjíte přenositelnou aplikaci, musíte pracovat více či méně bez
použití tohoto nástroje. Další nevýhodu vidím, že Eclipse a Visual Studio jsou, co se
používání týče, hodně rozdílné nástroje a tudíž i tyto přídavky jsou hodně rozdílné pro
používání. Pokud člověk potřebuje změnit vývojové prostředí, musí si zvyknout na něco
poněkud jiného, i když s Nsight už předtím pracoval. Kdyby Nsight byla samostatná aplikace
tento problém by nemusel vzniknout [13].
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Obrázek 2.1: NVIDIA Parallel Nsight [13]
2.2 GPU PerfStudio 2
Další vývojový nástroj je od společnosti AMD. Tento program obsahuje editor shaderů a
taky ladící a profilovací nástroj pro vývoj shaderů. Tento program podporuje v době psaní
práce DirectX 11 (také verze 10 a 10.1) a OpenGL 4.0. Podobně jako u NVIDIA Nsight 2.1
je zde podpora od výrobce grafických karet AMD a tudíž dokáže zobrazit velice přesné a
detailní informace o aktuálním vykreslování. Zajímavá možnost, co tento nástroj umožňuje,
je, že může fungovat na server klient architektuře po počítačové síťi. To se může hodit
například pro větší společnosti, kde více lidí vyvíjí za pomoci serveru.
Co se debugování a profilování týče dává uživateli možnost pozastavit vykreslování
snímku v určitém čase a procházet si jednotlivé informace o aktuální fázi vykreslování.
Editování shaderů tento nástroj umí pouze pro DirectX 11, a to jen scény s použitím jed-
noho shaderu. Z toho vyplývá, že je to výborný nástroj pro ladění shaderů, ale už není
tak dobrý pro psaní samotné. Nevýhoda této aplikace je podle mého, že funguje pouze pod
Windows [2].
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Obrázek 2.2: AMD GPU PerfStudio 2 [2]
2.3 gDEBugger
Za tímto vývojovým nástrojem již nestojí veliká firma, ale je to spíše “menší” projekt. Umož-
ňuje editovat shader programy za chodu aplikace a umožňuje dokonce i ladit shader program.
Podporuje OpenGL a zároveň i OpenCL. Je multiplatformní, funguje pod Windows, Linux
i Mac. Je určen pro hledání chyb v shaderech a také pro hledání náročných míst, které
by bylo vhodné optimalizovat. Velice pěkně graficky zobrazuje informaci o aktuálním vytí-
žení procesoru a grafické karty. Umožňuje zobrazit informace o bufferech na grafické kartě
v podobě hodnot nebo v podobě obrázku. Zobrazuje historii volání příkazů OpenGL.
Nevýhoda této aplikace je podle mého názoru hlavně v tom, že je závislá na OpenGL
rozšířeních (extensions). Takže pokud se dodá nová funkcionalita do OpenGL, tak ji tento
program nebude moci využít, dokud ho autor neupraví. Tato aplikace nebyla již delší dobu
aktualizována a s tím souvisí i druhý problém. GDebugger tedy podporuje OpenGL jenom
do verze 3.21 [16].
1V době psaní této práce je nejnovější verze OpenGL 4.3
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Obrázek 2.3: gDEBugger [16]
2.4 glslDevil
Stejně jako gDEBugger 2.3 je tento nástroj spíše menším projektem než první dva popsané
nástroje. Tento nástroj je pouze pro ladění a vývoj shaderů OpenGL. Nepodporuje tudíž
DirectX a ani knihovnu pro specializované výpočty jako CUDA nebo OpenCL. Na druhou
stranu je tento nástroj velice pohodlný na používání a graficky přívětivý. Je zaměřen na
ladění shaderů a analýzu programu. Umožňuje nám ladit program, bez toho abychom měli
přístup ke zdrojovým souborům programu, přičemž nám zobrazuje aktuální informace o sha-
deru a OpenGL. Můžeme si zobrazit obsah bufferů OpenGL. Podporuje platformy Windows
a Linux, přičemž Windows pouze 32bit verzi.
Nevýhoda glslDevil je zastaralost, poslední update byl v roce 2010 a to je pro rychlý
vývoj grafických karet a technologií dlouhá doba. Zároveň jeho výhoda, že stačí nahrát
vytvořený program a tím ho můžeme ladit, není moc dobrá pro vývoj, pokud chceme pouze
pracovat s shadery. Musíme vytvořit vlastní program, abychom v něm mohli přes glslDevil
posléze upravovat shadery. Pro použití funkce ladění shaderů, musíme pro vykreslování
v našem programu, zavolat jenom přesně stanovené OpenGL příkazy pro vykreslení. Což
nám omezuje aplikaci pro použití [9].




V této kapitole budou popsány knihovny použité pro vývoj aplikace. Všechny tyto knihovny
jsou pro volné použití. Jsou zde popsány velké knihovny, na kterých celý program staví.
Stejně tak jsou zde uvedeny i menší knihovny použité například pro načítání modelů.
3.1 OpenGL
Multiplatformní rozhraní API pro tvorbu aplikací počítačové grafiky. OpenGL je nejroz-
šířenější průmyslový standard, který je využit v nepřeberném množství aplikací na všech
možných výpočetních platformách. OpenGL podporuje jak 2D tak 3D grafiku. OpenGL se
používá již od roku 1992, rozšířilo se na velké množství platforem, a přitom je stále zpětně
kompatibilní. Tato skutečnost zaručuje, že nebude problém se zpětnou kompatibilitou u apli-
kací1. Knihovna OpenGL se dá použít pro vytváření počítačových her, CAD/CAM/CAE
programů, aplikací virtuální reality a mnoho dalšího.
Standard OpenGL spravuje konsorcium ARB (Architecture Review Board). Knihovna
pracuje na principu klient-server. Architektura klient-server funguje tak, že klient je aplikace
OpenGL, která se programuje, oproti tomu server je to, co tyto příkazy vykonává (grafická
karta). Výhoda tohoto principu je, že klient a server se nemusí nacházet na stejném počítači
[10] [14].
3.2 Qt
Knihovna Qt staví na C++ programovacím jazyce a programy napsané za pomocí této
knihovny jsou přenositelné na Mac, Windows, Linux a další různé platformy. Pro přenositel-
nost je potřeba program pouze překompilovat znovu pod danou platformou. Tato knihovna
je velice komplexní a obsahuje snad veškerou funkcionalitu, kterou programátor v dnešní
době pro psaní programů a GUI potřebuje.
Knihovna původně patřila společnosti Nokia a byla vyvinuta v roce 1994, mimo jiné, i
pro mobilní platformu Symbian. Od této doby se knihovna dostala na hodně různorodých
platforem, používá ji i grafické prostředí KDE pro Linux, které na této grafické knihovně
staví převážnou většinu svého prostředí. V roce 2012 firma Digia odkoupila práva na tuto
knihovnu. Firma Digia chce Qt dostat na první místo v multiplatformní podpoře. Digia
se snaží dostat knihovnu Qt i na zařízení Android, přičemž ruší podporu pro platformu
1Od verze 3.0 se rozdělila na část, která by se neměla používat a část, která je aktuální (Core verze).
Staré verze knihovny použité v programech, jsou ale stále podporované i v době psaní této práce.
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Symbian. Tato knihovna je vydávána pod dvěma licencemi, komerční a jako volný software
(LGPL) [4] [7].
3.3 Ostatní knihovny
V této části popíšeme knihovny, které jsou velikostně menší a hrají v aplikaci spíše menší
roli, ale i tak nejsou zanedbatelné a velmi usnadňují práci.
Assimp
Knihovna Assimp je multiplatformní knihovna určena pro načítání 3D modelů do aplikací.
Tato knihovna se postará o přečtení souboru modelu a předá programátorovi požadované
data v unifikovaném formátu přes vnitřní strukturu Assimp knihovny. Tato knihovna pou-
žívá BSD licenci a podporuje snad všechny více používané formáty 3D objektů. Je napsána
v jazyce C++, ale má i C API pro práci v prostředí používajícím jazyk C, také má verzi
pro programovací jazyky Python a D. Zároveň tato knihovna, pokud nepotřebujeme nějakou
velkou rychlost při načítání objektů, umožňuje při načítání modelu různé úkony pro před-
přípravu dat. Tyto úkony mohou být například Triangulace, výpočet tangent a bi-tangent
a mnoho dalších [5].
Glew
Další knihovna Glew(The OpenGL ExtensionWrangler Library) je multiplatformní knihovna
pro nahrávání OpenGL rozšíření do programu. Tato knihovna je přenositelná do převážné
většiny systémů, mimo jiné i Windows, Linux a Mac. Knihovna velice zjednodušuje práci
s OpenGL, nahrávání rozšíření pro OpenGL je díky této knihovně pouze na pár řádků.
O tuto knihovnu se autoři v době psaní práce aktivně starají a obsahuje nejnovější funkce
OpenGL [6].
Qwt
Poslední knihovnu, kterou bych rád zmínil, je knihovna využívající a určena pro prostředí
Qt (viz sekce 3.2). Knihovna je pojmenována Qwt (Qt Widgets for Technical Applications).
Tato knihovna není ani tak knihovna, ale spíše soubor widgetů pro práci s Qt knihovnou.
Tuto knihovnu používám pro vyobrazení grafu výkonu shaderu. Qwt není oficiální částí Qt,
ale je natolik oblíbena, že se doporučuje i na oficiálních stránkách knihovny Qt. Knihovna
dokáže vyobrazovat grafy všech možných druhů, ale také umí do programu vložit speciální




V následující kapitole bude popsáno, jak by mělo vypadat uživatelské rozhraní, a jak by
mělo být koncipováno. Zde bude uvedeno např. integrace OpenGL do Qt, návrh profilování
shaderů, práce s uniformními proměnnými a popíše se struktura uložených dat v programu.
4.1 Uživatelské rozhraní
V této kapitole se bude procházet a popisovat, pro uživatele hlavní část programu, uživa-
telské rozhraní aplikace. Přes rozhraní bude uživatel ovládat celou aplikaci. Aplikace mu
v rámci uživatelského rozhraní bude předkládat požadované informace tak, aby pro uživa-














Obrázek 4.1: Návrh uživatelského rozhraní
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Hlavní menu (a) a Lišta nástrojů (b) (obr. 4.1) se starají o ovládání celé aplikace.
Přes tohle rozhraní může uživatel za pomocí různých dialogů načítat 3D modely, zobra-
zovat cenné informace o vykreslování a vytvářet různé data, která posléze může navázat
do proměnných v shaderech. Hlavní menu i lišta nástrojů používají stejné akce a odkazují
na stejná místa, jsou zde pouze z hlediska uživatelské přívětivosti, přičemž lišta nástrojů
obsahuje méně prvků, než hlavní menu a to hlavně proto, aby nezabírala tolik místa. Lišta
nástrojů je zde hlavně proto, aby uživatel nemusel složitě hledat požadované akce.
Procházení projektů (c) (obr. 4.1) zobrazuje otevřené projekty a umožňuje otevírat
jednotlivé shadery do okna editoru (d). Tento prvek navíc podporuje vytvoření kontextového
menu při kliknutím pravým tlačítkem myši na specifické prvky. V tomto kontextovém menu
je umožněno zavírat projekty a nastavovat projekty jako aktivní. Zde se také vytvořené
shadery řadí podle typu do složek.
Editor shaderů (d) a Otevřené záložky (c) (obr. 4.1) umožňují upravovat a zobra-
zovat shadery v projektech. Projekt nemusí být aktivní, aby mohl uživatel obsah shaderů
zobrazit v editoru shaderů. Pokud projekt není aktivní, nebudou se změny shaderů proje-
vovat do OpenGL okna (e). Stejně tak musí být tento shader přidán do shader programu,
který je určen pro vykreslování. Otevřené shadery v editovacím okně shader editoru (d) se
poté zobrazují v otevřených záložkách editoru. Zde uživatel může otevřené shadery zavřít a
taky zde vidí, jestli daný shader je rozpracován a ještě není uložen do souboru shaderu. Edi-
tor shaderů musí podporovat zvýrazňování syntaxe GLSL jazyka a automatické odsazování
pro maximální pohodlí při psaní shaderů.
OpenGL okno (e) a Ovládání OpenGL (f) (obr. 4.1) umožňují zobrazovat a ovládat
zobrazení programu. Zde v OpenGL okně se projeví změny v shaderech, poté co provedeme
zadání příkazu pro spuštění shaderu, případně pro překlad a spuštění shaderu. Původní vý-
znam pro tyto ovládací prvky byl, že budou ovládat OpenGL okno, přesněji kameru v tomto
okně, aby se uživatel mohl podívat na vyobrazení ze všech stran. Toto řešení se muselo trochu
pozměnit. Ovládání obsahuje tlačítka pro nastavitelné ovládání shaderů. Veškeré vykreslo-
vání a ovlivňování OpenGL se děje v shaderech, proto ovládání nemůže ovládat kameru
přímo. Nový návrh pracuje na principu nastavování hodnot. Tlačítka nastavují hodnoty,
které jsou čitelné v shaderech a tudíž si programátor může nastavit libovolnou funkčnost
pro tyto tlačítka. Jako další vylepšení si uživatel může do shaderu posílat rovnou transfor-
mační matici, která je ovlivněna pohledovou částí (kamerou) podle stanovených tlačítek,
přičemž výpočet této matice se provádí mimo shader.
Logování překladů (g) (obr. 4.1) se používá pro zobrazování informací o překladu
shaderů uživateli. Tento log by měl mít ideálně “nekonečně” velké místo pro ukládání těchto
chyb a varování, aby programátor mohl listovat nahoru a přečíst si, jaká chyba byla v tomto
shaderu před pár překlady. Výstupní log by měl barevně odlišovat chyby. Uživatel podle ba-
rev jednoduše rozpozná jaký typ chyby nastal při překladu, například použil špatné jméno
proměnné při navazování, nebo zda tato chyba nastala v shaderu atd. Log by měl neu-
stále ukazovat na aktuální překlad a neměl by překážet uživateli pokud ho zrovna uživatel
nepotřebuje, tzn. měl by se schovávat, pokud to po něm uživatel vyžaduje.
4.2 Integrace OpenGL do Qt
Integrace OpenGL do Qt uživatelského rozhraní je jedna z nejdůležitějších částí, kterou můj
projekt obsahuje. Jak jsem popsal výše (viz. kapitola 4), tak struktura programu se skládá
z shaderů, které uživatel vytváří a upravuje, shader programů a projektů. Celý program se
zaměřuje na práci s shadery a tudíž by ostatní prvky měly pro uživatele být co nejméně
12
náročné na nastavení. Celá struktura vykreslování objektu, načítání modelu, vykreslování
tohoto modelu za pomocí shader programů, které si uživatel zadá, se odehrává v programu
bokem od uživatele. OpenGL je založeno na bufferech, uniformních proměnných (mohou
být také buffery) a shader programech. Jediné nad čím by uživatel měl trávit více času jsou
shadery. Tudíž přiřazování shaderů do shader programů, přiřazování a vytváření uniformních
proměnných a přiřazování bufferů (např. vstupní barvy, vstupní pozice bodů a ostatní věci
z načítaného modelu) bude řešeno v pár dialogových oknech, pokud možno, co nejjednodušeji
pro uživatele. V knihovně Qt vytvořené uživatelské rozhraní se stará o všechny vstupy od
uživatele a OpenGL posléze ukazuje výsledek uživatelova snažení.
Chtěl jsem svůj program dát do novější verze OpenGL, která by v současnosti měla být
nejpoužívanější. V době psaní této práce je nejnovější OpenGL 4.3. Nakonec jsem zvolil verzi
OpenGL 3.3, která obsahuje všechny nutné části pro práci s novějšími programy, ale zároveň
nepožaduje po uživateli, aby měl hardware a ovladače nutné pro práci s verzí 4.0. Nyní
tedy program pracuje na OpenGL verzi 3.3 Core, která nepoužívá deprecated funkcionalitu
předešlých verzí. Do budoucích verzí se tato verze bude měnit, případně dodám možnost
nastavitelné verze OpenGL do programu pro uživatele, aby program byl více univerzální.
Když jsem se seznamoval s Qt knihovnou, zjistil jsem, že obsahuje OpenGL v sobě, tudíž
jsem ho chtěl využít bez vnějších knihoven, abych se vyhnul nežádoucím problémům. Bohužel
jsem posléze narazil na to, že v době psaní práce aktuální knihovna Qt neobsahuje plnou
funkcionalitu OpenGL verzí 4.0+, a tudíž jsem musel sáhnout po speciální knihovně Glew.
Přesněji OpenGL verze 4.0 core vyžaduje použitý Vertex Array Object a tento v aktuální
verzi Qt není obsažen [3]. Pro možnou budoucí nutnost této core verze a využití VAO jsem
v aplikaci využil Vertex Array Object. Pro ostatní funkcionalitu používám Qt knihovní části,
které umožňují objektově pracovat s OpenGL. Vykreslování do okna OpenGL je z hlediska
návrhu odděleno od ostatku programu a program do něj přistupuje pouze pro nastavení
hodnot bufferů, proměnných a případně překladu shaderů [14].
4.3 Datová struktura programu
Program pro svoji funkci musí na velikém množství míst mít přístup k potřebným datům.
K tomu byla upravena struktura programu. Uživatel pro funkci programu může nastavit
veliké množství dat a potřebuje s nimi nějak pracovat, přitom může mít načteno více pro-
jektů, které si jednoduše může nastavit jako aktivní. Nastavování aktivity by nemělo trvat
dlouho, pokud možno mělo by být okamžité, aby uživatel mohl ladit více projektů zároveň.
Z výše uvedených důvodů musíme k projektům, které obsahují mnoho různých dat mít
přístup téměř, kdekoli v aplikaci. Tento problém je řešitelný například za pomoci statické
třídy, která je vytvořena v době zapnutí aplikace a nemůže být vytvořena dvakrát v jedné
instanci programu. Druhá možnost je za pomocí návrhového vzoru singleton (jedináček).
Singleton se také vytvoří pouze jednou v programu, ale na rozdíl od statické třídy, není
vytvořen při startu aplikace, ale vytvoří se při prvním přístupu do této třídy. Programátor
nemůže tuto třídu vytvořit, ale musí si o ni zažádat přes statickou metodu. Pro použití
v aplikaci jsem zvolil návrhový vzor singleton. Z důvodu jednoduššího testování a (alespoň
z mého hlediska) jednodušší použitelnosti.
Singleton v sobě ukládá informace a přímo celé objekty projektů. Přičemž, pokud je
zažádán vrátí aktuálně aktivní projekt, ale může vracet i projekty podle jména. Z projektu se
posléze program dozví potřebné informace. Pro získání potřebných informací je občas nutné
se prodrat přes více objektů, než se získají požadovaná data. Zároveň singleton začíná
ukládání a načítání projektů a vkládá do nich informace, které jsou pro všechny projekty
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stejné (např. verze programu). Pokud tedy program bude potřebovat získat libovolná data,
provede následující kroky:
1. Získá si objekt singleton, pokud neexistuje, vytvoří se.
2. Přes získaný objekt získá potřebný projekt (většinou aktivní).
3. Přes získaný projekt získá požadovaná data.
Objekty projektů budou obsahovat mimo jiné objekty shaderů, 3D modelů, shader pro-
gramů, uniformních proměnných atd.
4.4 Shadery a shader Programy
Různé shadery se v OpenGL přeloží do shader programů. Jeden shader program může
obsahovat více různých shaderů, ale pokaždé pouze jeden od jednoho typu shaderu. Shaderů
se v dnešním OpenGL (verze 4) používá hned několik typů. Následující výčet některé shadery
v jednoduchosti popisuje.
Vertex shader se stará o přemístění bodů objektu na správná místa. Každý bod co do
vertex shaderu vstoupí musí také odejít. Tento shader také předává další potřebné
data pro následující kroky vykreslování. Tento shader je vstupní bod shader programu
a spustí se jako první. Vertex shader je povinný a v každém shader programu musí
být vložen, jinak shader program při překladu zahlásí chybu.
Fragment shader na rozdíl od vertex shaderu je tento shader na konci vykreslovacího
řetězce (viz obr. 4.2). Jako druhý v řadě je uveden, protože stejně jako vertex shader
je i tento nutný pro vykreslování OpenGL shader programu. Tento shader určuje,
jakou barvu bude daný fragment mít, případně zda daný fragment neodebereme a
tudíž nevykreslíme na obrazovku.
Geometry shader je nepovinný shader. Tento shader umožňuje ovlivňovat počet vyobra-
zených primitiv. Do geometry shaderu vstoupí jedno primitivum (např. trojúhelník)
a z tohoto shaderu vystoupí jako výsledek nula až X primitiv stejného, nebo jiného
typu. Tento shader prozatím není aplikací podporován.
Tessallation shader je přidaný v jedné z posledních verzí OpenGL. Tento shader umož-
ňuje jednoduše v shader programu vypočítat LOD (Level of detail - úroveň detailu).
Shader pracuje s kontrolními body a za pomocí těchto bodů a nastavené úrovně detailu
(např. podle vzdálenosti), umožňuje dynamicky měnit detail modelu. Díky tessallaci
nemusí uživatel dodávat několik různě detailních modelů, ale stačí pouze dodat in-
formace o způsobu generování těchto modelů. Tento shader je ve vykreslovací pipe-
line rozdělen do tří částí a to do Tessallation control shader, Primitive generator a
Tessallation evaluation shader (viz obr. 4.2). Tento shader prozatím není aplikací pod-
porován.
Na obrázku 4.2 vidíme tyto shadery použity ve vykreslovací pipeline (rouře) v OpenGL.
Na obrázku lze mimo jiné i vidět část Transform feedback buffer, tento je z hlediska
popisu shaderů nyní nepodstatný a může se klidně ignorovat. Jenom ve zkratce je tato část
použita pro získání zpětné vazby o probíhajícím vykreslování. Inspirováno z [12] a [14].
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Obrázek 4.2: OpenGL grafická pipeline (obrázek převzat z [12])
Shader program je v rámci OpenGL objekt, který obsahuje přeložené kódy přes OpenGL.
Objekt OpenGL projde za dobu svého života těmito kroky.
Obrázek 4.3 popisuje životní cyklus OpenGL shader programu. Nyní bude tento životní
cyklus popsán.
Vytvoření objektu - Vytvoření objektu pomocí OpenGL vrátí prázdný shader program.
Nyní shader program nelze použít pro vykreslování.
Načtení a překlad - Načtení a překlad shaderů. Shadery jsou načteny jako text, pokud
je v shaderu chyba, OpenGL nastaví chybové hlášení.
Spojení shaderů - Spojení shaderů naváže jednotlivé přeložené shadery v shader programu
na sebe. Spojení (linkování) shaderu je nutné a bez spojení shader program nebude
fungovat.
Navázání bufferů - Pro vyobrazení dat musíme data, která chceme vyobrazit do shaderu
vložit, tzn. navázat OpenGL buffery s daty modelů pro vykreslení.
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Navázání uniformních proměnných - Uniformní proměnné je možné v každém prů-
chodu měnit, kvůli tomu je možné, že bude potřeba tyto proměnné navazovat při
každém dalším průchodu.
Vykreslení - Vykreslení objektů, za pomoci tohoto shaderu.
Zničení objektu - Pokud shader program již dále není potřeba, musíme tento program
uvolnit.
Obrázek 4.3: Životní cyklus OpenGL shader programu
Pro možnost zpracování postupů výše uvedených, je potřeba někde ukládat informace
o tom, co do daného shader programu bude vloženo za shadery a jaké se do něj budou
navazovat data. Pro tyto účely bude v aplikaci vytvořen objekt, který bude uložen v pro-
jektu a bude obsahovat všechny nutné informace pro vytvoření OpenGL shader programu.
Tento objekt bude jeden z klíčových částí aplikace, protože bude obsahovat téměř všechny
informace co výsledný shader program. Pro jednodušší použití a ukládání nebude obsahovat
žádné datové typy OpenGL, ale vše bude mít ve vlastní struktuře. Nenavazování na OpenGL
datové typy sice přináší nevýhodu nutnosti převádět vnitřní typy na OpenGL varianty, ale
dává větší volnost v modifikovatelnosti a použitelnosti.
4.5 Uniformní proměnné
Uniformní proměnné jsou v OpenGL buď jako jednotlivé proměnné nebo jako buffery. Pro
zjednodušení problematiky nebude program podporovat uniformní buffery, ale pouze pro-
měnné. Uniformní proměnné potřebují speciální programový přístup, protože se musí ně-
jakým způsobem měnit v čase. Jako uniformní proměnné se do OpenGL téměř pro každé
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vykreslování váže minimálně matice pro určení transformace objektu. Matice transformace
určuje mimo jiné rotace objektu, pozici objektu v prostoru a projekční transformaci.
V případě, že se s objektem bude nějak manipulovat, např. otáčet, nebo přibližovat/od-
dalovat objekt. Poté se tato transformace provádí většinou v transformační matici. To zna-
mená, že pro některé snímky musí být část této matice jiná. Celková transformace je ve
světě 3D grafiky prováděna za pomoci násobení matic. Násobením matic sčítáme jednotlivé
transformace (rotace, translace atd.) do výsledné matice. Výsledná matice je vynásobena
s každým bodem objektu a tento bod se přemístí podle jednotlivých transformací.
Z důvodů uvedených výše musí být uniformní proměnné (ať matice, nebo jednotlivé hod-
noty) měněny v čase podle vůle uživatele. Tento problém se dá řešit několika způsoby. Jedna
možnost poskytuje řešení takové, že uživateli předpřipravíme rotace a přiblížení objektu, ale
toto řešení je hodně omezující. Uživatel by mohl pouze rotovat a přibližovat/oddalovat ob-
jekt, ale nic jiného by v shaderu nemohl ovládat.
Další způsob řešení je za pomoci vlastního matematicky založeného jazyka. Tento jazyk
bude obsahovat mimo jiné i speciální proměnné, které uživateli umožní ovládat shadery
podle libosti. Výhoda tohoto řešení je ve veliké znovupoužitelnosti, ale nevýhoda je slo-
žitější ovládání programu pro uživatele. Nevýhoda ovládání se dá nadále řešit za pomoci
našeptávání uživateli a dobré nápovědy. Tyto speciální proměnné by měli obsahovat alespoň
následující vlastnosti.
1. Změna po daném časovém intervalu, opakovaná změna hodnot v čase.
2. Reakce na akci vyvolanou uživatelem.
První část je možno řešit pouze za pomoci programu a je přesně dáno, kdy a jak se
má hodnota změnit. Druhá část však potřebuje reagovat na uživatele. Z tohoto důvodu
bude nutné vytvořit programovatelná tlačítka, která si uživatel v této speciální proměnné
nastaví. Poté tlačítka budou reagovat na uživatele, podle toho jak si je v jazyce uniformních
proměnných nastavil.
4.6 Logování chyb programu
Pokud je uživatel oddělen od OpenGL aplikace, musí se uživateli dávat vědět, co aplikace
aktuálně dělá, přesněji alespoň ty části, které jsou pro něj podstatné. Uživatel potřebuje
bezpodmínečně vědět, jestli se jeho shader přeložil bez problémů a také jestli nenastala
chyba někde při nastavování proměnných, které do tohoto shaderu vstupují. Tyto informace
se musí podávat tak, aby uživateli nepřekáželi, ale byli pro uživatele pořád po ruce. Časté
řešení tohoto problému je okno ve spodní části programu, které se vysune pokud zaznamená
změnu, případně v případě, že si to uživatel přeje. Tento návrh je použit i při tvorbě vlastní
aplikace, kde tahle lišta vyjede v případě, že uživatel klikne na tlačítko, které tento panel
vysune.
Další neméně podstatná věc je zvýrazňování podle typu události, která nastala. Pro
tento účel jsou rozvrženy výpisy do několika kategorií. Jednotlivé kategorie jsou:
Vertex log - pro ukládání chyb při překladu vertex shaderu.
Fragment log - pro ukládání chyb při překladu fragment shaderu.
Log pro spojování shaderů - pro ukládání chyb při spojování přeložených shaderů.
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Log pro buffery - pro ukládání chyb při navazování bufferů.
Log pro uniformní proměnné - pro ukládání chyb při navazování uniformních proměn-
ných.
Každá kategorie je zaměřena na jiný typ výpisů. Každý další text se vloží na konec
výpisu a okno se automaticky nastaví na tento výpis, aby uživatel nemusel zbytečně hledat,
pokud nastane chyba.
4.7 Profilování shaderů
Profilování shaderů je poměrně důležité hledisko pro dnešního vývojáře shaderů. Programy
napsané v shaderech jsou dnešní dobou čím dál tím více náročné. Pokud je takový program
špatně optimalizován, tak může způsobit nepříjemné snížení FPS výsledné aplikace. Z toho
důvodu bude v programu zahrnuta i tato funkcionalita. Pro uživatele (programátora) je
kritické vědět, o kolik je jeho program rychlejší, než předchozí varianta, nebo o kolik je
pomalejší. Pro tuto informaci se budou získávat statistiky, jak dlouho trvalo vykreslení
jednoho snímku, ta bude poskytnuta jak číselně tak graficky uživateli aplikace. Pro přesnější
informace bude uživateli zobrazována, jak dlouho trvalo vykonání jednoho shader program
v řetězci programů. Tyto informace jsou poskytnuty uživateli na požádání v nemodálním1
okně aplikace. V případě, že uživatel bude ladit program, tak bude moci provádět změny a
rovnou uvidí rozdíly výkonnosti shaderu před a po úpravě.
Jelikož CPU a GPU jsou stále více či méně vytíženy ostatními programy v počítači,
nemůžeme použít aktuální naměřené hodnoty, protože mohou být ovlivněny aktuální zátěží.
Díky tomuto musí být data, která budou zobrazována uživateli, průměrována a jejich výsle-
dek je potřeba s dobou běhu programu upřesňovat. Po pár iteracích tímto způsobem, by měl
být výsledek dostatečně přesný, aby s ním uživatel mohl dále pracovat. Pro uživatele bude
podstatnější, o kolik se daný program urychlil nebo zpomalil oproti minulé verzi. Budou
zvýrazňovány hlavně tyto rozdíly. Samotné hodnoty, jak dlouho daný program běžel, nejsou
tak podstatné. Vývojář se nemůže spolehnout na to, že rychlost grafické karty bude stejná
jako ta u uživatele výsledného programu, to ale neznamená, že nebudou uvedeny.




Tato kapitola bude obsahovat jednotlivé implementační problematiky. Bude zde rozebráno,
jak je program strukturován, jak jsou implementovány různé proměnné, jakým způsobem je
řešeno načítání objektů do programu a další. Program je psán v programovacím jazyce C++
s maximálním objektovým návrhem. Při programování je použita knihovna Qt (viz sekce
3.2), která je promítnuta téměř do každé části programu. Tato knihovna nahrazuje velikou
část standardních knihoven z jazyka C++ a stará se o vyobrazení uživatelského rozhraní.
5.1 Struktura programu
Program by se z pohledu hlavního okna aplikace dal rozdělit do několika celků. Hlavní okno





Obrázek 5.1: Hlavní obrazovka aplikace
• Prvky uživatelského rozhraní, které pomáhají uživateli komunikovat s programem a
tím ho ovládat (a).
• Projektový manager, který uživateli přehledně zobrazuje načtené shadery, projekty
atd. (b).
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• Editor shaderů pro úpravu a zobrazování shaderů (c).
• Logování výstupu překladu od OpenGL programu (d).
• OpenGL okno s ovládacími prvky (e).
Všechny zmíněné části jsou součástí hlavního okna aplikace. Vedlejší okna aplikace, která
se zobrazí na požádání, jsou například vytváření uniformních proměnných a jejich připo-
jování do shader programů a načítání modelů. Všechny výše popsané části programu jsou
nutné pro jeho správnou funkčnost a pro použitelnost programu jako takového. Na obrázku
5.2 je vidět základní struktura programu, postupně si tuto strukturu popíšeme.
Obrázek 5.2: Struktura programu
Projektový manager (obr. 5.2) se stará o ukládání všech informací v programu. Pokud
potřebuje uživatel přeložit a spustit shader program (tato činnost se vykonává v OpenGL
části aplikace), musí vytvořit nebo nahrát projekt. Pokud je projekt nově nahrán, automa-
ticky se nastaví jako aktivní. Aktivní projekt může být pouze jeden a může být změněn za
pomoci kontextového menu, které se otevře při kliknutí pravým tlačítkem myši ve stromě
projektového manageru na jméno projektu. Projekt nastavený jako aktivní se používá pro
ukládání shaderů, pro práci s shader programy, pro úpravu a napojování uniformních pro-
měnných a pro načítání 3D modelů do aplikace. Všechny informace týkající se projektu jsou
zobrazeny nalevo v prohlížeči projektů, kde si uživatel může otevřít a upravit shader, stejně
jako může tento shader přes kontextové menu smazat.
Shader (obr. 5.2) je v programu reprezentován jako objekt, tento objekt má v sobě
uloženu informaci o relativní cestě (od projektového souboru) k souboru shaderu. Není zde
uložen obsah shaderu pro případ, že by s ním uživatel chtěl manipulovat externě mimo
program. Pokud je potřeba, tak se tento soubor načte editorem a pozměněný obsah se do
něj zase zpět uloží. Objekt shaderu v sobě obsahuje typ shaderu, ten určuje zda je daný
shader vertex nebo fragment shader (případně jiný typ shaderu). Tento typ se použije při
linkování jednotlivých shaderů dohromady v OpenGL části programu.
Shader program (obr. 5.2) umožňuje sdružovat shadery pro překlad do výsledného
OpenGL shader programu. Je to jenom soupis jednotlivých shaderů, přičemž kontroluje,
zda není připojen dvakrát stejný typ shaderu, tento program by posléze nebyl přeložitelný.
Shader program nám také ukládá informace o přípojných bodech do shaderů. Shader pro-
gram usnadňuje načítání pro OpenGL tím, že mu zjistí absolutní cestu jednotlivých shaderů
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a dodá informace o přípojných bodech. Shader program neobsahuje shader jako objekt, ale
pouze cestu k jeho souboru.
Uniformní proměnné (obr. 5.2) obsahují pro jeden průchod programem neměnné in-
formace, které posíláme do shaderu. Jedním průchodem programu je myšleno jeden snímek
obrazovky. Takové informace jsou například pozice světel, umístění kamery atd. Tyto pro-
měnné nejsou uvedeny v shaderu explicitně, ale pracuje se zde s ukazateli. Proto se v aplikaci
musela naprogramovat logika pro zadávání těchto proměnných, které se posléze použijí v sha-
deru při průchodu pro vykreslení. Pro vyšší použitelnost uniformních proměnných a i celé
aplikace se uniformní proměnné částečně programují, jsou zde k použití matematické vý-
razy a speciální předdefinované proměnné, které se dokáží měnit v čase. Více bude uvedeno
v sekci Uniformní proměnné 5.8.
3D modely (obr. 5.2) obsahují informace o načtených modelech. V projektu je kvůli
veliké paměťové náročnosti modelů uveden pouze odkaz na soubor v podobě relativní cesty
od souboru projektu. Všechny potřebné informace pro uživatele se budou načítat v době
načtení projektu. Modely reprezentují načtená data, ze kterých uživatel může použít jenom
ty, které bude potřebovat. Modely mohou obsahovat více texturovacích koordinátů a více
barev pro jeden vertex.
OpenGL část (obr. 5.2) se stará o vykreslování, překlad a napojení jednotlivých shaderů
dohromady do výsledného shader programu (je myšleno OpenGL shader program). Všechny
potřebné informace pro překlad získává z projektového manageru obr. 5.2. Téměř všechny
informace si obnoví z projektového manageru v době překladu a spuštění shader programu,
pouze model si načítá jenom jednou, a to v době, kdy se načte jiný model, nebo se změní
aktivní projekt. Výsledný OpenGL shader program se poté napojí na již načtený model
a pokusí se ho spustit. Pokud nastane nějaká chyba, jako například neexistující shader,
nebo špatně nastavený přípojný bod pro uniformní proměnnou, zahlásí příslušnou chybu do
logovacího objektu. Logování se pak postará o zobrazení této chyby uživateli.
5.2 Projektový manager
Pro vyobrazení souborů shaderů, cest k shaderům a samotných projektů je použito grafické
znázornění pomocí stromu (obr. 5.3). Přes tento strom můžeme daný shader otevřít a v pří-
padě práce s celými projekty, můžeme projekt zavřít, nebo nastavit jako aktivní. V tomto
stromě může být otevřeno více projektů, ale pouze jeden nastaven jako aktivní. Jak jde
vidět na obrázku 5.3, aktivní projekt je znázorněn tučným písmem. Projektový strom se
skládá z projektů, kategorií, složek a shaderů.
5.2.1 Položky projektového stromu
V této části bude popsána struktura na obrázku 5.3. Projektový strom má na nejvyšší
úrovni vždy pouze projekty, přičemž jeden projekt je zvolen jako aktivní. Pod projekty
jsou vyobrazeny kategorie, pro jednodušší práci uživatele. Shader vložen do kategorie podle
svého typu. Kategorie není fyzicky na pevném disku uložena, je zde pouze pro přehlednost a
rozdělení. Po kategorii zde může být vyobrazeno libovolné množství složek v relativní cestě
od projektu k danému shaderu. Pokud je shader uložen mimo složky projektu, bude zde
uveden stejným způsobem, tzn. budou zde zobrazeny složky s názvem (..). Na konci každé
větvě stromu musí být umístěn shader, ale shader nemusí být umístěn pouze na konci větve.






Obrázek 5.3: Stromový manager projektů
Přes projektový strom můžeme ovládat zobrazené položky. Pokud uživatel klikne na
některou1 položku pravým tlačítkem, zobrazí se mu kontextové menu. Uživatel může přes
dané kontextové menu provádět následující akce.
Projekty umožňují zavřít projekt a nastavit jako aktivní. Zavření projektu nevymaže soubor
projektu, ale pouze odstraní ze stromu, posléze může být znovu načten.
Shadery umožňují vymazat daný shader. Uživatel je dotázán, zda chce tento shader odebrat
z projektového stromu a pokud ano, je dotázán zda ho chce odebrat i z pevného disku.
5.2.2 Struktura projektového stromu
Zde bude vysvětleno jak projektový strom funguje v rámci programu. Knihovna Qt (viz.
sekce 3.2) pracuje na principu Model/View programování. Tato programovací technika fun-
guje tak, že máme něco (tabulku, list, strom), co nám data univerzálně vyobrazuje, ale
nestará se o uložení ani čtení těchto dat. Pro uložení a čtení dat, která budou vyobrazena,
se používá model.
View část musí mít přiřazen nějaký model, ze kterého posléze čte data a zapisuje do
něj data, pokud je model editovatelný. S modely pracují všechny view widgety podobným
způsobem. Pokud je model správně napsán, může se používat jeden model pro různé pohledy
(view) zároveň. Pohled se tedy stará o vyobrazení uložených dat, přičemž umožňuje uživateli
ovládat vyobrazená data, např. kontextové menu.
Model část pracuje s daty. Model můžeme použít buď jako standardní předvytvořené mo-
dely a nebo vytvořit vlastní reprezentaci dat. Pro vyobrazení datové struktury v programu
je předvytvořený model nedostatečný, takže je model implementován z abstraktní struk-
tury. Tato struktura načte data přímo ze zbytku programu, ale data jsou reprezentována ve
stromové struktuře speciálně pro tento model. Tato abstraktní struktura má kořenový uzel
mimo strukturu projektu, tzn. první vyobrazená data ve stromě jsou druhá úroveň v abs-
traktní struktuře, jak jde vidět na obrázku 5.4. Každý uzel v této struktuře si pamatuje
následující informace:
1Neplatí pro kliknutí na složku
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Obrázek 5.4: Struktura projektového managera
1. Typ dat, která vyobrazuje.
2. Text, který bude zobrazen ve stromě.
3. Ukazatel na objekt, který je tímto uzlem reprezentován. Ukazatele jsou uloženy pouze
pro uzly projektů a shaderů.
Model posléze tyto data čte a posílá podle nich odpovědi pohledové části pro vyobrazení.
Zároveň pokud si pohled nebo program zažádá, vrací i informace, které nejsou jen pro
vyobrazení textu, např. ikony, ukazatele na hodnoty, projekt ve kterém je daný shader
uložen atd. Tyto doplňující informace usnadňují práci s modelem. Doplňující data můžou
být teoreticky libovolné, ale pohled využívá jenom ty, které jsou přesně stanoveny pro práci
s pohledem.
Konzistence struktury reprezentující data je vyřešena za pomoci signálů a slotů, což je
reakce na akce vyvolané někde v programu. Pokud uživatel například smaže shader nebo
zavře projekt, tak daný shader/projekt pošle signál, že se odebral z programu. Abstraktní
struktura tento signál dostane a upraví se podle požadavků do konzistentního stavu. Stejný
způsob je použit pro vytváření nových částí, jediný rozdíl je, že akci posílá nadřazený prvek.
Tato změna je nutná, protože musíme zaregistrovat signály na vytvořené sloty2 a nově
vytvořené prvky nemají tyto signály registrované.
Pokud uživatel smaže shader, rekurzivně se odeberou z programu všechny složky, které
nevedou k shaderům využívaným v projektu. Tímto zaručíme, že nebudou zbytečné složky
zavazet v projektovém stromu. Složky jsou odebrány pouze v programu a ne fyzicky z disku,
toto řešení je vybráno z důvodu bezpečnosti (smazání nechtěných dat) a přehlednosti (uži-
vatel může chtít tyto složky dále využívat).
5.3 Ukládání projektů
Na rozdíl od sekce 5.2 (Projektový manager) se zde bude rozebírat ukládání projektů na
pevný disk pro jeho budoucí načtení zpět do programu. Struktura ukládání dat v programu
je vidět na obrázku 5.5. Pro přístup k těmto datům používám managera informací, který je
v programu reprezentován jako singleton objekt, umožňující k němu kdekoli v programu
přistoupit a načíst si potřebná data z libovolné části libovolného projektu. Tento manager
2Slot je reakční část v programu
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informací v sobě ukládá všechny načtené projekty a informaci o tom, který projekt je na-
staven jako aktivní. Projektů může být v managerovi informací libovolné množství, včetně
žádného. Každý projekt může obsahovat jeden model a libovolné množství shaderů, shader
programů, uniformních proměnných a textur.
Na disk se neukládá manager informací, ale pouze projekty, které obsahuje. Projekty se
ukládají do binárního souboru s příponou .sm. Každý nově vytvořený projekt si jako jednu
z prvních věcí vytvoří tento .sm soubor a do něj vloží informace o umístění shaderů, které
se automaticky vytvoří s projektem. První se do projektového souboru uloží tzv. magické
číslo, které je přesně dané a neměnné pro program, toto číslo nám identifikuje náš program.
Magické číslo nám napovídá, zda načítáme opravdu projektový soubor našeho programu.
Jako druhá se do .sm souboru uloží verze programu, tato informace může posloužit do
budoucích verzí programu pro správné načtení projektů ze starší verze. Projektový soubor
na disku se přepíše pokaždé, když uživatel provede libovolnou změnu ukládaných dat.
Začátek ukládání projektu je vždy v manageru informací. Tento manager uloží verzi pro-
gramu a ukazatel na otevřený soubor pošle zvolenému projektu, který chceme uložit. Tento
projekt poté projde všechny své části a za pomocí přetížených operátorů uloží potřebná data.
Neukládají se informace, které nejsou nutné (např. model ukládá pouze cestu k souboru)
a ty které se dají získat při načítání jinou cestou (např. umístění projektového souboru je
stejné jako hlavní složka projektu). Díky binárnímu zápisu je rychlost zápisu velmi velká. To
nám umožňuje provádět zápis celého souboru při každé změně, aniž by to uživatel poznal na
reakci aplikace. Načítání projektového souboru může být pomalejší, protože se musí načíst
mnohem více dat (načítání modelu). Cesty k souborům na disku jsou uloženy v relativní
cestě k projektu. Relativní cesta nám umožňuje vzít celý projekt a přesunout na jiné místo,
aniž by se přitom zrušili odkazy na přesunuté soubory.
Obrázek 5.5: Uložení projektů v programu
5.4 Shader program
Shader program je OpenGL program složený s vybraných shaderů. Aplikace reprezentuje
shader program jako třídu, která si ukládá informace o shaderech a přípojných bodech do
těchto shaderů. Tyto informace jsou použity pro vykreslení shaderů.
Pro spuštění shaderu musí být shader vložen do shader programu, toto vložení se provádí
v dialogovém okně pro práci s shader programy. Dialog pro práci s shader programy lze vidět
na obrázku 5.6. Jednotlivé části tohoto dialogu si detailně popíšeme.
Všechny získané informace z dialogu si shader program uloží a posléze používá ve vykres-






Obrázek 5.6: Dialog pro správu shader programů
shader programů), načte nové hodnoty shader programů. Z důvodu aby nevznikali kolize,
jsou shader programy kopírovány. Změna shader programů v dialogu neovlivňuje aktuální
vykreslování. Písmena v této části se odkazují do obrázku 5.6.
a) List shader programů zobrazuje názvy všech vytvořených shader programů v da-
ném projektu. Pod tímto listem můžeme shader programy vytvářet i mazat. Pokud
vytvoříme nový shader program má automaticky nastavené některé položky, pro jed-
nodušší použití.
b) Jméno shader programu musí být unikátní v rámci jednoho projektu.
c) Výběr shaderů obsahuje všechny načtené shadery do programu. Pokud se bude tento
shader program používat, musí mít vybrány shadery. Není problém do více různých
shader programů vložit stejné shadery.
d) Přípojné body vertexů a normál. Uživatel musí ručně napsat jména přípojných
bodů pro vstupní vertexy a normály. Normály objektu není nutné používat, potře-
bujeme je ale pro práci s osvětlením a mnoho dalších výpočtů. Pokud chceme něco
vykreslit musí být uveden přípojný bod pro vertexy a tento přípojný bod musí být ob-
sažen ve vertex shaderu jako in vec4 název. V případě, že uživatel nepřipojí správně
vertexy, nebude tento shader dostávat žádná data z modelu a tudíž nebude nic vy-
kreslovat. Jak vertexy, tak normály, jsou v každém objektu obsaženy pouze v jednom
bufferu, tudíž jsou zde uvedeny pouze jako jeden přípojný bod pro normály a jeden
bod pro vertexy.
e) Přípojné body pro barvy. Stejně jako u přípojných bodů pro vertexy a normály
musí uživatel vypsat tyto body v shaderech ručně. Rozdíl vzniká v možnosti mít více
přípojných bodů pro více bufferů s barvami objektu. Tato vlastnost je implementována
za pomoci tlačítek (+) a (X), kde tlačítko (+) přidává nové položky, pokud jsou aktuální
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položky validní, a tlačítko (X) nám ruší libovolný řádek. Položka není validní v případě,
že nemá nastaveno číslo bufferu (buffery jsou číslovány automaticky od nuly), nebo
nemá nastaveno jméno přípojného bodu v shaderu. Ukázka nevalidní položky je právě
položka barev na obrázku 5.6. Pokud uživatel potvrdí dialog, pak tato položka nebude
uložena.
f) Přípojné body pro texturovací koordináty. Podobný princip jako u přípojného
bodu pro barvy viz (e). Rozdíl je v tom, že zde připojujeme buffery s texturovacími
koordináty pro vykreslování textur objektu. Zadávání a použití je stejné jako v před-
chozím případě.
g) Přípojné body pro textury jsou zase obdobné jako v bodě (e), ale zde uživa-
tel nepíše názvy přípojných bodů k číslům bufferů, ale připojuje ručně psané názvy
samplerů k načteným texturám programu, které si uživatel vybírá z lišty. Práce s va-
liditou funguje stejně jako v bodech (e) a (f). Nevalidní změny se z dialogu do shader
programu neuloží.
5.5 Textury
Textury jsou v dnešním OpenGL využívány v shaderech a tudíž se s nimi musí pracovat
speciálně. Proto nenačítáme textury ze souboru modelu, ale načítáme je zvlášť. Textury se
vytvoří ve speciálním dialogu a nastaví se do sampleru v shader programu (viz sekce 5.4).
5.5.1 Uživatelký přístup
Dialog pro správu textur (na obr. B.1 v příloze) umožňuje uživateli načítat nové textury a
upravovat nastavení existujících textur. Tabulka vlevo tohoto dialogu je vytvořena za pomocí
tlačítek pro odebrání a upravování textury, uprostřed těchto tlačítek je jméno textury. Jméno
textury musí být v rámci projektu unikátní, ale obrázek textury může být načten vícekrát
pod jiným jménem. Při vytvoření nové textury se otevře dialogové okno s nastavením textury
(viz obr. 5.7)
Dialogové okno s nastavením textury (viz obr. 5.7) se používá pro veškeré nastavení
textur v programu. Nastavení v tomto dialogu se dá rozdělit do pěti částí.
Jméno musí být unikátní a pomocí něj se textury připojují na samplery v shader programu
(viz sekce 5.4 Shader program).
Typ textury určuje OpenGL typ textury. Nyní podporován jenom TEXTURE_1D a TEX-
TURE_2D, které odpovídají v OpenGL typům textur GL_TEXTURE_1D a GL_TEXTURE_2D,
ty jsou poté použity pro tvorbu a práci s texturou v OpenGL, do budoucna je možné
přidat další typy textur.
MipMapy je způsob, jak jednoduše omezit aliasing při vykreslování. MipMapy fungují na principu
generování menších obrázků z původního obrázku. Nový obrázek je vždy o polovinu
menší než předchozí velikost. Při zapnutí MipMap se otevřou nové typy filtrů (viz
dále).
Filter určuje způsob filtrování textur při přibližování a oddalování textury. Jsou zde dva
filtry min a mag filtr. Uživatelem vybrané hodnoty se použijí v OpenGL části při
vytváření textur a nastavování parametrů. Je zde několik parametrů pro filtrování
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Obrázek 5.7: Dialog pro nastavení textur
textur skládající se z výběru nejbližšího (NEAREST ), které je rychlé, ale nevypadá
tak dobře a z lineárního (LINEAR), které filtruje lépe, ale je trochu náročnější. Dále
jsou zde kombinace pro využití s mipmap texturami v min filtru3, ale jsou zobrazeny
pouze, pokud je zapnuto generování mipmap.
Wrap textur určuje, jak se textura má zachovat při práci za hranou textury. Jsou zde na
výběr dva druhy opakování a dva druhy protáhnutí textury. Hodnoty, které uživatel
vybírá odpovídají OpenGL příkazům stejného jména. Wrap textur se dá nastavit pro
R a S osu textury.
5.5.2 Programový přístup
V předchozí částí bylo napsáno, jak uživatel textury načítá a jak s nimi pracuje. Zde bude
popsáno, jak s texturami pracuje program a jaké kroky musí být provedeny, než je vidět
texturu v OpenGL okně přichycenou na nějakém modelu.
Jak bylo napsáno výše, všechny uživatelem nastavené hodnoty se ukládají pro pozdější
zpracování. Pokud je vše nastaveno tak, aby se mohlo začít vykreslovat, začnou se načítat
také textury. Z hlediska návrhu je OpenGL okno (a tudíž i OpenGL příkazy) odděleno od
zbytku programu do speciální části. Díky tomuto oddělení nemůže být vytvořena textura
dříve a nemůže být použit ani stejný objekt jako ten, do kterého se ukládá nastavení uživa-
tele. Z uvedených důvodů byl navrhnut speciální objekt, který pracuje s texturami v rámci
OpenGL okna. Tento objekt je výhodný z hlediska oddělení textur od zbytku OpenGL kódu
a přitom je možné ho použít, protože je vytvořen v OpenGL okně a není nikde na jiném
místě v kódu použit.
Tento objekt pracuje na úrovni volání OpenGL textur. Pro vytvoření dostane kopii ob-
jektu s nastavením textur. Využívá se kopie ze stejného důvodu jako v sekci 5.4 (Shader
3Mag filtr může být pouze NEAREST a LINEAR
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program), aby uživatel mohl nastavení měnit a nenastali kolize při vykreslování. Objekt tex-
tury v OpenGL okně vygeneruje texturu v OpenGL, kde dostane identifikátor této textury,
poté vytvoří úložiště pro texturu na grafické kartě a nahraje zde data obrázku textury, při-
tom nastaví parametry textury podle toho, jak tyto parametry nastavil uživatel v dialogu
nastavení textur (viz obr. 5.7).
V průběhu vykreslování se poté zjišťuje, zda aktuální shader program, který se má vy-
kreslit, má nastavenu danou texturu. V případě, že je textura požadována, využije se našeho
OpenGL objektu textury, který nastaví první volnou OpenGL texturovací jednotku. Pokud
nejsou volné žádné texturovací jednotky grafické karty, nevytvoří se texturovací jednotka a
vrátí se informace o neúspěchu při vytváření, ta je dále interpretována uživateli. Při správ-
ném načtení textury do OpenGL se textura využije v sampleru v shaderech. Název proměnné
sampleru odpovídá nastavení shader programu (viz sekce 5.4 Shader program).
5.6 Profilování
V dnešní době jsou shadery jedna z podstatných věcí při určování nároků vyobrazení mo-
delu, zvláště pak když je daný shader vyobrazen skoro při každém framu (například déšť).
Programátor programující shadery potřebuje informaci o rychlosti psaných shaderů, proto
je v aplikaci přidáno profilování shaderů. Jako způsob vyobrazení doby vykreslení se používá
kreslení grafu za pomoci knihovny QWT (viz sekce 3.3).
5.6.1 Zobrazení uživateli
Profilování shaderů vyvoláme z hlavního menu programu (viz obrázek B.2 v příloze). Po
provedení této akce se zobrazí dokovací widget qt, který se přichytí k dolní části aplikace.
Dokovací widget má výhodu přichycení k libovolnému boku aplikace a zároveň, jak jde vidět
na obrázku 5.8 část (d), je možné za pomoci tlačítka maximalizace odpojit tento widget
od aplikace. Odpojený widget se chová jako standardní nemodální dialogové okno, můžeme
si jej například přetáhnout na jinou obrazovku. Nyní bude popsán profilovací dialog na
obrázku 5.8.
a Graf zobrazující posledních 100 měření renderu OpenGL. Uvedený čas je v mikro-
sekundách. Při měření více jak 100 hodnot se graf začne překreslovat tak, že se jedna
hodnota zleva odebere a zprava se nová hodnota přidá. Při snížení nebo zvýšení ma-
ximální hodnoty se graf překreslí, aby nový graf využil efektivně místo na Y ose.
b Číselné vyobrazení informací na grafu. Je zde uvedena průměrná, maximální, mini-
mální hodnota na grafu.
c Filtr pro měření hodnot. Tento filtr nám umožní změnit sledovaný shader program,
ze kterého se získávají hodnoty pro vykreslování grafu. Do filtru můžeme nastavit
hodnotu ALL, tato hodnota nám umožní sledovat dobu celého vykreslování. Pro jed-
nodušší porovnání mezi jednotlivými shader programy, se při změně filtru nevymažou
staré hodnoty, ale pouze se začne přikreslovat z jiného zdroje hodnot, tím programátor
hned na grafu uvidí, o kolik je daný shader program pomalejší nebo rychlejší než jeho
zobrazený předchůdce.
d Ovládání dokovacího widgetu. Díky tomuto ovládání můžeme buď widget ukončit,





Obrázek 5.8: Profilování shaderů
5.6.2 Získávání a příprava dat
Hodnoty měření se získávají z OpenGL query. OpenGL query objekty pracují za pomoci
vygenerování těchto objektů, vložení objektů do fronty pro vykreslení. Po skončení různých
počtu příkazů vykreslení se teprve přidá ukončení měření. Až po určité době (v době kdy se
vykreslování dostane ke značce konce měření), se může získat výsledek měření. Tento složitý
postup je nutný z toho důvodu, že grafická karta je schopna vykreslovat mnohem rychleji
(nebo pomaleji), než procesor dokáže dodávat data, tím pádem se OpenGL příkazy dávají
do fronty na grafické kartě pro vykreslení. Tyto příkazy jsou vykresleny postupně, jak se
uvolňuje fronta.
V aplikaci se používá objekt pro zabalení OpenGL query objektů. Tento princip nám
umožňuje jednodušeji pracovat s query objekty. Každý zabalující objekt se váže na jeden
shader program, který je v projektu použit. Jeden vytvořený objekt pro zabalení query
objektů může obsahovat libovolné množství OpenGL query objektů, tato vlastnost je nutná
z důvodu získání doby vykreslení všech částí 3D modelu pro daný shader program.
Na obrázku 5.9 jsou vidět kroky při vykreslování shader programů. Nyní tyto kroky
detailně popíšeme.
1. Vytvoření zabalujícího objektu. Vytvoří objekt pro nový shader program v pro-
jektu. Každý shader program má vlastní zabalující objekt, který může mít mnoho
OpenGL query objektů. Tento krok se zavolá, pokud je první vykreslování s shader
programem, který ještě nemá vytvořen zabalující objekt.
2. Testování pro další použití. V této části se testují zabalující objekty, zda je můžeme
využít při dalším vykreslování. Zabalující objekt může být použit, pokud neobsahuje
žádné OpenGL query objekty. Testování je provedeno před začátkem vykreslování
OpenGL okna (před voláním vykreslení první části modelu). V případě, že testování
projde, spustí se levá větev (obr. 5.9) pro získání hodnot z vykreslování, jinak se spustí
pravá větev (obr. 5.9), kde se nepoužijí query objekty při vykreslení. V pravé větvi není
vykreslení měřeno, protože nejsou získány hodnoty z předchozího měření. Kdyby se
v měření pokračovalo, získávali by jsme měření z proměnného množství vyobrazených
částí modelu a také se tímto způsobem šetří výkon.
3. Vytvoření query objektu. Levá větev (obr. 5.9) se spustí v případě, že provádíme
měření, tato větev se spouští pro vykreslování části modelu. Zde se vytvoří jeden
OpenGL query objekt pro každé vykreslení části objektu a přidá se do zabalujícího
objektu, který přísluší k aktuálně vykreslovanému shader programu.
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4. Začátek měření. Po vytvoření OpenGL query objektu se tento objekt zařadí do
fronty pro vykreslení (v OpenGL režii). Příkaz pro zařazení je těsně před voláním
příkazu pro vykreslení části.
5. Vykreslení. Vykreslí se část modelu.
6. Ukončení měření. Hned po ukončení vykreslování části modelu se do fronty zařadí
ukončení měření. V době volání příkazu není výsledek k dispozici a tudíž se ani hned
nezískává.
7. Testování výsledku. Tato část nastane až po vykreslení celého objektu a testují se
v ní vytvořené OpenGL query objekty ve všech zabalujících objektech. Pokud daný
query objekt obsahuje výsledek (tzn. vykreslení již proběhlo a fronta se dostala na
ukončení měření), získá se doba od začátku měření po značku ukončení a vymaže se
tento OpenGL query objekt. Získaná hodnota se uloží do zabalujícího objektu, ale není
uložena jako výsledná, nýbrž jako mezivýsledek. Výsledná hodnota je získána součtem
všech mezivýsledků (hodnota měření jednotlivých částí modelu, které byli vykresleny
za pomoci příslušného shader programu).
8. Výsledek pro vyobrazení. Mezivýsledky se sčítají do výsledné hodnoty, tato hod-
nota se každé půl sekundy načte (pokud není nastaven jiný filtr) do profilovacího
widgetu. Widget si tyto hodnoty ukládá a podle nich vyobrazuje výsledný graf.
Profilovací widget funguje na podobném principu jako model view přístup v Qt. Vyobra-
zení grafu je vytvořeno za pomocí Qwt knihovny. Widget obsahuje odkaz na OpenGL okno.
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Data pro vykreslování grafu se získávají z odkazů na zabalující objekty z OpenGL okna.
Odkazy na zabalující objekty se získávají pouze na ty zabalující objekty, které jsou vybrány
ve filtru. Při výběru ALL ve filtru, se získávají všechny zabalující objekty z OpenGL okna
a jejich hodnoty se sčítají do jedné výsledné hodnoty.
Profilovací widget každé půl sekundy načte novou hodnotu z OpenGL okna a uloží tuto
hodnotu do objektu, který poskytuje data křivce v grafu. Zároveň při načtení nových dat
se křivka pokaždé vykreslí. Objekt poskytující data křivce vypočítává mimo jiné nový roz-
ptyl hodnot grafu (maximální a minimální hodnotu), přičemž pro přehlednost je minimální
hodnota vždy nastavena na nulu.
5.6.3 Problémy při měření
Jako upozornění zde přidávám tuto sekci, aby uživatel aplikace nebyl překvapen chováním
profilovacího widgetu. Při měření za pomocí OpenGL query objektů, nám vzniká problém
s optimalizací a množstvím vyobrazených pixelů. Pro vyobrazení jsou tyto optimalizace
užitečné vlastnosti, protože nám zvyšují výkon aplikace, ale při kombinaci s vykreslováním
grafu výkonu může být uživatel aplikace poněkud překvapen.
Je-li v shaderu použita část kódu, která není nijak použita do výsledných výstupů sha-
deru, je tato část kódu při překladu přes OpenGL odebrána, tudíž neuvidíme rozdíl v na-
měřených hodnotách. Přidáme-li například for smyčku bez efektivního kódu do shader
programu, tak se nezmění naměřená hodnota v grafu. Podobný problém vzniká v případě,
že odpojíme nebo zobrazíme4 profilovací widget od hlavního okna aplikace. Při zobrazení
a uchycení widgetu do aplikace se nám sníží (někdy i hodně drasticky) náročnost renderu
aplikace, náročnost nám vzroste stejnou měrou při odpojení nebo ukončení widgetu. Sní-
žení a zvýšení výkonu je způsobeno zobrazováním mnohem většího nebo menšího množství
pixelů na obrazovce.
Tato vlastnost může být u každé grafické karty (nebo ovladačů grafické karty) jiná, záleží
na výrobci. Popsané problémy jsou odzkoušeny na GeForce 410M/PCIe/SSE2 s ovladači
4.3.0 NVIDIA 313.30 v operačním systému Linux distribuce ArchLinux.
5.7 Editor shaderů
Hlavní účelem projektu je psaní shaderů, tudíž editor je velmi podstatná součást. Základní
vlastností, co takový editor kódu potřebuje vždy, je zvýrazňování syntaxí a automatické
odsazování textu.
Editor shaderů umožňuje jednoduše mít otevřeno více shaderů a upravovat je nezávisle
na sobě. Tento přístup je zajištěn pomocí záložek, ve kterých se otevírají jednotlivé editory.
Tyto editory mají nezávisle na sobě otevřené soubory a uživatel si přes záložky může vybrat a
pracovat s editorem, který je již otevřen. Pokud uživatel otevře soubor, který je již otevřen
v nějakém editoru, tak se zobrazí tento editor místo otevření nového. V případě, že je
soubor upraven, tak se v názvu záložky zobrazí hvězdička (*) jako symbol neuložených
změn v souboru. Jakmile uživatel uloží soubor, tato hvězdička (*) zmizí. Jednotlivé editory
si ukládají informaci o tom, jaký typ souboru mají aktuálně otevřen, zavedeno hlavně pro
budoucí použití, kdy se bude měnit například zvýrazňování syntaxí podle tohoto typu.
Vertex shadery mohou mít jiné zvýrazňování syntaxe než například čistý textový dokument
(vůbec nemá zvýrazňování).
4hodnoty jsou měřeny i při vypnutí widgetu
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Zvýrazňování syntaxe
Zvýrazňování syntaxe je implementováno za pomoci Qt třídy QSyntaxHighlighter, určené
pro zvýrazňování textu. Tato třída je přetížena pro potřebné zvýrazňování GLSL syntaxe.
Třída funguje na principu procházení bloku při stisku klávesy na klávesnici. Blok je v pojetí
Qt jeden řádek. Na tomto řádku se za pomocí regulárních výrazů, popř. jiného vyhledávání,
naleznou určené úseky kódu a tyto úseky se upraví podle stanovených pravidel. Syntaxe pro
zvýraznění jazyka GLSL jsem získal z literatury [8].
Automatické odsazování
Jak je uvedeno výše editor by měl obsahovat i automatické odsazování. Automatické odsa-
zování je naimplementováno v editoru za pomocí Qt vlastností. Qt nám pro úpravu textu
nabízí způsob editace, velice podobný normálnímu psaní textu. Tento způsob funguje na
principu, že si zkopírujeme textový kurzor uživatele a začneme z něho číst text (případně
získáme celý blok) a můžeme přes něj text editovat. Tento zkopírovaný kurzor ale neovliv-
ňuje uživatelský kurzor. Pokud chceme uživateli ovlivnit kurzor, musíme tento ovlivněný
vložit zpátky do dokumentu a tím přepíšeme původní. Automatické odsazování je rozděleno
na 2 části. První část se stará o odsazování, když uživatel vytvoří nový blok (stiskne klávesu
enter) a druhá část je použita při každém písmenu.
V první části při každém novém řádku kontrolujeme zda minulý řádek “končí” složenou
závorkou ({) a nebo klíčovými slovy if, else, while, for, switch popřípadě při case bloku.
Pokud nalezneme některé z těchto klíčových slov a nebo složenou závorku na konci minu-
lého řádku s tím, že od konce řádku odebereme bílé znaky, provedeme odsazení. Samotné
odsazení se provede tak, že získáme informaci o počtu tabulátorů (odsazení) minulého řádku
a provedeme stejný počet odsazení plus jeden. Pokud nenajdeme žádné z těchto klíčových
slov a závorku provedeme stejný počet odsazení.
Druhá část odsazování se stará o odebrání odsazení. Odebírání odsazení je potřeba zkou-
mat po každém znaku. Zde testujeme dvě hlavní podmínky pro zmenšení odsazení. Zmenšíme
odsazení v době, kdy uživatel napíše znak ({) a nad tímto znakem je některé klíčové slovo
mimo case. V daném případě musíme zmenšit odsazení, protože by se odsazení zdvojilo.
Pokud uživatel napíše klíčové slovo například if, provedeme automatické odsazení dalšího
řádku, stejná reakce je i pro znak ({), tudíž by jsme odsadili dvakrát.
Druhé zrušení odsazení se použije při napsání znaku (:) a před tímto znakem je klíčové
slovo case. To znamená, že všechno po case bude odsazeno, ale samotné klíčové slovo case,
bude na stejné úrovni jako klíčové slovo switch. Pro tento způsob odsazení byla použita
předloha vývojového prostředí QtCreator.
5.8 Uniformní proměnné
V době psaní této práce se programování alespoň trochu pokročilejší grafiky neobejde bez
uniformních proměnných (případně uniformního bufferu). Tyto proměnné jsou vloženy do
shaderu při začátku průchodu shaderu a mají po celou dobu vykreslování shaderu stejnou
hodnotu. Nová hodnota může být přiřazena do uniformní proměnné, ale až po ukončení
vykreslování shaderu, poté se musí nová proměnná navázat na místo v shaderu.
Uniformní proměnné jsou využívány například pro vyobrazení světel, mohou nám určo-
vat pozici světel, pozici kamery, ale zároveň může být použita pro rozhodování, zda shader
bude vykonávat danou funkci. Uniformních proměnných je hodně typů a velikostí. Velikosti
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uniformních proměnných mohou být například matice, vektory a nebo přímo jednotlivé
hodnoty. Typy proměnných pak mohou nabývat většinu standardně používaných progra-
movacích typů v dnešních programovacích jazycích (float, bool, int atd.). Protože uživatel
potřebuje uniformní hodnoty dynamicky měnit, je zaveden tzv. jazyk uniformních proměn-
ných. Tento jazyk zvládá matematické výrazy a přidává speciální proměnné, které dodá-
vají uniformním proměnným dynamičnost. Jazyk uniformních proměnných bude vysvětlen
v sekci 5.8.3 (Jazyk Uniformních proměnných).
5.8.1 Nastavování hodnot
Tento problém nebyl tak triviální, jak by se na první pohled mohlo zdát. Uživatel musí mít
možnost nastavit data do uniformních proměnných, pokud možno jednoduše, ale přitom
uniformní proměnné mohou obsahovat několik typů a velikostí. Už z hlediska toho, že uživatel
může nastavovat proměnné pro vektory a matice, tak muselo být nastavování provedeno
nějak univerzálně. Na obrázku 5.10 lze vidět řešení tohoto problému.
Obrázek 5.10: Vytváření uniformních proměnných
Jak je vidět na obrázku 5.10, tak řešení je založeno na dynamické tabulce, které se zvět-
šuje a zmenšuje počet buněk podle velikosti proměnných, co chce uživatel zadávat. Pokud
chce uživatel zadat například matici 4×4, tak tabulka bude stejné velikosti. Podobným způ-
sobem bude fungovat i v případě, že uživatel bude chtít zadat vektor a nebo jenom jednu
hodnotu.
Poté co uživatel zadá potřebné hodnoty, musí uniformní proměnnou ještě vytvořit. Uni-
formní proměnné se vytvoří tak, že uživatel zadá jméno a použije tlačítko Add Variable. Pro
přidání proměnné do známých proměnných musí být vyplněno jméno proměnné. Při nevy-
plnění jména proměnné a nebo špatném vyplnění hodnot tabulky, program oznámí chybu
uživateli. Pokud je potřeba pozměnit již existující uniformní proměnnou, musí se vyvolat
její hodnoty. To lze provést za pomoci dvojitého kliknutí na název proměnné vlevo (viz obr.
5.10), tím se zobrazí hodnoty obsažené v této proměnné v hlavním části tohoto dialogu.
Poté provedeme požadované úpravy a přidáme. Pro přidání stiskneme znovu tlačítko Add
Variable pro přepsání aktuální proměnné. Vyvolání hodnot není nutné, v případě, že máme
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nastavené již použité jméno uniformní proměnné, tak při stisknutí tlačítka Add Variable
se tato proměnná automaticky přepíše.
5.8.2 Módy proměnných
Uniformní proměnná může být ve třech různých modech. Módy určují jak se tato proměnná
bude nadále používat. Módy jsou žádný, pole a násobení. Na obrázku 5.10 jsou vidět jako
None, Array a Multiply. Jedna uniformní proměnná může mít nastaven pouze jeden mód.
Pokud je proměnná bez speciálního módu, tak se chová standardně, tzn. po vytvoření ji na-
vážeme do shaderu na stanovené místo a po výpočtu výsledné hodnoty uniformní proměnné
se tato hodnota používá v shaderu. Ostatní módy si nyní popíšeme.
Mód pole (Array)
Jelikož může být uniformní proměnná pole hodnot stejného typu, je zde zavedena funkčnost,
která umožňuje uživateli zadávat pole hodnot. Pokud je mód pole zapnut, upraví se dialog
tak jak lze vidět na obrázku 5.11. Po stranách tabulky se objeví šipky, které nám umožňují
listovat polem a také zvětšovat počet položek v poli. Je-li uživatel na poslední stránce
v poli hodnot a pokusí se přepnout na další stranu, automaticky se mu vygeneruje další
položka pole. Pro vymazání strany z pole je použito tlačítko Remove Page, pokud je tlačítko
stisknuto, vymaže se aktuální stránka pole a uživateli se přepne vedlejší stránka. V případě,
že je zde pouze jediná stránka v poli, pak tohle tlačítko neudělá nic.
Obrázek 5.11: Pole uniformních hodnot
Mód násobení (Multiply)
Mód násobení poměrně hodně mění funkčnost celé proměnné. V tomto módu neobsahuje
proměnná hodnoty, ale hodnoty se počítají před nastavením tak, že se vynásobí jiné uni-
formní proměnné. Na obrázku 5.12 lze vidět změnu v zadávání proměnných. Tabulka se
v tomto módu změní na jednořádkovou (nezávisle na zvoleném typu), každá sudá hodnota
tabulky je uniformní proměnná a každá lichá hodnota je znaménko násobení. Znaménko
násobení je zde pouze pro upozornění, že jde o násobení jednotlivých uniformních hodnot a
ne o jejich zadávání, tohle znaménko nelze upravit.
Zadávání uniformních proměnných v tomto módu je pomocí výběru z nabídnutých pro-
měnných. Výběr nenabízí uniformní proměnné jiného typu a ty, co jsou v módu násobení.
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Omezení pro mód násobení je z důvodu, aby nenastala nekonečná smyčka při výpočtu hod-
noty. V příloze na obrázku B.3 lze vidět výběr nabízených hodnot. V případě, že zadáme
znak –– bude tato položka při ukládání proměnné ignorována. Je to způsob, jak vymazat
nechtěné položky. Pokud uživatel vymaže nastavenou hodnotu (použitou uniformní proměn-
nou) a zobrazí znovu proměnnou v módu násobení s nastavenou vymazanou hodnotou, do-
stane uživatel upozornění, že tato proměnná je vymazána a automaticky se vymaže z výčtu
položek násobených proměnných. V případě, že uživatel nezobrazí proměnnou s vymaza-
nou položkou, bude vykreslování pokračovat dále, ale místo vymazané položky bude použit,
pokud to lze, neutrální prvek (např. matice identity).
Samotné násobení nastavených proměnných se provádí v OpenGL části programu, před
nastavením do shader programu. Testuje se zda uniformní proměnná existuje, zda je stejného
typu a zda není v módu násobení. Násobení probíhá ve stejném pořadí tak, jak je zadal
uživatel.
Obrázek 5.12: Mód násobení uniformních proměnných
5.8.3 Jazyk uniformních proměnných
Pro psaní uniformních proměnných se musel vytvořit vlastní jazyk, protože tuto proměnnou
dost často potřebujeme měnit v čase při vykreslování. Tudíž se vytvořil jazyk podporující
standardní matematické úkony a zároveň je schopen své hodnoty v čase měnit. Tento jazyk
podporuje operátory a funkce uvedené v tabulce 5.1.
+− ∗/() Standardní matematické úkony
∧ Mocnina
sin, cos, tan, asin, acos, atan Goniometrické funkce
$Time, $Action, $ActionPressed Speciální proměnné, měnitelné v čase
Tabulka 5.1: Tabulka podporovaných operátorů a funkcí
Z každé speciální proměnné získáme jedno číslo, které se dále použije do celkového vý-
sledku. Podrobně popíšeme speciální proměnné. Tučně zvýrazněné písmena jsou čísla, která
jsou u popisovaných proměnných nastavitelná.
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1. $Time{inkrement, interval, výchozí = 0, maximální = 0}
Proměnná má na začátku hodnotu výchozí, pokud není nastavena ručně, použije se
0. Každých interval milisekund se hodnota inkrement přičte k předešlé výsledné
hodnotě. Pokud výsledná hodnota proměnné přejde hranici maximální, nastaví se
zpět hodnota výchozí.
2. $Action{id, první, druhá}
Proměnná obsahuje pouze hodnotu buď první, nebo druhá. Při stisku tlačítka id se
nastaví druhá hodnota, než je aktuálně nastavena. Při spuštění programu se nastaví
hodnota první.
3. $ActionPressed{id, interval, pravda, nepravda, výchozí = 0}
Proměnná reaguje na držení tlačítka id. Na začátku tato proměnná má hodnotu vý-
chozí. V intervalech interval milisekund se přičítá hodnota pravda, nebo nepravda
k výsledné hodnotě. Pokud uživatel drží tlačítko id, přičítá se hodnota pravda, jinak
hodnota nepravda.
Speciální proměnné píšeme přímo do matematického výrazu a výsledná hodnota se poté
mění podle nastavení těchto proměnných. Proměnné se nastaví na výchozí hodnotu v době
překladu shaderu. Pro lepší pochopení použití těchto proměnných si ukážeme pár příkladů.
1 + $Time{1, 50} (5.1)
Na ukázce 5.1 vidíme použití Time proměnné. Výsledná hodnota po spuštění shaderu bude
1 a každých 50 milisekund se bude přičítat +1. Výsledné hodnoty tedy budou v 50 mili-
sekundách 2 ve 100 milisekundách 3 atd.
1 + $Action{1, 5,−5} (5.2)
Na ukázce 5.2 vidíme použití Action proměnné. Výsledná hodnota po spuštění shaderu bude
6 a pokud stiskneme tlačítko 1 bude výsledek −4 (1+(−5) = −4), po dalším stisku tlačítka
1 bude hodnota zase 6.
1 + $ActionPressed{1, 50, 1, 0} (5.3)
Na ukázce 5.3 vidíme použití ActionPressed proměnné. Výsledná hodnota po spuštění sha-
deru bude 1. Po dalších 50 milisekundách bude hodnota stále 1 (hodnota nepravdy je 0
tudíž 1 + 0 = 1). Při držení tlačítka po dobu 50-ti milisekund bude hodnota 2, za dalších 50
milisekund bude hodnota 3. Pokud tlačítko po určité době pustíme, bude se výsledek držet
na stejné hodnotě jakou měl při puštění tlačítka.
$ActionPressed{1, 50, 1, 0}+ $ActionPressed{2, 50,−1, 0} (5.4)
Poslední výraz 5.4 nám zobrazuje specifičtější použití proměnných ActionPressed. Výraz
bude fungovat pro 2 tlačítka. Pokud nebudeme držet žádné tlačítko, výsledná hodnota bude
neměnná. V případě, že uživatel stiskne a bude držet tlačítko 1, bude výsledná hodnota
stoupat oproti hodnotě původní. Bude-li držet uživatel tlačítko 2, bude hodnota (od poslední
výsledné hodnoty) klesat, klidně i do záporných čísel. Tímto způsobem se vytvářejí rotace
a přibližování ve view matici.
36
Detekce chyby
Dialog pro nastavení uniformních proměnných nás upozorní na to, že je ve výrazu chyba a
neumožní nám danou proměnnou uložit. Upozornění je buď červeným zabarvením buňky
(viz obr. 5.13), kde je chyba, nebo při ukládání chybné proměnné se objeví dialog s upo-
zorněním. Na obrázku jdou vidět dvě chyby, jedna je dvakrát za sebou operátor + a druhá
nám ukazuje chybu špatného počtu argumentů ve speciální proměnné.
Obrázek 5.13: Chyba v uniformních hodnotách
5.8.4 Implementace uniformních proměnných
Implementace uniformních proměnných se dá rozdělit na 2 části. Návrh a implementace
jazyka uniformních proměnných a uložení celých uniformních proměnných do programu.
Formální návrh jazyka
Pro vytvoření speciálních uniformních proměnných byla použita bezkontextová gramatika.
Bezkontextová gramatika popisuje jazyk a pomocí precedenční tabulky byl vytvořen syn-
taktický analyzátor. První bude popsána bezkontextová gramatika.
Bezkontextová gramatika G je čtveřice G = (N,Σ,P,S ).
1. N je konečná množina nonterminálních symbolů
2. Σ je konečná množina terminálních symbolů
3. P je konečná množina přepisovacích pravidel (pravidel) tvaru A → α, A ∈ N
a α ∈ (N ∪ Σ)*
4. S je výchozí symbol gramatiky
Definice gramatiky citována z [17].
Použitá gramatika pro vytvoření jazyka je tedy G = N,Σ,P,S ), kde
1. N = {E}
2. Σ = {+,−,*,/,∧,i,(,),fnc}
3. P = {
(a) E → E + E
(b) E → E − E
(c) E → E * E
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(d) E → E / E
(e) E → E ∧ E
(f) E → (E)
(g) E → +E
(h) E → -E
(i) E → fnc E
(j) E → i
}
4. S = E
Přičemž fnc je zástupný znak pro sin, cos, tan, asin, acos, atan a speciální proměnné se
zpracovávají stejně jako identifikátory i.
Dále byla vytvořena precedenční tabulka, tato tabulka nám umožňuje zpracovávat zís-
kaný matematický výraz v syntaktickém analyzátoru pomocí metody zdola nahoru. Prece-
denční tabulka je znázorněna tabulkou 5.2.
+ − * / ∧ fnc ( i ) $
+ > > < < < < < < > >
− > > < < < < < < > >
* > > > > < < < < > >
/ > > > > < < < < > >
∧ > > > > < < < < > >
fnc > > > > > < < > >
( < < < < < < < < =
i > > > > > > >
) > > > > > > >
$ < < < < < < < <
Tabulka 5.2: Precedenční tabulka pro uniformní jazyk
Precedenční tabulka dává předpis pro konstrukci syntaktického analyzátoru. Syntaktický
analyzátor jazyka funguje podle následujícího algoritmu.
• Vlož na zásobník symbol $
• Hlavní cyklus
– Nechť a je aktuální vstupní symbol, b je nejvrchnější terminální symbol na
zásobníku. Podle obsahu políčka precedenční tabulky na souřadnicích [b,a] roz-
hodni:
= Přečti symbol a ze vstupu a dej jej na vrchol zásobníku.
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< Přečti symbol a ze vstupu a dej jej na vrchol zásobníku. Najdi na zásobníku
nejvrchnější terminální symbol−b. Hned za tento symbol vlož do zásobníku
symbol < (Pozor, nemusí být na vrcholu zásobníku!). Přečti symbol a ze
vstupu a dej jej na vrchol zásobníku.
> Najdi na zásobníku nejvrchnější symbol <. Mezi tímto symbolem a vrcho-
lem zásobníku najdi pravou stranu jistého pravidla r. Odstraň tuto část
ze zásobníku včetně symbolu <. Vlož na zásobník levou stranu pravidla r
popřípadě zapiš na výstup, že byla provedena redukce podle pravidla r.
Prázdné políčko Syntaktická chyba ve vstupním řetězci
• Pokud a = $ a b = $ syntaktická analýza proběhla v pořádku, jinak proveď další
smyčku cyklu.
Algoritmus citován z [11].
Implementace jazyka
Jazyk uniformních proměnných je implementován za pomocí lexikální, syntaktické a séman-
tické analýzy. Přičemž syntaktická a sémantická analýza funguje na principu precedenční
tabulky podle algoritmu popsaného výše. Lexikální analýza je konečný automat, který při-
jímá vstupní znaky a testuje zda jsou ve správném pořadí. Po přečtení sekvence znaků
je zamění za token, se kterým dále pracuje syntaktická a sémantická analýza. Algoritmus
popsaný výše nám jako výstup vrací posloupnost čísel, která nám udává posloupnost pravi-
del, tak aby výsledek matematického vzorce vyšel správný (tzn. bere v úvahu asociativitu
operátorů, prioritu atd.).
V programu čteme postupně tokeny v případě, že narazíme v tabulce na > podíváme
se do pravidel a pokud najdeme odpovídající pravidlo vytvoříme si nový token, který na-
vrátíme. Tento token si nese informaci, ze kterých tokenů je tvořen a jaké pravidlo bylo
pro jeho vytvoření použito. Tento token vlastně představuje nonterminál, který si uložíme
bokem do pole. Když syntaktická analýza skončí úspěšně, může se pomocí posledního vy-
tvořeného nonterminálního tokenu vypočítat celý matematický vzorec. Tudíž i pro speciální
proměnné stačí pouze získat hodnotu této proměnné a použít ji při výpočtu výsledku po-
mocí zapamatovaného postupu. Díky tomuto přístupu nemusíme provádět znova lexikální a
ani syntaktickou analýzu.
Celý uniformní jazyk se zpracovává v každé buňce tabulky při vytváření uniformních
proměnných. Pokud při některé analýze vznikne chyba, nastaví se buňka jako nevalidní a
upozorní se na to uživatel (viz obr. 5.13). Protože buňka uniformní proměnné může být více
datových typů, je programována jako C++ template. Ze stejného důvodu jsou podobným
způsobem programovány i speciální uniformní proměnné.
5.8.5 Ukládání hodnot v programu
Původně (v době, kdy nebyl vytvořen uniformní jazyk) se ukládání provádělo za pomocí
QVariant objektů, které dokázaly pojmout libovolné typy čísel a poté je znovu získat jako
jednotlivá čísla. Po implementaci uniformního jazyka se musel tento způsob nahradit. Pro-
blém vznikl v tom, že uživatel může napsat celý matematický vzorec a ne jenom jedno číslo.
Zavedl se způsob ukládání jednotlivých buněk jako jednotlivé objekty.
Tyto objekty jsou při vytvoření uniformní proměnné (případně v době dodání nových
dat) otestovány na validitu a tím jsou získány informace o budoucím postupu pro získání
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výsledku (viz výše). Stejně tak si pro jednodušší práci ukládá uniformní proměnná i původní
hodnoty (řetězec znaků), které se používají pro ukládání projektu. Zpětné načtení projektu
poté generuje znovu tyto objekty buněk a každá buňka zase provede veškeré analýzy pro
získání potřebného postupu pro získání výsledku.
Na obrázku lze vidět jak vypadá struktura uniformní proměnné 5.14. Z obrázku vyplývá,
že jeden projekt může mít libovolné množství uniformních proměnných a každá uniformní
proměnná může mít libovolné množství buněk s matematickými vzorci. Tímto způsobem se
ukládají uniformní proměnné při ukládání projektu.
Obrázek 5.14: Struktura uniformní proměnné
5.8.6 Navazování do OpenGL
Navazování uniformních proměnných v programu se provádí v OpenGL části programu. Pro
použití uniformních proměnných je uživatel musí navázat na přípojná místa v programu.
To uživatel provede v dialogu pro navazování uniformních proměnných. Dále bude popsán
dialog pro navázání uniformních proměnných, obrázek 5.15.
1 2 3 4 5
Obrázek 5.15: Připojení uniformních proměnných
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1. Typ uniformní proměnné, kterou si vybereme.
2. Jméno uniformní proměnné, kterou chceme přiřadit.
3. Shader program, kde chceme tuto uniformní proměnnou přiřadit.
4. Přípojný bod v shaderu (název uniform proměnné v shaderu).
5. Tlačítko pro vymazání nastaveného řádku.
Po navázání uniformních proměnných na daná místa ve stanovených shader programech se
při vykreslování daného shader programu navážou tyto uniformní proměnné a to tak, že se
získají hodnoty speciálních proměnných (ty se mohou změnit v čase), vypočítají se výsledné
hodnoty buněk uniformních proměnných a tyto buňky se navážou na daná místa v shaderu.
Speciální pozornost se dává speciálním proměnným (Time, Action, ActionPressed) uni-
formních proměnných. Tyto proměnné se při načítání nových hodnot (před prvním vykres-
lováním po přeložení nového shaderu) projdou a získají se časovače pro ty, které se mění
v čase (Time a ActionPressed). Tyto časovače se dávají do skupin z hlediska optimalizace,
tzn. pokud jsou dvě proměnné s časovačem pro každých 50 milisekund, tak se vytvoří pouze
jeden časovač a ten upraví hodnoty pro obě tyto proměnné.
Každá speciální proměnná má vždy hodnotu, která se dá použít jako výsledná. Na
začátku je to hodnota nastavená jako výchozí v parametrech proměnné. Tudíž při samotném
výpočtu buňky se vezme aktuálně výsledná hodnota (ta se mohla od minulého vykreslování
několikrát změnit) a použije se pro výpočet. Jinak řečeno změna speciálních proměnných je
asynchronní oproti výpočtu buněk uniformních proměnných.
Další speciální pozornost se musí věnovat proměnným v módu násobení. Před navázáním
této uniformní proměnné do shader programu se postupně čtou jejich hodnoty. Tyto hodnoty
nám udávají uniformní proměnné, které postupně tak, jak je získáváme, testujeme na validitu
(test zda proměnná existuje a zda v ní není chyba) a pokud jsou validní, použijeme je
pro násobení s aktuálním výsledkem, pokud validní není, vynásobíme aktuální výsledek
s výchozím prvkem. Takto postupně vynásobíme všechny proměnné a dostaneme výslednou
hodnotu, kterou navážeme do shader programu.
5.9 Práce s 3D modely
Uživatel si může napsat shadery a tyto shadery přeložit, ale pro zobrazení potřebuje model,
na který se bude tento shader (přesněji shader program) aplikovat. Pro specifické shadery
potřebujeme model, který má nějaké vlastnosti. Specifický model můžeme potřebovat i v pří-
padě, kdy vytváříme shader zaměřený na tento model. Pro tyto účely potřebuje uživatel mít
možnost načíst vlastní model do programu. Pro načítání jsem použil knihovnu Assimp (viz.
sekce 3.3), hlavně pro svou všestrannost.
5.9.1 Načtení souboru modelu
Když uživatel zadá příkaz pro načtení modelu, vyskočí mu dialog hledání modelu s různými
druhy modelů (prozatím vyzkoušené pouze .dae, .3ds, .obj a .blend, poslední jmenovaný
nenačítá správně), kde si vybere svůj požadovaný model a ten si načte do programu. Sa-
motné načítání modelu do programu provádí knihovna Assimp, která obsahuje interface pro
načítání.
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Tento interface je objekt v jazyce C++. Do tohoto objektu se zadají potřebné parametry,
jak je popsáno výše (viz. sekce 3.3) a tento model se celý načte do vnitřní struktury Assimp
pro další zpracování. Celá práce je psána v Qt, a protože i OpenGL část je značně napojena
na Qt, převádí se tento Assimp interní formát do vlastních objektů. Tento převod je po-
třebný například pro jednoduché zobrazování informací uživateli a jednoduché použití pro
vykreslování a nastavování. Struktura vnitřních tříd, do kterých se model načítá, je složena
ze dvou částí:
1. Obsahující data modelu po jednotlivých částech modelu (mesh).
2. Určuje, jak tyto data vykreslit (node).
Části modelu jsou uloženy ve třídě, která obsahuje pozice, normály, indexy a barvy
částí objektu. Všechny tyto hodnoty ukládá jako pole jazyka C, a protože tyto pole nemají
informaci o velikosti, tak se musí pro každé pole ukládat ještě tato informace. Hodnoty
modelu se ukládají do pole pro svou jednoduchost nahrání do OpenGL bufferů a díky tomu
se zrychlí načítání modelu jako aktivního do OpenGL bufferů. Tato třída poté zjednodušuje
přístup k datům. Může se například dotázat, zda tyto data vůbec existují v dané části
modelu. Informace o existenci je cenná hlavně z důvodu, že každý načítaný model nemusí
obsahovat informace všech položek. Pro jednoduchost použití, pak tato třída může obsahovat
index OpenGL bufferu, do kterého se dané pole načetlo.
Druhá potřebná část načítaných dat nám určuje, které části modelu budeme vykreslovat
v daný moment, a jak je případně transformujeme do potřebné polohy. Tyto části můžeme
nazvat uzly modelu. Každý uzel modelu je v programu reprezentován jako jeden objekt.
Každý objekt obsahuje ukazatele na své poduzly (syny) a také ukazatele na objekty obsahu-
jící data pro aktuální část (mesh). Tyto uzly jsou řazeny do n-nární stromové struktury pro
svou provázanost synů a otců. Každý otec se postará o zničení svých synů, tudíž se nemusí
starat o ukládání ničeho jiného než ukazatele na kořenový uzel. Ostatní uzly se navazují při
načítání modelu. Uzly obsahují i matice pro 3D transformaci dat na danou pozici, případně
s potřebnou rotací. Vnitřní struktura modelu lze vidět na obrázku 5.16.
Obrázek 5.16: Struktura uložení modelu
Informování uživatele o načítání
Protože jeden 3D model o velikosti několik stovek megabytů a i více není výjimkou, musí
se uživateli dát informace o tom, že je model načítán a aplikace je nyní zaneprázdněna.
Tento problém je vyřešen za pomocí Qt části QProgressDialog. Třída QProgressDialog
umožňuje poměrně jednoduchým způsobem dát uživateli vědět, že je model načítán a kolik
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procent je z daného modelu načteno. Do QProsressDialog zadáme počáteční hodnotu a
maximální hodnotu, poté se zadává aktuální hodnota, která je někde mezi těmito dvěma
extrémy (pokud se dostane za maximum, je nastaveno 100% načítání a dialog je ukončen).
Zároveň tento dialog řeší problém, že se nezobrazí v případě, že je načítání moc krátké
(v základu nastaveno na 4 000 milisekund).
Načítání je rozděleno na dvě poloviny. První polovinu načítání provádí Assimp knihovna
a druhá část je převod Assimp struktury do interní programové struktury. Protože není
možné, před načtením modelu za pomoci Assimp knihovny získat informaci o počtu uzlů
(určuje dobu trvání druhé části), tak jsou rozděleny tyto dvě částí na rovné poloviny.
První část získává údaje z knihovny Assimp, tato knihovna obsahuje třídu pro získá-
vání procentuální hodnoty načtení souboru. Po implementaci se ale vyskytl problém s tímto
přístupem, přesněji vůbec nefungoval a místo procent načítání byla vrácena hodnota −1.
Příčina tohoto problému byla nalezena v dokumentaci dané třídy. Podle Assimp oficiální
dokumentace (viz [1]), nejde zjistit procentuální načtení modelu a tudíž je tato třída ne-
funkční.
Ve druhé části načítání se zjistí počet meshů modelu a pomocí něj se vypočítá kolik
procent musíme přičíst pro každý načtený mesh. Tato část je plně funkční.
Výsledné načítání funguje díky výše uvedeným skutečnostem tak, že načítání modelu
z objektu (většinou ta delší část) zobrazuje 0% a po ukončení této části se objeví 50%
a pokračuje dál v závislosti na počtu částí modelu. Výhoda tohoto dialogu však zůstává
v informování uživatele, že se načítá model a v možnosti ukončit načítání mezi první a
druhou fází.
5.9.2 Připojování shader programů
Pro připojení shader programu na meshe modelu, se použije dialog pro prohlížení struktury
modelu. Tento dialog umožňuje přes kontextové menu připojit shader programy na položku,
ke které se stahuje kontextové menu. Tento způsob připojování lze vidět na obrázku 5.17.
Díky tomuto způsobu připojení může být na jeden model připojeno několik různých shader
programů.
Pro zjištění na který mesh se shader program připojuje, je možnost vyvolat dialog pro
čtení hodnot daného meshe (doba načítání tohoto dialogu může být hodně dlouhá v závislosti
na množství načítaných dat). Jako další způsob rozlišení jednotlivých meshů si uživatel může
vytvořit shader program jedné barvy a zkoušet, která část modelu se vybarví. Tento způsob
by se dal v budoucích verzí zautomatizovat programem.
5.9.3 Vykreslování modelu
Načtený model má dvě důležité části meshe modelu a uzly modelu. Uzly modelu dávají
informace o tom, které části jsou aktuálně určeny pro vykreslení, a jak je vykreslit. Protože
každý uzel obsahuje své syny a také každý uzel obsahuje transformace, musí se při vykres-
lování tyto uzly postupně procházet. Tudíž se projde celá stromová struktura od kořene až
k synům. Transformace se přitom musí sčítat, toto sčítání transformací se provádí za pomoci
násobení matic. Transformační matice v programu se ukládají do zásobníku, přičemž na vr-
cholu zásobníku je uložena nejnovější transformace. Každá další transformace se aplikuje na
stávající a uloží se jako nový vrchol zásobníku.
Před samotným vykreslováním se uloží nové hodnoty částí modelu do OpenGL bufferů,
každá část obsahuje speciální buffer pro každý typ pole. Identifikátory těchto bufferů se uloží
do modelu. Poté se takto vytvořené buffery připojí na existující aktivní shader program.
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Obrázek 5.17: Připojení shader programů na části modelu
Celé vykreslování se provádí za pomoci procházení uzlů rekurzivně. Při začátku vykreslo-
vání se získá kořenový uzel. Transformace kořenového uzlu se provedou na výchozí matici
pro vykreslování, nově vzniklá matice se uloží do zásobníku. Matice se poté použije pro
vykreslování meshů připojených k tomuto uzlu (pokud nějaké jsou). Po vykreslení všech
částí připojených k tomuto uzlu, se postupně zavolá stejná metoda pro vykreslování všech
synů tohoto uzlu. Tento způsob vykreslování se opakuje, dokud všichni synové neaplikují
své matice pro transformaci a nevykreslí své připojené meshe. Po ukončení vykreslení všech
svých synů se aplikovaná transformace zahodí, uzly na stejné úrovni v jiné větvi stromu ji
nesmějí použít pro správné vykreslení modelu, využívají pouze transformace svých předků.
Po ukončení celého rekurzivního vykreslení se takto vykreslený obraz zobrazí na obrazovce.
5.10 OpenGL část programu
V této části bude popsána práce, kterou provádí OpenGL okno v programu. V aplikaci je
snaha o co největší oddělení uživatele od programování OpenGL, i když se od uživatele čeká
jistá znalost této knihovny (přece jenom programuje GLSL shadery). Uživatel nastavuje
různé hodnoty všude v programu a v části OpenGL okna jsou tyto hodnoty předávány do
OpenGL. V první části bude popsáno jak interně OpenGL okno funguje (do čeho uživatel
nezasahuje) a v druhé reakce na uživatelské akce.
5.10.1 Interní práce OpenGL
Při startu aplikace (ne při načtení projektu) se získá kontext OpenGL okna a inicializuje
se. Získání kontextu OpenGL nám obstarává knihovna Qt. Pro získání kontextu je OpenGL
okno vytvořeno se speciálním objektem QGLFormat, tento objekt nám specifikuje verzi
OpenGL (nastaveno na 3.3) a nastaví nám Core profil. Díky Core profilu můžeme používat
pouze funkce OpenGL 3.3 a vyšší, což nám spěje k používání pouze doporučených funkcí.
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Po vytvoření kontextu OpenGL se inicializuje OpenGL okno, kde se nastaví výchozí
hodnoty pro vykreslování. Mimo jiné se nastaví výchozí projection a view matice. Tyto
matice mohou být posléze nahrazeny a místo nich použity uniformní proměnné jak bude
uvedeno v sekci 5.8 (Uniformní proměnné). V inicializaci se nastaví také časovač, který
každých 50 milisekund provede vykreslení OpenGL okna. V průběhu vykreslování se mohou
přidávat další časovače pro změnu hodnot uniformních proměnných.
Vykreslování modelu se provádí rekurzivně, tak jak je model uložen (viz sekce Práce s 3D
modely 5.9). Před samotným vykreslováním se ověří, zda není nutno přenastavit hodnoty,
pokud ano, nastaví se. Po případném nastavení nových hodnot se nastaví view matice (jenom
v případě, že je použita výchozí, ne uživatelská uniformní matice), podle toho jak uživatel
rotuje nebo přibližuje vykreslovaný objekt pomocí tlačítek. Po této části se začne vykreslovat
objekt.
Vykreslování postupuje podle uzlů modelu. Každý uzel může mít několik meshů, několik
synovských uzlů a musí obsahovat transformační matici (matice může být neutrální). Re-
kurzivně se prochází uzly, dokud nejsou vykresleny všechny uzly modelu. Postupuje se od
rodičovských uzlů ke koncovým uzlům. Pokaždé, když se má vykreslit nový uzel, načtou se
jeho meshe pro vyobrazení a vynásobí se jeho transformační matice s aktuální maticí na zá-
sobníku. Každá transformační matice (počínaje od projekční matice) se vloží do zásobníku
jako násobek aktuální transformační matice a nejvýše uložené na zásobníku.
Pro vykreslení meshe se nastaví jeho parametry, tzn. navážou se uniformní proměnné
do shader programu, nastaví se buffery modelu, nastaví se textury atd. Při nastavování
hodnot pro vykreslování se také navážou aktuální hodnoty transformační matice modelu
a výsledné matice mvp (získanou součinem projekční, view a transformační matice), tyto
matice jsou navázány (pokud jsou v shaderu využity) na GLSL uniformní proměnné pod
jmény modelM pro transformační matici a mvp pro výslednou matici. Transformační matice
je matice získaná jako násobek jednotlivých transformačních matic uzlů vedoucích k tomuto
uzlu, není zde použita projekční ani view matice. Projekční a view matice se nenavazují,
protože si je uživatel může jednoduše vygenerovat jako uniformní proměnnou a tu využít
v shaderu.
Po nastavení všech potřebných proměnných pro vykreslení, se vykreslí pomocí předvy-
tvořeného shader programu, tímto způsobem budou vykresleny všechny meshe uzlu. V době
vykreslení všech meshů se začnou vykreslovat všechny synovské uzly. V případě, že uzel nemá
žádné synovské uzly, vrací se z rekurze a vyhazují se ze zásobníku jednotlivé transformační
matice.
5.10.2 Reakce na vstupy
Uživatel může do OpenGL okna zasahovat dvěma způsoby. Zaprvé pomocí naprogramo-
vaných tlačítek, čímž mění hodnoty uniformních proměnných (nebo výchozí view matice).
Zadruhé tím, že provede změnu podstatnou pro vykreslování (přeloží nové shadery, nastaví
nové uniformní proměnné atd.). Ovládání OpenGL vykreslování lze vidět na obrázku 5.18
ve spodní části obrázku.
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Obrázek 5.18: OpenGL okno
Naprogramovaná tlačítka jsou dvojího typu, jedny jsou v základu bez funkce a druhé
jsou využity ve výchozí view matici, popř. ve vygenerované view matici, pokud uživatel
nepřepíše uniformní proměnné. Druhý typ tlačítek se dá programovat stejně jako první,
jediný rozdíl je ve výchozím nastavení a v popisu tlačítek. Na obrázku 5.18 jdou vidět oba
typy tlačítek, vrchní část tlačítek je první typ a spodní část druhý typ. Tlačítka se programují
při vytváření uniformních proměnných, jak se tyto proměnné programují je uvedeno v sekci
5.8 (Uniformní proměnné).
Každé uniformní proměnné reagující na tlačítka je přiřazen identifikátor tlačítka a pokud
má reagovat v čase, tak i časový interval mezi změnou. Je-li zde uveden časový interval,
vygeneruje se časovač, který po uplynutí intervalu provede patřičnou změnu. Práce s časovači
je prováděna v OpenGL části programu. V případě, že uživatel provede nějakou změnu,
nastaví se časovače do výchozí hodnoty.
Reakce na všechny ovládací tlačítka jsou z hlavního okna aplikace přesunuty do OpenGL
části okna, zde se zaznamenává jestli uživatel stiskl tlačítko a zda ho ještě stále drží. Poté
v časových intervalech (podle vytvořených časovačů), nebo rovnou při stisknutí tlačítka
(proměnná nemá časovač) se provedou změny ve speciálních uniformních proměnných a
ovlivní se celkový výsledek uniformní proměnné.
5.10.3 Nastavení OpenGL
Některé vlastnosti, které nejsou nutné měnit při každém průchodu, jsou ukládány jako na-
stavení v projektu a změněny bokem od vykreslování. Toto chování nám umožňuje OpenGL
vlastnost stavového stroje, což znamená, že OpenGL nastavíme vlastnost a tato vlastnost
46
se bude provádět v každém následujícím vykreslení až do další změny této vlastnosti. V ak-
tuální části vývoje aplikace jsou takto nastavovány tři vlastnosti [14].
1. Barva použitá pro překreslování obrazovky (pro uživatele funguje jako barva pozadí).
2. Hloubkový test nám určuje, zda bude zapnutý nebo vypnutý hloubkový buffer. V pří-
padě, že není hloubkový buffer zapnut bude viditelná barva poslední, která byla na




V této kapitole bude popsáno testování aplikace ShaderMan, ale i testování výkonnosti
GLSL shaderů. Testování aplikace ShaderMan bude zaměřeno na jednoduchost používání,
použitelnost přiložené příručky a otázky na budoucnost aplikace (co by zde uživatelé rádi
viděli).
Testování výkonnosti GLSL shaderů bude spíše jako návod pro programátory pracují-
cími s těmito shadery. Zde budou testovány jednotlivé (více používané) příkazy shaderů.
Testované příkazy budou porovnávány mezi sebou.
6.1 Výkonnost GLSL shaderů
Výkonnost GLSL shaderů byla měřena pomocí doby vykreslování jednotlivých shaderů,
která byla získána skrze profilovací část aplikace. Každý výsledek je získán průměrem sta
testovacích vzorků, tento průměr je počítán aplikací. V měření se testovali řídící příkazy
(if, for, while, switch) goniometrické funkce (sin, cos, tan) a práce s texturami.
Následující měření by měli dát uživateli alespoň nástin silných a slabých míst v GLSL
shaderech. Tyto měření se nedají považovat za 100% přesné výsledky, protože grafická karta
může dané shadery optimalizovat podle potřeby a každá grafická karta může tyto optima-
lizace provádět poněkud jiným způsobem. Závěr tohoto měření by programátorovi GLSL
shaderů měl dát přehled, které příkazy shaderů jsou méně náročné (mohou se častěji použí-
vat) a které jsou náročnější (je lépe se jim vyhnout).
Jako testovací model byl vybrán jednoduchý model čtverce. Měření byli prováděny na
GeForce 410M/PCIe/SSE2 s operačním systémem Linux (Archlinux ) s ovladači NVIDIA
313.30 a pro zjištění rozdílů mezi systémy byly testy provedeny i na operačním systému
Windows 7 64-bit.
6.1.1 Řídící příkazy GLSL
V této části budou zobrazeny výsledky měření řídících příkazů GLSL shaderů. Přesněji
příkazů if, switch, for, while.
Příkaz if a switch
Jako první bude testován příkaz if. Tento příkaz je nutný téměř v každém programu, tudíž
je poměrně zajímavý pro testování výkonnosti shaderů a sledování zvyšování náročnosti
48
s počtem použitých příkazů if. Příkaz if je hodně podobný příkazu switch, proto bude























Obrázek 6.1: Testování if a switch příkazů
Z grafu lze vidět, že Linuxová implementace tohoto příkazu je rychlejší, než Windows
verze. Přičemž příkaz switch je trochu rychlejší než příkaz if, ale toto zrychlení může být
způsobeno poněkud jiným testováním, protože příkaz switch se používá jiným způsobem,
musel být jinak testován. Jak lze z grafu vidět, tak prvních pár použitých příkazů je s po-
měrně malým zvýšením náročnosti, poté začne zvyšování náročnosti prudce stoupat.
Pokud má programátor možnost, měl by raději použít co nejmenší počet příkazů tohoto
typu, ale spíše by měl zkoušet používat preprocesor makra, která výkonnost shaderu nijak
nezmenšují.
Příkaz for a while
Jako další budou testovány příkazy cyklů programu, tzn. příkazy for a while. Při měření
příkazů cyklů musíme brát v potaz optimalizaci GLSL shaderů. Tato optimalizace způsobí
paralelní průchod touto smyčkou a tudíž do určitého počtu průchodů smyčkou je doba
průchodu konstantní. Tato optimalizace se projeví, pokud použijeme následující konstrukci
cyklu for
for ( int i = 0 ; i < 50 ; ++i )
Kód 6.1: Optimalizovaný kód
Tuto vlastnost nejlépe uvidíme na grafu naměřených hodnot. Porovnáme naměřené hod-
noty pro kód 6.1 a pro následující typ cyklu for.
for ( int i = 0 ; i < y ; ++i )
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Obrázek 6.2: Optimalizace for cyklu
Na grafu 6.2 jasně vidíme, že optimalizovaná verze je několikanásobně rychlejší, než
neoptimalizovaná. Tudíž by se programátor měl snažit používat hlavně optimalizovanou
verzi, tzn. tu kde OpenGL může jednoduše zjistit počet průchodů danou smyčkou.
Na grafu lze vidět konstantní doba vykreslení pro optimalizovaný for až do počtu prů-
chodů 50. Tato hodnota se může měnit podle grafické karty. Podobný test byl proveden na
výkonnější grafické kartě AMD Radeon HD 6700 Series a zde byla konstantní doba průchodů
až do počtu 4095 průchodů.
Nyní srovnáme výkon neoptimalizované verze cyklu for a neoptimalizované verze cyklu





















Obrázek 6.3: Testování neoptimalizovaných příkazů cyklů
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Z grafu 6.3 lze vidět, že cykly for a while, pokud nejsou optimalizovány, jsou téměř
identické v rychlosti. Přičemž verze pro Windows je trochu rychlejší
6.1.2 Goniometrické funkce
3D grafika pro svou funkci používá velice často goniometrické funkce, proto jsem se rozhodl






















Obrázek 6.4: Testování goniometrických funkcí
Cosinus a sinus funkce, jak lze vidět na grafu 6.4, mají téměř stejnou časovou náročnost.
Oproti tomu výpočet tangenty je složitější a poměrně o hodně náročnější než sinus a cosinus.
6.1.3 Testování práce s texturami
Poslední část testování GLSL shaderů je zaměřeno na použití texturovacích funkcí pro 1D
a 2D textury. Zde bude zaměření na typ filtrování textury a dopad tohoto filtrování na
výkonnost celého kódu. Také zde bude rozebrána práce s pamětí texturovací jednotky.
Test posunu texturovacích souřadnic
Na texturování v GLSL shaderech je zajímavé, jak grafická karta pracuje s načítáním textur
do paměti pro použití. Při vícenásobném používání funkce texture bez změny texturovacích
souřadnic se nezvyšuje náročnost celého kódu (přesněji rozdíl je minimální, podle zpraco-
vání načteného výsledku). Tato vlastnost neplatí, pokud pozměníme texturovací koordináty.
Následující graf zobrazuje test pro posunutí texturovacích souřadnic. Pro tento test musíme
načítat z textury dvakrát, přičemž první načítání zůstávají stejné souřadnice, ale pro druhé
načítání se tyto souřadnice mění. Graf vyobrazuje kód 6.3.
t ex tu re ( tex , texCoord ) + texture ( tex , texCoord+i )
Kód 6.3: Posun texturovacích koordinátů
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Obrázek 6.5: Načítání různých texturovacích souřadnic
Na grafu 6.5 lze vidět, jak funguje načítání dat z textury do paměti. Textura se při čtení
texturovacích souřadnic u hodnot násobku 1.0 (tudíž −1.0, 0.0, 1.0, 2.0 . . . ) opakuje, tudíž
má shader tuto texturu uloženou v paměti a nenačítá ji znovu, ale pouze přečte již jednou
načtené hodnoty. Tato vlastnost způsobí periodické chování náročnosti kódu.
Pokud měníme souřadnice od načtené hodnoty, tak při přístupu do rozmezí v hodnotách
0.1 a −0.1 náročnost načítání hodnot z textury stoupá lineárně, při dosažení těchto hodnot
se stane doba načítání konstantní, až do hodnoty 0.9, nebo −0.9. Tento princip je způsoben
přístupem do texturovací paměti na hardware grafické karty, která má rychlejší přístup do
okolích bodů než do bodů, které jsou příliš vzdáleny.
Porovnání texturovacích filtrů
Na grafu 6.6 je vyobrazena náročnost renderu v závislosti na počtu čtených textur (počet
volání funkce texture).
Jednotlivé křivky grafu zobrazují různé filtry textury v pořadí min filtr, mag filtr. Podle
grafu lze vidět, že při filtrování textury je viditelná zátěž až při min filtru linear a mag filtru


















Počet volání texturovací funkce





Obrázek 6.6: Test různých filtrů
Porovnání texturovacích filtrů s použitím mipmap
Jako další zobrazíme graf s použitím mipmap filtru. Pro jednoduchost bude mag filtr na-
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Obrázek 6.7: Test filtrů při použití MipMap
Z grafu 6.7 lze vidět, že mipmap filtr linear linear je mnohem náročnější, ale pohledově
příjemnější. Přičemž linear nearest je téměř shodný s nearest nearest, tudíž bych doporučoval
používat spíše linear nearest. Jako střední cesta se jeví nearest linear, který není tak náročný,
ale stále vypadá poměrně pěkně.
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6.2 Testování aplikace
Vzhledem k úzké specializaci softwaru není příliš jednoduché najít uživatele, kteří by pro-
gram otestovali a dali zpětnou vazbu. Pro testování aplikace se povedlo najít dva vhodné
subjekty.
Pro účely testování byla vytvořena uživatelská příručka, proto aby uživatel měl návod,
jak se program ovládá a jaké možnosti nabízí. Tato příručka je úzce zaměřena pouze na ovlá-
dání aplikace, ale pro možnost ovládání je zde nutno vysvětlit pravidla jazyka uniformních
proměnných.
Pro testování byly přiloženy zdrojové kódy s popisy jak nainstalovat jednotlivé knihovny
potřebné pro funkci aplikace. Zároveň byla přiložena přeložená verze pro operační systém
Windows 7. Pro jednodušší práci testerů byli dodány i ukázkové projekty, s přiloženými
modely a texturami pro testování.
Všechny výše uvedené soubory byly zabaleny do archívů a tyto archivy byli uloženy na
cloudovou distribuci, kde posléze měli testeři volný přístup. K odkazu na tyto soubory byl
ještě přiložen odkaz na dotazník pro zpětnou vazbu od testerů. Tento dotazník je obsažen
v příloze (viz příloha C).
Výsledky dotazníku
Obecné dotazy
Z dotazníku bylo zjištěno, že testovací subjekty byli všichni zkušení programátoři a všichni
měli poměrně slušné zkušenosti s OpenGL. Tito lidé testovali na operačním systému Win-
dows 7.
Aplikace
Samotnou aplikaci hodnotili následovně. Intuitivnost aplikace není špatná, ale je možné
ji zlepšit. Do budoucích verzí aplikace, bude snaha uživateli zjednodušit používání této
aplikace. Pro začátek tohoto zlepšování by mohli být nenásilně přidány popisky jednotlivých
nastavitelných hodnot a mohla by být integrována nápověda přímo do programu.
Budoucí používání aplikace hodnotili spíše záporně. Při bližším dotázání z jakého důvodu
by aplikaci nepoužívali, bylo zjištěno, že pro aktuální práci, kterou provozují nepotřebují
pracovat s GLSL shadery a tudíž je pro ně aplikace nepoužitelná.
Na dotaz zda subjektům něco v aplikaci chybělo, odpověděli souhlasně ne, i přes tuto
odpověď se budu snažit dále aplikaci rozvíjet a přidávat větší podporu.
Uživatelská příručka
Uživatelská příručka byla hodnocena vesměs kladně. Menší zlepšení by bylo vhodné pro
vyhledávání v příručce. Pro opravu tohoto nedostatku by mohla být příručka více členěná.




V době, kdy jsem dokončoval svou bakalářskou práci, tak jsem se začal více zajímat o sha-
dery. Tato práce mi tyto znalosti ještě rozšířila. Shadery shledávám jako jednu z nejsilnějších
zbraní na poli 3D grafiky v dnešní době. Další nástroje, které mi tato práce přiblížila jsou
Qt a Assimp. Tyto nástroje jsem před touto prací vůbec neznal. Oba nástroje se mi velmi
zalíbily a doufám, že je budu moci použít i nadále ve své práci. Prozatím jsem ve své práci
pracoval hlavně s knihovnou Qt. Qt i OpenGL jsou knihovny, které se (alespoň v poslední
době) velice rychle vyvíjí a člověk má co dělat, aby s těmito knihovnami stačil držet krok.
Knihovna Assimp mě až překvapila, jak velice jednoduše se dá nahrávat tolik různých for-
mátů 3D modelů. Ve svojí bakalářské práci jsem se s touto problematikou zabýval poměrně
dlouho. S použitím knihovny Assimp se mi tento čas několikanásobně zmenšil (částečně za-
příčiněno i díky více zkušenostem s danou problematikou). Tuto knihovnu bych díky své
jednoduchosti a použitelnosti pro hodně různých vývojových prostředí doporučil do všech
aplikací, které chtějí univerzálně pracovat s 3D modely různých formátů. Jediná její ne-
výhoda bude asi poněkud pomalejší načítání oproti specializovanému načítání, ale s touto
nevýhodou se musí počítat.
Při práci jsem se setkal i s testováním výkonnosti GLSL shaderů. Tento poznatek byl
velice zajímavý a přínosný pro budoucí práci s těmito shadery. Bylo poměrně překvapivé
sledovat, jak grafická karta optimalizuje kód a pracuje s texturami.
Když jsem psal bakalářskou práci, tak byla knihovna OpenGL ve verzi 4.0, v době psaní
této práce je nejnovější verze OpenGL 4.3. Tato verze obsahuje novinky, které jsem zatím
ani bohužel nemohl vyzkoušet. Věřím, že nová verze přinesla mnoho zajímavých změn a
programovacích technik. Doufám, že se mi v blízké době povede se k nové verzi OpenGL
dostat a zjistit co vše nového přináší. Práce s OpenGL a celkově 3D grafikou je velice
zajímavá i když poměrně náročná (hlavně na matematiku a fyziku).
Qt knihovna mě velmi zaujala a začal jsem se o ni zajímat ve svém volném čase. Tato
knihovna v době psaní práce zrovna prochází velikým množstvím změn a podle mého názoru
jde většina z nich dobrým směrem. Knihovnu Qt jsem během práce na tomto projektu použil
i při jiných projektech a všude jsem až překvapen, jak velice dobře se s ní pracuje. Nejenom,
že umožňuje konstrukce mých nejoblíbenějších programovacích jazyků (například smyčka
foreach), ale zároveň je její přenositelnost bez sebemenších problémů. Navíc programy
napsané v této knihovně jsou většinou několikanásobně rychlejší, než programy spuštěné
na virtuálním stroji jako například Javě. Dokumentace je na internetu a i ve vývojovém
prostředí Qt Creator. Na dokumentaci Qt jsem si velice zvykl a nemám problém se v ní
orientovat. Nejnovější verze Qt 5, obsahuje větší podporu pro jazyk QML pro psaní dyna-
mického uživatelského prostředí. QML jazyk je deklarativní jazyk. Zatím jsem ho vyzkoušel
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jen velice málo, ale z prvních dojmů má tento jazyk poměrně dobrý potenciál. Další výhodou
pro Qt 5 je budoucí použití i pro zařízení typu Android. Tato technologie je zatím pouze
experimentální, ale věřím, že se dostane do plně funkční verze.
Pro budoucí práci nejen na tomto projektu počítám s používáním všech tří knihoven,
které jsem se zde nově naučil. Přesně tak budu i nadále používat již ověřené knihovny. Do
budoucích verzí aplikace bych rád doimplementoval mimo jiné řetězení shader programů za
sebou (bude řešeno přes frame buffery), optimalizaci OpenGL vykreslování, podporu více
funkcí atd.
Doufám, že si můj program najde své příznivce a budu i nadále moci tento program
zdokonalovat a udržovat. Prozatím počítám s vypuštěním této aplikace jako OpenSource
pro Linux a Windows v době, kdy bude připravena pro oficiální vydání.
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• Spustitelný program (Linux, Windows 7)
• Ukázkové projekty
• Dokumentace (včetně zdrojových kódů)






Obrázek B.1: Dialog pro správu textur
Obrázek B.2: Zobrazení profilování shaderů
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Dotazník obsahoval následující otázky.
1. Jak dlouho programujete?
(a) Neprogramuji
(b) Méně než 1 rok
(c) Méně než 2 roky
(d) Méně než 5 let
(e) Více než 5 let
2. Jak dlouho programujete s OpenGL knihovnou?
(a) Nikdy jsem neprogramoval
(b) Méně než 1 rok
(c) Méně než 2 roky
(d) Méně než 5 let
(e) Více než 5 let







4. Je pro Vás program intuitivní?
(a) Nevyznám se v něm
(b) Chvíly jsem tápal
(c) Nebyl žádný problém




(c) Nepracuji s GLSL shadery
6. Budete program používat, pokud se na něm bude aktivně pracovat?
(a) Ano
(b) Ne
7. Je pro Vás přiložená uživatelská příručka přínosná?
(a) Ano
(b) Ne
(c) Nepotřeboval jsem ji
8. Je uživatelská příručka intuitivní?
(a) Ano
(b) Ne
9. Jak se Vám v příručce hledá?
(a) Všechno okamžitě najdu
(b) Chce to chvíli hledat
(c) Nic se nedá najít!
10. Chybí Vám v programu nějaká funkcionalita?
(a) Ano
(b) Ne
11. Uveďte funkcionality, které Vám schází.
12. Prosím uveďte chyby programu/příručky, pokud na nějaké narazíte.
V tabulce C.1 jsou uvedeny výsledky testování, přičemž řádky odpovídají číslům otázek
a sloupce odpovídají odpovědím na tyto otázky.
Na otázku 12. zde nebudou uvedeny odpovědi, protože tyto odpovědi nejsou pro zhod-
nocení reakcí uživatelů relevantní.
Na otázku 11. nikdo neodpověděl.
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a b c d e f
1 0 0 0 0 2 X
2 0 0 0 0 1 1 X
3 0 2 0 0 0 0
4 0 2 0 X X X
5 1 1 0 X X X
6 0 2 X X X X
7 2 0 0 X X X
8 2 0 X X X X
9 1 1 0 X X X
10 0 2 X X X X
Tabulka C.1: Výsledky testování
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