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Abstract 
 
The application of software engineering 
approaches to generate learning material adapted to a 
specific instructional purpose presents some issues: 
the use of different models, different abstraction levels, 
different contexts and development concerns. These 
can be overcome by a model-driven development 
approach that provides different levels of automation 
for instructional engineering. 
 
1. Introduction 
The creation of digital instructional material is a 
complex issue, for which basic design procedures has 
been tried, in order to create or adapt e-learning 
courses [1]. Consequently, Software Engineering 
methods, techniques and tools have been readily used 
to assist both the development of learning systems [2] 
and materials [3]. This resulted in methods like CEM 
[3] and MISA [2], diverse techniques [4,5], and 
computer-assisted tools [6,7]. This paper proposes the 
application of model-driven software engineering 
techniques to increase the level of automation when 
creating or adapting such learning materials. 
2. Instructional engineering of learning 
materials 
Instructional Engineering is defined as a method that 
supports the analysis, design and delivery of a learning 
system, integrating the concepts, processes and 
principles of instructional design, software engineering 
and cognitive engineering [8]. 
The instructional engineering process must get 
together several people engaged in developing a 
learning system, material, or generally (if we use the 
software engineering terminology) learning ‘artifact’. 
The instructional engineering process is complex 
because of the following issues, among others: 
– Different models: Each developer can play a 
different role and use a different meta-model to 
specify (i.e. modeling) her learning requirements 
on the learning artifact.  
– Different abstraction levels: Even when dealing 
with the same role and development meta-model, 
learning specifications can be done with different 
levels of abstraction.  
– Different contexts: Learning artifacts are 
purposely created for specific learning contexts. If 
the context is changed, the learning artifact should 
be different.  
– Different concerns: Each specification coming 
from a given development role and abiding by a 
given meta-model should be kept separate from 
the rest of development specifications, so that they 
could be easily replaced and/or merged.  
3. Model-Driven Generative approach 
Generative software engineering is noted by modeling 
software system families such that, given a particular 
requirement specification, a highly customized and 
optimized intermediate or end-product can be 
automatically manufactured on demand from reusable 
implementation components [9]. It is not about 
achieving the highest level of automation, but to 
acknowledge different possible levels of automation. A 
successful software development trend has been 
employed to implement generative development 
processes: the model-driven software engineering. 
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Fig. 1  Model-driven transformations on two 
models A and B to generate a model C that 
complies with both meta-models A and B 
Model-driven development considers each aspect of 
the development process as a separate model. As 
depicted in Fig. 1, meta-model instances are merged, 
transformed and mapped onto elements of other meta-
models ―either explicit or implicitly described. The 
cycle must be iterated from the higher-level analysis 
models (i.e. closer to the specification) down to the 
design and implementation, through different design 
stages. In each iteration, A and B models play as 
implementation components for the C meta-model. 
Such an approach is intended for the modeling of 
software system families, not for individual elements. 
Some elements are needed to carry out the 
transformation step of the process: (1) a means of 
specifying family members and features; (2) a set of 
implementation components for the assembly; and (3) 
the configuration knowledge needed to map between 
the specified and the finished members. These are 
represented in Fig. 2. 
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Fig. 2  Elements of the generative composition of a 
learning artifact. 
 
When the model-driven generative process is 
extrapolated to create learning artifacts, a number of 
issues emerge:  
– Which are the family members? They are 
preponderantly composite learning objects and 
services. 
– What is the means to specify family members? 
Feature models can be used to define members, 
relationships, composition rules and restrictions, 
and design rationales that were applied. 
– Which are the different meta-models? There is 
room to define pedagogical, user, technical, 
topical, and other domain-specific meta-models. 
– How are the transformations driven? Meta-data 
and structured design rationale annotations can be 
helpful. Of course, such meta-data must be 
suitable for its automatic processing, instead of 
human processing. 
– In which order the successive iterations must be 
taken? A workflow must be defined to lead the 
combination of different models and how model 
overlapping and dependencies are solved. 
4. Conclusion 
In relation to the creation of learning material, Prof. R. 
Maragliano expresses in a recent interview that “The 
machine has been delegated a problem which is and 
remains primarily a teaching problem” [10]. Of course 
we acknowledge it so far, but we also think that 
applying software engineering methods and techniques  
like model-driven development can alleviate 
significantly the complexity of creating learning 
materials. 
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