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Il seguente lavoro si può dividere sostanzialmente in due parti: la prima parte
ha avuto come scopo lo studio e l’utilizzo di ambienti di sviluppo utilizzati
in ambito educativo e per i neoﬁti nel campo informatico quali ScratchforAr-
duino e Ardublock.
Sono stati sviluppati alcuni esempi tramite l’ausilio di Tinkerkit con la piat-
taforma Arduino Mega ADK. Tinkerkit comprende un insieme di sensori,
attuatori, cavi e una particolare shield che permette il facile attacco dei com-
ponenti alla shield senza che l’utente abbia particolari conoscenze.
La seconda parte invece, visto che la piattaforma Arduino Mega ADK per-
mette di essere interfacciata con un dispositivo Android, si è voluto, tramite
questo lavoro, replicare il funzionamento della Android Demo Shield fornita
da Google attraverso Tinkerkit. Questo è stato possibile partendo da un’ap-
plicazione Open Source sempre per Android denominata DemoKit (pensata
per pilotare la Android Demo shield). Oltre ad aver adattato l’app, sono
state introdotte delle sostanziali modiﬁche che l’hanno resa più ﬂessibile, in-
troducendo nuove funzionaltà.Indice
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1 Arduino
1.1 Introduzione
Arduino è un framework open source che permette la prototipazione rapi-
da e l’apprendimento veloce dei principi fondamentali dell’elettronica e della
programmazione. È composto da una piattaforma hardware per il physical
computing sviluppata presso l’Interaction Design Institute, un istituto di for-
mazione post-dottorale con sede a Ivrea, fondato da Olivetti e Telecom Italia.
Il nome della scheda deriva da quello di un bar di Ivrea (che richiama a sua
volta il nome di Arduino d’Ivrea, Re d’Italia nel 1002) frequentato da alcuni
dei fondatori del progetto.
Questa si basa su un circuito stampato che integra un microcontrollore con
pin connessi alle porte I/O, un regolatore di tensione e quando necessario
un’interfaccia USB che permette la comunicazione con il computer. A questo
hardware viene aﬃancato un ambiente di sviluppo integrato (IDE) multipiat-
taforma (per Linux, Apple Macintosh e Windows). Questo software permette
anche ai novizi di scrivere programmi con un linguaggio semplice e intuitivo
derivato da C e C++ chiamato Wiring, liberamente scaricabile e modiﬁcabile.
La piattaforma hardware Arduino è spesso distribuita agli hobbisti in ver-
sione pre-assemblata, acquistabile in internet o in negozi specializzati. La
particolarità del progetto è che le informazioni sull’hardware e soprattutto i
progetti sono disponibili per chiunque: si tratta quindi di un hardware open
source, distribuito nei termini della licenza Creative Commons Attribution-
ShareAlike 2.5. In questo modo, chi lo desideri può legalmente auto-costruirsi
un clone di Arduino o derivarne una versione modiﬁcata, scaricando gratui-
tamente lo schema elettrico e l’elenco dei componenti elettronici necessari.
Questa possibilità ha consentito lo sviluppo di prodotti Arduino compatibili
da parte di piccole e medie aziende in tutto il mondo, e infatti oggi è pos-
sibile scegliere tra un’enorme quantità di schede Arduino compatibili. Ciò
che accomuna questi prodotti inerenti elettronica sperimentale e sviluppo è
il codice sorgente per l’ambiente di sviluppo integrato e la libreria residente
che sono resi disponibili, e concessi in uso, secondo i termini legali di una
licenza libera, GPLv2.
Grazie alla base software comune, ideata dai creatori del progetto, per la
comunità Arduino è stato possibile sviluppare programmi per connettere a
questo hardware più o meno qualsiasi oggetto elettronico, computer, sensori,
display o attuatori. Dopo anni di sperimentazione è oggi possibile fruire di un
database di informazioni vastissimo. Il team di Arduino è composto da Mas-
simo Banzi, David Cuartielles, Tom Igoe, Gianluca Martino, e David Mellis.
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Il progetto prese avvio in Italia a Ivrea nel 2005, con lo scopo di rendere dispo-
nibile, a progetti di Interaction design realizzati da studenti, un dispositivo
per il controllo che fosse più economico rispetto ai sistemi di prototipazione
allora disponibili. I progettisti riuscirono a creare una piattaforma di sem-
plice utilizzo ma che, al tempo stesso, permetteva una signiﬁcativa riduzione
dei costi rispetto ad altri prodotti disponibili sul mercato. A ottobre 2008 in
tutto il mondo erano già stati venduti più di 50.000 esemplari di Arduino.
1.2 Arduino MEGA ADK
Figura 1: Arduino Mega ADK Rev. 3
1.2.1 Descrizione
L’Arduino MEGA ADK è una scheda elettronica basata sul microcontrollore
Atmega2560, derivata in seguito dal progetto Arduino. Ha una interfaccia
USB host per collegarsi con i dispositivi basati su Android. Dispone di 54
ingressi/uscite digitali (di cui 14 possono essere utilizzate come uscite PWM
che signiﬁca modulazione a larghezza d’impulso e consente di variare lo stato
di un pin digitale), 16 ingressi analogici, 4 UART, una connessione USB, un
jack di alimentazione, un header ICSP, e un pulsante di reset. La Rev.3 ha
le seguenti nuove caratteristiche: Aggiunti pin SDA e SCL che sono vicini al
pin AREF e due altri nuovi pin, posti vicino al pin RESET, il primo chia-
mato IOREF che permette di adattarsi alla tensione fornita dalla scheda. Il
secondo è un pin non collegato, che è riservato per scopi futuri. Inoltre è
stato implementato un circuiti di RESET più robusto.
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Descrizione Valore
Microcontrollere ATmega2560
Tensione di funzionamento 5V
Tensione di ingresso (consigliato) 7-12V
Tensione di ingresso (limiti) 6-20V
I / O digitali Pins 54 (di cui 15 utilizzate come uscite PWM)
Pins di ingresso analogico 16
Corrente per DC I / O Pin 40 mA
DC di corrente per Pin 3.3V 50 mA
Flash Memory 256 KB di cui 8 KB utilizzati dal bootloader
SRAM 8 KB
EEPROM 4 KB
Velocità di clock 16 MHz
1.2.2 Alimentazione e Me-
moria
Arduino ADK può essere alimentato tramite il collegamento USB tradizionale
o con un alimentatore esterno. La fonte di alimentazione viene selezionata
automaticamente. L’alimentzione esterna (non USB) può essere fornita da
un alimentatore AC-DC o da batteria. L’adattatore può essere collegato al
jack di alimentazione della scheda.
NB: Poiché l’ADK è un host USB, il dispositivo tenterà di ri-
cavare energia quando ne avrà la necessità. Quando l’ADK è
alimentato tramite cavo USB, sono disponbili in totale 500 mA
per il telefono e per la scheda. Con un alimentatore esterno si è
in grado di fornire ﬁno a 1500mA di corrente di cui 750mA sono
disponibili per il telefono cellulare e la scheda ADK e 750mA sup-
plementari per eventuali attuatori e sensori collegati alla scheda.
Un alimentatore, allora, deve essere in grado di fornire in totale
1,5 A.
I pin di alimentazione sono i seguenti:
• VIN. questo, semplicemente replica la tensione fornita in ingresso sul
connettore plug e può essere usato per alimentare altri circuiti che
dispongano già di un regolatore di tensione (ad esempio gli shield
applicati al modulo);
• 5V. fornisce i 5 volt dello stabilizzatore di tensione interno alla scheda
ed è utile per alimentare altri circuiti compatibili con i 5 Volt.
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• 3V3. questo pin fornisce i 3,3 volt ricavati dallo stabilizzatore interno
alla scheda e consente di alimentare circuiti compatibili con tensioni di
3,3 volt (la massima corrente prelevabile è di 50 mA);
• GND. è il contatto di massa (GND).
• IOREF. consente agli shield di adattarsi alla tensione fornita dalla
scheda.
Per quanto riguarda la memoria L’ADK dispone di 256 KB di memoria
ﬂash per la memorizzazione del codice (di cui 8 KB viene utilizzato per il
bootloader), 8 KB di SRAM e 4 KB di EEPROM (che può essere letto e
scritto tramite la libreria EEPROM ).
1.2.3 Input/Output
Ciascuno dei 50 pin digitali dell’ADK può essere utilizzato come ingresso
o uscita, utilizzando le funzioni pinMode() , digitalWrite() , e digital-
Read(). Ogni pin può fornire o ricevere un massimo di 40 mA ed è dotato di
una resistenza di pull-up di 20-50 kOhm. Inoltre, alcuni pin hanno funzioni
specializzate:
• Serial 0 : 0 (RX) e 1 (TX), Serial 1: 19 (RX) e 18 (TX),
Serial 2: 17 (RX) e 16 (TX), Serial 3, 15 (RX) e 14 (TX).
Vengono utilizzate per ricevere (RX) e trasmettere (TX) dati seriali.
I pin 0 e 1 sono anche collegati ai corrispondenti pin del ATmega8U2
“USB-to-TTL”Serial chip.
• Interrupt esterni: 2 (interrupt 0), 3 (interrupt 1), 18 (inter-
rupt 5), 19 (interrupt 4), 20 (interrupt 3), and 21 (interrupt
2). Questi pin possono essere conﬁgurati per attivare un interrupt con
un valore basso, un fronte di salita o di discesa, oppure un cambiamento
di valore.
• PWM:. dal 2 al 13 e dal 44 al 46. Possono fornire un’uscita a 8
bit di tipo PWM tramite la funzione analogWrite().
• SPI: 50 (MISO), 51 (MOSI), 52 (SCK), 53 (SS): Questi pin
supportano la comunicazione SPI utilizzando la libreria SPI . I pin SPI
sono compatibili con Arduino Uno, Duemilanove e Diecimila.
• USB Host: MAX3421E. L’ MAX3421E comunica con Arduino con
il bus SPI. Quindi utilizza i seguenti pin: Digital: 7 (RST), 50
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(MISO), 51 (MOSI), 52 (SCK) NB: non usare il pin digitale 7 come
ingresso o uscita, perché è usato nella comunicazione con MAX3421E.
• LED: 13. C’è un built-in LED connesso al pin digitale 13. Quando il
valore è HIGH, il LED è acceso, quando il pin è LOW, è spento.
• TWI: 20 (SDA) e 21 (SCL) sono pin di comunicazione di supporto
e utilizzando la libreria Wire . Si noti che questi pin non si trovano
nella stessa posizione sulle schede Arduino Duemilanove o Diecimila.
L’Arduino ADK ha inoltre 16 ingressi analogici, ognuno dei quali fornisce 10
bit di risoluzione (cioè 1024 valori diversi).
1.2.4 Caratteristiche avanza-
te
La Arduino ADK oﬀre una serie di servizi per la comunicazione con un com-
puter, un altro Arduino, o altri microcontrollori. L’ATmega2560 fornisce
quattro attacchi per la comunicazione seriale. Uno di questi fornisce una
porta virtuale COM per il software presente nel computer (una macchine
Windows avrà bisogno di un ﬁle. inf, mentre per le macchine OSX e Linux
riconosceranno la scheda come una porta COM automaticamente. Il soft-
ware Arduino include un monitor di serie che permette di inviare semplici
dati verso la scheda e viceversa. I I led RX e TX sulla scheda lampeggia-
no quando i dati vengono trasmessi alla scheda. Una libreria SoftwareSerial
consente la comunicazione seriale su uno dei pin digitali del ADK. Inoltre
Arduino include una libreria Wire per sempliﬁcare l’utilizzo del bus TWI
mentre per la comunicazione SPI, viene utilizzata la libreria SPI . L’inter-
faccia host USB in MAX3421E consente ad Arduino ADK di connettersi e
interagire a qualsiasi tipo di dispositivo che disponga di una porta USB. Ad
esempio, consente di interagire con molti tipi di telefoni cellulari, fotocamere,
permette inoltre l’interfacciamento con i controller della tastiera, del mou-
se e giochi come Wiimote e PS3 . Per quanto riguarda invece la parte di
programmazione della scheda Arduino, essa presenta una carartteristica im-
portante: piuttosto che richiedere all’utente di premere il pulsante di Reset
prima di fare un upload di un programma, quest’ultima è stata progettata
in modo che venga automaticamente resettato il programma precedentemen-
te caricato dal software in esecuzione sul computer al quale è collegato. Il
software di sviluppo di Arduino utilizza questa funzionalità per consentire di
caricare codice semplicemente premendo il pulsante di caricamento nell’Ide.
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Questa conﬁgurazione ha altre implicazioni. Quando l’Arduino ADK è colle-
gato ad un un computer con sistema operativo Mac OS X o Linux, si resetta
ogni volta che viene eﬀettuata una connessione dal computer alla scheda via
software (tramite USB). In Arduino ADK è possibile disattivare l’auto-reset
collegando una resistenza da 110 Ohm nella linea di azzeramento. L’Ardui-
no ADK ha inoltre un fusibile che protegge le porte USB del computer da
sbalzi di tensione e sovracorrenti. Sebbene la maggior parte dei computer
oﬀrano la loro protezione interna, il fusibile fornisce un ulteriore livello di
protezione. Se riceve più di 500 mA alla porta USB, il fusibile interrompe
automaticamente la connessione ﬁno alla completa soluzione del corto o del
sovraccarico. Inﬁne l’Arduino ADK è stato progettato per essere compatibile
con la maggior parte delle shield presenti per Arduino in particolare il Dieci-
mila,l’Uno o il Duemilanove. I pin digitali da 0 a 13, gli ingressi analogici da
0 a 5, l’alimentazione, e l’intestazione ICSP sono ubicati nello stesso posto.
Inoltre la principale porta seriale si trova sugli stessi pin (0 e 1), così come
lo sono gli interrupt esterni 0 e 1 (pin 2 e 3 rispettivamente).
1.2.3 Installazione in XUbun-
tu(32 bit) 12.10
Per poter scrivere un programma per una qualsiasi scheda Arduino, è neces-
sario eseguire alcune operazioni preliminari per poterla utilizzare. In questo
caso, verrà trattata l’installzione e la conﬁgurazione in ambiente Linux, in
particolare per la distribuzione a 32 bit, XUbuntu 12.10. Per poter utilizzare
Arduino è necessario installare:
• OpenJDK Java 7 Runtime – (Java Runtime Environment)
• il pacchetto gcc-avr
• il pacchetto avr-libc
• L’ambiente di sviluppo di Arduino (nel nel nostro caso la versione a 32
bit)
Per l’installazione di OpenJDK, è possibile utilizzare a scelta Ubuntu
Software Center oppure il gestore pacchetti, in ogni caso per questioni di
velocità e praticità è preferibile usare Ubuntu Software Center:
10Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
Figura 2: XUbuntu Software Center
A questo punto bisogna digitare il nome OpenJdk nella barra di ricerca di
Ubuntu Software Center e installiamo OpenJDK Java 7 Runtime. Fatto ciò,
è necessario ora installare altri due pacchetti: gcc-avr e avr-libc, fondamen-
tali per poter utilizzare Arduino e poter compilare ed eseguire i programmi.
Per poterli installare è necessario andare in Menù delle applicazioni ⇒
Sistema ⇒ Gestore Pacchetti. A questo punto, bisogna digitare il nome
dei due pacchetti, e installarli uno alla volta. Fatto ciò è possibile installare
correttamente l’ambiente di sviluppo per Arduino.
Figura 3: Gestore Pacchetti
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Per l’ambiente di sviluppo, collegandosi alla pagaina web www.arduino.cc
e cliccando nella sezione Download è possibile scaricare la versione Linux a
32 bit. Scaricato il ﬁle, è necessario decomprimerlo in una cartella a piacere.
Dentro troveremo un ﬁle denominato Arduino assieme ad alcune cartelle e
un ﬁle con estensione .txt. Andando col puntatore del mouse sopra al ﬁle
denominato Arduino, e premendo col tasto destro, nel menù a tendina che
compare selezioniamo Esegui. Fatto ciò siamo pronti per interagire con la
scheda Arduino.
Figura 4: Download dell’ambiente di sviluppo
Veriﬁchiamo ora se la nostra procedura è andata a buon ﬁne: andiamo
nell’IDE appena scaricato e facciamo le seguenti operazioni:
• Colleghiamo, tramite cavo Usb, Arduino
• Per veriﬁcare il funzionamento apriamo il ﬁle di esempio: File →
Esempi → 1.Basics → Blink.
• Selezionate la scheda a vostra disposizione, questo il percorso: Stru-
menti → Tipo di Arduino → Arduino Mega 2560 or Mega ADK (nel
nostro caso)
• Selezionate la porta seriale che utilizzerete per comunicare con la sche-
da, nel nostro caso ttyACM0, questo il percorso: Strumenti → Porta
Seriale → /dev/ttyACM0.
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• Eﬀettuiamo l’upload dello Sketch “Blink” di prova
• Se la procedura è andata a buon ﬁne, il led connesso al pin 13 comincerà
a lampeggiare.
Figura 5: Carica del programma in Arduino Mega Adk
1.4 Elementi base del lin-
guaggio di programmazione di Arduino
Struttura di un programma
La struttura base del linguaggio di programmazione di Arduino si svilup-
pa sulla deﬁnizione di due funzioni: void setup() e void loop(). Queste
due funzioni racchiuderanno le necessarie impostazioni per il funzionamen-
to dei dispositivi collegati con Arduino e i blocchi di istruzioni per svolgere
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quanto richiesto.
void setup( )
La funzione setup( ) è la prima ad essere chiamata quando parte uno sketch.
Viene utilizzata per inizializzare variabili, per impostare lo stato dei pin, per
far partire le librerie da usare, per l’impostazione delle comunicazioni seriali.
La funzione di setup() sarà la prima ad essere eseguita dopo ogni accensione
o reset di Arduino.
Figura 6: Esempio setup()
in questo esempio si impostata la velocità di comunicazione seriale con il
computer a 9600 bit per secondo (baud) che serve per poter visualizzare sul
PC tramite il Serial Monitor (funzionante solo quando Arduino è collegato
al computer) l’esito di operazioni volute e il pin 3 impostato come OUTPUT.
void loop( )
Dopo la creazione della funzione setup(), che inizializza e imposta i valori ini-
ziali, la funzione loop() fa proprio quanto suggerisce il proprio nome eseguen-
do ciclicamente il programma deﬁnito al suo interno. Permette l’esecuzione
del programma, interagisce con la scheda Arduino.
Figura 7: Esempio loop()
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Le parentesi graﬀe
Un blocco di istruzioni è un gruppo di istruzioni racchiuso entro parente-
si graﬀe. Ad una parentesi che si apre deve corrisponderne la chiusura. Lo
sbilanciamento delle parentesi è spesso motivo di criticità del codice di un
programma grande e quindi errore di compilazione del codice scritto. L’am-
biente di sviluppo della programmazione di Arduino include caratteristiche
speciﬁche di ricerca di bilanciamento delle parentesi. Se si seleziona una
parentesi o si clicca su un punto immediatamente successivo alla parentesi,
l’ambiente di sviluppo individua la parentesi abbinata. Quando il cursore si
ferma subito una parentesi viene evidenziata la parentesi corrispondente.
Commenti e blocchi di commenti
Un blocco di commenti inizia con /* e termina con i simboli */
Sintassi
/* Tra questi simboli posso commentare il codice che sviluppo senza che in
fase di compilazione venga occupata memoria. Questi commenti vengono
ignorati.
*/
Quando si vuole commentare solo una linea si utilizzano le doppie //
// linea di commento
Le linee singole di commento vengono spesso usate dopo un’istruzione per
fornire più informazioni relativamente a quanto serva l’istruzione per poterlo
ricordare anche in seguito.
Funzioni
Una funzione è un blocco di codice che viene eseguito nel momento in cui
essa viene chiamata.
Dichiarazione di funzione
La funzione è dichiarata tramite la speciﬁcazione del tipo di funzione. Que-
sto è il valore che restituisce (return) la funzione stessa. Se non deve essere
restituito alcun valore la funzione sarà del tipo “void”. Dopo la dichiara-
zione del tipo si dichiara il nome e si fa seguire le parentesi tonde entro cui
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vanno inseriti i parametri che devono essere passati alla funzione se necessari.
Le Costanti
Le costanti sono variabili predeﬁnite nel linguaggio per Arduino e vengo-
no utilizzate per rendere il programma più semplice da leggere.
Le costanti sono classiﬁcate in diversi gruppi.
Le Costanti booleane
Le costanti booleane deﬁniscono i livelli logici di vero (true) e falso (false).
false è più semplice da utilizzare in quanto rappresenta lo zero (0) ; true
invece rappresenta una condizione di non-zero (non solo signiﬁcato di “uno”)
per cui anche -1, 2,-200 (valori diversi da 0) sono deﬁnite tutte condizioni di
vero in senso booleano.
Costanti INPUT e OUTPUT
Queste costanti deﬁniscono il comportamento da associare ai pin quali: IN-
PUT e OUTPUT Un pin digitale può essere conﬁgurato sia come INPUT che
come OUTPUT. Scegliere la modalità INPUT o OUTPUT signiﬁca scegliere
il comportamento del pin.
INPUT
Arduino conﬁgura un pin come INPUT con pinMode(), mettendo quel pin
in una conﬁgurazione di alta impedenza. In questa condizione il pin si pre-
sta meglio a leggere un sensore, un valore di tensione, che ad alimentare un
circuito (per es. con led).
OUTPUT
Un pin è impostato come OUTPUT quando Arduino lo pone in condizio-
ne di bassa impedenza tramite il pinMode(). Questo signiﬁca che questo pin
può fornire una certa quantità di corrente.
Costanti HIGH e LOW
Costanti che deﬁniscono il livello di un pin: HIGH e LOW
HIGH
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Ha diversi signiﬁcati a seconda se il pin è settato come INPUT o OUTPUT
Quando un pin è settato in modalità INPUT tramite pinMode e legge con il
comando digitalRead un valore superiore a 3V il microcontrollore restituirà
un valore HIGH. Un pin può essere settato come INPUT con il pinMode,
in seguito reso alto HIGH con digitalWrite, questo imposterà la resistenza
interna di pullup a 20K che porterà il pin allo stato HIGH a meno che esso
non venga costretto a LOW da qualche circuito esterno. Quando un pin è
impostato come OUTPUT con il comando pinMode e viene settato a valore
HIGH con digitalWrite, il pin si troverà al valore di 5V. Esso diventa una
sorgente di corrente sia verso un carico tipo LED con resistori verso massa
che verso un pin, impostato come OUTPUT e settato basso.
LOW
Quando un pin è impostato come INPUT tramite pinMode() il microcon-
trollore legge valore LOW, tramite readAnalog, se la tensione è inferiore ai
2V. Quando un pin invece è impostato in modalità OUTPUT con pinMode()
e impostato a valore LOW con digitalWrite, il pin è posto a 0V. In questa
modalità il pin assorbe corrente ad esempio da un circuito esterno o da un
pin impostato come OUTPUT ma HIGH.
Costanti a numero interi ( Integer )
Figura 8: Tabella costanti intere
Le variabili
Le variabili permettono di assegnare un nome e memorizzare un valore nume-
rico da utilizzare per scopi successivi nel corso del programma. Le variabili
sono numeri che possono cambiare a diﬀerenza delle costanti che invece non
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possono mai cambiare. Conviene scegliere il nome della variabile in modo
descrittivo in modo da rendere il codice più semplice da ricostruire.
Una variabile globale è una variabile che può essere vista e usata da ogni
istruzione e funzione del programma; nell’ambiente di sviluppo di Ardui-
no, ogni variabile dichiarata al di fuori di una funzione (come ad es. se-
tup(),loop(),..) è una variabile globale. Le variabili locali, invece, sono
visibili solo dalle funzioni entro cui sono dichiarate o all’interno di funzioni
o cicli dove vengono deﬁnite. La parola chiave Static viene utilizzata per
creare una variabile che è visibile solo da una funzione.
Il termine const sta per costante. É un qualiﬁcatore di variabile che modiﬁca
il comportamento della variabile, rendendola una variabile di “solo lettura”.
Questo signiﬁca che la variabile può essere usata come ogni altro tipo di
variabile ma che il suo valore non può essere cambiato. Verrà segnalato er-
rore di compilazione nel momento in cui si cercherà di assegnare un valore a
una variabile costante.
deﬁne or const
Si può utilizzare const o deﬁne per creare una costante numerica o di tipo
String. Per gli array occorre che venga utilizzato il termine const. In genere
const è preferito rispetto a deﬁne per la deﬁnizione delle costanti.
Tipi di dati
void
Il termine void è usato solamente nella dichiarazione di funzioni. Esso indica
che la funzione non restituisce alcuna informazione dopo essere stata chia-
mata.
char
Questo tipo di dato occupa ﬁno a 1 byte di memoria e memorizza un ca-
rattere. Per intenderci i caratteri letterali occupano una sola posizione ( es.
“a”, “d”,.. ). I char sono memorizzati come numero corrispondenti al codice
ASCII. Il dato di tipo char è un tipo con segno per cui codiﬁca numeri tra
-128 ﬁno a 127 Ogni variabile booleana occupa un byte di memoria (8bit) e
può assumere solo due valori: livello logico true o livello logico false.
unsigned char
18Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
Per un tipo senza segno si utilizza “unsigned char” che codiﬁca invece numeri
da 0 a 255. Questo per poter svolgere calcoli aritmetici con questi simboli in
caso di necessità di risparmiare spazio di memoria.
byte
questo tipo può sostituire il tipo char unsigned in quanto memorizza un
numero senza segno a 8 bit, cioè da 0 a 255 .
int
Integer è un modo per memorizzare numeri utilizzando 2 byte. ll range
di memorizzazione va quindi da -32768 a 32767. La tecnica utilizzata nella
memorizzazione dei numeri negativi è quella del complemento a due: il bit
più signiﬁcativo individua il segno del numero mentre il resto dei bit sono
invertiti e sommati ad 1 (tecnica per risalire dal complemento a 2 di un nu-
mero al numero stesso). Se il bit più signiﬁcativo è 1 il numero sarà negativo
e i rimanenti 15 numeri rappresentano il complemento a due del numero; se
il bit più signiﬁcativo è 0 il numero sarà positivo e i rimanenti 15 bit rappre-
senteranno il complemento a due del numero.
unsigned int
Tipo che memorizza un intero senza segno memorizzato sempre in due byte.
I valori coprono un range che va da 0 a 65535.
long
I tipo long permette di estendere la possibilità per memorizzare un numero.
Utilizza 32 bit ( 4 byte ) per cui copre valori che vanno da -2147483648 a
2147483647.
unsigned long
È un modo per estendere la possibilità di memorizzare numeri senza se-
gno utilizzando 4 byte. Per questo il range copre numeri che vanno da 0 a
4294967295.
Floating point: numero in virgola mobile
I numeri reali vengono rappresentati secondo la modalità virgola mobile uti-
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lizzando un numero ﬁsso di cifre e scalando utilizzando un esponenziale. Un
dato di questo tipo comprende numeri decimali. I numeri a virgola mobile
sono spesso utilizzati per approssimare valori analogici e continui in quanto
essi hanno una maggiore risoluzione degli interi e si indicano con ﬂoat.
double
Numero a virgola mobile e doppia precisione. Occupa lo spazio di 4 bytes.
L’implementazione del double in Arduino è la stessa del ﬂoat, con nessun
guadagno in precisione.
char array - String
Le stringhe di caratteri possono essere rappresentate in due modi:
1. Usando il tipo String, che fa parte del codice di Arduino a partire dalla
versione 0019.
2. Costruendo una stringa con un array di caratteri e null per terminarla.
L’oggetto String permette più funzionalità a scapito però di maggiore
occupazione di memoria.
Figura 9: Esempio Stringhe
La classe String, disponibile dalla versione 0019 di Arduino, permette l’uso
e la manipolazione di stringhe di testo in maniera più complessa di quanto
permette l’array di char.
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Array
Un array è una collezione di variabili che sono accessibili tramite un indice
numerico.
Figura 10: Dichiarazione di Array
Utilità
sizeof()
L’operatore sizeof restituisce il numero di byte di cui è composta una va-
riabile di qualsiasi tipo, oppure il numero di byte occupato da un array. Il
parametro variabile è qualsiasi tipo di variabile (int, ﬂoat, byte...) o un array
. L’operatore sizeof è spesso usato per trattare con gli array (come le stringhe
di caratteri) dove è conveniente essere abili a cambiare la sezione dell’array
senza interrompere altri parti del programma.
Sintassi:
sizeof ( variabile );
Istruzioni condizionali
Istruzione if
L’istruzione if permette di eseguire blocchi di codice diversi in base al ri-
sultato di una condizione. La struttura è composta dalla parola if, seguita
da una condizione booleana e poi da un blocco di istruzioni (eventualmente
anche una sola istruzione) che viene eseguito se la condizione è veriﬁcata.
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Condizioni if/else
La parola else (facoltativa ) introduce il blocco di istruzioni (o la singola
istruzione) che deve essere eseguito nel caso in cui la condizione introdotta
da if risulti falsa.
Istruzioni switch ... case
Spesso in un programma c’è necessità di confrontare il valore di una variabile
con una serie di valori ﬁno a trovare quello corrispondente. Disponendo so-
lo della struttura if il codice potrebbe diventare contorto. Nel linguaggio di
programmazione per Arduino esiste un meccanismo che permette di raggrup-
pare confronti ed azioni in una sola istruzione migliorandone la leggibilità.
Questo meccanismo è chiamato switch/case. switch/case controlla il ﬂusso
del programma permettendo di speciﬁcare codice diﬀerente che dovrebbe es-
sere eseguito a seconda delle condizioni. In particolare, switch confronta il
valore della variabile al valore speciﬁcato dalla clausola case.
Figura 11: Switch e case
Istruzione for / ciclo for
Il ciclo for ripete un’istruzione o un blocco di istruzioni per un numero preﬁs-
sato di volte. Il ciclo for viene utilizzato per una iterare (ripetere) un blocco
di istruzioni per un numero preﬁssato di volte e utilizza un contatore per
incrementare e terminare un ciclo. Viene spesso utilizzato per indicizzare gli
elementi di un array.
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Figura 12: ciclo for
Ciclo while
Il ciclo while esegue ripetutamente un’istruzione o un blocco per tutto il
tempo in cui una data condizione è vera. La condizione è un’espressione
booleana: se il suo valore è true (vera), le istruzione speciﬁche nel corpo ven-
gono eseguite e la condizione è nuovamente valutata; si continua così ﬁnché la
condizione diventa falsa. Il corpo del ciclo può essere un blocco di istruzioni
ma può anche essere una sola istruzione.
Figura 13: ciclo while
Ciclo do/while
Nel ciclo while la condizione viene veriﬁcata prima dell’esecuzione del corpo
di istruzioni (questo signiﬁca che se la condizione è falsa il corpo non viene
eseguito), nel ciclo do... while invece la condizione viene veriﬁcata sempre
dopo avere eseguito il corpo di istruzioni, che viene eseguito sempre almeno
una volta.
return
Consente di uscire dalla funzione corrente ed eventualmente restituisce se
richiesto dalla funzione chiamante, un valore di quella funzione. L’istruzione
return è usata per ritornare da una funzione terminata, oppure per restituire
un valore di ritorno generato dalla funzione stessa se richiesto.
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Sintassi
return;
return valore;
dove valore rappresenta un valore di variabile tipo.
Funzioni di Arduino
pinMode(pin,mode);
pin numero del pin di cui si vuole impostare la modalità ingresso o usci-
ta mode sempre INPUT o OUTPUT
digitalWrite
Scrive un valore HIGH o LOW su un pin impostato come digitale. Se il
pin è stato impostato come OUTPUT con il pinMode(), la sua tensione sarà
impostata al corrispondente valore di 5V per HIGH e 0V per LOW. Se il pin
è impostato come INPUT tramite il pinMode(), scrivendo un valore HIGH
con digitalWrite() si abiliterà un resistore interno di pullUp da 20K. Scri-
vendo basso sarà disabilitato il pullup. Il resistore di pullup è suﬃciente per
far illuminare un led debolmente, per cui sembra che il diodo lavori anche se
debolmente (questa è una probabile causa). Il rimedio è di impostare il pin
su un’uscita con il metodo pinMode.
Figura 14: Esempio digitalWrite
digitalRead
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Legge il valore da un pin digitale speciﬁco.
Sintassi
digitalRead(pin);
pin è il numero intero del pin di cui si vuole leggere il valore alto o basso.
analogReference(type)
Conﬁgura la tensione di riferimento utilizzata per gli ingressi analogici (cioè
il valore massimo del range dei valori di ingresso). Le opzioni sono:
DEFAULT: il valore analogico di riferimento è 5V sulle schede di Arduino
a 5V oppure 3.3V su quelle a 3.3V.
INTERNAL: 1,1V sull’ATmega168 o Atmega328 e 2.56 V sull’ATmega8.
EXTERNAL: la tensione applicata al pin AREF è usata come riferimento.
Type quindi può essere DEFAULT, INTERNAL ed EXTERNAL.
analogRead(..)
Legge il valore da un pin di tipo analogico. La scheda Arduino contieni
6 canali ( 8 nel mini e Nano, 16 sul Mega) convertitori analogici digitali a
10 bit. Questo signiﬁca che 5 V vanno suddivisi da 0 a 1023 per cui la riso-
luzione sarà di 5V/1023 unità =4.9mV per unità. Il range di partenza e la
risoluzione possono essere modiﬁcate agendo su analogReference().
Occorrono circa 100 microsecondi per leggere da un input analogico per cui
la frequenza di lettura è circa 10000 volte in un secondo.
Sintassi
analogRead(pin);
analogWrite( )
Scrive un valore analogico (PWM) su un pin. Può essere utilizzato per far
illuminare un led variandone l’intensità luminosa oppure per comandare un
motore e variarne la velocità. Dopo la chiamata del metodo analogWrite(),
sul pin verrà generata un’onda quadra regolare con un duty cycle speciﬁco
ﬁno alla prossima chiamata di analogWrite() o di digitalWrite(), o di digital-
Read() sullo stesso pin. La frequenza del segnale PWM è all’incirca 490Hz.
Sulla maggior parte delle schede di Arduino questa funzione lavora sui pin
3,5 6,9,10 e 11. Sulle altre schede potrebbero esserci delle varianti. I pin
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analogici non necessitano di essere impostati prima della chiamata di ana-
logWrite() con pinMode nel setup.
Sintassi
analogWrite(pin,valore);
Il parametro pin rappresenta il pin su cui scrivere;
pulseIn( )
Legge un impulso (alto o basso) su un pin. Per esempio se il valore è HIGH,
pulseIn() attende che il pin diventi alto, inizia il conteggio, quindi aspetta che
il pin diventi basso e ferma il tempo. Restituisce la lunghezza dell’impulso
in microsecondi. Restituisce 0 se nessun impulso inizia entro uno speciﬁ-
co tempo. Gli intervalli di lavoro di questa funzione sono stati determinati
empiricamente e quindi probabilmente saranno soggetti a errori per impulsi
lunghi.
delay( )
Mette in pausa il programma per un certo intervallo di tempo in millese-
condi speciﬁcato da un parametro. Sintassi delay( ms ) ms è il numero di
millisecondi di pausa di tipo unsigned long (long senza segno).
Comunicazione - Serial
Usata per la comunicazione tra Arduino e il computer o altri dispositivi.
begin( )
Imposta la velocità di trasmissione dati in bit al secondo(baud) per la tra-
smissione seriale. Per comunicare con il computer ci sono diverse velocità
ammissibili: 300, 1200, 2400, 4800, 9600, 14400, 57600, 115200. Si può co-
munque speciﬁcare altre velocità – per esempio per comunicare altri pin 0 e
1 a componenti che richiedono una particolare velocità.
end( )
Disabilita la comunicazione seriale, permettendo ai pin RX e TX di esse-
re utilizzati come I/O generali.
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read( )
Legge i dati in entrata dalla comunicazione seriale.
Sintassi
Serial.read( )
print( )
Questa funzione stampa sulla porta seriale un testo ASCII leggibile dall’uo-
mo. Questo comando può assumere diverse formati: i numeri sono stampati
usando un carattere ASCII per ogni cifra, i ﬂoat sono scritti allo stesso mo-
do e per default a due posti decimali, i byte vengono inviati come caratteri
singoli mentre i caratteri e le stringhe sono inviati come sono.
Sintassi
Serial.print(valore)
Serial.print(valore,formato)
valore indica il valore da scrivere di qualsiasi tipo mentre formato indica la
base del sistema numerico (per i dati di tipo integer) o il numero di posti
decimali per i tipi ﬂoating point. La funzione non restituisce alcun valore.
write( )
Scrive i dati binari sulla porta seriale. Questi dati sono inviati come by-
te o serie di byte; per inviare i caratteri rappresentati le cifre di un numero
usare invece la funzione print().
27Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
2 TinkerKit
Figura 15: Arduino Mega ADK e TinkerKit
Il kit a disposizione contiene oltre ad una scheda Arduino Mega ADK, una
Mega Sensor Shield che consente l’attacco degli attuatori e sensori; questa
va a posizionarsi sopra Arduino Mega ADK diventando un’estensione della
scheda. Il kit contiene inoltre sensori tra cui: 1 sensore di temperatura, 1
sensore di hall, 1 sensore di luce LDR, 1 tilt sensor e 1 accelerometro e alcuni
attuatori tra cui: 2 Pulsanti, 1 potenziometro lineare, 1 potenziomentro a
vite, 2 sensori sensibile al tocco, 2 joystick, 1 relè, 1 mosfet, 1 led bianco
molto luminoso, 1 motore step, 1 motore continuo e led rossi,verdi e blu da
5mm e da 10mm. Nel kit vengono forniti anche i cavi (di due dimensioni)
che servono ad collegare i componenti alla Mega Sensor Shield.
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2.1 Mega Sensor Shield
Figura 16: Mega Sensor Shield
La Mega Shield (sviluppata appositamente per Arduino Mega) presente nel
kit ha 22 connettori TinkerKit standard. Dieci di loro, quelli etichettati da
I0 ﬁno a I9, sono ingressi analogici. Quelli contrassegnati da O0 a O5 sono
uscite analogiche collegate alle uscite PWM della scheda Arduino.
Su una scheda Arduino Mega 2560 i pin sono:
• Il pin 11 su Arduino Mega è O0 sulla shield.
• Pin 10 su Arduino Mega è O1 sulla shield.
• Pin 9 su Arduino Mega è O2 sulla shield.
• pin 6 su Arduino Mega è O3 sulla shield.
• Pin 5 su Arduino Mega è O4 sulla shield.
• Pin 3 su Arduino Mega è O5 sulla shield.
I pin etichettati IO cioè D13 , D12 , D8 , D7 , D4 , D2 sono pin di
ingresso/uscita in grado di supportare PWM, digitalRead e digitalWrite.
Esse corrispondono ai pin digitali di Arduino 13, 12, 8, 7, 4, 2.
Descrizione del modulo: Un led verde, contrassegnato dalla scritta
ON, segnala che la shield è correttamente alimentata. La presa TWI a 4 pin
permette la comunicazione di qualsiasi dispositivo che supporta il protocollo
I2C attraverso la libreria Wire su Arduino. Si noti che su Arduino il bus
I2C utilizza l’ingresso analogico 4 e 5: utilizzando la connessione TWI ciò
preclude quindi l’uso di tali ingressi analogici. I quattro attacchi SERIALI
permettono alla scheda di comunicare con altri dispositivi che supportano la
comunicazione seriale.
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2.2.1 Sensore di temperatu-
ra
Figura 17: Modulo con sensore di temperatura
Il modulo fornito nel kit ha come componente fondamentale il termistore.
Il termistore è un resistore la cui resistenza varia signiﬁcativamente con il
variare della temperatura. Quando è collegato a un ingresso dell’Arduino
attraverso la Mega Shield, ci aspettiamo di leggere dei valori compresi tra 0
e 1023, i quali opportunamente mappati, corrispondono ad un valore speciﬁco
di temperatura.
NB: eventuali variazioni dei valori saranno lente e non potranno
variare in modo repentino.
Descrizione Modulo : Questo modulo oﬀre un termistore, un ampliﬁ-
catore di segnale, il connettore standard TinkerKit a 3 pin, un led verde che
segnala che il modulo è correttamente alimentato ed un led giallo la cui lumi-
nosità cambia a seconda della temperatura. Tramite la libreria Tinkerkit.h
possiamo gestire il sensore attraverso delle funzioni opportune:
• TKThermistor therm(I0); Oggetto light di tipo TKThermistor nel con-
nettore I0 della Mega shield
• therm.get(); restituisce un valore compreso tra 0 e 1023
• therm.getCelsius(); restituisce il valore(ﬂoat) della temperatura in gra-
di Celsius
• therm.getFahrenheit(); restituisce il valore(ﬂoat) della temperatura in
gradi Farenheit
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2.2.2 Sensore di luce
Figura 18: Modulo con sensore di luce
Componente principale del modulo è Il fotoresistore il quale è anch’esso un
resistore variabile. La luce alla quale è esposto ne decrementa la sua resi-
stenza. Output: Quando non riceve luce, il modulo eroga 5V e 0V, invece,
quando è esposto ad una luce molto forte (quindi come un circuito chiuso).
Anche in questo caso il modulo utilizza valori compresi ta 0 e 1023, che se
mappati, corrispondono ad un valore di luminosità preciso.
Descrizione Modulo : Questo modulo oﬀre un fotoresistore, un ampliﬁca-
tore di segnale, il connettore standard TinkerKit a 3 pin, un led verde che
segnala che il modulo è correttamente alimentato ed un led giallo la cui lumi-
nosità cambia a seconda della luce. Tramite la libreria Tinkerkit.h possiamo
gestire il sensore attraverso delle funzioni opportune:
• TKLightSensor light(I0); Oggetto therm di tipo TKLightSensor nel
connetore I0 della shield
• light.get(); return the sensor values from 0 to 1023 restituisce un valore
compreso tra 0 e 1023
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2.2.3 Sensore di hall
Figura 19: Modulo con sensore di Hall
Componente fondamentale del modulo è il sensore di Hall. Il sensore di hall
rileva i campi magneti ai quali è sottoposto. Quest’ultimo può essere utiliz-
zato per rilevare la presenza di un megnete nelle sue vicinanze. Il modulo
eroga 5V quando un magnete è posto nelle sue vicinanze mentre 0V quando
non è presente alcun magnete. Come nei precedenti sensori, il modulo utiliz-
za valori compresi ta 0 e 1023, che se mappati, corrispondono ad un valore
del campo magnetico.
Descrizione del modulo: Il sensore di Hall è montato nel modulo assieme
ad un ampliﬁcatore di segnale, un led verde (che indica se il modulo è cor-
rettamente alimentato) e un led giallo (la cui luminosità è proporzionale al
campo magnetico).
NB: nel modulo sono esposti i contatti elettrici sulla superﬁcie
del sensore, bisogna fare attenzione a non toccare il modulo con
oggetti metallici, perchè si potrebbe causare un cortocircuito.
ramite la libreria Tinkerkit.h possiamo gestire il sensore attraverso delle
funzioni opportune:
• TKHallSensor hall(I0); Oggetto hall di tipo TKHallSensor nel connet-
tore I0 della Mega shield
• hall.get(); restituisce un valore compreso tra 0 e 1023
• hall.polarity(); restituisce NORTH se è esposto all’area nord del ma-
gnete, SOUTH altrimenti
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2.2.4 Tilt Sensor
Figura 20: Modulo con tilt sensor
Questo modulo contiene due contatti e una piccola sfera di metallo. Quando
il sensore è in posizione verticale, la palla collega i due contatti, completando
il circuito. Quando la scheda è inclinata, la sfera si muove, e apre il circuito.
Quando è in posizione verticale, il modulo eroga 5V e invece quando viene
inclinato, emette 0V. Come nei precedenti sensori, il modulo utilizza valori
compresi ta 0 e 1023, che se mappati, corrispondono al valore di 1023 quando
è in posizione verticale e 0 quando è inclinato.
Descrizione del Modulo: Questo modulo dispone di un sensore di incli-
nazione, un ampliﬁcatore di segnale,un connettore satndard TinkerKit a 3
pin, un led verde che segnala che il modulo è correttamente alimentato ed un
led giallo che si illumina quando il sensore è in posizione verticale. Tramite
la libreria Tinkerkit.h possiamo gestire il sensore attraverso delle funzioni
opportune:
• TKTiltSensor tilt(I0); Oggetto tilt di tipo TKTiltSensor nel connettore
I0 della Mega shield
• tilt.get(); restituisce o HIGH o LOW
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2.2.5 Accelerometro
Figura 21: Modulo con accelerometro
Un accelerometro è un dispositivo che misura l’accelerazione. È molto comu-
ne nel campo dell’elettronica di consumo come dispositivi elettronici portatili
e controller per videogiochi per rilevare il movimento. Questo modulo usa un
segnale che va da 0V a 5V in entrambi i connettori a cui è collegato. Il valore
di riferimento è 2,5V con il signiﬁcato di accelerazione nulla per entrambi i
connettori. Il modulo utilizza valori compresi ta 0 e 1023 per ogni asse, che
se mappati, corrispondono ad un valore dell’accelerzione per quell’asse.
Descrizione del modulo: Sul retro del modulo è possibile trovare due am-
pliﬁcatori di segnale e un led verde che segnala che il modulo è correttamente
alimentato. Il modulo si basa sul chip LIS344AL prodotto da ST Microelec-
tronics, ed è un accelerometro a 3 assi tre assi. È possibile ottenere i dati
relativi al terzo asse (denominato Z) mediante una saldatura ai pin etichet-
tati con Z (Nel nostro caso ci limitiamo solo all’asse X e all’asse Y). Tramite
la libreria Tinkerkit.h possiamo gestire il sensore attraverso delle funzioni
opportune:
• TKAccelerometer acc(I0,I1); Oggetto acc di tipo TKAccelerometer nei
connettori I0 e I1 della Mega shield
• acc.getXAxis(); restituisce la lettura dell’asse X (da 0 a 1023)
• acc.getYAxis(); restituisce la lettura dell’asse Y (da 0 a 1023)
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2.2.6 Potenziometri
Figura 22: Moduli con potenziomentro lineare e a vite.
Un potenziometro lineare (o a vite) è un comune resistore variabile. Entram-
bi possono essere usati per il controllo del volume di radio e tv di vecchia
generazione. Nel caso di potenziomnetro lineare, spostando il cursore si può
variare la tensione di uscita tra 0 e 5V, mentre per ottenere lo stesso eﬀetto
con il potenziometro a vite è suﬃciente girare in un senso o nell’altro la vite.
Questi moduli emettono 5V quando il cursore o la vite si trova in una estre-
mità e 0V se si strovano nella direzione opposta. Il modulo utilizza valori
analogici compresi ta 0 e 1023, che se oppurtunamente mappati, corrispon-
dono ad un preciso valore della resistenza.
Descrizione Modulo: Questi due moduli includono un potenziometro li-
neare da 4,7 KOhm, un ampliﬁcatore di segnale, un connetore a 3 pin, un
led verde che segnala che il modulo è correttamente alimentato ed un led
giallo la cui luminosità cambia a seconda della posizione del potenziometro.
Tramite la libreria Tinkerkit.h possiamo gestire il sensore (Vale per entrambi
i potenziometri):
• TKPotentiometer pot(I0); Oggetto pot di tipo TKPotentiometer nel
connettore I0 della Mega shield
• pot.get(); Restituisce un valore compreso tra 0 e 1023
2.2.7 Pulsante
Questo modulo rileva quando una persona o un oggetto preme su di esso.
Eroga 5V quando il pulsante viene premuto e 0v quando viene rilasciato.
Premendo il pulsante si chiude il circuito. Quando è collegato a un ingresso
di Arduino tramite la shield, ci si può aspettare un valore di 1023 quando il
pulsante viene premuto e 0 se quest’ultimo viene rilasciato.
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Descrizione Modulo: Questo modulo dispone di un pulsante 12 mm, un
connettore standard a 3 pin, un led verde che segnala che il modulo è cor-
rettamente alimentato ed un led giallo che si accende solo quando il pulsante
viene premuto. Tramite la libreria Tinkerkit.h possiamo gestire il sensore
attraverso le seguenti funzioni:
• TKButton but(I0); Oggetto but di tipo TKButton nel connettore I0
della Mega shield
• but.get(); restituisce lo stato del pulsante.HIGH o LOW
• but.pressed(); restituisce HIGH quando viene premuto il pulsante
• but.released(); restituisce HIGH quando il pulsante viene rilasciato
• but.held(); restituisce HIGH se il pulsante rimane premuto
• but.toggle(); utilizza il pulsante come uno switch
2.2.8 Touch Sensor
Figura 23: Modulo con touch sensor
Il modulo con il touch sensor è un pulsante il quale è sensibile al contatto con
la pelle. Questo modulo eroga normalmente 0V quando non viene toccato,
eroga 5V quando invece viene toccato. Il modulo utilizza, tramite Arduino,
valori analogici compresi ta 0 e 1023, dove 0 indica che il sensore non è stato
toccato mentre 1023 il caso contrario, cioè quando viene toccato.
Descrizione Modulo: Il modulo è composto da un ampliﬁcatore di segnale,
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un condensatore, un sensore QT 100A single touch, un led verde che segnala
che il modulo è correttamente alimentato ed un led giallo la cui luminosità
dipende dall’uscita dei valori del modulo. Tramite la libreria Tinkerkit.h
possiamo gestire il sensore attraverso le seguenti funzioni:
• TKTouchSensor touch(I0); Oggetto touch di tipo TKTouchSensor nel
connettore I0 della Mega shield
• touch.get(); restituisce lo stato del pulsante.HIGH o LOW
• touch.pressed(); restituisce HIGH quando viene premuto il pulsante
• touch.released(); restituisce HIGH quando il pulsante viene rilasciato
• touch.held(); restituisce HIGH se il pulsante rimane premuto
• touch.toggle(); utilizza il pulsante come uno switch
2.2.9 Joystick
Figura 24: Joystick
Il Modulo Joystick è simile ai joystick dei videogiochi. Consiste in due po-
tenziometri montati con un angolo di 90 gradi. I potenziometri sono collegati
ad una levetta centrata con delle molle. Questo modulo produce circa 2,5
volt da entrambe le uscite quando sono in posizione di riposo. Spostando la
levetta farà variare la resistenza del/i potenziometro/i facendo variare il po-
tenziale da 0V a 5V a seconda della sua direzione. Se si collega questa unità
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ad Arduino attraverso la shield, ci si può aspettare di leggere un valore di
circa 512 nella posizione di riposo (tranne piccole variazioni dovute a piccole
imprecisioni delle molle e il meccanismo). Quando invece si sposta il joy-
stick, si vedranno i valori cambiare da 0 a 1023 a seconda della sua posizione
per ambo gli assi. Questo modulo è dotato di due potenziometri 4k7 Ohm
lineari, due connettori standard a 3 pin, due ampliﬁcatori di segnale, un led
verde che segnala che il modulo è correttamente alimentato e due led gialli
la cui luminosità in uscita dipende dai valori del modulo. Tramite la libreria
Tinkerkit.h possiamo gestire il sensore attraverso le seguenti funzioni:
• TKJoystick joy(I0,I1); Oggetto joy di tipo TKJoystick
• joy.getXAxis(); restituisce il valore dell’asse x , da 0 a 1023
• joy.getYAxis(); restituisce il valore dell’asse y , da 0 a 1023
2.3 Attuatori
2.3.1 Micro Servo
Figura 25: Micro Servo
Il modulo Servo Micro è un servo di alta qualità, che presenta un attacco
a 3 pin, che serve per poterlo agganciare alla sensor shield. Questo modulo
si serve di un motore elettrico Passo-Passo e un riduttore meccanicamente
collegato ad un potenziometro. Arduino controlla il servo tramite la libre-
ria Servo. La larghezza dell’impulso inviata da Arduino viene tradotta dalle
componenti elettroniche presenti all’interno in una speciﬁca posizione. Que-
st’ultimo viene alimentato ﬁnché non raggiunge la posizione desiderata.
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Descrizione Valore
Modulazione Analogico
Momento torcente 5V (1,00 kg-cm)
Velocità 5V 0,12 sec/60deg
Peso 9g
Dimensioni L 22,2 millimetri / W 11,6 millimetri / H 21,5 millimetri
Angolo di rotazione 180deg
Tipo Connettore Tinkerkit
Tramite la libreria Tinkerkit.h e Servo.h possiamo gestire il motore step
attraverso le seguenti funzioni:
• Servo TKMicroServo; Oggetto Servo di tipo TKMicroServo
• TKMicroServo.attach(O0); nel metodo setup(), attacca il servo all’u-
scita O0 della shield
• TKMicroServo.write(78); manda il servo nella posizione desiderata
2.3.2 Servo (Continuos)
Figura 26: Servo
Un motore Servo è costituito da un motore elettrico con riduttore collegato
meccanicamente ad un potenziometro. Motori Servo a rotazione continua
possono muoversi avanti e indietro continuamente, invece di passare a una
posizione, come accade invece per un motore step. L’elettronica all’interno
del servo traduce la larghezza dell’impulso in movimento. La direzione e
la velocità di questo movimento possono essere controllati tramite il vostro
sketch. Per utilizzare questo motore è necessario utilizzare la libreria Servo.
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Questo tipo di servo può essere calibrato con un potenziometro, accessibile
attraverso un piccolo foro accanto dove escono cavi. Per far spostare il servo
bisogna impostare il valore di posizione a 0 per farlo muover in un verso o
per 180 per l’altra direzione. N.B. : il valore 90 si fermerà il servo. Quindi
per controllare la velocità del servo si utilizzerà un numero compreso tra 0 e
89 per un verso o 91-180 per l’altra direzione.
Descrizione Valore
Modulazione Analogico
Momento torcente 5V (3.30 kg-cm)
Velocità 5V 0.17 sec/60deg
Peso 44g
Dimensioni LL 42mm / W 20.5mm / H 39.5mm
Angolo di rotazione Continuo
Tipo Connettore Tinkerkit
Tramite la libreria Tinkerkit.h e Servo.h possiamo gestire il motore attraverso
le seguenti funzioni:
• Servo TKContinuousRotationServo; Oggetto Servo di tipo TKConti-
nuousRotationServo
• TKContinuousRotationServo.attach(O0); nel metodo setup(), attacca
il servo all’uscita O0 della shield
• TKContinuousRotationServo.write(78); fa girare il servo in una dire-
zione con una certa velocità
2.3.3 Relay
Figura 27: Modulo con realy
40Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
Un relè è un interruttore ad azionamento elettrico che permette di attivare o
disattivare un circuito con tensione e/o corrente molto superiore a quella che
Arduino è in grado di gestire. Non vi è nessuna connessione tra il circuito
a bassa tensione gestita da Arduino e il circuito ad alta potenza controllata
dal relè. Il relè protegge ogni circuito uno dall’altro.
Attenzione: Si consiglia di non far funzionare circuiti alimentati da più
di 24V senza la supervisione di un esperto.
Input: Il relè è un tipo di interruttore meccanico on/oﬀ. Si attiva quan-
do l’ingresso raggiunge 5V e si spegne quando l’ingresso è 0V. È possibile
controllare il relè dalla funzione digitalWrite() di Arduino.
Il modulo fornisce tre connessioni etichettate con COM , NC e NO . NC
sta per “NORMALMENTE CHIUSO”. Ciò signiﬁca che quando il relè non
ha alcun segnale (LOW o 0V da un Arduino), il circuito collegato rimane
attivo. Al contrario, se si applicano 5V, si trasformerà il circuito collegato
in “NORMALMENTE APERTO ”. I relè possono sostituire un interruttore
manuale.
Descrizione del modulo : il modulo è dotato di un ingresso a 250V
10A montato su un modulo 2 ingressi, uno standard TinkerKit connettore 3
pin, un transistor, un led verde che segnala che il modulo è correttamente
alimentato ed un led giallo che indica quando il relè è attivo.
2.3.4 Mosfet
Figura 28: Modulo con mosfet
Questo modulo funge da interuttore per correnti ad alta intensità. Diversa-
mente dal relè, questo modulo è capace di fungere da interrutore a cambia-
menti repentini comandati da uscite PWM.
Output: Questo modulo permette di controllare dispositivi operanti a un
massimo di 24V in corrente continua.
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Descrizione del modulo: Questo modulo è composto da un IRF520 po-
wer MOSFET transistor, un diodo, il connettore standard TinkerKit a 3 pin,
un led verde che segnala che il modulo è correttamente alimentato ed un led
giallo la cui luminosità cambia a seconda del segnale ricevuto.
2.3.5 Led
Figura 29: led
Il LED è forse il più semplice degli attuatori. Il kit dispone di sei led, uno
rosso da 10mm, uno verde da 10mm, uno blu da 10mm, uno rosso da 5mm,
uno verde da 5mm e inﬁne uno blu da 5mm.
Ingresso : Arduino fornisce un massimo di 40 mA per pin, questo è
suﬃciente per illuminare il LED attraverso le funzioni digitalWrite() e
analogWrite().
Descrizione del Modulo : questo modulo dispone un led tra i sei citati
prima, un connettore TinkerKit a 3 pin e un led verde che segnala che il
modulo è correttamente alimentato ed un piccolo led giallo che mostra la
luminosità corrente del led. Inoltre un resistore fornisce la quantità ottimale
di corrente quando il modulo è collegato ad Arduino.
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3 Arduino Mega ADK
e Dispositivi Android
3.1 Introduzione
Dalla versione 3.1 di Android, è stata introdotta una nuova funzionalità, chia-
mata Android Open Accessory, resa disponibile attraverso l’Android Open
Accessory Kit(ADK). Qual è la principale innovazione introdotta da ADK?
Con le versioni precedenti alla 3.1 era possibile collegare un dispositivo An-
droid ad un computer, ma non era possibile in alcun modo che le applicazioni
sviluppate in Android potessero interagire con un hardware esterno trami-
te connessione USB. Grazie a questa versione di Android e superiori (dalla,
3.1 appunto), i dispositivi possono gestire l’interfaccia USB come se fossero
un normale computer desktop o portatile. E’ possibile gestire ad esempio,
tastiere, mouse, webcam, joystick o altri dispositivi che fanno uso della con-
nessione USB. Grazie a questa funzionalità si possono aprire degli orizzonti
interessanti per gli sviluppatori che intendono utilizzare Android nel campo
del gaming e delle console per videogioco e gestire una moltitudine di di-
spositivi esterni. Questa funzionalità permette ad un dispositivo Android di
interagire con un altro dispostivo in modalità “accessoria”. In questa moda-
lità, l’hardware esterno (detto accessorio) funziona come USB Host mentre
il dispositivo Andoid funziona in modalità device. Il dispositivo accessorio,
dovendo funzionare in modalità host, deve essere in grado di fornire 500mA
a 5V. In occasione della conferenza Google I/O, tenutasi il 10 e l’11 maggio
2011 al Moscone Center di San Francisco, Google ha presentato una nuova
piattaforma di sviluppo per Android basata su Arduino. L’hardware pro-
posto da Google per supportare la funzionalità ADK, presenta l’importante
caratteristica di essere conﬁguarbile in modalità USB Host. Ciò è molto im-
portante per i dispositivi come cellualari e tablet, che nella maggior parte dei
casi non sono in grado di supportare questa modalità, ma solo come device.
Google ha fornito nella versione 3.1 tutto il necessario (software e il ﬁrmware)
per gestire il nuovo sistema di sviluppo. I componenti hardaware e software
dell’ADK includono:
• Una scheda Arduino Mega ADK basata su microcontrollore ATMega
2560
• Un Android Demo shield, che si monta sopra Arduino Mega ed è
equipaggiata con joystick, led, sensori di temperatura e luce, etc..
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• Una libreria basata su Arduino Host Shield, che permette alla scheda-
microcontrollore USB di funzionare in modalità USB Host, e di rendere
possibile la comunicazione con i device.
• Un Firmware per la scheda Arduino che si occupa di conﬁgurare i sen-
sori e attuatori della scheda e di inviare i dati di I/O verso il device
Android e di leggere anche i dati che il device gli invia.
• Una libreria Android Accessory Protocol che deﬁnisce come enumera-
re il bus, come trovare un dispositivo Android connesso che suppor-
ta la modalità accessoria, e non meno importante, come instaurare la
comunicazione con il dispositivo.
• Alcune librerie:
– Libreria CapSense
– Libreria I2C/TWI
– Libreria Servo
– Libreria Wire
– Libreria SPI
• Un’applicazione Android, Demokit, che comunica con la scheda ADK
e con l’I/O
Data la possibilità di avere una Tinkerkit shield e sensori e attuatori del
tutto equivalenti a quelli presenti nella Android Demo Shield, si è deciso di
modiﬁcare e adattare tutti i componenti hardware e software per replicare e
aggiungere nuove funzionalità al kit fornito da Google.
3.1 Android deﬁnizioni e
concetti base
Android è una piattaforma software per dispositivi mobili formata da uno
stack di software disposto su tre livelli (si veda Figura 30): un sistema ope-
rativo, un middleware e delle applicazioni base (client email, programma per
SMS, calendario, mappe, browser, contatti, etc.). Ogni applicazione Android
viene eseguita in un proprio processo che è in esecuzione su una propria istan-
za di una Dalvik Virtual Machine, una macchina virtuale creata in modo da
avere un’esecuzione multipla eﬃciente su un singolo dispositivo. Android si
basa sul kernel Linux versione 2.6 per i servizi core system come sicurezza,
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gestione della memoria, gestione dei processi, rete e driver. Tale kernel funge
anche da livello di astrazione tra l’hardware e il resto dello stack software.
Un’applicazione Android è raggruppata in un Android package (ﬁle di archi-
vio con suﬃsso .apk) e con- tiene i ﬁle di codice Java e anche altri tipi di ﬁle.
Questo package è il veicolo di distribuzione e di istallazione dell’applicazione
sui dispositivi. Di default, ogni applicazione Android vive dentro un proprio
mondo, infatti:
• Ogni applicazione è eseguita in un proprio processo Linux. Android
lancia il processo quando qualche parte del codice dell’applicazione ne-
cessita di essere eseguita e termina il processo quando ciò non è più
necessario e altre applicazioni hanno bisogno di risorse di sistema.
• Ogni processo ha un propria virtual machine così ogni applicazione è
eseguita in modo isolato dalle altre.
• Ad ogni applicazione è assegnato un unico ID Linux. I permessi so-
no impostati in modo che i ﬁle di un’applicazione sono visibili solo
all’utente e all’applicazione stessa, ma volendo possono essere anche
condivisi.
Figura 30: Android System Architecture
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Caratteristiche principali di Android sono la struttura open source (escluse
alcune versioni intermedie), e il suo basarsi su kernel Linux. La caratteristica
open source ed il tipo di licenza (Licenza Apache) permette di modiﬁcare e
distribuire liberamente il codice sorgente. Inoltre, Android, dispone di una
vasta comunitá di sviluppatori che realizzano applicazioni con l’obiettivo di
aumentare le funzionalitá dei dispositivi. Queste applicazioni sono scritte
soprattutto con una versione modiﬁcata del linguaggio di programmazione
Java. In ottobre 2012 le applicazioni presenti sul market uﬃciale Android
(Google Play) hanno raggiunto le 700.000 unitá. Questi fattori hanno per-
messo ad Android di diventare il sistema operativo piú utilizzato in ambito
mobile, oltre a rappresentare, per le aziende produttrici, la migliore scelta
in termini di bassi costi, personalizzazione, e leggerezza del sistema operati-
vo stesso, senza dover scrivere un proprio sistema operativo da zero. Il 17
agosto 2005 Google ha acquisito l’azienda, in vista del fatto che la società di
Mountain View desiderava entrare nel mercato della telefonia mobile. È in
questi anni che il team di Rubin comincia a sviluppare un sistema operativo
per dispositivi mobili basato sul kernel Linux. La presentazione uﬃciale del
robottino verde venne dato il 5 novembre 2007 dalla neonata OHA(Open
Handset Alliance), un consorzio di aziende del settore Hi Tech che include
Google, produttori di smartphone come HTC e Samsung, operatori di tele-
fonia mobile come Sprint Nextel e T-Mobile, e produttori di microprocessori
come Qualcomm e Texas Instruments. Il primo dispositivo, equipaggiato con
Android, che venne lanciato sul mercato, fu l’HTC Dream, il 22 Ottobre del
2008.
3.1.1 Il Manifest
Ogni applicazione deve avere un ﬁle AndroidManifest.xml (con esattamente
questo nome), nella propria directory principale. Il manifest contiene del-
le informazioni necessarie dell’applicazione, informazioni che devono essere
esplicate prima che l’applicazione possa eseguire qualsiasi riga di codice del
programma. Tra le funzioni del manifest abbiamo:
• Nomina il package Java per l’applicazione. Il nome del package serve
come identiﬁcatore univoco per l’applicazione.
• Descrive i componenti dell’applicazione: le activities, i services, i broa-
dcast receivers e i content providers. Dichiara poi quali sono le classi
che fanno uso di di questi componenti. Queste dichiarazioni permetto-
no al sistema Android di sapere quali sono i componenti utilizzati e in
quali condizioni possono essere lanciati.
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• Dichiara quali permessi l’applicazione deve avere per poter utilizzare
parti protette di API e interagire con altre applicazioni.
• Dichiara inoltre le autorizzazioni che gli altri sono tenuti ad avere, al
ﬁne di interagire con i componenti dell’applicazione stesso.
• Dichiara il livello minimo delle API di Android che l’applicazione ri-
chiede per poter essere utilizzata.
Figura 31: Esempio struttura del Manifest
3.1.2 Gli Intent
Gli Intent sono dei messaggi (asincroni) utilizzati per attivare e comunicare
con le activities, i service e i broadcast receiver. Un Intent può essere utiliz-
zato per segnalare al sistema Android che un certo evento si è veriﬁcato. Gli
Intent vengono inviati al sistema Android tramite una chiamata del metodo
startActivity(), tramite quest’ultimo è possibile avviare le activities.
Figura 32: Una activity manda un intent al sistema Android, per iniziare
un’altra activity
E’ inoltre possibile mandare e ricevere dei dati tra intent. Tramite il
metodo putExtra(), è possibile inserire l’oggetto da mandare all’activity ri-
cevente, quest’ultima dichiarerà Bundle extras = getIntent().getExtras(); per
veriﬁcare se eﬀetivamente è arrivato un messaggio contente l’informazione.
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Se l’oggetto extras è diverso dal valore null allora conterrà il messagio inviato
dall’activity mittente.
Figura 33: Una activity che gestisce l’intent del mittente
3.1.3 Le Activities
L’activity è un componente dell’applicazione che fornisce un contesto visuale
con cui gli utenti possono interagire al ﬁne di fare qualcosa, come ad esempio
digitare un numero di telefono, scattare una foto, inviare una e-mail o visua-
lizzare una mappa. Ad ogni activity viene data una ﬁnestra in cui comporre
la propria interfaccia utente. Tipicamente, una activity in un’applicazione
viene speciﬁcata come attività main, che viene presentata all’utente quando
viene avviata l’applicazione per la prima volta. Ogni activity può avviare
un’altra activity, al ﬁne di eseguire diverse azioni. Un’activity ha un suo
ciclo di vita che è sintetizzato nell’immagine seguente:
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Figura 34: Ciclo di vita di un’activity
3.1.4 Broadcast Receiver
Un brodcast receiver è un componente che ha il compito di ricevere e reagire
alla ricezione di un evento che assume la forma un annuncio broadcast. Ci
sono molti annunci broadcast originati dal sistema (ad es. annuncio che la
bateria è quasi scarica, che una foto è stat scattata, ecc.), ma altri possono
essere creati e inviati. Ogni applicazione può avere più broadcast receiver
per reagire a molti annuci broasdcast che ritiene importanti. Ci sono due
principali classi di broadcast che un broadcast receiver può gestire:
• normal broadcast, inviato tramite Context.sendBroadcast(). Tutti i
broadcast receiver registrati per il messaggio broadcast così inviato
entrano in esecuzione in un ordine non deﬁnito e spesso allo stesso
tempo.
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• ordered broadcast, inviato tramite Context.sendOrderedBroadcast(). I
broadcast receiver registrati per il messaggio broadcast così inviato en-
trano in esecuzione uno alla volta. Ogni receiver riceve ed elabora un
messaggio broadcast e poi decide se propagare il risultato al prossi-
mo receiver o se terminare completamente l’invio broadcast agli altri
receiver.
Quando viene inviato un messaggio broadcast a cui un broadcast receiver è
registrato, il sistema provvederà a invocare il metodo onReceive() del receiver
in questione. Il sistema ritiene attivo un broadcast receiver solo per la durata
della chiamata di tale metodo. Una volta che questo ha concluso la sua
esecuzione il sistema con- sidera l’oggetto terminato. Quindi nel metodo
onReceive() non è possibile (opportuno) eﬀettuare operazione asincrone (ad
es. non si può mostrare un ﬁnestra di dialogo o collegarsi ad un service).
3.1.5 Processi e Thread
Il processo all’interno del quale viene eseguito un componente è stabilito nel
ﬁle AndroidManifest.xml. Ognuno degli elementi dei componenti (<activi-
ty>, <service>, <receiver> e <provider>) possiede un attributo process per
speciﬁcare il processo dove il componente deve essere eseguito. Questi attri-
buti possono fa sì che ogni componente venga eseguito in un proprio processo
oppure che alcuni componenti condividano il processo e altri no oppure si può
anche permettere che dei componenti di diﬀerenti applicazioni vengano ese-
guiti nello stesso processo. Anche <application> ha un attributo process che
permette di decidere il valore di default da applicare ai propri componenti.
Android può decidere di terminare un processo (quindi tutti i componenti
in esso inclusi) per motivi di gestione di memoria, e poi riavviarlo quando ci
sarà bisongo di tali componenti. Quando bisogna decidere quale componente
bisogna eliminare, Android calcola la loro importanza in relazione all’intera-
zione con l’utente, quindi ad esempio sarà più predisposto ad essere termiato
un processo che contiene componenti utilizzati meno recentemente che quelli
utilizzati al momento. La decisione dipende dallo stato dei componenti di
un processo. Anche se si può deﬁnire un’applicazione in un singolo processo
(nel main thread), ci saranno sicuramente situazioni in cui è preferibile ge-
nerare uno o più thread per svolgere del lavoro in background. La necessità
è che l’interfaccia utente sia sempre reattiva agli input, quindi tutto ciò che
non può essere completato velocemente deve essere assegnato ad un thread
diﬀerente. I thread sono creati in codice usando gli oggetti Thread standard
di Java e sono stati arricchiti da Android con diverse classi per gestirli (ad
es. Looper , Handler, HandlerThread, ecc.).
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3.1.6 I Service
Il service è il componente applicativo in cui eﬀettuare operazioni di lunga
durata che non prevedono interazioni con l’utente. Può oﬀrire le proprie
funzionalità all’interno della applicazionenella quale è deﬁnito oppure ad altre
applicazioni. Ogni classe che specializza android.app.Service deve avere una
corrispettiva dichiarazione tramite l’elemento <service> all’interno del ﬁle
AndroidManifest.xml dell’applicazione di appartenenza. Fondamentalmente
é un componente molto semplice che ha due proprietà fondamentali:
• la possibilità per l’applicazione di dire al sistema che qualcosa vuole es-
sere eseguito in backgroud. In questo caso si invoca Context.startService()
che chiede al sistema di avviare l’esecuzione del service.
• la possibilità per un’applicazione di mettere a disposizione delle ope-
razioni ad altre applicazioni che con il metodo Context.bindService()
possono connettersi a tale service.
In sintesi, un Service non deﬁnisce nè un processo separato nè un Thread, ma
è semplicemente una classe “ad alta priorità” 1 dove possono essere deﬁnite
delle funzioni utili ad una o più applicazioni.
3.2 Eclipse e L’Android SDK
Eclipse è un ambiente di sviluppo integrato multi-linguaggio e multipiatta-
forma. Ideato da un consorzio di grandi società quali Ericsson, HP, IBM,
Intel, MontaVista Software, QNX, SAP e Serena Software, chiamato Eclip-
se Foundation sullo stile dell’open source. Eclipse può essere utilizzato per
la produzione di software di vario genere, si passa infatti da un completo
IDE per il linguaggio Java (JDT, Java Development Tools) a un ambiente
di sviluppo per il linguaggio C++ (CDT, C/C++ Development Tools) e a
plug-in che permettono di gestire XML, Javascript, PHP e persino di pro-
gettare graﬁcamente una GUI per un’applicazione JAVA (Eclipse VE, Visual
Editor), rendendo di fatto Eclipse un ambiente RAD. Il programma è scritto
in linguaggio Java, ma anziché basare la sua GUI su Swing, il toolkit graﬁco
di Sun Microsystems, si appoggia a SWT, librerie di nuova concezione che
conferiscono ad Eclipse un’elevata reattività. La piattaforma di sviluppo è
incentrata sull’uso di plug-in, delle componenti software ideate per uno speci-
ﬁco scopo, per esempio la generazione di diagrammi UML, ed in eﬀetti tutta
la piattaforma è un insieme di plug-in, versione base compresa, e chiunque
può sviluppare e modiﬁcare i vari plug-in. Nella versione base è possibile
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programmare in Java, usufruendo di comode funzioni di aiuto quali: comple-
tamento automatico (Code completion), suggerimento dei tipi di parametri
dei metodi, possibilità di accesso diretto a CVS e riscrittura automatica del
codice (funzionalità questa detta di Refactoring) in caso di cambiamenti nelle
classi. Essendo scritto in Java, Eclipse è disponibile per le piattaforme Linux,
HP-UX, AIX, Mac OS X e Windows. La sigla SDK sta per Software De-
velopment Kit, vale a dire un kit di sviluppo di software. Attraverso questo
kit di sviluppo, qualsiasi utente potrà procurarsi il codice sorgente di ogni
versione Android e modiﬁcarlo o migliorarlo autonomamente.
3.2.1 Installazione in XUbun-
tu (32 bit)
La strada più semplice per chi si avvicina per la prima volta allo sviluppo di
apps Android è quella di installare l’ADT Bundle che include i componenti
essernziali dell’SDK e una versione di Eclipse con built-in ADT (Android
Developer Tools). L’installazione è molto semplice, si tratta di eﬀettuare il
download dell’ADT Bundle e di decomprimerlo in una directory. Ovviamen-
te, è anche possibile installare separatamente l’SDK e l’ADT plug-in in un
IDE già esistente sulla vosta macchina. Si può facilmente scaricare il tutto
dal seguente link: http://developer.android.com/sdk/index.html/download
Diamo ora un occhiata a quello che contiente l’SDK:
Figura 35: SDK
Non tutti i package sopra elencati vengono installati di default con l’ADT
Bundle (es. Source e Documentation), ma possono essere installati attraverso
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l’SDK Manager, un tool fondamentale che si trova nella root dell’SDK e che
consente l’installazione e l’aggiornamento dei package.
Figura 36: SDK Manager
A questo punto siamo pronti a creare e modiﬁcare apps per Android.
3.3 Controllo di alcuni ele-
menti di TinkerKit tramite Android
Avendo a disposizione una serie di attuatori e sensori appartenenti al corredo
di TinkerKit, si è voluto replicare le funzionalità oﬀerte dalla Android Demo
shield fornita da Google. I vari componenti del kit sono in grado di repli-
care perfettamente gli elementi presenti nella Android Demo shield, per fare
ciò bisogna apportare delle modiﬁche sostanziali, sia al Firmware di conﬁ-
guarzione per la scheda Arduino Mega sia per quanto riguarda l’applicazione
Android DemoKit. Inoltre sono state apportate altre modiﬁche quali: una
migliore presentazione delle UI’s e l’aggiunta di un ulteriore Activity che
permette una conﬁgurazione dinamica dei componenti del kit invece di una
statica dove i componenti hanno sempre una posizione ﬁssa. Per fare ciò è
stato rivisto anche il protocollo di comunicazione tra la scheda Arduino e il
dispositivo Android.
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3.3.1 Quali elementi servo-
no per iniziare?
Per questo lavoro sono stati utilizzati:
1. Un dispositivo con Android (Htc Desire c con Android 4.0.3)
2. Un Arduino Mega ADK
3. Una Mega Sensor Shield
4. Un motore micro-servo
5. Un motore servo continuo
6. Tre led un per colore (Rosso, Verde, Blu)
7. Un pulsante
8. Un touch sensor
9. Un sensore di temperatura
10. Un sensore di luce
11. Alcuni cavetti
12. Un cavo usb per connettere Arduino al pc
13. Un cavo usb per connetter Arduino al dispositivo Android
3.3.2 Importiamo DemoKit
in Eclipse
Per poter importare il progetto in Eclipse bisogna prima di tutto scaricar-
lo. Il ﬁle .zip contenente il progetto Android lo si può trovare all’indiriz-
zo http://developer.android.com/tools/adk/adk.html. Il ﬁle appena scaricato
conterrà una cartella app dove è contenuta l’applicazione e altre due cartel-
le delle quali faremo uso in un secondo momento. Per installare e avviare
l’applicazione in Eclipse occorre:
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1. Installare le Google APIs API Level 10 add-on library che includono
la libreria Open Accessory per i dispositivi Android 2.3.4 che suppor-
tano la modalità accessorio. Questa libreria è inoltre compatibile con
Android 3.1 o superiori, in questo caso però, l’unico accorgimento è di
impostare il livello delle API a 12.
2. In Eclipse clicchiamo File→ New → Project..., poi selezionare Android→Android
Project
3. nel Project Name digitare DemoKit
4. Scegliere ora Create a project from existing source, click Browse,
selezioniamo la directory dell’app, clicchiamo Open per chiudere il
Dialog e poi Finish
5. Clicchiamo Finish
A questo punto abbiamo il progetto operativo in Eclipse.
3.3.3 USB Accessory e la co-
municazione
La modalità USB accessory permette agli utenti di connettere dispositivi USB
host progettati per funzionare con i dispositivi alimentati Android. Quan-
do un dispositivo Android è in modalità accessory, l’hardware attaccato (es.
Arduino) funge da host, fornendo alimentazione (se disponibile).
Cosa serve dichiarare nell’Android Manifest?
• Siccome non tutti i dispositivi Android garantiscono il funzionamento
al supporto alle USB accessory APIs , bisogna includere nel Mani-
fest lelemento <uses-feature> che dichiara all’applicazione che si sta
usando android.hardware.usb.accessory
• Come nel caso nostro, se si stanno utilizzando le add-on library bisogna
includere nel Manifest l’elemento <uses-library> speciﬁcando
com.android.future.usb.accessory
• Se si utilizzano le add-on library settare la API Level a 10, se invece le
textitandroid.hardware.usb settare le API Level a 12.
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• Se vogliamo che la nostra applicazione venga notiﬁcata quando viene
attaccato un accessorio USB, specﬁcare <intent-ﬁlter> e <meta-
data> per android.hardware.usb.action.USB_ ACCESSORY_ ATTA-
CHED
Figura 37: Parte del Manifest.xml per Demokit
L’applicazione è in grado di scoprire gli accessori utilizzando gli intent ﬁlters
(In seguito capiremo come comunica i dati per il ﬁlter, Arduino Mega con
il dispositivo Android). In questo modo l’applicazione sarà in grado di rico-
noscere il dispositivo host giusto (es. Arduino Mega) e fare determinate cose.
Bisogna speciﬁcare il seguente intent ﬁlter android.hardware.usb.action.USB_
ACCESSORY_ ATTACHED . Inoltre è necessario dichiarare un ﬁle con le
speciﬁche dell’USB accessory, come ad esempio modello, versione, etc.. che
nel nostro caso si trova in @xml/accessory_ﬁlter, Arduino Mega quando vor-
rà instaurare una connessione dovrà speciﬁcare nel proprio Firmware quindi
un metodo per connettersi al dispositivo Android con stringhe uguali al ﬁlter,
perchè l’applicazione lo riconosca e si avvii.
Figura 38: Contenuto accessory ﬁlter, Arduino dovrà comunicare quei valori
per essere accettato
Come fa l’applicazione a comunicare con Arduino MEGA?
Prima che l’applicazione possa comunicare via USB con Arduino Mega, l’ap-
plicazione deve ottenere il permesso dell’utente. Per ottenere esplicitamente
il permesso, bisogna creare un Broadcast Receiver. Quest’ultimo sta in
ascolto, attendendo il messaggio in broadcast quando viene chiamato il meto-
do requestPermission() . La chiamata a requestPermission() che viene
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fatta all’avvio dell’applicazione è mostrata nella ﬁgura seguente e mostra una
ﬁnestra di dialog che chiederà l’autorizzazione per connettere l’accessorio.
Figura 39: All’avvio dell’app, verrà mandata la richiesta per comunicare con
Arduino
A questo punto si può instaurare una comunicazione usando UsbMana-
ger per ottenere un ﬁle descrittore, nel quale è possibile settare i ﬂussi di
input e output. Giunti qui, è logico pensare che la comunicazione degli input
come ad esempio i sensori, tra il dispositivo Android e Arduino, avvenga
tramite un Thread, in modo da non bloccare l’User Interface Main Thread.
Figura 40: Creazione degli Stream di input e output, e avvio del thread per
la comunicazione
Come vengono gestiti gli input provenienti da Arduino MEGA?
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Fondamentalmente Arduino manda ogni tot millisecondi delle informazio-
ni al dispositvo android, l’applicazione quindi installata nel dispositivo deve
essere in grado di captare i messaggi e gestirli nel migliore dei modi. Nel
nostro caso gli input a cui dovremo porre attenzione sono dal sensore di lu-
ce, dal sensore di temperatura e dal joystick. Il Thread menzionato prima
fa proprio questo. Le informazioni che Arduino Mega manda al dispositivo
vengono immagazinate in un array buﬀer, l’informazione ad esempio del sen-
sore di luce viene spedita come una tripla di valori, quindi un array di byte
sempre di tre valori nel quale: nella posizione 0 troviamo il tipo di sensore
e nelle altre due posizioni viene spedita l’informazione del valore del sensore
letto (espresso come intero 16 bit). A questo punto tutto ciò viene impa-
chettato in un oggetto di tipo Message e dato in pasto ad un Handler che lo
gestirà nel migliore dei modi. L’handler a questo punto ricevuto il messaggio
si preoccuperà di capire a quale sensore appartiene il dato e successivamente
creare un oggetto speciﬁco per quel sensore.
Vediamo con un esempio come viene gestito l’input per il sensore di luce:
Figura 41: Thread con il sensore di luce
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Il messaggio “grezzo arrivato”del sensore di luce viene analizzato e passato
a un handler
Figura 42: handler per gestire i messaggi
L’handler analizza il messaggio e in base il tipo di messaggio crea l’oggetto
appropriato, nel nostro caso di tipo LightMsg.
Figura 43: classe interna LightMsg
La classe interna LightMsg a DemoKitActivity farà in modo di otte-
nere tramite il metodo getLight() il valore della luminosità ogni qual volta
ne venga fatta richiesta.
Come vengono gestiti gli Output inviati ad Arduino MEGA?
Fortunatamente i messagi in uscita verso Arduino Mega sono meno labo-
riosi da gestire rispetto ai dati in input. Esiste un solo metodo della classe
DemokitActivity che ci permette di fare ciò, ovvero sendCommand(byte
command, byte target, int value);. Se vogliamo mandare ad esempio un
messaggio verso un led basterà solamente dichiarare sendCommand(2,xx,yy)
dove 2 identiﬁca che voglio mandare un messaggio ad un led, xx (sempre
byte) che corrisponde a quale dei led voglio mandare il messaggio (o verde o
blu o rosso) e yy anch’esso un byte che indica la luminosità del led.
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Figura 44: metodo della classe DemoKitActivity per inviare dati verso
Arduino
3.3.4 Il Firmware per Ar-
duino Mega ADK
Il ﬁrmware è un programma, ovvero una sequenza di istruzioni, integrato in
un componente elettronico, nel nostro caso Arduino Mega ADK. Si installa
in Arduino come qualsiasi altro programma per questa scheda. Il suo scopo
è quello di avviare il componente stesso e consentirgli di interagire con altri
componenti hardware tramite l’implementazione di protocolli di comunica-
zione o interfacce di programmazione.
A tale proposito, il ﬁrmware creato per la nostra scheda Arduino deve oﬀrire
le seguenti funzionalità: stabilire una connessione con il device Android e
successivamente inviare ciclicamente dati provenienti dai sensori e dagli at-
tuatori, ricevere in input i dati provenienti dal dispositivo collegato via usb
e settare i vari componenti (sensori e attuatori) nei relativi pin.
Per il funzionamento di questo programma è necessario prima di tutto deﬁ-
nire quali librerie sono necessarie, nel nostro caso faremo uso di Max3421e.h,
Usb.h, AndroidAccessory.h (necessarie per la comunicazione Usb tra Ardui-
no e il dispositivo Android), Servo.h per poter utilizzare vari tipi di servo e
TinkerKit.h per poter utilizzare al meglio i componenti del kit.
Molto importante è la seguente riga di codice che deve essere inserita dopo
la deﬁnizione delle librerie:
AndroidAccessory acc(Google, Inc., DemoKit, DemoKit Arduino
Board, 1.0, http://www.android.com, 0000000012345678);
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Questo comando permette di selezionare il dispositivo Android corretto, il
quale una volta connesso via Usb con Arduino, alla ricezione di tale messag-
gio, avvierà la speciﬁca applicazione per gestire i dati in uscita e ingresso nel
modo corretto. Come visto prima sarà Android, tramite un ﬁltro presente
nel Manifest, a capire quando avviare l’applicazione.
Siccome non sappiamo a priori in quali pin sono posti gli attuatori e i sensori,
questo verrà fatto in un secondo momento, in maniera dinamica dal ﬁrmware,
il quale otterrà le indicazioni dal utente tramite il dispositivo Android.
I messaggi che i due dispositivi si scambiano, viaggiano all’interno di un array
di 3 elementi di tipo byte. Bisogna quindi stabilire un protocollo di comu-
nicazione che si in grado di gestire questo ﬂusso di dati e interpretarlo nel
migliore dei modi.
Vediamo come funziona per i dati in input provenienti da Android:
Abbiamo detto che le informazioni viaggiano all’interno di array di 3 ele-
menti di tipo byte, nel contenuto della posizione 0 troviamo a chi è rivolto il
messaggio:
• 0x2 sarà un messaggio per i led.
• 0x3 sarà un messaggio per i motori step.
• 0x7 sarà un messaggio per conﬁgurare la posizione degli elementi.
Quindi attraverso strutture condizione (es. if(msg[0] == 0x2)//messaggio
per i led) è possibile capire a chi è rivolto il messaggio e successivamente agire
di conseguenza tramite le informazioni presenti nelle altre 2 posizionisempre
tramite strutture condizionate.
La parte interessante del ﬁrmware, cioè la parte di protocollo che è stato
introdotto per renderlo più ﬂessibile è il seguente pezzo di codice:
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Figura 45: Conﬁguarzione dei pin nel ﬁrmware
Vediamo che se il messaggio msg[0] corrisponde a 0x7 allora si tratta di
un messaggio di conﬁgurazione, in msg[2] si trova a chi è rivolto il messaggio
(led verde, led rosso, joystick, sensore di luce...) e in msg[1] è contenuto
l’oﬀset dell’elemento che verrà aggiunto al valore del pin base, ottenendo il
pin corretto nella TinkerKit Shield.
Per quanto riguarda invece i dati che viaggiano dalla scheda Arduino al
device Android, bisogna prima di tutto sapere che quest’ultimi sono inse-
riti all’interno di una funzione chiamata loop() che ha il compito di ripetersi
ciclicamente. Poiché le letture dei sensori hanno un proprio messaggio, pen-
sare di inviare contemporaneamente un certo numero di array di 3 elementi è
un idea errata, in quanto è possibile mandarne solamente un messaggio alla
volta. Per ovviare a questo problema si è pensato di aggiungere una variabile
count che incrementandosi ogni ciclo di un preﬁssato valore, sceglie chi deve
mandare il messaggio in quel turno, risolvendo il problema. Il messaggio
viene inviato con acc.write(msg,3).
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Figura 46: Invio dei dati verso il device Android
3.3.5 Modiﬁche all’applica-
zione Android
Le modiﬁche apportate all’app di Android per poter implementare il nuovo
protocollo di Arduino sono state quelle di:
1. Introdurre una nuova interfaccia utente per l’Activity in questione con-
tenente gli elementi graﬁci, quali spinner per selezionare gli attacchi e
un pulsante Imposta.
2. Introdurre una nuova Activity, tramite la classe SetPins.java, che
permette di gestire gli attacchi alla TinkerKit e conseguente modiﬁca
del manifest.
3. Aggiungere, nel Thread della classe DemokitActivity.java, l’invio
delle posizioni dei pin.
4. Salvataggio della conﬁgurazione dei pin.
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5. Aggiungere un messaggio di Dialog all’avvio dell’applicazione che con-
sente l’utente di impostare i pin per poter usare l’applicazione.
6. Adattare un pulsante on/oﬀ per il funzionamento di un motore step
continuo.
1. L’interfaccia graﬁca, contenuta nel ﬁle Index.xml, è composta da 11 Spin-
ner e altrettante TextView, dove i primi cinque Spinner riguardano Attuatori
(Led rosso, Led verde, Led blu, Micro Servo e Servo Continuos) e sei Spinner
riguardano Sensori (di luce e temperatura), Joystick (asse x e y), Pulsante e
Touch Sensor. Per i primi cinque, tramite lo spinner, è possibile selezionare
una tra le uscite presenti nella TinkerKit shield, ovvero O0, O1, O2, O3,
O4, O5. Non è possibile che più elementi si trovino nello stesso attacco della
shield. Per gli altri sei, sempre tramite lo spinner, è possibile selezionare una
tra gli ingressi presenti nella TinkerKit shield, ovvero I0, I1, I2, I3, I4, I5,
I6, I7, I8, I9. Come prima, non è possibile che più elementi si trovino nello
stesso attacco della shield. Il tutto è contenuto in una RelativeLayout che
permette il posizionamento degli oggetti in maniera eﬃcente e semplice, in
quanto è possibile ad esempio, allineare due elementi, o metterli l’uno accanto
all’altro. Inoltre è stata utilizzata una ScrollView per permettere all’uten-
te lo “scroll”degli Spinner. Per rendere possibile questo è stato aggiunto il
ﬁle index.xml nella cartella denominata layout del progetto. Nell’immagine
seguente, che è una parte del codice xml del ﬁle Index.xml, viene mostrato
come creare una TextView,uno spinner e un bottone di conferma in codice
Xml.
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Figura 47: Parte del ﬁle del layout Index.xml
2. La classe SetPins.java estende la classe Activity e si serve del-
l’interfaccia utente Index.xml. Implementa i metodi per poter utilizzare gli
strumenti contenuti nel ﬁle .xml quali gli Spinner e il bottone. Invia, inoltre,
alla classe DemoKitActivity.java i parametri dei pin settati tramite un
Intent.
La classe fa uso di due array: il primo attackOutput[] di cinque elementi che
contiene le posizioni nella Tinkerkit shield degli attuatori, mentre il secondo
attackInput[] ha sei elementi e contiene le posizioni sempre nella shield dei
sensori, dei pulsanti e del joystick.
Ad ogni elemento (sensore/attuatore) corrisponde uno Spinner: una volta
premuto il bottone imposta a ﬁne View, un metodo all’interno della classe
SetPins.java salva all’interno del relativo array di appartenenza la posizio-
ne selezionata.
Ad esempio, se attachOutput[0] (che corrisponde al led rosso) riceve il va-
lore 2, allora l’utente avrà selezionato l’attacco O2 della shield, salvando il
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relativo valore all’interno dell’array. Una volta premuto imposta viene fatto
un ulteriore controllo, che veriﬁca che nessun elemento del kit si trovi nella
stessa posizione di un altro elemento causando una sovrapposizione nei pin
della shield. Questo viene segnalato da un messaggio di Dialog che ci segnala
di ricontrollare le impostazioni dei pin appena settati. Una volta veriﬁcato
che non ci siano sovrapposizioni, il contenuto dei due array viene passato
tramite intent alla classe DemokitActivity.java.
Figura 48: Metodo per lo spinner del led verde.
Figura 49: Controllo della conﬁgurazione, se ok viene mandata tramite intent
a DemoKitActivity.
3. Dopo che la classe SetPins.java ha inviato l’intent contenente la
conﬁguarzione dei pin, questi vengono salvati in un array denominato pin[]
di undici elementi. Viene creato un ulteriore array, sempre di 11 elementi,
denominato oldpin[], che tiene traccia di conﬁguarazione vecchie; in questo
modo si limitano notevolmente il numero di messaggi che il thread invierà ad
Arduino. Per esempio, se nel pin[0] c’è il valore 1, e nell’olpin[0] c’è il valore
1 non sarà necessario inviare alcun dato alla scheda, perchè quell’elemento
X si trova già nella posizione desiderata. Se invece, nel pin[0] c’è 2 e in
oldpin[0] c’è 0, allora signiﬁca che l’elemento X è stato spostato e quindi sarà
necessario inviare il cambiamento ad Arduino Mega.
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Figura 50: Il messaggio viene inviato solo se la conﬁguarzione è cambiata.
4. L’utente ha la possibilità di non dover riconﬁgurare i vari elementi del
kit nella TinkerKit shield in quanto, dopo aver premuto il tasto “Imposta”in
SetPins, quest’ultima verrà salvata in un ﬁle denominanto pin.txt. Il ﬁle
contiene undici numeri, i quali corrispondono alla posizione nella shield di
ogni elemento.
Figura 51: Metodo per scrivere nel ﬁle pin.txt
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Figura 52: Metodo per leggere nel ﬁle pin.txt
5. Il messaggio di dialog che compare fa in modo che l’utente premendo
ok, possa impostare gli elementi nei relativi pin. Premendo annulla si assume
valida la conﬁguarzione ulitma salvata.
6. Il Tasto in Android che precedentemente veniva utilizzato per accendere
un relè, è stato utilizzato per accendere un motore servo continuo.
3.3.6 L’Applicazione
Figura 53: Avvio dell’applicazione
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Figura 54: richiesta e conﬁgurazione dei pin
Figura 55: Contenuto spinner output e relativo errore
69Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
4 Scratch for Arduino
4.1 Introduzione
Scratch for Arduino (S4A) si basa su Scratch, un linguaggio di programma-
zione a blocchi.
Scratch è sviluppato dal Lifelong Kindergarten Group dei Media Lab del-
l’MIT, ed è supportato da contributi ﬁnanziari della National Science Foun-
dation, di Microsoft, di Intel Foundation, di Nokia e del consorzio di ricerca
dei Media Lab dell’MIT. Il nome Scratch deriva dalla tecnica dello scratching
usata dai disc jockey di musica hip-hop che trascinano avanti e indietro con
le loro mani i vecchi dischi in vinile per fondere insieme brani musicali in mo-
do creativo. Puoi fare qualcosa di simile con Scratch, mescolando in modo
creativo diversi tipi di media (graﬁca, fotograﬁa, musica, suoni).
Al cuore di Scratch c’è un linguaggio di programmazione graﬁca che permet-
te di controllare le azioni e le interazioni tra media diversi. Programmare in
Scratch è molto più semplice che con i tradizionali linguaggi di programma-
zione: per creare uno script è suﬃciente collegare insieme dei blocchi graﬁci,
esattamente come si farebbe con i mattoncini LEGO o con i pezzi di un puzz-
le. S4A è una modiﬁca Scratch che supporta la programmazione semplice del
piattaforma hardware Open Source Arduino. Esso fornisce nuovi blocchi per
la gestione di sensori e attuatori collegati a Arduino. S4A E ’stato creato per
attirare un pubblico giovane al mondo della programmazione. L’obiettivo è
quello di fornire un’interfaccia di alto livello per programmatori Arduino con
funzionalità quali una serie di pannelli attraverso i quali gli utenti possono
gestire gli eventi.
4.2 Installazione di Scratch
for Arduino in ambiente Linux
Dopo aver visto come conﬁgurare Arduino, proviamo ad installare questo
IDE. La prima cosa che ci serve, è il Firmware per la scheda Arduino sca-
ribale dal sito http://seaside.citilab.eu/ nella sezione Download. Bisogna
sapere infatti che i programmi che vengono prodotti tramite l’Ide di S4A,
non vengono caricati in alcun modo nella piattaforma Arduino, bensì vengo-
no eseguiti dal pc. Il pc è collegato alla scheda Arduino tramite cavo Usb,
il quale si occuperà di mandare dei segnali utili per gli attuatori e i sensori.
Sarà quindi compito del Firmware interpretare i dati e gestirli nel migliore
dei modi. Possiamo quindi fare l’upload del Firmware come se si trattasse
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di qualsiasi programma per Arduino; fatto questo la nostra scheda è pronta
ad interagire con S4A. A questo punto possiamo scaricare l’Ide S4A, sempre
nella sezione Download scarichiamo la versione adatta per il nostro sistema
operativo (versione Linux 32 bit nel nostro caso) e dopo averla scaricata la
installiamo.
Figura 56: L’ambiente di sviluppo S4A
4.3 Uno sguardo all’ambien-
te di sviluppo
S4A, come d’altronde Scratch, ha una sua sintassi, ecco alcuni termini:
Gli Sprites sono gli oggetti che eseguono le azioni in un progetto, la maggior
parte dei progetti hanno almeno uno sprite, e quest’ultimi possono essere
animati.
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Figura 57: Esempio di uno sprite
Uno Script è un insieme di blocchi di istruzioni. I blocchi e il loro ordine
sono molto importanti, in quanto determinano come gli sprites interagiscono
tra loro. Quando si commette un errore, in fase di compilazione, lo script
viene marcato di rosso per segnalare il malfunzionamento.
Figura 58: Esempio di uno script con relativo errore
Un Costume è uno dei molti possibili fotogrammi di una sprite. Gli
sprite possono cambiare il loro aspetto. Possono essere nominati, creati e
cancellati, ma ogni sprite deve avere almeno un costume.
I blocks, o blocchi in italiano, sono delle particolari forme che vengono uti-
lizzate per creare codice in Scratch. I blocchi sono connessi tra di loro come
in un puzzle, in cui ogni tipo di dato (evento, comando, valore ..) ha la sua
forma e una speciﬁca forma che permette di evitatare errori di sintassi. Ci
sono vari tipi di blocchi, fondamentalmente coprono tutte le strutture dati
semplici (if, while, for..) e aggiungono ulteriori funzionalità.
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Figura 59: Esempi di blocchi
Figura 60: blocchi per il controllo del motore
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Figura 61: blocchi per i sensori
Scrivere uno script per S4A non necessita quindi di nozioni particolari
come un tradizionale linguaggio di sviluppo, basta solamente avere il con-
cetto di algoritmo e capire le funzionalità dei blocchi. Nell’esempio seguente
vediamo un programma per far lampeggiare un led, scritto in Processing per
Arduino, e l’equivalente script di S4A.
Figura 62: Confronto tra i due metodi
I blocchi presenti per il controllo e la lettura corrispondono a ben precisi
(e limitati) pin della Scheda Arduino, se si utilizza una TinkerKit Shield,
bisogna capire a quali pin corrispondono le uscite della shield e il loro nome
in Scratch. Questo forse è una limitazione in quanto bisogna eﬀettuare una
mappatura degli attacchi per capire le corrispondenze tra i due.
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Figura 63: Mappa Arduino, Shield e TinkerKit
Un’altra limitazione sta nel fatto che gli attacchi oﬀerti da Arduino Me-
ga, e quindi anche dalla Mega Sensor Shield, sono superiori numericamente
rispetto quelli oﬀerti dal ambiente S4A, questo perché l’IDE è stato pensato
per essere utilizzato dalla piattaforma Arduino Uno. Una possibile revisio-
ne futura del progetto S4A potrebbe quindi essere quella di includerne altri
pin nell’Ide adattandola alle diverse piattaforme di Arduino in commercio.
Un’ulteriore limitazione riguarda il fatto che Arduino e il pc devono rimanere
costantemente attaccati tramite cavo Usb per potersi scambiare i messaggi.
Se, ad esempio, bisogna sviluppare un dispositivo che deve muoversi in un
certo raggio d’azione, questo è sicuramente limitato da questo fatto. Inﬁne,
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è stato notato in fase di test, un ritardo nella comunicazione nel pin digitale
13, che è il D13 nella shield. Tramite un led, attaccato in quel pin, facendolo
lampeggiare ogni tot millisecondi e producendo un suono in simultanea, si
è visto una discrepanza di tempo che intercorre tra il lampeggio e l’emissio-
ne del suono. La causa va sicuramente attribuita ad un problema software
di S4A nella comunicazione con la scheda Arduino. Va speciﬁcato che que-
sto problema è stato notato solo in ambiente Linux, mentre con Windows
funziona tutto correttamente.
4.4 Esempi
Sono stati realizzati alcuni esempi che mostrano l’interazione tra questo IDE
e Arduino Mega Adk. Prima di tutto conﬁguriamo la nostra scheda Ardui-
no con TinkerKit con i seguenti sensori/ attuatori. Nell’ordine Esempio 1:
Pallina con circuito comandata da accelerometro, Esempio 2: Gioco Pong,
Esempio 3: Sensore di luce con indicatori sia su schermo che meccanico.
Figura 64: Conﬁgurazione TinkerKit Shield.
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4.4.1 Realizzazione circuito
con pallina comandata da accelerometro
L’esempio seguente fa in modo che una pallina rossa (sprite) si muova al-
l’interno di un circuito; essa può muversi in tutte le direzioni tramite un
accelerometro. La pallina si muove con una certa accelerazione se rimane
dentro al circuito, mentre se esce nella zona verde decelera simulando la si-
tuazione reale. Ogni giro è inoltre cronometrato. Il sensore di luce fa in
modo che ad una certa soglia di luminosità il circuito diventi più chiaro o
più scuro. Di seguito lo sketch S4A. Il codice è composto da cinque parti, i
quali una volta avviato lo sketch, formeranno dei processi indipendenti che
utilizzano però delle risore in comune come variabili e lettura dei dei sensori.
Figura 65: Sketch Esempio 1
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Di seguito lo sprite che si muove all’interno del circuito:
Figura 66: L’output visuale di S4A
4.4.2 Realizzazione gioco Pong
Si tratta del tradizionale e celebre gioco del pong, dove due giocatori si sﬁdano
ad una partita a tennis. Vince chi arriva prima a sette punti. Le barrette che
si muovono sono mosse da due joystick, uno per giocatore. Inoltre due led, il
verde per il giocatore A, il rosso per il giocatore B segnala chi sta vincendo in
quel momento accendendosi. In caso di pareggio si accenderenno entrambi.
La pallina rimbalza su ogni oggetto proprio come nel gioco tradizionale.
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Figura 67: Sketch Esempio 2
Di seguito l’output di S4A.
Figura 68: L’output visuale di S4A
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4.4.3 Realizzazione di un in-
dicatore di luminosità
Il seguente esempio tratta la visualizzazione di un sensore di luce sia nell’IDE
di S4A che attraverso un motore step. Il motore step, come pure l’indicatore
visuale, si muovono in base alla quantità di luce, passando da una posizione di
riposo in assenza di luce (indicatore tutto a sinistra) all’opposto (indicatore
tutto a destra) in presenza di forte luce. Per questo esempio sono stati
utilizzati 2 sketch, il primo per il controllo della luminosità e per il motore
step e il secondo per il movimento della freccia nello schermo.
Figura 69: Sketch per motore e freccia.
Figura 70: il contesto visuale dello sketch
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5 Ardublock
5.1 Introduzione
Ardublock è un linguaggio di programmazione a blocchi per la piattaforma
Arduino: infatti il suo modello e le sue funzioni fanno strettamente riferimen-
to a questa schedina. Tramite l’utilizzo della libreria OpenBlocks, sviluppata
come parte del progetto StarLogo NG del MIT, e utilizzata come base per
l’Android App Inventor, David Li, uno sviluppatore, è riuscito a realizzare un
ambiente di programmazione visuale completo, con lo scopo di sempliﬁcare
al massimo la programmazione delle note schede open source.
David Li ritiene che la parte di programmazione derivata dal linguaggio C
non sia il modo migliore per imparare a programmare, per cui ha sviluppato
ArduBlock, un linguaggio di programmazione graﬁco per Arduino. La fase
di realizzazione dei programmi è stata resa accessibile a chi si avvicina per la
prima volta a questo mondo, rendendo semplice e piacevole il lavoro, grazie
all’utilizzo di blocchi graﬁci (da connettere in modo visuale per realizzare
determinate funzionalità), i quali vengono tradotti automaticamente nel re-
lativo codice sorgente. In pratica il modo di programmare e la sintassi sono
quasi del tutto analoghi a quella di Scratch for Arduino. E’ possibile scaricare
il codice sorgente del progetto al link: http://os1.ht51.com/mallsdetails.php.
5.2 Installazione di Ardu-
block in ambiente Linux
Per poter usare correttamente Ardublock, bisogna prima di tutto avere già
a disposizione e funzionante, il compilatore e Ide di Arduino, seguendo le
istruzioni dei capitoli precedenti. Dopo di ciò, siamo pronti a collegarci al
sito web
http://blog.ardublock.com/engetting-started-ardublockzhardublock/ facendo le
seguenti operazioni:
1. Scarichiamo il ﬁle .jar denominato ardublock-all.jar, e salviamo in
una directory temporanea il ﬁle appena scaricato.
2. Nella cartella Sketckbook, locata nella home, aggiungiamo il ﬁle scari-
cato in tools/ArduBlockTool/tool/ardublock-all.jar
3. Avviamo l’IDE di Arduino e veriﬁchiamo la presenza del campo Ar-
duBlock negli Strumenti.
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4. Avviamo Ardublock.
Figura 71: L’ambiente Ardublock
5.3 Considerazioni sull’am-
biente di sviluppo
Nella parte di sinistra dell’Ide si trovano i vari tipi di blocchi per poter com-
porre il programma. Troviamo infatti blocchi di controllo (if, while, for...),
blocchi per i pin, blocchi per i numeri e le costanti, operatori, blocchi di uti-
lità e blocchi che riguardano gli elementi di TinkerKit e per altri due diversi
kit. La presenza dei blocchi Tinkerkit è sicuramente un punto a favore di
Ardublock rispetto a S4A in quanto, tramite Ardublock, possiamo lavorare
ad un livello più alto (cioè direttamente nella Mega Sensor Shield) anziché
preoccuparci dei pin in Arduino come avviene per in S4A.
Qui selezioniamo il sensore che vogliamo utilizzare in modo del tutto intui-
tivo (basta riconoscerlo dalla ﬁgura) e decidere in quale attacco della shield
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agganciarlo. Anche qui, c’è da dire che Ardublock non è stato pensato per
Arduino Mega (e quindi per la Mega Sensor Shield), gli attachi degli ingressi
selezionabili, ad esempio, vanno da I0 a I5 mentre nella shield ne abbiamo
a diposizione ﬁno a I9. Tuttavia sarebbe possibile modiﬁcare questo fatto,
modiﬁcando il programma attraverso il codice sorgente che è Open Source e
liberamente scaricabile. Il modo in cui comporre un programma è quasi del
tutto analogo a S4A.
Nell’esempio seguente vediamo come far lampeggiare ogni secondo un led
presente nell’attacco O3 della sensor shield.
Figura 72: esempio lampeggio led
Una volta completato il programma, premiamo su Upload in alto, Ardu-
block tradurrà il codice a blocchi in istruzioni per l’ide di Arduino. A questo
punto, senza conoscere nulla di C/C++, Arduino etc..., abbiamo creato un
programma in modo intuitivo.
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Figura 73: il programma tradotto
A questo punto possiamo caricare normalmente come un qualsiasi altro
sketch Arduino, il programma nella nostra scheda.
Concludendo, una ulteriore diﬀerenza rispetto a S4A è proprio il fatto di
come il programma venga gestito. In S4A il pc deve rimanere costantemente
connesso tramite cavo Usb, mentre in Ardublock questo vincolo non esiste
dato che il programma viene tradotto e successivamente caricato nella me-
moria di Arduino. C’è da dire però che S4A oﬀre un contesto visivo quali gli
Sprites, che Ardublock non oﬀre. Se Ardublock oﬀrisse questa opportunità
potrebbe diventare davvero una soluzione completa alla didattica educativa
o in generale a chiunche voglia cimentarsi in questo progetto.
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6 Conclusioni
Arduino oﬀre una serie funzionalità ed estensioni davvero notevoli ed i campi
in cui questa piattaforma viene utilizzata, sono davvero vasti.
In questa esperienza di laboratorio è stato utilizzato una versione derivata
da Arduino Uno, ovvero Arduino Mega Adk che ha permesso di realizzare
molte applicazioni pratiche e utili.
Il corredo di sensori, attuatori e shield fornito da Tinkerkit è stato davvero
utile in quanto ha permesso una facile gestione degli elementi, sia nella fase
di montaggio del circuito, che nella gestione in fase di programmazione.
Sono stati aﬀrontati diversi progetti, dallo sviluppo di un applicazione per
Android, alla scrittura di ﬁrmware per Arduino e , inﬁne, alla realizzazio-
ne di piccoli progettini in linguaggio a blocchi, facendo vedere che questa
piattaforma è davvero accessibile a tutte quelle persone che, pur non avendo
competenze tecniche, possono comunque provare a creare delle applicazioni
con un minimo di sforzo e fantasia. Tutto questo insieme di cose hanno fatto
emergere e apprezzare, le potenzialità della piattaforma Arduino e di Tin-
kerKit.
Possibili sviluppi futuri potrebbero essere, per quanto riguarda l’applicazione
Android Demokit, quella di replicare le funzionalità implementate in questa
tesi per gli smartphone, anche per i tablet che dispongono di uno schermo
maggiore e quindi interfacce utente con più schede in una unica. Oppure
l’aggiunta di proﬁli di conﬁgurazione diversi già impostati, che permettono
una conﬁgurazione veloce degli elementi nella shield in base alla scelta.
Per quanto riguarda Ardublock, un possibile sviluppo potrebbe essere quello
di adattarlo per la versione Mega e quindi alla Mega Sensor Shield, aggiun-
gendo gli attacchi mancanti della shield nel programma.
85Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
86Bibliograﬁa e Sitograﬁa
Bibliograﬁa:
1. Arduino. La guida uﬃciale di Massimo Banzi e B. Sansone, Casa
Editrice O’Really.
2. Arduino. Progetti e soluzioni di Michael Margolis e B. Sansone,
Casa Editrice O’Really.
3. Super Scratch Programming Adventure! di The LEAD Project.
4. Android 3. Guida per lo sviluppatore, di Massimo Carli, Casa
Editrice Apogeo.
5. Beginning Android ADK with Arduino, di Mario Böhmer, Edi-
tore Apress 1 edizione (26 marzo 2012)
Sitograﬁa:
1. http://www.tinkerkit.com/
2. http://www.phys-x.org/rbots/
3. http://arduino.cc/
4. http://developer.android.com/tools/adk/adk.html
5. http://developer.android.com/guide/topics/connectivity/usb/accessory.html
6. http://blog.ardublock.com/
7. http://scratch.mit.edu/
8. http://seaside.citilab.eu/scratch/arduino
9. http://it.wikipedia.org/
87Studio e utilizzo di Arduino Mega ADK con TinkerKit e alcuni ambienti di sviluppo
88