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Seznam uporabljenih simbolov 
 
V pričujočem zaključnem delu so uporabljeni naslednji simboli: 
 
m masa [kg] 
R polmer [m] 
ω kotna hitrost [rad/s] 
I prenosno razmerje 
t čas [s] 
J vztrajnostni moment [kgm2] 
α kotni pospešek [s-2] 
M navor [Nm] 
T temperatura [oC] 
Ke faktor električne prevodnosti [1/(mΩ)] 
K koeficient toplotne prevodnosti [W/(mK)] 
h koeficient odvajanja toplote [W/(m2K)] 
r premer [m] 
Q toplotni tok [W] 
Rth toplotna upornost [m2K/W] 
I električni tok [A] 
P moč [W] 







V diplomski nalogi sta predstavljena načrtovanje in izdelava avtomatske naprave za izdelavo lovne 
hrane za krapolov z uporabo sodobnih mikroprocesorjev. Izdelava tovrstne vabe je zahtevno in 
zamudno opravilo, zato ga je smiselno avtomatizirati. V delu sta opisana konstruiranje in izvedba 
mehanskih sestavnih delov naprave. Za pogon valjev je bil uporabljen obstoječi elektromotor, 
kateremu smo najprej ocenili dejansko nazivno moč in nato izračunali največjo potrebno moč za 
pogon naprave. Program za izvedbo avtomatizacije smo izvedli na razvojni tiskanini Raspberry Pi 
model B. Regulacijo hitrosti vrtenja valjev smo izvedli z regulatorjem PID, kjer hitrost vrtenja osi 
motorja merimo z magnetnim enkoderjem in preko razvitega močnostnega vezja reguliramo hitrost 
vrtenja motorja. Za lažje upravljanje naprave je bil razvit uporabniški vmesnik v Python3.x 







The thesis includes the plans as well as the realisation of an automated microprocessor-based device 
for the production of food used as bait in carp fishing. This type of fishing bait production presents a 
demanding and time-consuming task, thus it is sensible to automate it. The thesis covers the entire 
process of constructing and manufacturing the mechanical components of the device. To build the 
roller drive, an existing electric motor has been used. Initially, I have estimated its actual rated power 
and afterwards calculated the maximum power needed to operate the device. The programme for 
executing the automation process has been applied to the Raspberry Pi model B printed circuit board. 
Using a PID controller I have controlled the rotation speed of the rollers by measuring the rotation 
speed of the axis of the electric motor with a magnetic encoder, thereby controlling the rotation speed 
of the motor through the constructed power circuit. Using the programming language Python3.x I have 
developed a user interface for easier operating of the device. The conclusion presents further 







Avtomatizacija se je začela pojavljati tudi v domačih delavnicah. Krmilja so vse bolj dostopna in z 
nekaj znanja in izkušnjami lahko izdelamo različne pametne naprave, tako sem se odločil, da izdelam 
napravo, s katero bi omogočil proces avtomatske izdelave kroglic iz testa za potrebe ribolova na krape. 
Pri ročni izdelavi kroglic je težava v tem, da porabimo ogromno časa, poleg tega pa potrebujemo tri 
ljudi, da se pravilno izvede celoten proces in da izdelamo zadostno količino hrane za nekajdnevni 
ribolov. 
Pri postopku izdelave kroglic najprej potrebujemo sestavine za testo, ki so zelo različne in vsak ribič 
ima svoj recept. Tem sestavinam v osnovi dodamo jajca, nato vse skupaj dobro premešamo in dobimo 
testo. To testo je nato potrebno vstaviti v stiskalne naprave, ki iztisnejo klobaso testa. Te klobase 
morajo biti dolge toliko, kolikor je valjalnik širok. Ta valjalnik ima utore v obliki polkroga na eni in na 
drugi strani, tako lahko klobaso razreže in zavrti v kroglico. Nato je potrebno kroglice še prekuhati. 
Postopek zveni precej preprosto, vendar se pojavijo težave, če nimamo jasnega pogleda na proces. 
Izdelavo lahko na grobo razdelimo na štiri temeljne dele: programski del, elektrotehniški del, 
pnevmatski del ter strojni del. Vsi štirje deli so enako pomembni za končni produkt in dobro delovanje 
stroja. Osredotočil sem se na programski, elektrotehniški in strojni del. Pnevmatski del, ki je potreben 
za stiskanje in izdelavo klobase testa, v tem projektu ni bil izveden, saj je to zahtevna operacija in 
zahteva izvedbo dodatne naprave. Trenutno izveden projekt omogoča avtomatizirano izdelavo kroglic 
iz predhodno pripravljenega testa. Za programski del sem izbral cenovno dostopen mikrokrmilnik, ki 
ga ponujajo pod komercialnim imenom Raspberry Pi. Ta razvojna ploščica uporablja dokaj zmogljiv 
mikroprocesor družine ARM. Zanj sem se odločil, ker je cenovno dostopen, drugi razlog je bil Linux 
okolje in s tem omogočeno grafično okolje direktno na razvojni ploščici. Programski del je posvečen 
izdelavi programa v Phyton3.x programskem jeziku. V elektrotehniškem delu sem se osredotočil na 
izdelavo močnostnih stopenj krmiljenja elektromotorja, ter izračun potrebnih moči za pogon valjev. V 
strojnem delu pa je na kratko opisana izdelava valjev ter pogonskih sklopov. Vsak sklop bo prispeval 





2 Lov na krape 
 
V današnjih časih imamo pogosto prenatrpane urnike in zato iščemo možnosti sprostitve. Eden od 
načinov je krapolov. To je talni način ribolova, kar pomeni, da je naveza (vaba, trnek in obtežilnik na 
sliki 1) na dnu vode, ker riba, kot je krap, išče hrano na dnu vode. Ta način ribolova je prisoten že od 
okoli leta 1970, izumil ga je Fred Wilton. V Sloveniji je prisoten dobro desetletje ali dva. 
Princip je v tem, da je kroglica navezana pod trnkom (slika 1), obtežilnik pa na začetku predvezi. Vse 
je navezano na vrvico, ki jo navijamo na kolesce kraparske palice. Vse je na dnu vode, kjer se krap 
prehranjuje tako, da hrano sesa v usta in jo izpljune nazaj, s čimer naj bi okušal hrano, ali je primerna 
zanj. Ko hrano izpljune, hkrati tudi dvigne morebitno ostalo hrano z dna, da jo lažje najde. Zato je tudi 
pomembno, da našo kroglico ali po domače "boilo" tudi zazna. Za boljši prijem se uporablja razne 
dodatke, ki jih dajemo ali v testo pred izdelavo ali pa lovno kroglico izboljšamo tik preden gre vaba v 
vodo. 
 
Slika 1: Naveza za lov 
 
Sam lov poteka tako, da si najprej pripravimo lovno področje. To storimo tako, da nekaj hrane vržemo 
na lovno področje in nato na isto področje ali v bližino vržemo še našo vabo. Nato postavimo palico 
na stojalo (slika 2) in napnemo vrvico skozi indikator za prijem. Sprostimo kolesce palice in čakamo 
na prijem. 
Ko ujamemo ribo (slika 3), jo skrbno z mrežo dvignemo in položimo na blazino za odpenjanje. Ko 
odpnemo trnek, ga lahko še malo poslikamo in kot ozaveščen ribič vrnemo v njihovo okolje. Krapi 
zdržijo na suhem nekje do 15 minut, zato ni bojazni, da ob takem ozaveščenem ravnanju ne bi več 




Slika 2: Primer lova (lasten arhiv) 
 
 




3 Strojni del 
 
Diplomska naloga zajema konstruiranje, izdelavo in avtomatizacijo stroja za izdelavo lovne hrane. V 
nadaljevanju bom zato na kratko opisal, kako je potekala fizična izdelava potrebnih delov.  
Načrtovanje je bilo zahtevno, ker takih naprav na svetu ni veliko. Tako sem se osredotočil na podjetja 
in posameznike, ki so podobne naprave izdelali ali pa jih še vedno izdelujejo. Za načrtovanje sem 
uporabljal (poleg ročnih skic) Autodeskov študentski paket Autocad Inventor (slika 4), s katerim sem 
dosegel optimiziranje naprave brez stroškov, razen svojega vloženega časa. 
 
Slika 4: Izris valjev 
 
Cilj naprave je izdelati čim lepšo kroglico, kar je pogojeno z velikostjo in kakovostjo materiala 
naprave. V mojem primeru sem se odločil, da izdelam dva plastična valja s premerom 200 mm in 
dolžine 500 mm ter debelina stene 30 mm, kar pomeni, da je bila luknja velika 140 mm po sredini osi 
valja. Valja mi je dobavilo podjetje Akripol iz Trebnjega. Za te dimenzije sem se odločil, ker je bila to 
skrajna mera valjev, da so še cenovno dostopni, dovolj veliki za izdelavo kakovostne kroglice, ne 
pretirano težki in jih je še možno vpeti v napravo za struženje, ki mi je bila na voljo. 
 




Ker dobavljeni valji še niso imeli utorov, sem se obrnil na strokovno usposobljenega strojnika, ki mi je 
izdelal te utore na posebni napravi za struženje. Ker je bilo dogovorjeno, da bomo izdelovali kroglice 
dimenzije 18 mm, so utori globoki približno 9 mm. Nato smo dodali sredinske osi iz nerjavečega jekla 
in prilagodili pogonske jermenice na osi (slika 6). 
 
Slika 6: Prenos med valjema 
 
Za pritrditev na okvir sem uporabil ležaje v ohišju. Za izdelavo ohišja naprave sem namenil 0,8 mm 
debelo nerjavečo pločevino. Na vrhu bo tekoči trak (slika 7) za podporo klobase ter loputa za odriv 
(ohišje in loputa še nista izdelana) in razrez klobase. Ta loputa potem omogoči, da z robom odreže 
klobaso na določeno dolžino in odrine klobaso, da ta po vodilih pade med valje. 
 
Slika 7: Izdelan tekoči trak 
 
Za konec bom izdelal še stiskalnico za testo (slika 5). Tukaj je več možnih variant za izdelavo teh 
naprav. Za našo napravo bi potrebovali precej močno stiskalnico, kajti testo, ki ga stiskamo, je precej 
bolj trdo, kot pa mleto meso, tako da obstoječe naprave za izdelavo klobas in drugih podobnih 
izdelkov za prehrano niso primerne. Tako je najbolje izdelati stiskalnico za naše potrebe kar v lastni 
režiji. Primerne stiskalnice bi bile, kot jo prikazuje slika 5, batne stiskalnice na komprimiran zrak ali 
stiskalnice na spiralni potisk (polž), ki se uporabljajo tudi za mleto meso, vendar jo moramo ojačati 




4 Elektrotehniški del 
 
Elektrotehniški del se osredotoča na izdelavo močnostnih vezij ter potrebnih usmernikov in motorjev.  
Za začetek potrebujemo stabilno napajanje, napajanje za Raspberry Pi, za kar se lahko uporabi kar 
polnilec za telefon, nato potrebujemo še močno 12 V napajanje za pogonski del. 
Izračun potrebne moči moramo narediti na podlagi fizikalnih lastnosti vrtečih delov. Izračun nam 
poda, kakšen navor in moč potrebujemo na motorju, da lahko nemoteno poganjamo valje (slika 8). 
 
Slika 8: Izdelan pogon z motorjem 
 
4.1 Izračun potrebne moči 
 
Za izračun vseh potrebnih parametrov potrebujemo nekaj fizikalnih lastnosti naprave. Teža 
posameznega valja je m = 10 kg, polmer valjev R = 0,1 m. Predvidevamo, da za naše potrebe ne bomo 
potrebovali kotne hitrosti hitrejšega valja večje od ω1 = 62,5 rad/s, kjer se zaradi prenosnega razmerja 
med valjema, ki je I1 = N1/N2 = 2,5 po izračunu drugi valj vrti s kotno hitrostjo ω2 = 25 rad/s. 
Prenosno razmerje med motorjem in valjem sem zaradi fizikalnih omejitev pogonskih sklopov izbral  
I2 = N1/N2 = 4,5. Želen največji čas pospeševanja valjev na končne obrate naj bo t = 2 s, to pa zato, ker 
ko naprava deluje, testo ne pada med valje hitreje od tega časa, kar pomeni, da ko je testo med valji, 





Potrebne enačbe za izračun: 
 
Enačba (1.) opisuje masni vztrajnostni moment: = ∑ r m       (1.) 
 
Ker je oblika našega elementa najbližje valju, enačbo poenostavimo in vzamemo preprosto enačbo 
masnega vztrajnostnega momenta valja. 
 
Enačba (2.) opisuje masni vztrajnostni moment valja: =   ,      (2.) 
kjer je R polmer valja. 
Ker imamo dva valja z enakimi lastnostmi, se izračun upošteva enako za oba valja. 
= 10 kg ∗ 0.1 m2 = 0.05 kgm  
 
Enačba (3.) opisuje kotni pospešek: = ω  .      (3.) 
Ker imamo prenosno razmerje med valjema, imamo različna kotna pospeška. 
Kotni pospešek prvega valja: 
= 62.5 2 s = 31.25 s  . 
Kotni pospešek drugega valja: 
= 25 2 s = 12.5 s  . 
 




Enačba (5.) opisuje navor pri določenem vztrajnostnem momentu in kotnem pospešku: = ×  .      (5.) 
 
Navor prvega valja: = 0.05 kgm × 31.25 s = 1.5625 Nm . 
 
Navor drugega valja: = 0.05 kgm × 12.5 s = 0.625 Nm . 
 
Enačba (6.) opisuje potrebno moč za pogon valjev: = ×  .      (6.) 
Izračun te moči je podan ob idealnih pogojih brez izgub. 
 
Potrebna moč za pogon prvega valja: 
= 1.5625 Nm × 62.5 rads = 97.65625 W . 
 
Potrebna moč za pogon drugega valja: 
= 0.625 Nm × 25 rads = 15.625 W . 
 







Pri izračunu je potrebno upoštevati tudi izgube, ki nastanejo zaradi trenj. Te zmanjšamo ob uporabi 
različnih mazil za podmazovanje strojnih delov. 
Princip računanja izgub je tak, da od končne moči računamo odstotek izgub. To pomeni, da od 
potrebne vložene moči odštejemo izgube in dobimo moč v idealnih pogojih. To je v našem primeru 
moč P, ki smo jo izračunali v prejšnjem delu. 
Zato nastavimo enačbe in na koncu izračunamo skupno potrebno moč, ki je potrebna za pogon z 
izgubami. 
 
4.2.1 Izgube na ležajih 
 
Ležaji primerljivih velikosti in fizikalnih lastnosti imajo po podatkih podjetja SKF nekje do 2 W izgub 
na posameznem ležaju oziroma 1 % izgub na večino vrst ležajev. V tem primeru imamo štiri glavne 
ležaje po 2 W, kjer dobimo 8 W izgub, ter dva ležaja na vpetju motorja, kar predstavlja dodatne 4 W 
izgub. 
 
Plež1 = 8 W 
Plež2 = 4 W 
PizgL = 8 W + 4 W = 12 W 
 
4.2.2 Izgube na prenosih 
 
Ker imamo dva prenosa, eden iz motorja na valj in drugi med valjema, se upošteva v prvi vrsti pogon 
med valjema in nato pogon med motorjem in valjem. Po podatkih, ki so objavljeni na internetnih virih 
[7], imajo jermenski pogoni izkoristek od 85 % do 98 %. Za naš primer sem vzel najslabši primer, 
torej 15 % izgube na posameznem pogonu. 





4.2.3 Izgube na motorju 
 
Krtačni motorji imajo po podatkih [11] od 75−80 % izkoristek, kar pomeni, da so izgube nekje od     
20 % do 25 %. Za naš primer bom vzel najslabši primer, se pravi 25 % izgube. 
PizgM = Psx 0.25 
 
4.2.4 Izračun končne skupne moči 
 
Enačba (7.) opisuje izračun končne skupne moči: 
Ps = PizgM + PizgP + PizgL + P     (7.) 
 
Skupna moč mora torej pokrivati vse izgube in potrebno moč za pogon obeh valjev, kot sledi 
Ps = (Ps x 0,25) + (Ps x 0.15 x 2) + 12 W + 113.28125 W 
in znaša 
Ps = 278,4 W . 
 
V tem delu smo izračunali največjo moč, ki jo potrebujemo za zagon. To pomeni, da ko dosežemo 
določeno delovno točko vrtljajev, bo potrebna moč za vzdrževanje teh obratov precej nižja. Ker pa 
smo ta izračun naredili za skrajne primere, se bo med obratovanjem potrebovala največ tolikšna moč, 





4.3 Izračun največje obremenitve danega motorja 
 
Ko imamo na razpolago krtačni motor (slika 9), za katerega nimamo podatkov, in vemo samo to, da je 
bil v prejšnji aplikaciji uporabljen kot stružnica za modelarska kolesa in je imel 12 V napajanje, je 
potrebno omejitve toka in moči izračunati na podlagi fizikalnih lastnosti motorja. Tukaj nas zanima 
največji konstantni tok, ki ga motor prenese brez poškodb. Ta tok lahko izračunamo z naslednjimi 
enačbami, ki upoštevajo karakteristike prevodnikov, izolatorjev in okolice na pregrevanje. 
 
Slika 9: Motor in RLS-ov modul 
 
Za lažje razumevanje enačb si pomagajmo s sliko (slika 10), ki predstavlja prevodnik, izolator in 
okolico oziroma zrak: 
 
Slika 10: Skica prevodnika, izolatorja in okolice 
 
Ker je najšibkejši del motorja izolirani dovodni vodnik in žica navitja rotorja, sem za izračun 
potreboval nekaj karakteristik žice. Zaradi poenostavitve izračuna in ker je veliko virov, ki navajajo 
različne podatke o lastnostih zraka, bakra, gume in vzdržljivosti snovi na temperaturo, sem uporabil 




Ker je dovodna žica in žica navitja iz bakra, sledi naslednji faktor električne prevodnosti za baker    
Kež = 51 x 106/(mΩ), toplotna prevodnost bakra Kž = 380 W/(m K), koeficient toplotne prevodnosti 
izolatorja (standardna guma za izoliranje) Kizol = 0,35 W/(mK), koeficient odvajanja toplote v zraku     
h = 8,5 W/(m2 K), temperatura okolice (najslabše razmere) T2 = 38 oC, največja dovoljena temperatura 
za izolator, da je še v dovolj trdem stanju T0 = 93 oC.  
V nadaljevanju potrebujemo še nekaj merskih lastnosti vodnika motorja. Notranji premer izolatorja 
(zunanji premer žice) r0 = 1 mm, zunanji premer izolatorja r1 = 3 mm. 
Za lažjo razlago, kako izračunamo največji še dovoljen tok izoliranega vodnika, si bomo pomagali s 
skicami in enačbami internetnega vira [10], kjer sem tudi dobil podatke. 
Skica (slika 11) nam prikazuje toplotni tok in toplotno upornost vodnika in zraka. 
 
Slika 11: Predstava termalne upornosti izolatorja in zraka 
 
Toplotni tok je v splošnem podan z relacijo Q = ∆T/Rth, kjer je ∆T temperaturna razlika med dvema 
potencialoma in Rth toplotna upornost. 
Toplotno upornost izolatorja Rth zaradi oblike izolatorja podamo z enačbo (enačba 8): 
= ( ) ,      (8.) 
kjer je r1 zunanji premer izolatorja, r0 notranji premer izolatorja, k koeficient toplotne prevodnosti 
izolatorja in L dolžina izolatorja. 
 
Za izračun toplotne upornosti v plinih (v tem primeru zrak) smo določili toplotno upornost po 
naslednji enačbi (enačba 9): =  ,      (9.) 
kjer je h koeficient odvajanja toplote v zraku in A površina. 
 
Na podlagi zgornjih enačb dobimo toplotni tok (enačba 10): 




Da izračunamo toplotni tok na podlagi električnega toka, potrebujemo enačbi (11.) in (12.). 
 
Električne izgube, pretvorjene v toploto, na volumsko enoto podamo z enačbo (enačba 11): =
ž
  ,      (11.) 
kjer je I gostota toka na m2 (A/m2) in kež faktor električne prevodnosti za baker. 
 
Ves toplotni tok zaradi električnega toka v žici se izračuna potem tako, da zmnožimo S z volumnom 
žice, tako dobimo (enačba 12): =
ž
× × ×  .      (12.) 
 
V tretjem delu združimo enačbi in dobimo gostoto električnega toka (enačba 13): 
= × ž×( )( ) × ×  .     (13.) 
 
Spodnja enačba predstavlja izračun največjega toka, ki lahko teče po vodniku motorja glede na presek 
vodnika(enačba 14): = × ×  ,      (14.) 
 
sledi (enačba 15): 
= × ž×( )( ) × × ×  .    (15.) 
 
Sledi izračun: 




Kar pri napetosti U = 12 V pomeni, da je največja moč motorja: 
Pmax1 = U * Imax = 408,47 W . 
 
To je moč, ki jo motor prenese brez okvar, vendar ker ne potrebujemo tolikšne moči za pogon valjev, 
izberemo šibkejši napajalnik, in sicer 12 V, 26 A torej 312 W moči. 
 
Nova vrednost Pmax2 , ki jo bomo imeli na voljo, je: 
Pmax2 = 312 W . 
 
Ob vseh izračunih lahko trdimo, da motor zadostuje pogojem, v katerih bo deloval. Zahtevana moč  
(Ps = 278,4 W) je v mejah moči, ki jo lahko motor prenese (Pmax1 = 408,47 W). Na voljo pa imamo 
Pmax2 = 312 W. 
 
Ker pri izračunu zahtevane moči ni upoštevana potrebna moč za premagovanje trenj v trenutku, ko 
testo pade med valje, predvidevamo, da bosta moč, ki jo imamo na voljo, in vztrajnostni moment 
valjev dovolj velika, da valjev ne upočasni. To kasneje tudi dokažem, ko uporabimo za pogon v 





4.4 Računalnik in periferne naprave 
 
Ker ima Raspbery Pi izhode 3,3 V in želimo z uporabo pulzno širinske modulacije motor krmiliti z 
močnostnim FET−tranzistorjem, moramo pripraviti vezje, ki dvigne napetost na potrebnih 12 V za 
pravilno delovanje tranzistorja. Za ta del uporabimo dva tranzistorja NPN 2N3904, ker potrebujemo 
neinvertirajoč signal na izhodu tega vezja (glej prilogo št. 3). 
Nato potrebujemo varnostno stikalo, ki bi v primeru kakršnihkoli problemov z napravo, izklopilo vsa 
glavna napajanja in ustavilo vrtenje in delovanje naprave.  
Ko nastavimo pogon valjev in varnostno stikalo, se lotimo montaže magnetnega inkrementalnega 
dajalnika za branje kotne hitrosti motorja. Za to uporabimo RLS-ov modul AM4096 (slika 13), 
katerega so nam v podjetju RLS nastavili tako, da je prilagojen na 3,3 V napajanje, kar pomeni, da je 
branje pulzov na stanju "0" 0 V, ter na stanju "1" 3,3 V. Za branje pulzov uporabimo izhod modula 
"U/Nsin", ki nam da polovico obrata stanje "1" in polovico obrata stanje "0", se pravi preklopi vsakih 
1800. Zaradi narave programa moramo priklopiti še dodatni izhod "A" na Raspberry Pi, ker je ta izhod 
5−bitni inkrementalni dajalnik pozicije, kar pomeni večjo resolucijo od "U/Nsin".Ta vlak pulzov smo 
potrebovali za pridobitev informacije o tem, ali se motor vrti ali ne. Ker je modul nastavljen na 
5−bitno resolucijo in je izhod "A" v modulu programiran tako, da sega en pulz skozi 2 stanji, imamo 
na koncu pri 5−bitni resoluciji polovico od 32 stanj, kar je 16 preklopov stanj na obrat (glej sliko 12). 
 
Slika 12: Predstavitev inkrementalnih pulzov 
 
 
Slika 13: Priključki modula AM4096 
 
Na razpolago imamo tudi druge pristope programiranja za meritev hitrost. Na voljo sta nam dva vlaka 
pulzov, ki sta zamaknjena za 90o in bi z drugimi pristopi do programiranja povečali resolucijo branja 
hitrosti. Vendar v našem primeru ni bilo potrebe po večji resoluciji, zato smo se odločili za 




5 Reglator P, PI in PID, pridobitev parametrov 
 
Regulator P, PI in PID (slika 14) je regulator, ki s pomočjo povratne zanke in nastavljene reference 
izračuna proporcionalni, integrirni in/ali diferencialni člen (enačba 16), ki jih seštejemo in dobimo 
potrebno nastavitev aktuatorja oziroma procesa za doseg reference. 
 
Slika 14: Osnovna blokshema regulatorja PID 
 ( ) = ( ) = ( ) + ( ) + ( )    (16.) 
 
Za nastavitev parametrov Kp, Ki, Kd lahko uporabimo Ziegler–Nicholsovo metodo (sliki 15 in 16). 
Najprej potrebujemo odprtozančni odziv našega procesa. To izvedemo tako, da na vhod motorja 
določimo 20 % moči, kjer v ustaljenem stanju dobimo približno območje obratov (delovna točka 
procesa). Ko se stanje ustali, povišamo moč za 10 %, in sicer na 30 % celotne moči. Odziv je prikazan 
na sliki 17. 
 





Slika 16: Odprtozančni odziv procesa na stopničasto vzbujanje 
 
 
Slika 17: Odprtozančni odziv našega procesa 
 
Za potrebe izvedbe te meritve je izdelan poseben program (glej priloga 2: Program "Meritev"), v 
katerega so zapisani obrati motorja in čas v matriki, ki ga nato uporabimo za izris grafa. 
Iz grafa razberemo parametre (slika 17), ki jih potrebujemo. To so prvo ustaljeno stanje obratov YDT, 
drugo ustaljeno stanje obratov, čas zakasnitve Tza, čas začetka odziva ts in čas izravnave Tiz. Ker vemo, 
da je bil skok stopnice iz 20 % na 30 %, je ∆U = 10 in ∆Y razberemo iz grafa ∆Y = 3,3. Iz tega sledi, 
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da je ojačenje sistema K = ∆Y/∆U = 0,33. Iz grafa lahko razberemo tudi parametra Tza = 0,1 s in        
Tiz = 1,25 s. 
Iz tabele na sliki 15 razberemo za regulator P enačbo za izračun ojačenja KP. Po izračunu dobimo 
vrednost parametera KP = 37,54. Če želimo pridobiti parametre regulatorja PI ali PID, moramo 
upoštevati izračune, ki so podani pri PI ali PID v tabeli na sliki 15, kar sledi, da je za regulator PI 
parameter KP = 33,78 in TI = 0,33, za regulator PID pa parameter KP = 45,05, TI = 0,2, TD = 0,05. Te 
parametre lahko uporabimo v enačbi 17. 
 ( ) = ( ( ) + ( ) + ( ))     (17.) 
 
Ker v programu regulatorja PID uporabljamo Kp, Ki in Kd, izračunamo te parametre, zato so               
Kp = 45,05, Ki = 225,25 ter Kd = 2,25. V primeru uporabe regulatorja PI pa uporabimo parametre Kp in 
Ki, ki sta Kp = 33,78 in Ki = 102,35. 
Ob izračunanih parametrih je bilo delovanje precej nestabilno, zato je uporabljen pristop, kjer je v 
programu najprej nastavljen parameter kp in ko je bilo delovanje optimalno, je bil dodan še I del, se 
pravi ki. Ker so se razmere nekoliko spremenile od prvih testiranj (utečenost ležajev, jermenov, 
motorja ...), bi lahko po utekanju ponovno pridobili odprtozančni odziv in na podlagi teh rezultatov 
izračunali parametre. Ker pa smo dosegli optimalno delovanje že s parametroma kp in ki, se lahko 
zadovoljimo z rezultati, ki smo jih dosegli. Za kakšno zahtevnejšo napravo bi lahko šli bolj v 




6 Programski del 
 
Izhode Raspberry Pi je možno programirati direktno iz Linux okolja, in sicer si izberemo programski 
jezik Python, ker ima zelo uporabno knjižnico Tkinter (slika 18), ki je namenjena izdelavi grafičnega 
uporabniškega vmesnika in uporabo knjižnice Matplotlib oziroma dela te knjižnice z imenom Pylab, ki 
nam omogoča izris grafov ter glavno uporabno knjižnico RPi.GPIO, ki jo uporablja Raspberry Pi za 
programiranje vhodno izhodnih pinov. 
 
Slika 18: Uporabljene knjižnice 
Ko te knjižnice naložimo, lahko začnemo s programiranjem. 
Za varnostno stikalo uporabimo GPIO PIN 11, ki ga v programu nastavimo kot vhod (slika 19). Za 
take primere je potreben še dodatni pull_down upor, ki nam zagotovi delovanje brez zunanjih motenj 
ob stanju "0". 
 
Slika 19: Nastavitev vhodov in izhodov 
 
6.1 Branje hitrosti 
 
Program za branje kotne hitrosti motorja poteka tako, da ob vsakem pulzu izhoda "U/Nsin" 
RLS−modula, ko gre stanje iz "0" na "1", GPIO.add_event_detect kliče (callback) funkcijo 
"frekvenca" (slika 20). V tej funkciji zabeležimo prvi čas pulza ter ob drugem prehodu (klicanju 
funkcije "frekvenca") zabeležimo drugi čas pulza. Ta dva časa nato odštejemo in ker se ta pulz pojavi 
samo ob vsakem polnem obratu in čas beležimo v sekundah, izračunamo število obratov na sekundo 
tako, da 1 delimo s časom, ki ga je motor porabil za en obrat (slika 21). Ob naslednjem prehodu se 
celoten cikel ponovi. V tej funkciji direktno spreminjamo spremenljivko "hitrost1", zato je globalno 
dosegljiva drugim funkcijam programa in vedno posodobljena ob spremembi hitrosti. 
Možnost imamo branja dogodkov, kot so GPIO.RISING, GPIO.FALLING in GPIO.BOTH, ki berejo 
izhode naprav ob preklopih iz "0" na "1", obratno ali pa zaznava ob obeh dogodkih. V našem primeru, 
ker ne potrebujemo velike natančnosti, izberemo GPIO.RISING za branje hitrosti obratov ter 
GPIO.BOTH za branje vlaka pulzov 5-bitnega inkrementalnega dajalnika, kateri pulzi sprožijo 
funkcijo "frekvenca1" (slika 22). Ta vlak pulzov potrebujemo za beleženje časa ("cas_wdt") zadnjega 
prehoda stanja tega izhoda ("A") na RLS−modulu. S tem bomo kasneje ugotavljali, ali motor miruje 




Slika 20: Funkcija "add_event_detect" 
 
 
Slika 21: Beleženje časa prehodov iz stanja "0" na stanje "1" 
 
 
Slika 22: Beleženje časa prehodov 5-bitnega inkrementalnega dajalnika 
 
6.2 Nastavitev PWM−izhoda 
 
Za krmiljenje moči motorja uporabimo pulzno širinsko modulacijo. Ta je s strojno opremo možna 
samo na GPIO PIN 12, ki ga nastavimo kot izhod. V programu nastavimo še, na katerem izhodu 
želimo uporabiti PWM, ter določimo frekvenco delovanja pulzne modulacije v Hz (p = GPIO.PWM 
(12, 500)). Nato v programu ukažemo zagon PWM (p.start (sirina)), ter določimo od 0 % do 100 % 
širino pulza (p.ChangeDutyCycle (sirina)). V našem primeru mora biti spremenljivka "sirina" v 
območju med 0 in 100. 
 
6.3 Funkcionalnost programa za preprosto uporabo 
 
Progam deluje tako, da s tipkami na zaslonu (slika 23) določimo obrate, ki jih želimo na motorju, se 
pravi referenco obratov. Te tipke lahko programiramo s pomočjo Python knjižnice Tkinter, ki nam 
omogoča izris teh tipk na zaslonu. Ob pritisku na tipko se v ukazu "Button" določi funkcijo, ki se mora 
izvesti. V našem primeru izvedemo tri funkcije s tremi tipkami (slika 24). Te funkcije so "hitro" (slika 
25), "pocasi" (slika 26) in "ustavi" (slika 27). V teh funkcijah uporabimo tudi ukaze za posodobitev 
informacij o tem, kakšno je stanje nekaterih spremenljivk, in jih prikazujemo na zaslonu (slika 23). Za 
to uporabimo funkcijo "set" za posodobitev vsebine prikaza in za prikaz funkcijo "update_idletasks". 
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Na zaslon prikazujemo naslednje pomembne podatke, to so referenca "Referenca" ki jo nastavljamo, 
odstotek moči motorja "PWM", trenutna hitrost "Hitrost_vrtenja" ter opozorila "Opozorilo". Opozorila 
uporabljamo za izredne dogodke, kot so zaznavanje, ali je varnostno stikalo vklopljeno, in sprotna 
obvestila, ki nam povedo, kaj se trenutno dogaja z napravo, kadar ni v normalnem obratovanju. 
 
Slika 23: Izgled programa 
 
 
Slika 24: Programiranje tipk 
 
 





Slika 26: Funkcija "pocasi" 
 
 
Slika 27: Funkcija "ustavi" 
 
V teh funkcijah povečujemo, zmanjšujemo oziroma lahko nastavljamo parametre, ki jih potrebujemo 
bodisi za nadaljnjo obdelavo v ostalih funkcijah ali pa celo za direktno posodobitev določenih 




6.4 Program regulatorja P 
 
Za začetek sem izdelal program za regulator P. Ta program je funkcija za izvedbo regulatorja P (slika 
28). Funkcija se izvaja tako, da ko se zažene program, enkrat zažene tudi to funkcijo "P()", ki se ob 
koncu ponovi po 10 ms "top.after(10,P)", kar je dovolj za izvedbo ostalih programov. Na začetku 
funkcije so spremenljivke za izpis grafa; nato moramo preveriti, če je referenca na 0 ali je večja od 0. 
To sicer ni nujno, vendar zaradi varnosti uporabe naprave to posebej določimo, da se naprava 
zagotovo ustavi v primeru, da je referenca 0. V drugem delu, ko imamo referenco večjo od 0, najprej 
nastavimo parameter "kp", nato potrebujemo informacijo "cas_dt", ki nam sporoči, kdaj se je motor 
zadnjič premaknil. To izračunamo in preverimo, ali se motor sploh vrti. Največji čas zadnjega premika 
motorja je 0,1 s, kar je dovolj, da izvemo, ali je hitrost 0 ali več od 0. Ta čas določimo tako, da 
izračunamo, kolikokrat na obrat zabeležimo trenutni čas (v našem primeru imamo 16-krat) in če 
imamo 1 obr/s, je čas 0,03125 s med dvema pulzoma. Ker nas zanimajo obrati, višji od 10 obr/s, je čas 
0,1 s primeren. Dokler je čas večji od 0,1 s, se hitrost zapiše, da je 0. Ta funkcija je potrebna, ker v 
primeru, da ustavimo motor (referenco damo na 0), ostane zadnja zapisana hitrost motorja, ki je bila 
večja od 0. Zato moramo postaviti spremenljivko "obrati" na 0. 
Ko obrati dosežejo čas, ki je manjši od 0,1 s, se izvede zapis trenutne hitrosti in izračun napake 
"error1". Napaka se izračuna kot razlika med referenčno in izmerjeno hitrostjo vrtenja valjev. Napako 
nato pomnožimo z ojačanjem "kp" in dobimo rezultat, ki je odstotek moči motorja. Nato še preverimo, 





 Slika 28: Program regulatorja P 
 
Ob testiranju se je izkazalo, da je sistem dovolj odziven in natančen ob ojačenju kp = 20 in dodatek 50 
(za kompenzacijo delovne točke), kar vidimo ob izračunavanju spremenljivke "izhod", ker ko imamo 
nastavljeno moč na 50 %, se valji vrtijo v bližini delovne točke. To konstanto lahko seveda poljubno 
nastavimo. Ker smo želeli, da deluje sistem v delovni točki 20 obr/s, je ob takih nastavitvah to 
zagotavljalo najboljše delovanje v delovni točki, kar kaže graf na sliki 29. Na drugem grafu (slika 30) 
















6.5 Program regulatorja PID in PI 
 
Program regulatorja PID je nekoliko obširnejši (slika 31). Zajema več časovnih spremenljivk in 
prejšnjih ter trenutnih stanj hitrosti. Na začetku preverimo, ali se motor vrti ali ne (tako kot v 
prejšnjem delu) in hitrost v primeru, da je motor pri miru, nastavimo na "0". Nato preverimo, če je 
referenca (želena hitrost) nastavljena na "0". Če je, nastavimo parametre ustrezno temu stanju. V 
nadaljevanju programa preverimo, ali je referenca večja od "0", in v primeru, da je, se izvede prvi del 
programa. To je povečanje spremenljivke "stevec1" za "+1" in dobimo v prvem delu "stevec1 = 1". 
Ker je bilo začetno stanje spremenljivke "stevec1" "0", se v prvem delu zažene program, kjer najprej 
zabeležimo hitrost ter čas, ob katerem je bila hitrost zabeležena, in izračun prvega stanja razlike med 
referenco in trenutnimi obrati "error1". Ko je ta funkcija končana, se program ponovno izvede po 100 
ms. V drugem ciklu, če nismo spreminjali reference, se program ponovno izvede, kjer je pogoj "if 
referenca > 0:". V drugem ciklu se stanje "stevec1" poveča za ena, se pravi na stanje "2", in se izvede 
del programa, ki ustreza temu pogoju. V tem programu najprej zabeležimo drugo hitrost in čas, ob 
katerem je bila druga hitrost zabeležena. Ko imamo vse te podatke, lahko izračunamo čas, ki je potekel 
med dvema meritvama "dt" in drugo razliko med referenco in zabeleženimi drugimi obrati "error2". 
Nato izračunamo integralni in diferencirni del ter na koncu seštejemo vse tri dele (proporcionalni, 
integrirni in diferencirni del) skupaj in dobimo izhodno spremenljivko "izhod" regulatorja PID. Na 
koncu programa še preverimo, ali je ta spremenljivka večja od 100 ali manjša od 0 in jo omejimo, ker 
za nastavitev PWM−signala potrebujemo stanje med 0 in 100 ter shranimo potrebna podatka "error2" 
v "error1" in "timePID2" v "timePID1" za uporabo v naslednjem ciklu. V primeru, da se referenco 
med tem postavi na "0", se "stevec1" nastavi na "0", tako da lahko program pravilno nastavi in izmeri 
stanja "error1" in "timePID1". 
V primeru, da želimo le program regulatorja PI, postavimo ojačenje, ki je zapisano v spremenljivki 
"kd" na "0", ali pa izbrišemo vrstice (bolje zaradi hitrejšega delovanja programa), kjer se izvaja 
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Sistem sicer ni bil testiran v realnih pogojih (uporaba testa), sem pa valje prisilno zaviral in simuliral 
padec klobase med valje, za kar lahko rečem, da bi sistem deloval dobro. Z večkratnim merjenjem in 
določanjem optimalne delovne točke ter parametrov regulatorja bi verjetno lahko dosegli malo boljše 
delovanje regulatorja oziroma sledenje referenci, kar pa ne bi bistveno spremenilo delovanja same 
naprave. Problem takih sistemov je občutljivost na motnje. Čeprav za primer take aplikacije, v kakršni 
smo sistem uporabili, ni bilo težav z večjimi motnjami, bi lahko v sistemih, kjer so potrebne višje 
frekvence delovanja, motnje povzročale precejšnje težave. 
Kot vidimo, je bil potreben zelo širok pogled na problematiko, ki smo jo zajeli v tem projektu. Glavni 
del projekta je sicer končan. Možno bi bilo dopolniti in avtomatizirati še ostale dele naprave. En del 
tega je avtomatski tekoči trak za oporo klobase, ki prihaja iz stiskalnice.Tu bi lahko uporabili strojni 
vid za določanje pozicije in hitrosti klobase in nato prilagajali hitrost tekočega traku. Ko bi bila 
dosežena določena razdalja, bi bila potrebna loputa, ki bi klobaso odrezala in odrinila med valje. 
Preveriti bi bilo potrebno vse varnostne zahteve in dodati varnostna stikala in senzorje. Za konec bi 
lahko naredili še avtomatski kuhalnik, ki bi izgledal tako, da bi pod valji, kjer padajo kroglice, bil 
kovinski tekoči trak s košaricami, kjer bi se nabirale te kroglice in bi jih peljal skozi vrelo vodo. V 
vreli vodi morajo biti kroglice nekje do 1 min in 30 sek, tako bi tekoči trak imel nastavitev hitrosti, s 
katero bi uravnavali čas kuhanja.  
Celoten sistem bi izboljšali tako, da za uporabniški vmesnik uporabimo Raspberry Pi, ki bi 
komuniciral preko I2C vodila z Arduino procesorjem. V taki vezavi bi Arduino izvajal vse potrebne 
kalkulacije in obdelavo podatkov, Raspberry Pi pa prikazal vsa stanja naprav in shranjeval podatke za 
morebitno nadaljnjo uporabo. To je smiselno, kadar imamo več pogonov, kajti procesor Raspberry 
Pi−a ima na razpolago samo en funkcionalen strojni PWM−izhod. Vse ostale izhode je možno 
programirati, vendar s programskim PWM−izhodom upočasnimo delovanje procesorja. Raspberry Pi 
ima tudi pomankljivost, da nima analognih vhodov ali izhodov (A/D ali D/A) in je potreben zunanji 
modul. Arduino uno pa v osnovi ponuja že 6 strojnih PWM izhodov in 6 analognih I/O. Take sisteme 
bi lahko uporabili na različnih področjih. Možnosti so neomejene in vse je odvisno od tega, koliko 
časa in denarja smo pripravljeni vložiti. 
Za konec lahko podam nekaj izkušenj, ki sem jih pridobil med izdelavo diplomske naloge. Med 
študijem sem pridobil veliko veščin, s katerimi lahko rešujem različne izzive na elektrotehniškem 
področju. S pravim pristopom do načrtovanja in preizkušanja lahko različne naprave optimiziramo 
tako, da popolnoma ustrezajo naši aplikaciji in s tem zmanjšamo obratovalne stroške in stroške 
vzdrževanja. Zato lahko trdim, da sta razvoj in optimizacija naprav dolgoročno zelo pomembna 
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9.1 Priloga 1: PID-program 
 
V nadaljevanju je celoten glavni program, katerega uporabljamo na napravi. 
 
fromtkinterimport * 
importpylab as pl 





GPIO.setup(11, GPIO.IN, pull_up_down=GPIO.PUD_DOWN) 
GPIO.setup(15, GPIO.IN, pull_up_down=GPIO.PUD_DOWN) 
GPIO.setup(16, GPIO.IN, pull_up_down=GPIO.PUD_DOWN) 








start = 1; 
prvi = 1; 












































































        hitrost1=0 
 
if referenca == 0: 
global stevec1 
sirina=0 
        referenca=0 
 







        stevec1=0 
 
 






        stevec1 +=1 
if stevec1==1: 
            obrati1=hitrost1 
            timePID1= time.time() 
            error1=referenca-obrati1 
if stevec1>1: 
kp=20 
            ki=5 
kd=0 
            obrati2=hitrost1 
            timePID2=time.time() 
dt=timePID2-timePID1 
            error2=referenca-obrati2 
            integral +=(error2*dt) 
            odvod = (error2-error1)/dt 
            izhod = (kp*error2)+(ki*integral)+(kd*odvod) 
if izhod>100: 
global izhod 
                izhod=100 
if izhod<0: 
global izhod 
                izhod=0 
            error1=error2 




























        cas3=time.time() 





#    whileGPIO.input(11): 
 
 #       ustavi() 
 
  #      opozorilo=('Opozorilo:''Zasilno stikalo vklopljeno') 
  #      opozorila.set(opozorilo) 
 #       top.update_idletasks() 
 





if (referenca >= 60): 
        opozorilo=('Opozorilo:''Referenca je že najveja možna') 
opozorila.set(opozorilo) 
top.update_idletasks() 
if ((GPIO.input(11)==0) & (referenca < 60)): 
        referenca += 10 
        nastavitev=('Referenca:',referenca) 
ref.set(nastavitev) 
top.update_idletasks() 





        referenca =0; 
globalsirina 
sirina = 0; 
p.start(sirina) 
p.ChangeDutyCycle(sirina) 
        opozorilo=('Opozorilo:''Zasilno stikalo vklopljeno') 
opozorila.set(opozorilo) 
top.update_idletasks() 








if ((GPIO.input(11)==0) & (referenca <= 0)): 
        opozorilo=('Opozorilo:''Referenca je že najmanja možna') 
opozorila.set(opozorilo) 
top.update_idletasks() 
if ((GPIO.input(11)==0) & (referenca > 0)): 
        referenca -= 10 










        referenca =0 
globalsirina 
sirina = 100; 
p.start(sirina) 
p.ChangeDutyCycle(sirina)   
        nastavitev=('Referenca:',referenca) 
ref.set(nastavitev) 
top.update_idletasks() 
        opozorilo=('Opozorilo:''Zasilno stikalo vklopljeno') 
opozorila.set(opozorilo) 







if (GPIO.input(11)==0):         
sirina=0 




        opozorilo=('Opozorilo:''Ustavljanje') 
opozorila.set(opozorilo) 
top.update_idletasks() 
        nastavitev=('Referenca:',referenca) 
ref.set(nastavitev) 
top.update_idletasks() 
        zagon=0 
pl.plot(casx[0:x],referencay[0:x],'-b', label='referenca') 
pl.plot(casx[0:x],obratiy[0:x],'-r', label='obrati') 






        referenca =0 
globalsirina 
sirina = 0; 
p.start(sirina) 
p.ChangeDutyCycle(sirina) 
        opozorilo=('Opozorilo:''Zasilno stikalo vklopljeno') 
opozorila.set(opozorilo) 
top.update_idletasks() 
        nastavitev=('Referenca:',referenca) 
ref.set(nastavitev) 
top.update_idletasks() 




povecaj = Button(top, width=5, height=5, cursor='hand2', text="+", 
command=hitro) 
zmanjsaj = Button(top, width=5, height=5, cursor='hand2', text="-", 
command=pocasi) 
ustavitev = Button(top,activebackground="red", bg="red", width=5, 
height=5, cursor='hand2', text="STOP", command=ustavi) 
prikazi = Label(top, width=20, textvariable=ref,justify=LEFT,anchor=W, 
fg='black', bg='white') 
prikazi1 = Label(top, width=20, 
textvariable=pumod,justify=LEFT,anchor=W, fg='black', bg='white') 
prikazi2 = Label(top, width=20, 
textvariable=hitrost,justify=LEFT,anchor=W, fg='black', bg='white') 
prikazi3 = Label(top, width=40, 
textvariable=opozorila,justify=LEFT,anchor=W, fg='red', bg='white') 
 
#GPIO.add_event_detect(11, GPIO.RISING) 
GPIO.add_event_detect(16, GPIO.RISING, callback=frekvenca, 
bouncetime=9) 


















9.2 Priloga 2: Meritev 
 
V nadaljevanju je program, s katerim smo izvajali praktične meritve in izrisovali grafe. 
 
fromtkinterimport * 
importpylab as pl 





GPIO.setup(15, GPIO.IN, pull_up_down=GPIO.PUD_DOWN) 
GPIO.setup(16, GPIO.IN, pull_up_down=GPIO.PUD_DOWN) 
 































                fr=cas3-cas2 













stevec +=1  
ifstevec==1 : 
                cas2=time.time() 
ifstevec==2: 











    cas0=time.time() 


























povecaj = Button(top, width=5, height=5, cursor='hand2', text="30%", 
command=hitro) 
zmanjsaj = Button(top, width=5, height=5, cursor='hand2', text="40%", 
command=pocasi) 
ustavitev = Button(top,activebackground="red", bg="red", width=5, 
height=5, cursor='hand2', text="STOP", command=ustavi) 
 









9.3 Priloga 3: Električna shema 
 
V shemi je podana osnovna vezava za napravo, ki je uporabljena v praktičnem primeru. 
 
 
