In this paper, we address the containment problem for unions of XPath queries with and without schema. We find the problem can be always reduced into containment problem between one single query and a union of queries. When schema is not available, the problem can be further reduced into checking containment between pairwise queries (each from one union), but this only holds for some XPath subsets, such as XP {/,//,[]} , but not for XP {/,//,[], * } . We then show the problem is still solvable in XP {/,//,[], * } , though no efficient algorithm exists. When schema is at hand, we propose a strategy to rewrite a query into a union of simplified queries based on schema information, and then apply methods developed when schema is not taken into account. The problem is then reduced into checking containment between unions of queries in XP {/,[]} without schema.
Introduction
Testing query containment is a key technique in many database applications. In query optimization [1] , it is a subtask to check if two formulations of a query are equivalent, and hence to choose the formulation with less evaluation cost. In data integration scenario, especially rewriting queries using views [2] , it provides a means to find equivalent or contained rewritings, and also to detect redundant rewritten queries to save computation time. Query containment can also be used to maintain integrity constraints [3] and determine when queries are independent of updates to the database [4] .
In relational context, containment has been studied for conjunctive queries 3 [1] and unions of conjunctive queries [6] . In [6] , it shows, for two unions of conjunctive queries P and Q, P is contained in Q if and only if any query p in P is contained in some query q in Q. Therefore, containment for unions of conjunctive queries can be reduced into containment for (a number of) pairs of queries. While for XML queries, especially XPath [7] queries, the containment problem is mainly studied between two single queries [8] [9] [10] [11] , but not for unions of XPath queries. Some questions still need to be answered: Can we draw a similar conclusion for unions of XPath queries as that for unions of conjunctive queries? If not, how can we determine containment between unions of XPath queries? Does it make any difference whether an XML schema is available? We will look into these questions in this paper. Before heading into the main part, we would like to stress again the importance of determining containment between unions of queries. One typical application is rewriting queries using views, where to detect a redundant rewriting means to detect if a rewritten query is contained in a union of other rewritten queries. This is a special case of union containment, for one of the unions contains only one query.
In this paper, we show that the pairwise comparison property for unions of conjunctive queries holds only for some XPath subsets, such as XP {/,//,[]} featuring child, descendant, and branch axes. For a larger subset XP {/,//,[], * } , with wildcards added, we provide an example to show two queries can be combined together to contain a third query, though neither of them could solely contain the third one. Therefore we should devise some new strategy to detect containment relationship for unions of queries in this subset. To make the work comprehensive, we also discuss containment under schema information. A query p not contained in another query q in general, may be contained in q under schema constraints, because schema imposes some constraints, confining wildcards and descendant axes in the query being interpreted in some particular ways. In order to tackle this problem, we propagate schema constraints into queries to eliminate wildcards and descendant edges, and thus simplify the queries into queries in subset XP {/,[]} . Then after chasing the simplified patterns in XP {/,[]} , established methods for unions of queries without schema can be applied.
In this paper, Our contributions are highlighted as follows:
-We are the first to investigate the containment problem for unions of queries in XML context, particularly on XPath queries. We show the problem can be always reduced into containment problem between one single query and a union of queries. -When schema is not available, the problem can be further reduced into checking containment between two single queries (each from one union -When schema is available, we suggest a strategy to rewrite a query into a union of simplified queries based on schema information, and then apply the methods developed when schema is not considered. The problem is then reduced into checking containment between unions of queries in XP {/,[]} without schema.
The rest of this paper is organized as follows. In Section 2, we will give some notations and background knowledge. Then we propose two important theorems and tackle the containment problem without schema in Section 3. Schema information will be taken into account in Section 4 to eliminate wildcard nodes and expand descendant edges. In Section 5, we extend the discussion from XPath queries into general tree pattern queries. Related work is given in Section 6. Finally, we draw a conclusion and propose some future work in Section 7.
In this section, we introduce some notations and background knowledge. XML documents and XPath queries are modelled as trees and tree patterns, and evaluating an XPath query on an XML document is modelled as matching a tree pattern to a tree. We also formulate the definition for containment between unions of XPath queries at the end of this section.
XML Trees
In the literature, an XML document is modeled as an unordered tree 4 with nodes labeled from an infinite alphabet Σ (Σ is finite, if a schema is available), the label of each node corresponds to an XML element, an attribute name or a data value, the root node of the tree represents the root element in the document. We slightly modify the model by adding a new root with a unique label r ∈ Σ to the tree, serving as the document node. In this way, the root node in the previous model becomes a (single) child of this document node, and every XML document starts with a root node labeled r, see Definition 1. We will see the aim of this modification in the next subsection. We denote all possible trees over Σ as T Σ .
-V t is the node set, and ∀v ∈ V t , v has a label in the alphabet Σ, denoted as label(v); -E t is the edge set; -r t ∈ V t is the root node of t, and label(r t ) = r;
XPath Query
XPath is the core subclass of XML query languages. We consider a subset of XPath featuring child axes (/), descendant axes (//), branches ([ ]), and wildcards (*). It can be represented by the following grammar:
where "." denotes the current context node, "l" is a label from alphabet Σ and "*" represents a wildcard label. We denote this subset as XP {/,//,[], * } . The result of evaluating an XPath expression p ∈ XP {/,//,[], * } on a tree t ∈ T Σ , denoted as p(t), is a set of nodes in t. The formalized semantics are given in [12] (omitted here), where the context node is fixed on the document node if the context node is not explicitly specified. Like in [8] , besides allowing the usage of "." immediately inside a predicate [ ], we further allow "." to appear at the beginning of an expression to capture the XPath queries starting with / or //. For example, queries /a/b and //a//b, which do not conform to the above grammar, i.e. ignored in previous works (such as [8, 9, 13] ), can be now rewritten into ./a/b and .//a//b, and therefore be captured. Since "." always inspects the document node (which we intentionally added in the former section) by default, the rewritten expressions correctly preserve the semantics. Moreover, XPath expressions starting with a label can be safely rewritten into some expressions starting with "." as well, eg, a/b equals to ./a/b. In this way, an XPath query corresponds to a unique tree pattern query, see the following definition.
Definition 2. An XPath query q can be expressed as a tree pattern (V q , E q , r q , d q , Σ q ), where -V q is the node set, and ∀v ∈ V q , v has a label in a finite alphabet Σ q ∪ { * }, denoted as label(v); -E q is the edge set, and ∀e ∈ E q , type(e) ∈ {/, //}. We use the term "pcedge"("ad-edge") to represent the type of an edge, "/"("//"). -r q is the root node of the query, corresponding to the leading "." tag in q (if the current context node is not specified, then label(r q ) = r); -d q is the answer (also called distinguished or return) node of the query, identified with a circle;
The result of evaluating an XPath query, equals to finding embeddings from a tree pattern query q to a tree t, which can be represented as q(t) = {f (d q )|f is some embedding from p to t}. Embedding is defined as follows:
including the case f (v 1 ) being the parent of f (v 2 ).
In this work, all XPath queries are observed as tree patterns for ease of discussion, and we will provide some discussions on general tree patterns (queries with more than one distinguished nodes) in Section 5.
Containment Formulation
For any two tree pattern query p and q, p is said to be contained in q, denoted as p ⊆ q, iff ∀t ∈ T Σ , p(t) ⊆ q(t). We now extend the definition to unions of queries. We use a lowercase letter and an uppercase letter to reflect a single query and a union of queries respectively. Let P = {p 1 , p 2 , · · · , p m } be a union of queries, the result of this set of queries on a tree t, denoted as P (t), is defined as p 1 (t) ∪ p 2 (t) ∪ · · · ∪ p m (t). For two unions of queries P = {p 1 , p 2 , · · · , p m } and
In this section, we will investigate containment problem between unions of XPath queries without schema information. We start with reducing the problem into a simplified form and introducing boolean tree pattern. After that, we endeavor to solve the problem for boolean tree patterns belonging to subset P {/,//,[]} . Finally, a larger subset with wildcards, P {/,//,[], * } , will be discussed.
Containment Reduction
To simplify the problem, we propose a theorem to reduce the containment checking between two unions of queries into containment checking between one single query and a union of queries. The theorem also holds when a schema is at hand. Theorem 1. For two unions of XPath queries P = {p 1 , p 2 , · · · , p m } and Q, we have:
The idea conveyed by the above theorem is simple, but it lays a foundation to check union containment, because we can always safely simplify the left part of the comparison into a single query. This leads to some further explorations and observations in Section 3.3 and 3.4.
Boolean Tree Pattern
Boolean pattern (short for boolean tree pattern) is a tree pattern query with no distinguished node. The result of evaluating a boolean patternp on a tree t, p(t), is a boolean value, either true or false.p(t) is true, means there exists an embedding fromp to t, otherwisep(t) is false. For two boolean patterns,p and q, we sayp is contained inq, denoted asp ⊆q, iff ∀t ∈ T Σ ,p(t) ⇒q(t).
Each XPath tree pattern corresponds to a unique boolean pattern, which can be obtained by adding a child node with a distinct label x to the distinguished node, and make the distinguished node not outstanding any more (shown in Fig. 1 ). Let the corresponding boolean patterns of XPath patterns p and q bē p andq respectively. According to [14] , p ⊆ q iffp ⊆q. Consequently, for ease of discussion, XPath tree pattern queries are considered as boolean patterns in the rest of the paper. Notations p and q will refer to boolean patterns from now on, and we no longer usep andq. And the result of a union of boolean tree patterns Q = {q 1 , q 2 , · · · , q n } on a tree t can be then expressed in the form of Q(t) = q 1 (t)∨q 2 (t)∨ · · · ∨q n (t), for Q(t) is a boolean value. We also use P {/,//,[]} to denote the corresponding boolean pattern subset for XPath tree patterns in As is shown in Theorem 1, checking containment between unions of queries can always be reduced into checking containment between one single query and a union of queries. Then one question arises: Can the problem be further reduced into checking containment for a number of query pairs? That is, if a query is contained in a union of queries, does it mean that the single query is contained in some particular query from the union? The answer is yes, but the result is restricted to a certain subset of queries. For simplicity, we illustrate this result (expressed as Theorem 2) within a query subset P {/,//,[]} , which has branches and descendant axes, but no wildcards. We will point out a larger query subset where the property still holds after proving the theorem. 
Proof. The sufficient condition is obvious. Now we will prove the necessary condition by proving its contrapositive statement, i.e. to show that if p is not contained in any q i ∈ Q, then p cannot be contained in Q. Before starting the proof, we first introduce a technique called homomorphism providing a sufficient and necessary condition to decide containment between two single patterns in P {/,//,[]} .
A homomorphism from one pattern p = (V p , E p , r p , Σ p ) to another q = (V q , E q , r q , Σ q ), is a function h : V p → V q satisfying the definition of embedding (given in Definition 3). The only difference is that homomorphism is a mapping from one query pattern to another, while embedding is a mapping from a pattern to a data tree. According to Theorem 3 in [8] , for two boolean patterns p and q in P {/,//,[]} , p ⊆ q iff there exists a homomorphism from V q to V p . In other words, if p q, there must exist a node v i in V q , such that we cannot find any homomorphism h that has a corresponding node h(v i ) in V p , satisfying label preserving and structure preserving conditions w.r.t. nodes v i and h(v i ). We call such node v i a private node of q against p. We also name, on some path in q (from root to leaf), the first private node as a transitional node.
To prove the contrapositive statement of the necessary condition in Theorem 2, given ∀q i ∈ Q, p q i , we could construct a tree t, such that p(t) holds while q i (t) is false. And hence p(t) does not imply Q(t) = q 1 (t)∨q 2 (t)∨· · ·∨q n (t), namely p is not contained in Q. The tree t can be constructed as follows: replace each ad-edge in p with two pc-edges and an additional distinct label z.
For instance, a//b can be transformed into a/z/b. Here label z does not appear in any Σ qi (i.e. z ∈ Σ − n i=1 Σ qi ), where Σ qi is the alphabet of q i . Since Σ is infinite (when there is no schema available) and Σ qi is finite (because the number of labels in a query is limited), this transformation is always possible. After the transformation, it is straightforward that the result tree t conforms to pattern p, and thus p(t) is true. However, for any q i , we can show q i (t) is false. The reason is: since p q i , there must be some transitional node v i in q i , such that for the transitional node, we cannot find a corresponding node f (v i ) in t defined by any embedding f from q i to t. Otherwise, if such embedding f existed, we could obtain a twin homomorphism h from q i to p based on f . Here the twin homomorphism h would have the same mapping function as embedding f , because, in f , no nodes in q i can be mapped onto z-nodes (nodes with distinct label z) in t. Therefore, a corresponding node h(v i ) in p would exist for the homomorphism. This result contradicts with the assumption that v i is a transitional node. Recall that, a transitional node in q i could not map onto any node in p by any homomorphism, as a result, ∀q i ∈ Q, q i (t) is false, i.e. Q(t) = q 1 (t)∨q 2 (t)∨· · ·∨q n (t) is false. In addition, p(t) is true, hence p(t) Q(t). The contrapositive statement of the necessary condition is proved.
⊓ ⊔
The complexity of testing containment between one pattern p and a union of patterns
where |q| max is max{|q i |}. This is an immediate result from that finding a homomorphism from a pattern q i to p is of complexity O(|p||q i |), where |p|, |q i | are the size (number of nodes) of p and q i respectively. However, Theorem 2 only holds in P {/,//,[]} , or a large subsetP {/,//,[], * } mentioned in [15] .P {/,//,[], * } refers to an XPath query subset further including wildcards, but with two additional restrictions: (i) no wildcard node is incident with ad-edges(//) and (ii) there is no wildcard leaf node. The reason that Theorem 2 holds for a limited query subset lies in the following aspects: (1) If there are wildcard nodes in the patterns, homomorphism only serves as a sufficient (but not necessary) condition to determine containment between two patterns. We will give an example and devise a strategy in the next subsection to deal with patterns in P {/,//,[], * } . (2) Moreover, if there is a schema available, the theorem does not necessarily hold in P {/,//,[]} as well, because alphabet Σ becomes finite, and there may not always exist a distinct label z to transform an ad-edge a//b into a/z/b, and thus the current proof is not sufficient. We will consider queries conforming to a schema in Section 4.
Patterns in P {/,//,[], * }
We first give a simple example to show that Theorem 2 is not true for subset P {/,//,[], * } . See in Fig 2, p q 1 and p q 2 , but it is obvious that p is equivalent to Q = q 1 ∨ q 2 , because if b is a descendant of a, then either b is a direct child of a or b is a descendant of a's child. And p = Q implies p ⊆ Q. The example shows that several patterns may be combined together to contain a target pattern, though none of them could solely contain the target. This observation makes the problem complicate in P {/,//,[], * } , for it is difficult to know which patterns should be combined together to contain the target. Fortunately, taking advantage of Lemma 3 in [8] , the containment problem between one single pattern p and a union of patterns Q == {q 1 , q 2 , · · · , q n } can be reduced to checking containment between two single patterns as well. The two single patterns can be constructed easily, as is shown in Fig. 3 , where c in both p ′ and q ′ is a label in Σ, T 0 ∈ T Σ is a tree such that for any q i , q i (T 0 ) is true. This can be achieved by fusing the roots of q i (this is possible because they share the same root label r), and replacing all wildcards with an arbitrary label, and all ad-edges with pc-edges. It has been proved that p ⊆ Q(Q = q 1 ∨ q 2 ∨ · · · ∨ q n ), iff p ′ ⊆ q ′ . Since p ′ , q ′ ∈ P {/,//,[], * } and deciding p ′ ⊆ q ′ is coNP-complete, the containment problem between unions of patterns in P {/,//,[], * } is coNP-complete. Despite we cannot break the intrinsic complexity result for subset P {/,//,[], * } , we manage to convert the problem into one that we have a solving strategy. One may realize that since P {/,//,[]} is a subset of P {/,//,[], * } , we can, without lose of generality, use the construction method above, to check whether p ′ ⊆ q ′ using homomorphism technique in order to determine containment relationship between p and Q for subset P {/,//,[]} . This introduces another strategy to solve the problem for subset P {/,//,[]} . The observation is true, but the drawback of the above method is that it is less efficient than the method implied by Theorem 2. We now illustrate it by analyzing the algorithm complexity. For pattern p ′ , it contains 2(n−1) number of T 0 trees, each of which has the size n i=1 |q i | (see how to construct T 0 in the previous paragraph), and thus |p ′ | is |p|+2(n−1) n i=1 |q i |.
The size of |q ′ | is easy to get as
, bounded by O(n|p||q| max + 2(n − 1)n 2 |q| 2 max ), larger than O(n|p||q| max ) given in the last section. To conclude, if there is no wildcard node in the query pattern, it is better to compare p with queries in Q one by one.
Containment with Schema
Given a schema G, if for any tree t conforming to G, we have p(t) ⇒ q(t), then we say p is contained in q under G, denoted as p ⊆ G q. Schema provides a means to define or constrain XML data. A pattern p not contained in pattern q in general, may be contained in q for trees conforming to a certain schema. We show a simple example in Fig. 4 , p 1 has a wildcard node, and p 2 has an ad-edge, they are not contained in Q = q 1 ∨ q 2 in general. But if schema G is available, all the queries should conform to G. It is not hard to see Schema information is usually modelled as regular expressions or a few number of constraints. The works [9, 10] show that containment between patterns in P {/,//,[], * ,DT D} is EXPTIME-complete, and some more theoretical results w.r.t. various pattern subsets can be found in [11] . Since the containment problem is already difficult for two single patterns, it is unlikely to have an efficient method to determine containment between unions of patterns in P {/,//,[], * ,DT D} . The aim of our work is not to break the proved EXPTIME-complete upperbound for two queries, nor to provide any exact complexity results for unions of queries, but to reexamine the problem from another angle and to suggest a strategy to check containment between two single patterns or unions of patterns with schema information. The idea is to propagate DTD constraints into queries so as to eliminate wildcards and descendant edges. Consequently, the problem could be converted into containment between unions of simplified queries in P {/,[]} . Then, after chasing patterns in P {/,[]} with DTD constraints, we can apply Theorem 1 and 2 to evaluate the containment relationship.
In our paper, we model the schema as a directed graph G. (we don't consider disjunctions in the schema.) G is a DAG means the schema is not recursive, otherwise G will have circles. We will consider G as a DAG first in Section 4.1, 4.2 and 4.3 and will discuss recursive schema in Section 4.4.
Eliminating Wildcards
With a schema available, a wildcard node can be replaced by specific labels in Σ, as long as the result pattern conforms to the given schema. A naive method is to pick an arbitrary label in Σ for each wildcard node, and then to verify if the clearly specified query complies with schema G. This method requires to verify |Σ| k (where k is the number of wildcard nodes in a pattern) number of queries, and is obviously not efficient. for each * -node x in p whose children xc 1 , xc 2 , · · · , xc k are all marked do 10:
Algorithm 1 Algorithm for Eliminating Wildcard Nodes
for i = 1 to k do 11:
Si ← φ; 12:
for each β ∈ L(xc i ) do 13:
if ((x, xc i ) is a pc-edge and there is some α ∈ L(x) such that (α, β) is an edge in G) or ((x, xc i ) is an ad-edge and there is some α ∈ L(x) such that there is a path from α to β in G) then 14:
Si for each * -node x in p whose parent xp is unmarked do 25:
for each β ∈ L(x) do 26:
if ((xp, x) is a pc-edge and there is some α ∈ L(xp) such that (α, β) is an edge in G) or ((xp, x) is an ad-edge and there is some α ∈ L(xp) such that there is a path from α to β in G) then 27:
Add (β, α) into P (x); 28: else 29:
Remove β from L(x); 30: end if 31: end for 32: Unmark x; 33: end for 34: until all * -nodes are unmarked
We propose an improved algorithm shown in Algorithm 1. The basic idea is to use existing structural information in the query to avoid wild guesses. It is inspired by [16] in which a similar idea was used to test the satisfiability of a tree pattern under schema G. Here, in our scenario, we need to record detailed label relationships (parent-child or ancestor-descendant) for adjacent node pairs, because these relationships could be further utilized to transform one query with wildcards into a union of queries without wildcards. 
Eliminating ad-edges
Now we have obtained unions of queries without wildcards. However, Theorem 2 is still not sufficient to decide containment between two sets of queries under schema (recollect the example in Fig. 4 ). We need to replace all the adedges with concrete paths compromising only pc-edges, because ad-edges must be interpreted in specific ways constrained by the schema.
A naive method to expand an ad-edge (v 1 ,v 2 ), similar to eliminating wildcard nodes, is to find all the paths between two labels label(v 1 ) and label(v 2 ) in schema G, and replace the ad-edges with one of these concrete paths. Obviously, there may be many ways to replace an ad-edge, and thus a pattern consisting ad-edges will be transformed into a union of a large number of patterns in P {/,[]} . Then with the follow-up treatment in Section 4.3, one can determine the containment relationship for unions of queries under schema.
To avoid generating a possibly exponential number of patterns, a better solution is to wisely replace an ad-edge (v 1 ,v 2 ) with a subgraph between label(v 1 ) and
is reachable from v}. As long as the given pattern conforms to G, i.e. label(v 2 ) is reachable from label(v 1 ) in G, subgraph G s (label(v 1 ), label(v 2 )) will always exist, no matter G has circles or not. In addition, to find G s (label(v 1 ), label(v 2 )) is not expensive. It includes a top-down traverse in G from label(v 1 ) to label(v 2 ), and a bottom-up traverse from label(v 2 ) to label(v 1 ). The idea is similar to Algorithm 1, and hence we omit the details.
Chasing Patterns in P {/, []}
Now we have wildcards and ad-edges eliminated, and all the patterns transformed into P {/, []}. To reduce the problem into one without schema, we have the last step to chase the patterns in P {/, []} as much as possible with sibling constraints and functional constraints [9] . When G is not recursive, the process is not difficult, since the result patterns (after chasing) should be finite. The problem then converts into checking containment for unions of queries in P {/, []} without schema. Thereafter, we can apply Theorem 1 and 2 to solve it. Note that, after expanding ad-edges, a pattern may become a DAG rather than a rigorous tree pattern in P {/, []}. but the chase process is the same except that we may not apply sibling constraints at some node whose child nodes are following or-semantics, because these child nodes are expanded from an ad-edge expressed as alternative paths (or subgraphs), making sibling constraints not satisfied on such node. On the other hand, when homomorphism is used to detect containment between such or-semantic patterns, a final step needs to be added. For example, when we conduct a mapping from pattern p to q, we can draw the conclusion q ⊆ p with two further conditions holding: (1) for every subgraph chased from G s (label(v 1 ), label(v 2 )) in p, one of its subgraph connecting v 1 and v 2 must be mapped on to q; (2) for every two nodes v ′ 1 and v ′ 2 with an ad-edge in q, if v ′ 2 is mapped, then every v ′ 2 's ancestor (on all alternative subgraphs) should be mapped by some node in p.
Recursive Schema
One challenge arises: if the schema is recursive, a pattern can be chased continuously without stop, and a /-path (path only consisting of pc-edges) may contain a circle repeated for any times. In such cases, we allow the loop to appear once in the chased pattern to keep track of the nodes in a circle, and we also tag the loop start node and loop end node. Now we are able to rewrite a query in P {/,//,[], * ,DT D} into a union of finite number of queries in P {/,[]} . Theorem 2 will then be sufficient to decide the containment. A condition needs to be added when to find a homomorphism from pattern q to pattern p (p, q are in P {/,[]} with loop start node and loop end node tagged): if v 1 and v 2 are the loop start node and loop end node in q, there must exist a circle in G with labels label(h(v 1 )), label(h(v 2 )) as start and end respectively. Here, h(v 1 ) and h(v 2 ) may not be loop start and end nodes in pattern p. Fig. 5 shows an example. p 0 and q 0 are two queries involving ad-edges. G is a schema containing a circle. After expanding ad-edges and chasing with schema G for p 0 and q 0 , we get patterns p and q. In pattern q, a//c is expanded and chased into a/b/c with node v 1 labelled a, node v 2 labelled c as the loop start and loop end. Similarly, b//a is expanded and chased into b/c/a in p. Considering the result patterns p and q, there is a homomorphism from q to p, and moreover, nodes h(v 1 ) and h(v 2 ), the corresponding nodes in p of loop start v 1 and loop end v 2 in q, have labels a = label(h(v 1 )) and c = label(h(v 2 )) that are start and end nodes of a circle in G. Therefore, pattern p is contained in pattern q, and thus the original pattern p 0 is contained in q 0 .
Note that the condition does not require h(v 1 ) and h(v 2 ) be the loop start and loop end nodes in p. In the above discussion, we assume that there are no intersected circles in G, i.e. the recursive loops have no overlaps. This assumption obviously simplifies the problem, and it is still interesting and challenging to investigate the containment problem of unions of patterns under complex recursive schema.
Discussions on General Tree Pattern Queries
Different from XPath tree patterns, general tree pattern queries may contain more than one distinguished nodes. This may add difficulty to containment checking in some circumstance. In fact, it is due to multiple distinguished nodes that containment between general tree patterns is not the same as containment between boolean patterns. We illustrate the observation by firstly reviewing Proposition 1 in [8] and then show when the proposition is not correct and why.
To restate it: let two general tree patterns be p and q, we can obtain two boolean patterns p ′ and q ′ by adding distinct labels l 1 , · · · , l k to the k distinguished nodes in p and q respectively, then we have p ⊆ q iff. p ′ ⊆ q ′ . However, one could discover that the proposition only holds for output-order-sensitive queries. In other words, the distinguished nodes should have a fixed order so that we can label them in a unique way. See Fig. 6 for an example. Pattern q has two distinguished nodes b and c. Suppose there is no predefined order for the distinguished nodes, to transform q into a boolean pattern, we have two labelling schemes shown as q 1 and q 2 respectively. Obviously, q 1 and q 2 are not identical. Therefore, in such situation, a general tree pattern query should be transformed into a unions of boolean patterns, rather than a single pattern. Hence if we have k distinguished nodes, we will have k! ways to label them, resulting in k! boolean patterns to represent a general tree pattern. This will significantly complicate containment detection if the number of distinguished nodes is large. Luckily, for XPath queries, there is only one distinguished node, so the boolean pattern evolved from its corresponding XPath pattern is unique. And the conclusions we got in the above sections are still correct. In some real applications, general tree pattern queries indeed organize the distinguished nodes in a fixed order, such as tree pattern queries induced from XQuery queries. But we should keep in mind that containment between general tree patterns and boolean patterns are not always the same. 
Related Work
Query containment was first put forward together with query equivalence in order to optimize query evaluation in relational context [1] , where containment problem is studied for two queries containing select, project and join operators. Later, containment of unions of queries is discussed in [6] . It provided a sufficient and necessary condition showing that containment between unions of queries can be reduced into containment between a number of pairwise queries. In [17] , the authors showed if relations are modelled as multisets of tuples, the previous sufficient and necessary condition holds only for one type of label system, while for another type of label system, the containment problem is undecidable. Unfortunately, the established theory for relational queries cannot be applied in XML context. The containment problem between unions of XPath queries is still open, though fruitful results have been produced for containment between two single queries. In some pioneer works, the problem was shown in PTIME for XPath subsets XP {/,[], * } , XP {/,//,[]} and XP {/,//, * } , and furthermore proved to be coNP-complete for XP {/,//,[], * } in [8] . When a schema is available, the problem turned out to be more difficult, because data trees are constrained according to a particular pattern, and thus XPath queries with wildcard nodes and ad-edges cannot be interpreted arbitrarily. Wood [9] and Neven and Schwentick [10] independently showed the containment between two XPath queries in XP {/,//,[], * ,DT D} is decidable, in fact is EXPTIME-complete. Neven and Schwentick [10] also discussed disjunction and variables in XPath. More theoretical results with respect to various XPath query subsets are summarized in [11] . A richer XPath fragment, XPath2.0, is recently examined in [18].
Conclusions and Future Work
In this paper, we have addressed the containment problem between unions of XPath queries. We showed that the problem can be always reduced into containment between one query and a union of queries. We also proved that, for XPath subset XP {/,//,[]} , the problem can be reduced into checking containment between two single queries, each from one union. For a larger subset XP {/,//,[], * } , we utilize an existing technique to develop an effective strategy to solve the problem. When a schema is available, we could use the schema to eliminate wildcard nodes and expand ad-edges in the query so that our developed theorem could be applied thereafter to decide containment relationship between unions of queries under schema information.
One direction for future work is to consider more complicated recursive relationships in schema, eg. two circles may have intersections. This is always a difficult problem, may result in chasing patterns in P {/,[]} rather challenging.
