Detailed description of data management procedures

Data Entry and Cleaning
Each batch was given a name that identified the type of form and included a sequential number identifying the data entry batch. For example, the raw data files for participant evaluation forms were named EVAL01.DAT through EVAL35.DAT, as there were 35 batches of entered forms. This allowed us to use simple macro variable names to refer to the batches in our SAS programs. We will use a very small subset of data (EVAL02.DAT in this example) to illustrate data editing and correction below. A flow chart of the overall process is shown in Figure 1 .
Entered data were returned to us as flat text files, which we converted to analyzable datasets using SAS for Windows (although we originally used Version 6.1, the procedures and files described below use Version 9.1 to provide up-to-date information for readers). A portion of one data batch is shown in Figure 2 . The input program to read the data and report potential anomalies (READEVAL.SAS) is shown in Figure 3 . For the sake of simplicity, it is assumed that all files are stored in the subdirectory, "C:\LRISTUDY\EVALUATE." Note that a FOOTNOTE statement with the path name of the command file is included at the beginning of the file (next to the in the left column). This will appear on all procedure output, making it easy to locate the source code among numerous subdirectories. Including the system date in the FOOTNOTE statement allows the user to determine which output is the most current. The number of the particular data batch being processed is specified in a %LET statement ( ) at the beginning of the file. We developed formats that contain allowable responses for categorical variables on each form ( ). For this form, we used a variable named EVBATCH to store the batch number with each individual's record. The batch can thus be determined for each observation once all of the batches have been consolidated into a single analytic dataset. Assigning the batch number to each dataset can be accomplished either with a simple RETAIN statement ( ) or by having each batch's assigned number entered in the file at data entry and reading it into SAS.
A SAS dataset is created for each batch by reading in the flat text file ( ). The INFILE statement takes advantage of the macro variable assigned with the %LET statement above ( ). Note that two periods are needed because the first period signals the end of the variable reference &DSET and the second period is part of the actual file name (EVAL02.DAT). To prevent the input file from getting too long, variable labels ( ) are kept in a separate file (EVALABEL.SAS) and called into the data step with a %INC statement. Edit statements are also stored in separate files of SAS statements for each batch (EDEVALxx.SAS, Figure 4) , and are likewise called into the data step with a %INC statement ( ). This statement also requires the use of a double period for the file name to resolve properly. Before the error-checking statements are run, there will be no edit statements. In this case, or if there are no edits necessary for a particular batch, the edit file can consist of a comment. Note that comment statements were added to the file containing the edit statements to provide information on why data values were changed or added. This is another step in the audit trail showing how and why all changes are made to the entered data. In this example, the edit statements are included before new variables are calculated and added to the data set ( ). This means, for example, that date of birth could be edited, but not age, since age is calculated after the edit statements are included. The batch is then sorted and stored as a permanent SAS dataset ( ).
The remainder of the file is devoted to statements that check the entered data for potential errors ( ). Strategies for checking data quality include range and consistency checks [1] [2] [3] [4] [5] [6] [7] , checking for missing data [2, 3, 6, 7] , and between-item consistency checks [3] [4] [5] [6] [7] . While it is possible to write statements that check every data item on every instrument, efforts should be focused on the highest priority data [5, 6] . Variables needed to assess primary outcomes should take precedence over those needed for secondary analyses. Developing boundaries for out-of-range values requires a collaborative effort of data management personnel and investigators with substantive expertise. This process can be quite time consuming but it is crucial to the overall quality of the resultant data.
Internal consistency and range checks can also be accomplished with repeated PRINT procedures, using the WHERE statement to select a particular set of conditions. The advantage of using a DATA _NULL_ step is that all potential errors for a given observation are printed out together, facilitating comparison of the printout and the paper form. Whichever method is chosen, editing programs should be tested to make sure they do detect anomalous values and that they do not report in-range data as anomalous [5, 6] . The ability to detect anomalous data can be tested with a dummy dataset containing known errors. Consistency checks across forms for an individual [5] can be performed on merged datasets containing variables from two or more forms. Code can be developed to test whether forms were collected in the proper sequence, or whether variables such as date of birth, race, and gender are consistent across forms [5] . Cody's Data Cleaning Techniques Using SAS Software [8] contains many suggestions for developing data cleaning programs. It is important to keep in mind that unlikely values are sometimes correct [1, 5] , and that data cleaning programs check for potential errors.
For each batch of forms, the DATA _NULL_ step is used to generate a report with the nature of each potential error. This should be done soon after the data are received so that information is not lost [5, 6] . Each query should clearly identify the participant, the data item in question, and a clear description of the problem [5] [6] [7] . Figure 5 shows the potential error report for EVAL02.DAT before including the edit statements shown in Figure 4 . The output is organized by individual ( ), listing potential problems with specific variables. When potentially out-of-range values are reported ( ), the "acceptable" range and the actual value are also printed as a reference.
For small studies, simply handing this report to field personnel for investigation might be sufficient. Larger studies are better managed by maintaining a computerized database of potential problems and their resolution, including marking items as resolved or unresolvable, and the particular correction that is to be applied [1, [4] [5] [6] [7] [9] [10] [11] . This provides further documentation for the audit trail of all data changes [3, 4, 6, 7] . Keeping track of issues that can't be resolved (missing data that can't be recovered, e.g.) prevents sending study personnel out repeatedly to investigate the same items. In addition to electronic documentation, study documents should be marked manually with a single line through the erroneous value, the correct value, date, initials, and explanation [4, 7] .
After creating the file of editing statements to address correctable errors, the correction program should be re-run to make sure the edits were applied and that new problems weren't created. Figure 6 shows the potential error report for EVAL02.DAT after applying the edit statements shown in Figure 4 . The report is shorter than the original version in Figure 5 , the edits have been appropriately applied, and the remaining items are either acceptable or can't be resolved.
Creating data sets for analysis
Once the edits for a given batch are complete, the data can be appended to a master file. Figure 7 shows the program used to combine the evaluation datasets. While combining batches into a master file can wait until all edits are complete [5] , creating interim datasets allows you to compare values across datasets to check for internal consistency. Combining batches also provides an opportunity to check for duplicate forms [10] and compare entered forms with the management database to see if the two sources match [9] . If interim data sets are analyzed, the date can be included in the name so that former versions are always available [4, 6] . For example, the versions of the evaluation data set created in January, 1999 and July 2000 could be named EVAL9901.SAS7BDAT and EVAL0007.SAS7BDAT, respectively.
Once these final checks have been accomplished, the data file should be ready for statistical analysis. It is possible that more potential problems will be highlighted once analysis begins. Every new analysis holds the potential for uncovering new data problems. A strategy for dealing with this should be developed a priori. In some studies the final data sets are "locked," and no further changes are allowed. We chose to apply a final set of edits and recreate the analytic data set. At some point, however, further changes don't affect the results importantly while costing a great deal of time and effort. Permanent SAS data set for analysis EVALUATE.SAS7BDAT
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