INTRODUCTION
As the Department of Defense struggles to reduce the costs associated with maintaining legacy software and developing new software systems, it has endorsed the use of Computer-Aided Software Engineering (CASE) tools and environments. This is demonstrated within the MIL-STD 498 document set with numerous references to CASE and the acceptance of CASE generated specifications and design documents. Organizations such as the Defense Modeling and Simulation Office (DMSO), within the Draft DMSO Master Plan, have specified that CASE technology be used to standardize the software development processes and produce maintainable code This paper focuses on the application and integration of CASE technology into an existing DoD simulation, the Joint Theater Level Simulation (JTLS).
The SEI software process maturity model defines 5 levels of process maturity. The current level of the development process directly affects software quality. Software developed within a higher level process produces higher quality software within time and budgeting constraints. These levels range from the initial chaotic level (level 1) to a final optimization level (level 5).
Within each level, there are several definitive characteristics. Table 1 describes the 5 levels and their respective key characteristics (Humphrey 1990 The integration of CASE technology within JTLS will be evaluated on how it affects the JTLS software development process. Does the inclusion of CASE add unnecessary overhead without providing any meaningful benefits? The criteria used within this paper for eval-uating CASE tools are: 1) Does it solidify the JTLS position within the current maturity model level, and 2) Does it improve the current process to allow movement to the next level?
JTLS
JTLS is a joint theater-level simulation model (DISA 1992) . It simulates the key aspects of air, land, and naval operations of up to 10 sides. Each side has an independent asymmetrical relationship with all remaining sides. Both Monte Carlo and deterministic calculations provide realistic theater level interactions. JTLS development began in 1982 as part of a US-REDCOM initiative.
Original JTLS requirements specified a two-sided joint military simulation for theater-level training and analysis. Technical requirements included software optimization for the Digital Electronics Corporation's (DEC) Virtual Management System (VMS). Currently, The Joint Warfighting Center, a Joint Chiefs of Staff 5-7 organization, sponsors a JTLS Project Officer who manages and directs the JTLS Configuration Control Board (CCB). This organization provides the common direction for JTLS maintenance and enhancements. Recent technical enhancements include the m o t i f based GUI and POSM compliance.
The JTLS Software Maturity Level
In order to place the JTLS software process within a specific maturity level, JTLS process characteristics were compared to characteristics within the process maturity model (Humphrey 1990) . Table 2 shows the relationship between the Level 3 characteristics and the contributing organizations within the JTLS process. 
CASE
Automating the JTLS software development process with CASE technology offers several benefits. These include: 1) Automated software process data collection, 2) Faster software development, 3) Improved software consistency, 4) Improved version control, and 5 ) A more robust and intuitive development environment. CASE tools consist of two categories, "Upper" and "Lower" CASE tools (Erb 1992) . CASE tools focus on the requirement analysis and design software development phases. Some tools provide a graphical representation of the requirements and design concepts. Code generated from these designs directly relates to a specific requirement. This has the potential to cut development time and time associated with identifying code, design, and requirement deficiencies. It is easier to identify functionality within code employing these tools because they relate to human language or graphical representations instead of actual code (Wilde et al. 1992) .
Lower CASE tools focus on code generation, debugging environments, and code configuration management tools. Code generators, many graphically based, provide standardized code templates. Programmer provided logic then completes the program. Graphical debugging environments provide an easy way to set breakpoints, view variables, etc., while the code is executing. Configuration management tools provide revision control, code management, and automated error tracking. Integrated CASE environments consist of both Lower and Upper CASE tools in a common environment.
CASE AND JTLS
CASE integration within JTLS is an evolutionary process without specific beginning and ending dates.
Building a set of CASE tools that supports a well-defined software process may take up to five years (Erb 1992) . The JTLS development team is now using, evaluating, and selecting CASE tools that fit into the development process. Investigation into advanced software engineering techniques such as object-oriented approaches are on-going.
Our evolutionary process relies on a well defined, SEI level 3, software process. Very simply, the integration strategy identifies those processes that are: l ) Easily automated using Commercial Off The Shelf (COTS) products, and 2) Within the JTLS team's current operational software skills.
Current CASE integration focuses on several areas within the JTLS software process. The software development areas include some of the lower components of software production, testing, and configuration management. Areas for future integration include the upper phases of software production. These areas include: requirement analysis, software design, software scheduling, and quality assurance.
Code Development
Integration of a GUI design and C-based m o t i f code generation tool eased the porting of 125,000 lines of GIAC application code to the m o t i f API. The previous version of GIAC relied on the proprietary SUNbased XView API. The porting required approximately one full man-year of effort. This included the learning curve associated with the programmer's transition from XView to Motif.
New user interface development also uses the GUI design and code generation tool. Programmers unfamiliar with X Windows and Motif, experience a relatively short learning curve in producing usable applications when using this tool. Creating basic m o t i f applications using menus, scrolling list, and other simple widgets takes only a few hours as opposed to days without the tool. This allows the programmer's attention to focus on the task of creating the data manipulation logic.
Debugging and Testing 2.1 Configuration Management
Currently, the Defense Systems Information Agency (DISA) representatives customize a COTS database tool to store, classify, and retrieve Engineering Change Proposals (ECP) and Software Trouble Reports (STR). This tool stores, manages, and classifies the types of enhancements that accumulate over time thereby allowing JTLS releases based upon functional groupings identified through trend analysis. Analysis of STR trends, based on their number and impact, will provide quantitative measurements of the types of errors being documented. Resources can then be allocated to correct the problem areas.
Other tools under consideration consist of version control and code management systems. Several types of management tools have been investigated including the UNIX-based Source Code Control System (SCCS). These types of systems provide version management, revision control, change control, and configuration control.
Automated capabilities provided by these systems include: 1) Code check out and check in procedures for multiple programmers working on the same code, 2) Merge facilities to incorporate multiple changes, 3) Partial compilation capabilities to compile only those files that have changed and the other files that will be affected by those changes, 4) Version change, access, and compilation, 5 ) Restore and code change comparisons, and 6) Code commenting upon modification.
To provide code maintainers with the location of codelevel logic errors COTS based graphical debugging tools were introduced. Graphical debuggers provide a "point and click" interface for viewing a source code representation of the executing software. Setting breakpoints, viewing variables, and loading aborted executable files are all possible with many of these tools. These tools allow domain area novices to locate and identify functional errors quickly. The software maintainers then use this information to make the corrections.
A COTS database tool is used to record functional errors during software testing. Here errors are stored, categorized, retrieved, and prioritized. Measurements dealing with the number and type of the errors are formulated to predict future reliability of the tested software (Stark 1993) .
CASE Analysis and Design
JTLS continues to evolve functionally, operationally, and technically (Weber and Wittman 1994) . Improved network modeling including communications, distribution, and movement networks increase the functional aspects of the model. Middleware translators providing data feeds from JTLS to real world C41 systems including the Global Command and Control System (GCCS) enhance operational capabilities. Finally, porting to an open distributed architecture provides a sound foundation to transition to object-oriented analysis, design and programming. Upper CASE tools are under investigation for their usefulness in this transition.
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CASE Tool Level 3 Defined Process Support
Implemented CASE tools range from debuggers and code producers to error tracking and reporting database applications. They fit well within the Level 3 process of identification and utilization of software engineering technologies and methods. Rapid prototyping is now possible with the introduction of Lower CASE tools associated with the development of X Windows GUIs. These types of tools drastically reduce the complexity and time associated with developing a MotiflX Windows GUI. Measurement development for the data collected during the code and database testing is still incomplete. However, as these databases are populated, measurements based on the data, will be formulated to provide software quality relationships.
CASE Tool Process Improvement
Software quality can be defined as a mixture of internal and external attributes. Quality characteristics involve portability, reliability, efficiency, human engineering, testability, understandability, and modifiability. Attaining Level 4 status involves identifying functions within the process that affect these characteristics (Davis 1993) . For example, modifiability of code is partially governed by how easy it is to locate a particular functionality within the software. This, in turn, is related to the coding standards used to create the software. These standards deal with code documentation, modularization, and formatting. By selecting a CASE tool that produces code adhering to these standards, the code produced will be formatted, modularized, and documented in a standardized manner and thus easier to modify.
Reliability is also a characteristic that is strongly identified with software quality (Davis 1993) . By collecting and analyzing data within our CASE database applications, reliability measurements will be established based on the number and type of identified errors. At this time, we have not collected sufficient data to form a knowledgeable hypothesis about software development errors and if they occur during requirements analysis, software design or coding.
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