Abstract: Some authors suggest that transitioning requirements engineering from the traditional statements in natural language with shall clauses to model-based requirements within a Model-Based Systems Engineering (MBSE) environment could improve communication, requirements traceability, and system decomposition, among others. Requirement elements in the Systems Modeling Language (SysML) fail to fulfill this objective, as they are really a textual requirement in natural language as a model element. Current efforts to directly leverage behavioral and structural models of the system lack an overarching theoretical framework with which to assess the adequacy of how those models are used to capture requirements. This paper presents an approach to construct true model-based requirements in SysML. The presented approach leverages some of SysML's behavioral and structural models and diagrams, with specific construction rules derived from Wymore's mathematical framework for MBSE and taxonomies of requirements and interfaces. The central proposition of the approach is that every requirement can be modeled as an input/output transformation. Examples are used to show how attributes traditionally thought of as non-functional requirements can be captured, with higher precision, as functional transformations.
Introduction
Problem formulation, traditionally in the form of requirements, is considered by some authors to be the cornerstone of systems engineering [1] . The development of Model-Based Systems Engineering (MBSE) has led to the idea of substituting traditional shall statements by models [2] [3] [4] [5] [6] [7] . This transformation is expected to provide several benefits, including enhanced mapping, traceability, and system decomposition [6] . Furthermore, incorporating models of requirements within a central model of the system, instead of leveraging textual statements in natural language, could "facilitate requirement understanding and foster automatic analysis technique" [5] . This need demands exploring the question of what forms a good model of a requirement or a model-based requirement. This is the central point of this paper.
In the Systems Modeling Language (SysML), modeling requirements has primarily taken two paths. In the first path, SysML incorporates elements called requirement element and requirements diagram [8] . These are intended to model the requirements the system is expected to fulfill. In the second path, behavioral models of the system of interest are used (or marked) as requirements. That is, the diagram itself becomes the requirement, without the need for a statement in natural language containing a shall clause [6, 7, 9] . The first path fails to fulfill its objectives, because the resulting requirement elements are no more than an encapsulation of a textual requirement in natural language as a model element. The second path is promising because it directly leverages behavioral and structural models of the system without requiring statements in natural language. However, we contend that direct use of diagrams or models of the system as requirements may yield two risks. First, by modeling the desired system and not the desired solution space, the solution space may be overconstrained unnecessarily [10] . Second, arbitrarily using a set of models, without an underlying theoretical framework that aids understanding as to how they shape the solution space, may yield coverage gaps in the requirements.
In this paper, we present an approach to construct true model-based requirements in SysML. We leverage some of SysML's behavioral and structural models and diagrams, with specific construction rules derived from Wymore's mathematical framework for MBSE [11] , a system-centric taxonomy of requirements [12] , and a widely adopted taxonomy of interfaces [13] . Wymore's framework provides the necessary theoretical bases to justify model selection to capture requirements. The requirements and interfaces taxonomies provide context for justifying completeness of requirement diversity in the resulting models [14] .
Background
The majority of the literature in model-based requirements deals with aspects related to requirements management. Some examples include work on requirements traceability and allocation (e.g., [4, [15] [16] [17] [18] [19] [20] [21] ) and modeling requirements engineering and management processes (e.g., [18, 22] ). However, as stated in the Introduction, such work does not address epistemological and structural aspects of model-based requirements. Therefore, this section is limited to prior literature specifically addressing defining and developing model-based requirements.
A common approach for modeling non-functional requirements is to capture them as properties or attributes of the system (e.g., [23, 24] ). In particular for SysML, this becomes handy because the approach is easily implementable by defining values for the physical block that represents the system of interest [5, 22] . However, this approach presents two weaknesses. The major one relates to the ambiguous interpretation of what a non-functional requirement is [12] . We show below that a distinction between functional and non-functional requirements does not really exist. As a result, modeling requirements in this way can yield severe inaccuracies in capturing the real requirement. The second weakness, while minor, is of conceptual nature. Requirements should define the external boundaries of the system, the solution space. Therefore, defining a requirement as a property or attribute of the system is conceptually inconsistent.
A higher level of sophistication in creating model-based requirements can be found in the field of software. Work in this area is aimed at transforming requirements in natural language into models, as part of the requirements elicitation activity. For example, the Model-driven Object-oriented Requirements Editor (MOR Editor) parses a requirement text into a set of properties or constraints associated to objects, called requirement elements [25] . A similar approach is used to interpret user stories [26] . The structure of the requirement models in these cases is derived from a template used to capture user stories in natural language. However, a theoretical framework for the template is not prescribed in these cases. While such approaches provide great flexibility, the resulting model structures acquire the limitations inherent to the template in natural language.
Mathematical definitions alone cannot solve this problem. For example, in the Requirements Driven Design Automation framework (RDDA), a requirement model is defined as M R = P, A, S, F, C, N C , R where P is the set of products described; A is the set of applications (with A ⊂ S); S is the set of subsystems; F is the set of features; C is the set of constraints;
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This structure enables the automation of certain types of analyses in ways that natural language templates cannot [27] . However, the model itself is internally inconsistent, at least with respect to good practices for requirements engineering and other theoretical developments. For example, subsystems are defined as part of the requirement model. While a relationship between a system requirement and subsystem is meaningful, the requirement should be free of implementation prescriptions [10, 28] . Furthermore, as identified above, some elements in the model are not orthogonal. For example, formal definitions are not provided for the terms constraint and feature. This lack of orthogonality may yield inconsistencies in the definition of requirements. We contend that such problems can be overcome by using a requirement model that is grounded on an internally consistent theory. This idea is central to this paper.
In this regard, the notion of semi-lattice has been used to define a requirement. Specifically, a requirement is considered a combination of a condition (e.g., when flying), a carrier (e.g., the system), a property (e.g., power consumption), and a domain (e.g., less than 100 W) [29] . Similar patterns are found in the literature, such as check <condition> after <condition> within <time> [16] . While internally consistent, these definitions present two problems. The first one stems from defining requirements as properties of the system, as discussed above. The second one relates to the way in which conditions may be defined. In particular, the definition does not prescribe against defining any type of system state as a condition. In fact, using states and transitions between states seems to be prevalent as the fundamental model to capture requirements. Using this concept, a functional requirement can be modeled as a required transition from one state to another [30] [31] [32] . Fundamentally, this leads to modeling a functional requirement as a triplet, such as (S c , T, S n ), where S c is the current state, T is the action triggering the transition, and S n is the next state following such action [30, 31] . Different required properties can then be linked to each one of those states and to the transition trigger. While we believe that the state-based model is valuable for modeling system behavior, we contend that it has a fundamental problem for modeling requirements broadly. Specifically, there is no formalism to define what the system must do in each state, or during the transition. This is critical, since the purpose of defining requirements is to understand the interaction on the system boundaries; as stated above, the requirements define the solution space. In addition, there are multiple interpretations to the meaning of state and transition [33] , which accentuates this problem.
A different approach to model-based requirements leverages what the system must do, as opposed to what characteristics it must exhibit or in what states it must transition. This conceptualization is also central to this paper. Prior work has attempted to model requirements as data exchanges and semantics associated with those exchanges [34] . However, the authors claimed that their approach was not broadly generalizable and that it had to be complemented with textual-based requirements [34] . Other authors suggested that requirements may be broadly defined as actions that the system must execute, specifically [35] . This template was used as the basis to extract textual-based requirements from existing SysML diagrams, specifically from activity diagrams, state machine diagrams, and block diagrams. As such, formal model-based requirements were not defined, but standard SysML directly used as requirements. The weaknesses of this approach are discussed above. The textual formalism has some parallels with the theoretical framework that we present in the next section, but with two key differences. First, we contend that defining the recipient actor for a system requirement is unnecessary, or at least should be abstracted. This is because the purpose of requirements is to define the boundaries of the system. Therefore, by definition, other external actors should not be included in the requirement, but their abstracted interaction should. Second, we suggest that all requirements can be modeled by a minimal set of actions and, hence, they can be prescribed. 
True Model-Based Requirements

Theoretical Framework
The purpose of defining system requirements is to allow for distinguishing systems that are acceptable from systems that are not. We differentiate in this paper between system requirements and stakeholder needs [10] , and address only the former. In this sense, a stakeholder need refers to a desire on an interaction between the system and an external system or actor. A system requirement takes the form of "an objective or criterion [that] a system is expected to fulfill" and could actually fulfill on its own [10] . In essence, system requirements define the conditions that a system needs to meet to enable the desires of the interaction captured in the form of stakeholder needs. For example, a stakeholder need would indicate the desired level of convenience while transporting something from A to B. Derived requirements would indicate the necessary mechanical vibration profiles provided to an abstraction of that something, which would enable such convenience once the system would be put in the operational context.
Wymore's conceptualization of system is central to the theoretical framework in this paper. We start by considering that any system can be modeled as a transformation of input trajectories into output trajectories [11] . Since a set of requirements yields a solution space (that is, a set of systems that fulfill those requirements) [10] , it follows that a solution space can be modeled as a set of transformations of input trajectories into output trajectories. Consequently, the central proposition of our theoretical framework is that every requirement can be modeled as an input/output transformation. In such models, the inputs, outputs, and transformations may be multidimensional.
Prior work in defining taxonomies for requirements supports this proposition. Requirement types can be reduced to four [12, 14] , which are listed in Table 1 . Table 1 . Requirement taxonomy (dapted from [12] ).
Req Type Description Examples
Functional What the system must do The system shall image the Earth surface in UV spectral range. The system shall transmit image data according to Interface XYZ.
Performance
How well the system must perform its functions
The system shall have a resolution better than 1 m. The system shall have a field of view larger than 2 • .
Resource
What the system may consume to perform its functions at the required performance
The system shall consume less than 200 W. The system shall have a mass lower than 900 kg.
Environment
Settings or contexts in which the system must perform its functions
The system shall operate in vacuum. The system shall withstand shock levels higher than ABC.
We show that these four types of requirements can be described as transformations of inputs into outputs:
Functional requirements inherently describe input/output transformations. Mathematically, a function is necessarily defined as a mapping between a domain and codomain. From a General Systems Theory perspective, engineered systems are necessarily open [36] . 2.
Performance requirements are, as defined, necessary characteristics, properties, or attributes associated with the inputs and outputs of the transformations that the system shall perform. In fact, this condition is necessary because any attribute transparent to the interaction between the system and external systems should not be considered a requirement due to unnecessarily constraining the solution space [10, 28] . 3.
Resource requirements define limits on resources that the system may consume. It is obvious that a resource must therefore be inputted to the system and that it is consumed for producing something. Hence, any limitation imposed on resource consumption is in fact part of a functional exchange and can be modeled in such a way.
4.
An environment for the system is an abstraction of boundaries between the system and external systems. The environment provides certain conditions under which the system must operate and imposes certain limitations on how the system may affect the environment. In other words, the environment provides certain inputs under which the system must operate and imposes certain limitations on the outputs the system may yield to the environment.
The feasibility of this idea in practice is further supported by Kossiakoff's taxonomy for external interfaces. According to the author, systems operate in three types of media, namely information, material, and energy, which become inputs to and/or outputs from the system [13] . Hence, it is recognized that transformations are not limited to the logical domain (information), but can be performed on material and energy as well.
Finally, the requirement, as a required input/output transformation, is completed by a required interface through which the system can accept the necessary inputs and provide the desired outputs.
Basic Model of a Requirement
The basic model of a requirement consists of a logical component and a physical component. The logical component describes the required transformation. The physical component describes the interface(s) through which the transformation occurs. We use (and extend) SysML's Sequence Diagram to capture the logical component; SysML's Internal Block Diagram is used to capture the physical.
The Sequence Diagram was chosen over other SysML model structures because it provides the necessary elements to model inputs and outputs without prescribing any internal behavior of the system. As shown in Figure 1 , the basic Sequence Diagram consists of input signals, output signals, and system boundaries. System boundaries are represented by the line that models the system (called lifeline). This visualization forces the modeler to consider only the boundaries of the system (as opposed, for example, to using an activity diagram). We chose to use Signals in SysML notation to model the inputs and outputs of the system. The definition of signal allows for capturing all logical properties of required system inputs and outputs. In this way, the required transformation is captured as a property of the output signal, since it is defined as a function of system inputs. In addition, using signals allows for capturing specific types of messages, even though they may have the same logical meaning. 4. An environment for the system is an abstraction of boundaries between the system and external systems. The environment provides certain conditions under which the system must operate and imposes certain limitations on how the system may affect the environment. In other words, the environment provides certain inputs under which the system must operate and imposes certain limitations on the outputs the system may yield to the environment.
The Sequence Diagram was chosen over other SysML model structures because it provides the necessary elements to model inputs and outputs without prescribing any internal behavior of the system. As shown in Figure 1 , the basic Sequence Diagram consists of input signals, output signals, and system boundaries. System boundaries are represented by the line that models the system (called lifeline). This visualization forces the modeler to consider only the boundaries of the system (as opposed, for example, to using an activity diagram). We chose to use Signals in SysML notation to model the inputs and outputs of the system. The definition of signal allows for capturing all logical properties of required system inputs and outputs. In this way, the required transformation is captured as a property of the output signal, since it is defined as a function of system inputs. In addition, using signals allows for capturing specific types of messages, even though they may have the same logical meaning. Certainly, the Sequence Diagram is already part of SysML. Its use for modeling requirements demands two new aspects that are presented in this paper. The first one is related to intent. Specifically, the model does not capture the expected behavior of a system, but its required behavior. Therefore, the difference between a Sequence Diagram that captures the behavior of a system and Certainly, the Sequence Diagram is already part of SysML. Its use for modeling requirements demands two new aspects that are presented in this paper. The first one is related to intent. Specifically, the model does not capture the expected behavior of a system, but its required behavior. Therefore, the difference between a Sequence Diagram that captures the behavior of a system and one that captures its required behavior will not necessarily differ in their level of abstraction or accuracy of values. However, they are different in nature; the former is an abstraction of a system and the latter is an abstraction of a solution space. This difference in intention, although subtle, is captured through the values associated with the different elements of the model. This aspect will become more apparent in the next section.
The second new aspect is how signals are treated. Traditionally in SysML, a signal in a sequence diagram represents a logical message. We extend that formalism to let a signal represent any type of logical exchange between two systems, as described in Kossiakoff's taxonomy and described above. In this way, a signal can represent an energy or material exchange, for example. Furthermore, the signal definition is extended to capture not only discrete messages, but also signals of continuous nature. Certainly, such continuity can still be modeled in SysML by using an infinite loop element that repeats at infinitely small periods. However, the extension allows for more efficient modeling. Instead of capturing continuous properties of the signal in the sequence diagram as a property of the overall exchange, they are directly captured in the signal element.
Attributes of the elements signal are used to model the required characteristics of the inputs and outputs. Figure 2 shows an example. Attributes of input signals capture the conditions that the system is required to accept. Attributes of the output signals capture the characteristics that those outputs must exhibit. There is no prescription for how those properties may be defined; they may take the form of value ranges, images, or functions (such as the required transformation that is allocated to output signals). For this purpose, other SysML elements or diagrams may be used, such as a parametric diagram to capture a required transformation. However, it should be noted, as described in the meta-model in Section 3.6, that the key elements that define the requirement are the signals; other modeling elements flow from them. one that captures its required behavior will not necessarily differ in their level of abstraction or accuracy of values. However, they are different in nature; the former is an abstraction of a system and the latter is an abstraction of a solution space. This difference in intention, although subtle, is captured through the values associated with the different elements of the model. This aspect will become more apparent in the next section. The second new aspect is how signals are treated. Traditionally in SysML, a signal in a sequence diagram represents a logical message. We extend that formalism to let a signal represent any type of logical exchange between two systems, as described in Kossiakoff's taxonomy and described above. In this way, a signal can represent an energy or material exchange, for example. Furthermore, the signal definition is extended to capture not only discrete messages, but also signals of continuous nature. Certainly, such continuity can still be modeled in SysML by using an infinite loop element that repeats at infinitely small periods. However, the extension allows for more efficient modeling. Instead of capturing continuous properties of the signal in the sequence diagram as a property of the overall exchange, they are directly captured in the signal element.
Attributes of the elements signal are used to model the required characteristics of the inputs and outputs. Figure 2 shows an example. Attributes of input signals capture the conditions that the system is required to accept. Attributes of the output signals capture the characteristics that those outputs must exhibit. There is no prescription for how those properties may be defined; they may take the form of value ranges, images, or functions (such as the required transformation that is allocated to output signals). For this purpose, other SysML elements or diagrams may be used, such as a parametric diagram to capture a required transformation. However, it should be noted, as described in the meta-model in Section 3.6, that the key elements that define the requirement are the signals; other modeling elements flow from them. Physical interfaces are modeled as ports of a block representing the system. Using standard SysML practice, signals are then allocated to corresponding connections between ports, as shown in Figure 3 . Contrary to most of the practice in MBSE, the requirement for the system is defined at port level, and not at part level. This makes the model consistent with the theoretical framework presented in the previous section: requirements define external transformations, not internal behavior. Ports are defined by InterfaceBlocks. Properties of these blocks capture requirements associated with the physical interface, as shown in Figure 4 . As was the case for signals, there is no prescription for how those properties may be defined. Physical interfaces are modeled as ports of a block representing the system. Using standard SysML practice, signals are then allocated to corresponding connections between ports, as shown in Figure 3 . Contrary to most of the practice in MBSE, the requirement for the system is defined at port level, and not at part level. This makes the model consistent with the theoretical framework presented in the previous section: requirements define external transformations, not internal behavior. Ports are defined by InterfaceBlocks. Properties of these blocks capture requirements associated with the physical interface, as shown in Figure 4 . As was the case for signals, there is no prescription for how those properties may be defined.
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• Properties that are related to the meaning of the exchange (e.g., packet configuration of a message, performance of a signal, etc.) must be modeled in the logical domain (i.e., signals). As previously stated, one such property is the transformation function, which is allocated to output signals.
•
Properties that are related to the specific vehicle through which meaning is conveyed (e.g., electrical properties of a signal through which a message is sent) must be modeled in the physical domain (i.e., ports). These properties include aspects related to transport layer (such as data structure) and physical layer (such as voltage levels).
Adding Richness to the Requirement Model
Certain requirements may impose or define logical and time dependencies between inputs and outputs. In textual form, these may take forms such as The system shall do C once conditions A and B are fulfilled or The system shall do B in less than X s after having done A. The formal specification of SysML's Sequence Diagram provides modeling features that can enhanced the richness of the requirement model by capturing these dependencies. It is also noted in this case that such formalisms are used as models of the requirements (that is, of a solution space) and not as a model of the actual behavior of a system.
Conditional dependencies are captured using interaction operators. Note that these model elements become part of the requirement model as well. For example:
1. Alternative behavior: This interaction operator can be used to capture a requirement to the system to exhibit different behaviors depending on certain conditions. No limitations are imposed in the conditions. They may refer to operational modes, historical actions, or external conditions (e.g., outside temperature). Figure 5a shows an example of a requirement model, where the system is required to react to external commands only if it is in On mode; if in Off mode, the system is required to accept the command but to not react to it (which is a different requirement from stating that the system will not receive commands when in Off mode). 2. Parallel behavior: This interaction operator can be used to capture a requirement to perform two or more transformations in parallel. No limitations are imposed on the type of elements that need to be executed in parallel. For example, they may refer to completely independent transformations that are performed in parallel, to the provision of several outputs simultaneously, or to the reception of inputs simultaneously. Figure 5b shows an example of a requirement model, where the system must perform a background health monitoring exchange while also responding to other operational requests. 3. Loop: This interaction operator can be used to capture a requirement to execute a transformation repeatedly until a condition is met. In addition, there is no prescription for what attributes and properties need to be defined for signals and ports. This is left open for each project. However, to guarantee consistency with the theoretical framework presented in the previous section, the following rules apply:
•
Adding Richness to the Requirement Model
1.
Alternative behavior: This interaction operator can be used to capture a requirement to the system to exhibit different behaviors depending on certain conditions. No limitations are imposed in the conditions. They may refer to operational modes, historical actions, or external conditions (e.g., outside temperature). Figure 5a shows an example of a requirement model, where the system is required to react to external commands only if it is in On mode; if in Off mode, the system is required to accept the command but to not react to it (which is a different requirement from stating that the system will not receive commands when in Off mode).
2.
Parallel behavior: This interaction operator can be used to capture a requirement to perform two or more transformations in parallel. No limitations are imposed on the type of elements that need to be executed in parallel. For example, they may refer to completely independent transformations that are performed in parallel, to the provision of several outputs simultaneously, or to the reception of inputs simultaneously. Figure 5b shows an example of a requirement model, where the system must perform a background health monitoring exchange while also responding to other operational requests.
3.
Loop: This interaction operator can be used to capture a requirement to execute a transformation repeatedly until a condition is met.
It should be noted that the example models in Figure 5 may be (and likely are) incomplete. For example, restrictions on time dependencies between inputs and outputs are not defined. From a problem formulation standpoint, Figure 5a would imply that as long as the system would
provide the Status message output after receiving the Status command, the system would be acceptable, regardless of the time that it would take it to do so. If this would not be the case (and it is generally not the case), requirements on time dependencies need to be captured in the model. This is done by adding duration constraints between the different inputs and outputs, as shown in Figure 6 . It should be noted that requirements on timing dependencies are not limited to time lapses between inputs and outputs. They may also impose time constraints between outputs and define timing relationships between inputs. As a reminder, these duration constraints do not define the expected behavior of the system in this case, but instead its desired behavior. It should be noted that the example models in Figure 5 may be (and likely are) incomplete. For example, restrictions on time dependencies between inputs and outputs are not defined. From a problem formulation standpoint, Figure 5a would imply that as long as the system would provide the Status message output after receiving the Status command, the system would be acceptable, regardless of the time that it would take it to do so. If this would not be the case (and it is generally not the case), requirements on time dependencies need to be captured in the model. This is done by adding duration constraints between the different inputs and outputs, as shown in Figure 6 . It should be noted that requirements on timing dependencies are not limited to time lapses between inputs and outputs. They may also impose time constraints between outputs and define timing relationships between inputs. As a reminder, these duration constraints do not define the expected behavior of the system in this case, but instead its desired behavior. 
Modeling Simultaneity of Requirements Applicability
Given a set of requirements, different subsets may need to be fulfilled simultaneously. Simultaneity can be modeled using interaction objects, as described in the previous section. In fact, it is possible to depict the model of an entire set of requirements in a single sequence diagram. However, such an approach would not be convenient due to the resulting modeling and interpretation complexities. We extend SysML's state machine diagram for capturing simultaneity of requirements applicability.
State machine diagrams have been widely used to capture patterns of how a system behaves against certain sequences of input trajectories [11] . Using states allows for simplifying an otherwise infinite model of exchanges, by finding repetitions in the way in which inputs arrive to the system.
We have leveraged this concept to create state-based requirements, or more precisely, mode-based requirements. In essence, we define a mode requirement as a collection of requirements that do not have conflicting requirements and that must be fulfilled simultaneously. Conflicting requirements cannot be fulfilled simultaneously. Therefore, a mode requirement must necessarily be free of them. Otherwise, the mode requirement would likely lead to an empty solution space [10] . Simultaneity is also necessary, since it captures the notion that the system needs to fulfill several requirements at the same time. Furthermore, we define that two mode requirements are distinct if and only if their collections of requirements are not identical. Using traditional jargon, this could be understood as modeling operational scenarios in which certain conditions apply simultaneously. 
State machine diagrams have been widely used to capture patterns of how a system behaves against certain sequences of input trajectories [11] . Using states allows for simplifying an otherwise infinite model of exchanges, by finding repetitions in the way in which inputs arrive to the system. We have leveraged this concept to create state-based requirements, or more precisely, modebased requirements. In essence, we define a mode requirement as a collection of requirements that do not have conflicting requirements and that must be fulfilled simultaneously. Conflicting requirements cannot be fulfilled simultaneously. Therefore, a mode requirement must necessarily be free of them. Otherwise, the mode requirement would likely lead to an empty solution space [10] . Simultaneity is also necessary, since it captures the notion that the system needs to fulfill several requirements at the same time. Furthermore, we define that two mode requirements are distinct if and only if their collections of requirements are not identical. Using traditional jargon, this could be understood as modeling operational scenarios in which certain conditions apply simultaneously.
Specifically, the state machine diagram in SysML is extended to capture mode requirements as follows (cf. Figure 7) . Each state element captures a mode. Each requirement (that is, the model of each requirement) that is applicable in that mode is linked to the corresponding state element. Note that, since the functional aspects of the requirement model are linked to its physical aspects, it is sufficient to link the Sequence Diagram to the state element. A final model element is needed to capture how each subset of the requirements becomes applicable. This is captured by one or more sequence diagrams, which model the required conditions for transitioning between mode requirements. These sequence diagrams link then to the states for which the transition occurs, as well as to the transition itself. Specifically, the state machine diagram in SysML is extended to capture mode requirements as follows (cf. Figure 7) . Each state element captures a mode. Each requirement (that is, the model of each requirement) that is applicable in that mode is linked to the corresponding state element. Note that, since the functional aspects of the requirement model are linked to its physical aspects, it is sufficient to link the Sequence Diagram to the state element. A final model element is needed to capture how each subset of the requirements becomes applicable. This is captured by one or more sequence diagrams, which model the required conditions for transitioning between mode requirements. These sequence diagrams link then to the states for which the transition occurs, as well as to the transition itself. 
Non-Functional Requirements are Always Related to Functional Requirements
Considering that every requirement can be modeled as an input/output transformation makes distinguishing between functional and non-functional requirements unnecessary. This is a departure from most literature in requirements engineering. Its merit is justified in Section 3.1. We show in this 
Considering that every requirement can be modeled as an input/output transformation makes distinguishing between functional and non-functional requirements unnecessary. This is a departure from most literature in requirements engineering. Its merit is justified in Section 3.1. We show in this section three specific instantiations of how traditional non-functional requirements can be better described as transformations.
The key paradigm change is to recognize that functional transformations are not limited only to operational or commandability aspects of a system's behavior. Instead, they also exist in physical interactions of the system with other external systems. Consider for example the requirements for a locking system on a door. With the traditional conceptualization, one would come up with requirements associated with the operation of the locking mechanism, as depicted in Figure 8a . Those requirements would be complemented with a set of non-functional requirements, such as vibration levels that the locking system needs to withstand, derived from the mechanical forces injected into the locking system. With our proposed conceptualization, those mechanical forces are also modeled as inputs to and outputs from the system, as shown in Figure 8b . As can be seen, pushing the door to open it injects a force into the door, which is transmitted as a force to the lock. Vibration levels are hence properties of those input signals to the system, not a property of the environment as an external system. We contend that those physical properties can eventually be linked to functional transformations, even if not apparent initially. For example, consider a requirement on the maximum mass of a satellite. As discussed above, requirements should be defined on external boundaries of the systems, not as attributes of the system. Where does mass fit then? The first step is to question why there is a mass requirement in the first place. Let us keep it simple and state that the restriction on the satellite mass derives from the need to launch the satellite on a certain rocket. The satellite is attracted by Earth's gravity, pulling the rocket in an opposing direction from where it needs to go, which puts more energy demands on the rocket to leave the Earth. In fact, if the satellite could be designed so that it would float inside the rocket (that is, it would compensate gravity somehow), there would be no need for a mass requirement. Therefore, in essence, a restriction for the satellite We contend that those physical properties can eventually be linked to functional transformations, even if not apparent initially. For example, consider a requirement on the maximum mass of a satellite. As discussed above, requirements should be defined on external boundaries of the systems, not as attributes of the system. Where does mass fit then? The first step is to question why there is a mass requirement in the first place. Let us keep it simple and state that the restriction on the satellite mass derives from the need to launch the satellite on a certain rocket. The satellite is attracted by Earth's gravity, pulling the rocket in an opposing direction from where it needs to go, which puts more energy demands on the rocket to leave the Earth. In fact, if the satellite could be designed so that it would float inside the rocket (that is, it would compensate gravity somehow), there would be no need for a mass requirement. Therefore, in essence, a restriction for the satellite mass exists because the satellite is providing an output to the rocket (force in one direction) at a particular joint between the satellite and the rocket (physical interface). Consequently, the mass requirement can be easily modeled as a property of a required logical output of the system (force) through a physical interface.
In addition, we have found that capturing non-functional requirements as models increases the level of precision over using natural language. Consider as an example the requirement the system shall exhibit ABC color. The three models in Figure 9 capture such a requirement. However, as can be seen, they describe a different solution space. The model in Figure 9a indicates that the system has to exhibit such a color inherently, without using any external source. The model in Figure 9b indicates that the system has electrical power available for use, when generating the color. The model in Figure 9c indicates that the system can use the sunlight to provide the required color. It should be noted that in the three cases, the apparent non-functional requirement of color can be modeled as a functional exchange (e.g., as in Figure 9c , a paint is no more than a reflection (output) of incoming light (input)). Certainly, all these model-based requirements can also be described in natural language. We contend however that conceptualizing any requirement as a transformation pushes the requirement analyst to be explicit about his/her mental models with the requirement, increasing consistency and completeness. Figure 10 shows a partial meta-model of the model-based requirements framework presented in this paper. Its purpose is to serve as a general guide for the reader. Future work will address formalizing the meta-model. It should be noted that all elements and diagrams in Figure 10 extend the original elements and diagram in SysML, as described in previous sections. Figure 10 shows a partial meta-model of the model-based requirements framework presented in this paper. Its purpose is to serve as a general guide for the reader. Future work will address formalizing the meta-model. It should be noted that all elements and diagrams in Figure 10 extend the original elements and diagram in SysML, as described in previous sections.
Meta-Model
The meta-model in Figure 10 explains how the different elements that form a model-based requirement relate to each other. These relationships are fundamental to guarantee that the definition of the model-based requirement is complete. Two aspects are worth noting in the meta-model. First, the meta-model shows that the model-based requirement is formed by three main pillars, as previously discussed: a sequence diagram (which captures the input/output exchanges), an internal block diagram (which captures the physical interfaces through which the inputs and outputs are conveyed by the system to external actors), and mode requirements (which describe the sets of requirements that apply together). Furthermore, the meta-model indicates that a model-based requirement can only be fully described if at least one element of each type (sequence, block, and mode) is defined and linked to each other. The meta-model in Figure 10 explains how the different elements that form a model-based requirement relate to each other. These relationships are fundamental to guarantee that the definition of the model-based requirement is complete. Two aspects are worth noting in the meta-model. First, the meta-model shows that the model-based requirement is formed by three main pillars, as previously discussed: a sequence diagram (which captures the input/output exchanges), an internal block diagram (which captures the physical interfaces through which the inputs and outputs are Second, the three pillars that define a requirement are not independent. Instead, there is a complete linkage between all elements that are necessary to capture a requirement completely. Specifically:
Figure 10 shows a partial meta-model of the model-based requirements framework presented in this paper. Its purpose is to serve as a general guide for the reader. Future work will address formalizing the meta-model. It should be noted that all elements and diagrams in Figure 10 extend the original elements and diagram in SysML, as described in previous sections.
1.
Signals are linked to Interfaces, which makes the Sequence Diagram elements be connected to the Internal Block Diagram elements. This means that the logical and physical domains aspects of the requirement are connected.
2.
Modes are linked to Sequence Diagrams, which makes the Sequence Diagram elements be linked to the Mode requirement elements. This means that that every required input/output exchange is contextualized within the overall requirement set for the system. 3.
As a result of the previous two points, the Internal Block Diagram elements are also linked to mode requirements. This means that every required external interface is also contextualized within the overall requirement set for the system.
Case Study
Methodology
The goal of this case study is to demonstrate the approach presented in this paper for constructing model-based requirements in SysML. To this end, a set of requirements in natural language is used as a starting point. This set provides a baseline formulation of the problem. In this way, the reader can explore how the same problem can be formulated in model-based form.
A formal proof that both formulations yield the same solution space is not provided in this paper. We believe that such proof may in fact be impossible, given the inherent ambiguity in natural language for describing requirements [37] . Instead, aspects of coverage and accuracy in capturing the problem of interest will likely need to be investigated experimentally. Such work is outside the scope of this paper.
Problem Statement
An optical space instrument is considered for this case study. The purpose of the instrument is to take images of the Earth and send them to the satellite platform under command by the platform. In parallel, the instrument provides health status data continuously to the satellite platform for monitoring purposes. The case study is limited to capture in model-based form the requirement set listed in Table 2 in natural language. The requirement set has been adapted from [12] and includes new requirements that have been added to make the set coherent and with a flavor of completeness. Although the set of requirements is a very limited subset of what an actual set of requirements may be, the "[a]cceptability and suitability of the sample requirements [were] validated by deriving and contrasting them against requirements of actual operational and scientific optical space systems developed by different manufacturers for different customers and with a similar level of complexity, which is represented by an instrument mass of around 1 ton" [12] . Table 2 . Requirements for the optical instrument in natural language (adapted from [12] ).
Req ID Description
R1
The instrument shall image a target at 600-650 km according to IF-1.
R2
The instrument shall image a target with spectral radiance of ABC (*plot) according to IF-1.
R3
The instrument shall accept Command A according to IF-2.
R4
The instrument shall transmit image data according to IF-2 in less than 0.2 s after receiving Command A.
R5
The instrument shall have a resolution better than 1 unit.
R6
The instrument shall have a FOV greater than 2 • .
R7
The instrument shall provide telemetry data every 1 s according to IF-2.
R8
The instrument shall accept power according to IF-3.
R9
The instrument shall consume less than 600 W of electrical power.
R10
The instrument shall withstand a mechanical load of 5 g in any direction on IF-4.
R11
The instrument shall fulfill its performance when subjected to a temperature between −10 • C and +45 • C at IF-4.
R12
The instrument shall have a lifetime of at least 7 years.
Note 1 R10 only applies during launch. All other requirements only apply once the instrument is powered on through IF-3.
* These elements are not shown for convenience. Tables 3-7 capture the interface details referred to by the requirements in Table 1 . An incomplete sample list of parameters is used for convenience, but it is sufficient to showcase how such properties are captured in model-based form. Table 7 . Requirements for the optical instrument in natural language (adapted from [12] ).
Req ID Strategy
R1
This requirement defines an input that the system must accept. It will be modeled directly as an input signal.
R2
This requirement defines a characteristic of the required input defined in R1. It will be modeled as a property of the signal modeled to capture R1.
R3
R4
The requirement defines an output that the system must provide, as well as the conditions under which the output must be provided. It will be modeled as an output signal and a time dependency with the signal modeled to capture R3.
R5
This requirement defines a characteristic of the required output defined in R4. It will be modeled as a property of the signal modeled to capture R4.
R6
R7
This requirement defines an output that the system must provide, as well as the conditions under which the output must be provided. It will be modeled as an output signal occurring in parallel to the exchanges required by R1 through R4.
R8
This requirement defines an input that the system must accept. It will be modeled directly as an input signal. In addition, it will be modeled as a starting event that needs to occur before the exchanges required by R1, R2, R3, R4, and R7 can be executed (since the instrument must be powered in order to fulfill those requirements), and which remains active in parallel with the other exchanges defined in the corresponding mode of operation.
R9
This requirement defines a resource limitation that the system must fulfill, in relation to the required input defined in R8. It will be modeled as a property of the signal modeled to capture R8.
R10
This requirement defines an external environment in which the system needs to operate. It will be modeled as an input signal (mechanical energy) to the system.
R11
This requirement defines an external environment in which the system needs to operate. It will be modeled as an input signal (thermal energy) to the system.
R12
This requirement defines a constraint on how long the system needs to fulfill its requirements. It will be modeled as a duration constraint that describes for how long each transformation needs to be executed.
Note 1
This note defines modes of operation for the system, for which different sets of requirements apply. It leads to define a specific mode (launch) in which R10 applies and another set of modes in which the rest of the requirements apply, as well as the transitions between the modes. Table 7 describes the strategies or conceptualizations to capture the requirements in Table 2 in model-based form. Interface properties in Tables 3-6 will be captured as properties of the physical port through which logical signals are conveyed, as explained in Section 3.2.
Formulation Strategy
Model-Based Requirements
For the purpose of this example, we start by organizing the sets of requirements that need to be fulfilled simultaneously. They are modeled as shown in Figure 11 . In Table 7 , we define two modes (sets of model-based requirements), Launch and Nominal operations. The model-based requirements that need to be fulfilled in each mode are linked to each corresponding mode. Furthermore, the model-based requirement Mode transition is created to indicate the conditions under which each set of requirements (i.e., mode) becomes applicable. These conditions are depicted in Figure 12 . As can be seen, a strict order is defined, meaning that the Nominal operations requirements set will only need to be fulfilled after the Launch requirements set has been fulfilled. Such transition in applicability of requirements is determined by a condition on the state of the acceleration inputted into the system. In this regard, it is important to note that Figure 12 should not be understood as the system transitioning from one state to another and acceleration acting as a trigger. Instead, the model-based requirement Mode Transition captures the conditions that make one set of requirements (mode) applicable over the other one.
(sets of model-based requirements), Launch and Nominal operations. The model-based requirements that need to be fulfilled in each mode are linked to each corresponding mode. Furthermore, the model-based requirement Mode transition is created to indicate the conditions under which each set of requirements (i.e., mode) becomes applicable. These conditions are depicted in Figure 12 . As can be seen, a strict order is defined, meaning that the Nominal operations requirements set will only need to be fulfilled after the Launch requirements set has been fulfilled. Such transition in applicability of requirements is determined by a condition on the state of the acceleration inputted into the system. In this regard, it is important to note that Figure 12 should not be understood as the system transitioning from one state to another and acceleration acting as a trigger. Instead, the model-based requirement Mode Transition captures the conditions that make one set of requirements (mode) applicable over the other one. We turn now to modeling each specific set of requirements. We use the following process, which is not prescriptive: 1. We model the exchanges of inputs and outputs (Figures 13 and 14) . 2. We model the properties of those inputs and outputs (Figure 15 ). 3. We model the allocation of those inputs and outputs to the physical interfaces through which they are conveyed ( Figure 16 ). 4. We model the properties of the physical interfaces (Figures 16 and 17) .
The set of requirements applicable in Launch is depicted in Figure 13 . The set of requirements applicable in Nominal operations is depicted in Figure 14 .
As described in Table 7 , the mechanical load requirement is modeled as an energy input to the instrument. The input is characterized as a continuous flow (not a one shot) with the value of the minimum acceleration that the instrument will receive (cf. Figure 15 ). The diagram in Figure 13 does not show any output. However, this does not imply that the system is not executing any transformation. The full set of requirements needs to be evaluated when making such judgement. In this case, the transformation occurs. It is captured by including Figure 12 and the requirements modeled in Figure 14 . The system will execute several outputs (as modeled in Figure 14 , which are described below) after it has received the input in Figure 13 , as indicated by the strict sequence in Figure 12 . We turn now to modeling each specific set of requirements. We use the following process, which is not prescriptive:
We model the exchanges of inputs and outputs (Figures 13 and 14) . 2.
We model the properties of those inputs and outputs ( Figure 15 ). 3.
We model the allocation of those inputs and outputs to the physical interfaces through which they are conveyed ( Figure 16 ). 4.
We model the properties of the physical interfaces (Figures 16 and 17) . We turn now to modeling each specific set of requirements. We use the following process, which is not prescriptive: 1. We model the exchanges of inputs and outputs (Figures 13 and 14) . 2. We model the properties of those inputs and outputs (Figure 15 ). 3. We model the allocation of those inputs and outputs to the physical interfaces through which they are conveyed ( Figure 16 ). 4. We model the properties of the physical interfaces (Figures 16 and 17) .
As described in Table 7 , the mechanical load requirement is modeled as an energy input to the instrument. The input is characterized as a continuous flow (not a one shot) with the value of the minimum acceleration that the instrument will receive (cf. Figure 15 ). The diagram in Figure 13 does not show any output. However, this does not imply that the system is not executing any transformation. The full set of requirements needs to be evaluated when making such judgement. In this case, the transformation occurs. It is captured by including Figure 12 and the requirements modeled in Figure 14 . The system will execute several outputs (as modeled in Figure 14 , which are described below) after it has received the input in Figure 13 , as indicated by the strict sequence in Figure 12 . Several aspects in Figure 14 are worth discussing with respect to the Nominal operations requirement set. First, there is a need to leverage the parallel interaction operator because the requirements in the set need to be fulfilled simultaneously. Hence, the diagram represents that the instrument will:
1. continuously be exposed to the incoming light from the Earth's surface, during which 2. the instrument will receive a continuous stream of electrical power and thermal energy, and Second, the loop operation operator is used to capture the lifetime requirement. It indicates that the modeled exchange needs to be executed for seven years at least, as stated in Table 7 . Third, the temporal nature of different inputs and outputs are captured through properties in the signal elements. Figure 15 shows how they can be used to capture one-off signals (such a trigger), continuous flows (such as energy flux), and periodic signals. In addition, it should be reminded that signal properties can also be defined by linking to parametric diagrams. The allocation of inputs and outputs into physical interfaces in Figure 16 captures the four different interfaces identified in Section 4.2. Direction of arrows is consistent with the signals being inputted to or outputted by the instrument, as indicated by the sequence diagrams in Figures 13 and  14 . The allocation of inputs and outputs into physical interfaces in Figure 16 captures the four different interfaces identified in Section 4.2. Direction of arrows is consistent with the signals being inputted to or outputted by the instrument, as indicated by the sequence diagrams in Figures 13 and  14 . Figure 16 . Requirements on the allocation of logical inputs and outputs to physical interfaces through which they must be conveyed.
The properties of those interfaces derived from the requirements in Section 4.2 are shown in Figures 17 and 18 . Pinout allocation and some aspects of the transport layer have been modeled using proxy ports to avoiding model complexity. In this example, specific meanings of data messages are captured separately and the linked to the physical interfaces (cf. Figure 18) . Finally, as was the case for signals, properties could also be linked to parametric diagrams. Requirements on the allocation of logical inputs and outputs to physical interfaces through which they must be conveyed. Figure 16 . Requirements on the allocation of logical inputs and outputs to physical interfaces through which they must be conveyed.
The properties of those interfaces derived from the requirements in Section 4.2 are shown in Figures 17 and 18 . Pinout allocation and some aspects of the transport layer have been modeled using proxy ports to avoiding model complexity. In this example, specific meanings of data messages are captured separately and the linked to the physical interfaces (cf. Figure 18) . Finally, as was the case for signals, properties could also be linked to parametric diagrams. The set of requirements applicable in Launch is depicted in Figure 13 . The set of requirements applicable in Nominal operations is depicted in Figure 14 .
As described in Table 7 , the mechanical load requirement is modeled as an energy input to the instrument. The input is characterized as a continuous flow (not a one shot) with the value of the minimum acceleration that the instrument will receive (cf. Figure 15 ). The diagram in Figure 13 does not show any output. However, this does not imply that the system is not executing any transformation. The full set of requirements needs to be evaluated when making such judgement. In this case, the transformation occurs. It is captured by including Figure 12 and the requirements modeled in Figure 14 . The system will execute several outputs (as modeled in Figure 14 , which are described below) after it has received the input in Figure 13 , as indicated by the strict sequence in Figure 12 .
Several aspects in Figure 14 are worth discussing with respect to the Nominal operations requirement set. First, there is a need to leverage the parallel interaction operator because the requirements in the set need to be fulfilled simultaneously. Hence, the diagram represents that the instrument will:
1.
continuously be exposed to the incoming light from the Earth's surface, during which 2.
the instrument will receive a continuous stream of electrical power and thermal energy, and 3.
will receive commands and be expected to provide image data, and 4.
is expected to provide telemetry data periodically.
Second, the loop operation operator is used to capture the lifetime requirement. It indicates that the modeled exchange needs to be executed for seven years at least, as stated in Table 7 . Third, the temporal nature of different inputs and outputs are captured through properties in the signal elements. Figure 15 shows how they can be used to capture one-off signals (such a trigger), continuous flows (such as energy flux), and periodic signals. In addition, it should be reminded that signal properties can also be defined by linking to parametric diagrams.
The allocation of inputs and outputs into physical interfaces in Figure 16 captures the four different interfaces identified in Section 4.2. Direction of arrows is consistent with the signals being inputted to or outputted by the instrument, as indicated by the sequence diagrams in Figures 13 and 14 .
The properties of those interfaces derived from the requirements in Section 4.2 are shown in Figures 17 and 18 . Pinout allocation and some aspects of the transport layer have been modeled using proxy ports to avoiding model complexity. In this example, specific meanings of data messages are captured separately and the linked to the physical interfaces (cf. Figure 18 ). Finally, as was the case for signals, properties could also be linked to parametric diagrams. Collectively, the models represented in Figures 11-18 capture all requirements listed in Table 2 without using shall statements. They provide an example of how requirements can be expressed using only models, which we call in this paper true model-based requirements.
Conclusions
An approach to model requirements that leverages and extends SysML has been presented. The approach builds on an internally consistent theoretical framework, which guarantees avoiding formal flaws in terms of bounding solution space. The central proposition of the approach is that every requirement can be modeled as an input/output transformation. As a result, the approach itself forces us to define requirements on the boundaries of the system and inherently avoids over-constraining the solution space unnecessarily. In addition, the central proposition implies that it is not meaningful to distinguish between functional and non-functional requirements. This conceptualization, which departs from existing literature, facilitates consistency. Examples have been provided to show how attributes traditionally allocated to a system and thought of as non-functional (e.g., mass or color) are actually attributes of the inputs and outputs of the system. Furthermore, the paper has shown that the proposed approach to model requirements as transformations can improve precision over using natural language.
Implementation of the approach in SysML is architected as follows:
(1). An extended sequence diagram captures the required logical transformation. (2) . Signals capture logical inputs and outputs with their required attributes. (3) . Ports in block elements capture the physical interfaces and their required properties through which inputs and outputs are conveyed. (4). An extended state machine diagram is used to capture mode requirements, which capture the simultaneity aspects of requirements applicability.
