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Pri raziskavah procesov navarjanja je potrebno poleg krmiljenja gibanja varilnega obloka, 
nadzirati tudi temperature, dimenzije depozita, velikost taline itd. Integracijo merilnih in 
krmilnih sistemov, kot tudi razvoj algoritmov krmiljenja, je v razvojni fazi najbolj 
primerno izdelati v LabView programskem okolju. V diplomski nalogi raziskujemo 
možnosti uporabe odprtokodnih rešitev CNC krmilnikov za integracijo CNC pozicijskih 
sistemov z LabView programskim okoljem. Razvito je krmiljenje celotnega sistema. 
Sistem krmili krmilnik Arduino Uno s pomočjo programske opreme Grbl. Učinkovitost 
krmiljenega procesa smo testirali na področju 3D navarjanja. Sistem je učinkovit na 
manjših izdelkih. 
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When investigating the welding processes, in addition to controlling the movement of the 
welding arc, we must also control temperature, deposit dimensions, melt size, etc. The 
integration of measurement and control systems, as well as the development of control 
algorithms, is best suited for development in the LabView programming environment. We 
want to explore the possibilities of using open source CNC controller solutions to integrate 
CNC positioning systems with the LabView programming environment. Control of the 
whole system has been developed. The system controls Arduino Uno controller using Grbl 
software. The efficiency of the controlled process was tested in the field of 3D welding. 
The system is effective on smaller products. 
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CNC računalniško numerično krmiljenje (angl. Computer Numerical Control) 
DNC neposredno numerično krmiljenje (angl. Direc Numerical Control) 
CAD računalniško podprto načrtovanje (angl. Computer Aided Design) 
CAM računalniško podprta proizvodnja (angl. Computer Aided Manufacturing) 
HDMI vmesnik za prenos avdiovizualnih nestisnjenih digitalnih podatkov (angl. 
High Definition Multimedia Interface) 
USB univerzalno serijsko vodilo (angl. Universal Serial Bus) 
PWM pulzno-širinska modulacija (angl. Pulse-Width Modulation) 
CPU centralna procesna enota (angl. Central Processing Unit) 
DSP namenski mikroprocesor za obdelovanje digitalnih signalov (angl.Digital 
Signal Processor) 
LPT vzporedna vrata na IBM osebnih računalnikih, namenjena upravljanju 
tiskalnikov (angl. Line Print Terminal Port) 
MIG varjenje – neoplaščena elektroda z inertnim zaščitnim plinom (angl. Metal 
Inert Gas) 
MAG varjenje – neoplaščena elektroda z aktivnim zaščitnim plinom (angl. Metal 
Active Gas) 
IDE integrirano razvojno okolje (angl. Integrated Development Environment) 
ZIP format stisnjene arhivske datoteke (angl. zip) 
EEPROM električno izbrisljiv programirljiv bralni pomnilnik (angl. Electrically 
Erasable Programmable Read-Only Memory) 
SRAM statični bralno-pisalni pomnilnik (angl. Static Random Access Memory) 
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1 Uvod 
1.1 Ozadje problema 
Pri raziskavah procesov navarjanja je treba poleg krmiljenja gibanja varilnega obloka 
nadzirati tudi temperature, dimenzije depozita, velikost taline itd. Integracijo merilnih in 
krmilnih sistemov, kot tudi razvoj algoritmov krmiljenja, je v razvojni fazi najbolj 
primerno izdelati v LabView programskem okolju. Krmiljenje pozicijskih sistemov CNC 
strojev iz LabView predstavlja velik izziv. Tu imamo sedaj dve možnosti. Uporabimo 
klasični CNC sistem s profesionalnim CNC krmilnikom, ki mu preko DNC protokola 
sproti pošiljamo G ukaze. Uporabljen CNC krmilnik je v tem primeru »black box« 
kateremu se lahko zgolj prilagajamo. Posledično je to ne zaželeno v razvojni fazi. 
Alternativa temu je uporaba odprtokodnega krmilnika, ki deluje na nekem mikrokrmilniku, 
odprtokodnost pa omogoča, da ga lahko mi po potrebi predelamo glede na to kar 
potrebujemo v naših raziskavah. Slednja rešitev omogoča večjo fleksibilnost, hkrati pa je 
tudi cenejša. 
 
 
1.2 Cilji 
V okviru diplomskega dela bom najprej raziskal obstoječe odprtokodne krmilnike in 
njihovo programsko opremo. V naslednjem koraku bom izbral odprtokodni krmilnik in ga 
integriral v naš CNC stroj. Nato bom v programskem okolju LabView izdelal program, ki 
integriral vse sisteme, generiral pot gibanja pri 3D navarjanju in pošiljal G ukaze na izbran 
odprtokodni krmilnik. bo uspešno vodil in komuniciral s krmilnikom. Raziskal bom 
funkcionalnost in omejitve razvitega sistema s poudarkom na izbranem odprtokodnem 
krmilniku. Ovrednotil bom uspešnost integracije in delovanje celotnega sistema na primeru 
navarjanja. 
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2 Potek izdelave navarjenega 3D izdelka 
Slika 2.1 prikazuje obstoječi blokovni diagram sistema 3D varjenja, ki ga uporabljata 
laboratorija LAKOS in LAVAR. Postopek 3D varjenja se začne z izdelavo računalniško 
podprtega načrtovanega (angl. computer aided design – CAD) modela, ki s pomočjo 
programa za računalniško podprto proizvodnjo (angl. computer aided manufacturing – 
CAM) izdela potrebno G-kodo. S pomočjo npr. Matlab skripte dobljeno G-kodo dodatno 
obdelamo, dodatna obdela za potrebe 3D tiska, tako da preko  CNC (angl. computer 
numerical control) krmilnika dodatno vklapljamo in izklapljamo vhode in izhode. 
Uporabnik pred pričetkom navarjanja na varilnem viru nastavi potrebne parametre 
varjenja, kot so metoda varjenja, varilni tok, varilna napetost in hitrost gorilnika. 
Pripravljeno G-kodo uporabnik prenese v uporabniški vmesnik, ki začne pošiljati signale 
ukazov na CNC krmilnik. Na podlago dodajamo material plast po plast in čez čas dobimo 
3D izdelek. 
 
 
 
Slika 2.1: Obstoječa struktura sistema 3D varjenja. 
Potek izdelave navarjenega 3D izdelka 
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Izdelati želimo alternativo, ki podpira krmiljenje pozicijskega sistema prek programskega 
okolja LabView. Na sliki 2.2 je prikazan blokovni diagram novega pozicijskega sistema. 
Zaradi preprostosti testov smo iz sistema umaknili programe za izdelavo poti in dodatne 
obdelave G-kode. Uporabnik lahko za enostavne izdelke, kot so naši, sproti generira G-
kodo in jo preko serijske komunikacije pošilja na CNC krmilnik. 
 
 
 
Slika 2.2: Nova struktura sistema 3D varjenja. 
 
Programsko okolje LabView je izbrano zato, ker omogoča enostavno generiranje poti 
predvsem pa integracijo različnih sistemov od razne senzorike, krmiljenja in ostalih 
vhodno/izhodnih enot. Integracija senzorike je ključna za sprotno spremljanje procesa 
navarjanja in uspešnosti izvedbe. Na to temo se v svetovnem merilu izvaja veliko raziskav 
[1], [2]. 
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3 Pregled obstoječih odprtokodnih 
krmilnikov in programske opreme 
Računalniško numerično krmiljenje (CNC) označuje avtomatizacijo obdelovalnih strojev, 
krmiljenih s programi, zapisanimi na računalniku. V modernih CNC sistemih je izdelava 
izdelka tesno integrirana od računalniško podprtega načrtovanja (CAD) do računalniško 
podprtega proizvajanja (CAM). CAD/CAM programi so sposobni ustvariti program za 
stroj, ki na podlagi geometrije, definirane s CAD modelom, in tehnologije, definirane s 
CAM, omogoča izdelavo kosa na stroju [3]. Krmilnik je najpomembnejši del CNC stroja in 
opravlja vse nadzorne operacije. Kakovost delovanja krmilnika je odvisna od strojne 
opreme, na kateri je nameščen. Število osi, ki jih CNC krmilnik lahko krmili je odvisno 
tako od strojne opreme kot od programske opreme. Operacije, ki jih opravlja krmilnik: 
 Bere sprejeta kodirana navodila. 
 Dekodira kodirana navodila. 
 Izvaja različne interpolacije za realizacijo ukazov gibanja.  
 Krmili močnostne podsisteme. 
 Prejema povratne signale položaja in hitrosti za vsako pogonsko os. 
 Uporablja dodatne funkcije krmiljenja, kot so hladilno sredstvo ali vreteno, 
vklop/izklop in menjava orodja. 
CNC krmilnike bi se delilo na tri kategorije. Tiste, ki se uporabljajo za hobi, 
polprofesionalno in profesionalno rabo. V nadaljevanju so našteti tisti krmilniki, ki se 
uporabljajo predvsem za hobi in polprofesionalno rabo in so cenovno dostopnejši. V 
skupino profesionalnih krmilnikov spadajo CSMIO/IP-S, Yaskawa in Masso, itd. ti 
krmilniki so veliko zmogljivejši od krmilnikov za hobi in polprofesionalno rabo. Zaradi 
cene profesionalnih krmilnikov nismo testirali. 
 
.  
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3.1 Beagle bone green 
SeedStudio BeagleBone Green je nizkocenovna, odprtokodna, razvojna platforma tako za 
hobi kot za razvijalce. Zasnova temelji na klasični odprtokodni strojni opremi BeagleBone 
Black. BeagleBone Green ima dva priključka Grove, ki omogočata lažjo povezavo z 
velikim številom senzorjev Grove. Zaradi dodatnih konektorjev za Grove senzorje se je s 
platforme umaknilo HDMI (angl. high definition multimedia interface) konektor. [4]. 
 
 
3.2 Raspberry Pi 3 Model B+ 
Raspberry Pi 3 Model B+ je najnovejši izdelek v Rasberry Pi 3 seriji, ki se ponaša z 64-
bitnim 4-procesorskim jedrom, ki deluje s taktom 1.4 GHz, dvopasovnim 2.4 GHz in 5 
GHz brezžičnim LAN (angl. local area network), Bluetooth 4.2/BLE in hitrejši Ethernet. 
Dvopasovno brezžično omrežje LAN je opremljeno z modularnim certifikatom o 
skladnosti, kar omogoča, da se plošča oblikuje v končne izdelke s precej zmanjšanim 
testom skladnosti z brezžičnim omrežjem, kar izboljša stroške in čas trženja. Raspberry Pi 
3 Model B+ ohranja enako mehansko obliko kot Rasberry Pi 2 Model B in Raspberry Pi 3 
Model B+ [5]. 
 
 
3.3 CNC USB Krmilnik Mk3/4 
Krmilniki PlanetCNC zagotavljajo popolno, popolnoma integrirano programsko/strojno 
rešitev. Dodatna programska oprema za upravljanje stroja ni potrebna. Programska oprema 
USB (angl. universal serial bus) CNC krmilnik je namenska aplikacija, zasnovana tako, da 
popolnoma izkoristi funkcije namenske strojne opreme. Ima številne funkcije za pomoč pri 
vsakodnevnem delovanju CNC strojev [6]. 
 
 
3.4 TinyG V8 
Projekt TinyG je večosni sistem za nadzor gibanja. Namenjen je tako CNC aplikacijam kot 
tudi drugim aplikacijam, ki zahtevajo zelo natančen nadzor gibanja. TinyG naj bi bil 
popolnoma vgrajena rešitev za majhno/srednjo kontrolo motorja [7]. 
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3.5 Arduino Uno 
Arduino Uno je mikrokrmilniška plošča, ki temelji na ATmega328P. Ima 14 digitalnih 
vhodno/izhodnih zatičev (od tega jih lahko 6 uporabimo kot izhod PWM (angl. pulse-width 
modulation)), 6 analognih vhodov, 16 MHz kvartni kristal, USB povezavo, vtičnico za 
napajanje, glavo ICSP in gumb za ponastavitev. Vsebuje vse, kar za podporo potrebuje 
mikrokrmilnik [8]. 
 
 
3.6 MyCNC-ET6 CNC Ethernet 
Vsi krmilniki myCNC delujejo pod gostiteljskim računalnikom s programsko opremo 
myCNC Control. MyCNC Control Software je večplastna programska oprema, ki deluje na 
operacijskih sistemih Windows (7, 8, 10), Linux, Embedded Linux. Namizni računalnik, 
prenosni računalnik, industrijski osebni računalnik ali enojni računalnik (kot je Raspberry 
Pi2 / 3, Odroid-C2 / XU4, Asus Tinker Board, Rock64) je lahko gostitelj za nadzorno 
ploščo myCNC za izdelavo CNC krmilnega paketa [9]. 
 
 
3.7 Acorn 
Acorn uporablja integrirano 1 GHz ARM Cortex A8 Motion Control CPU (angl. central 
processing unit) in komunicira s CNC računalnikom prek hitre in zanesljive Ethernet 
povezave. Kontrolna plošča Acorn CNC nadzoruje široko paleto osnih motorjev in 
pogonov z industrijskim standardnim korakom in smernim ukaznim signalom. Je odlično 
za številne vrste strojnih orodij, kot so: CNC rezkalni stroji, širok izbor CNC 
usmerjevalnikov, plazma, plamen in CNC stružnice za 3D tiskalnike in druge specialne 
aplikacije. Acorn je združljiv z majhnimi in velikimi motorji vseh vrst in se lahko 
uporablja z večino vseh servomotornih pogonov brez krtačk, kot so: DMM, Delta, Estun, 
Teco, Teknic, Yaskawa in drugi. Večina vseh pogonov koračnega motorja je združljiva z 
Acorn boardom, tudi priljubljena koračna pogona Gecko in Leadshine. Acorn deluje na 
Centroid dokazano industrijsko kakovost Mill ali Lathe CNC nadzor programske opreme 
[10]. 
 
 
3.8 UC100 
Krmilnik gibanja UC100 premaga težave, kot so neprimeren priključek in preobremenitev 
procesorja na računalnikih, saj ima nadzorni čip za visoke hitrosti DSP (angl. digital signal 
procesor) nameščen zunaj računalnika. To omogoči odstranitev vseh časovnih kritičnih 
opravil iz nadzornega računalnika in operacijskega sistema Windows ter izvedbo vseh teh 
nalog v notranjosti. Ima novejšo vrsto priključka kot LPT (angl. local print terminal port), 
ki obstaja na vseh današnjih računalnikih [11]. 
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3.9 Mesa 7130 
7I30 je poceni 4-osna H-mostič kartica za nadzor gibanja. 7I30 ima maksimalno vrednost 
toka 3 A in napetost 48 V. Tokovne meje med 1 A in 3 A si lahko uporabnik nastavi sam 
kot tudi hitre in počasne tokovne načine napajanja [12]. 
 
 
3.10 Programska oprema 
Izbor programske opreme je velik, na izbiro imamo že pripravljene programske pakete, ki 
naše računalnike spremenijo v CNC krmilnike. Programski paketi poleg pretvorbe naših 
računalnikov v krmilnike s seboj prinašajo predpripravljene uporabniške vmesnike. 
Uporabniških vmesnikov se ne da modificirati popolnoma, nekatere lahko sicer nekoliko 
prilagodimo, vendar samo toliko, kolikor nam dovoljuje programski paket. V nadaljevanju 
bom opisal dva programska paketa, ki sem ju imel na razpolago v laboratoriju LAKOS. 
 
Vse tri preizkušene programske opreme zagotavljajo mnogo enakih funkcij. Programski 
opremi kot sta Mach3 in LinuxCNC nam v primerjavi z Grbl-jem omogočata krmiliti do 6 
osi hkrati, v nasprotju z Grbl-jem, ki nam omogoča nadzorovanje samo X, Y in Z osi. 
Prednost Grbl-ja je v tem, da nam omogoča večjo svobodo pri izdelavi uporabniških 
vmesnikov in je povsem brezplačen. Grbl program spremeni Arduino ali Raspberry pi  
ploščico v krmilnik in ne računalnika, kar nam omogoča izvajanje dodatnih drugih funkcij 
z računalnikom. Vendar proizvajalec Grbl-ja priporoča predvsem uporabo Arduino Uno 
ploščice. Ena izmed prednosti programa Grbl je v tem, da ga lahko naložimo in nato 
upravljamo prek vseh operacijskih sistemov, saj deluje Mach3 na operacijskem sistemu 
Windows, LinuxCNC pa deluje na operacijskem sistemu Linux. Za enostavnejše sisteme z 
Grbl-jem ne potrebujemo ločilne kartice, dovolj je ploščica Arduino. 
 
 
3.10.1 Mach3 
Mach3 spremeni navadni računalnik v krmilnik CNC strojev in deluje na večini 
računalnikov z operacijskim sistemom Windows. Mach3 lahko krmili gibanje koračnih 
motorjev in servo motorjev. Programska oprema je prilagodljiva in se uporablja za številne 
aplikacije s številnimi vrstami strojne opreme [13]. 
 
Na sliki 3.1 je prikazan uporabniški vmesnik Mach3. Vmesnik je sestavljen iz petih oken, 
med katerimi lahko izbiramo. Okna si od leve proti desni sledijo v zaporedju: okno zagon 
programa; okno, kamor lahko sami vpisujemo G-kodne ukaze; okno, ki prikazuje pot 
orodja; okno, kjer se nastavlja odmike in premike; okno nastavitev; okno za preverjanje 
napak na strojni opremi. Vrstni red oken lahko poljubno menjamo. Okno, ki je prikazano 
na sliki 3.1, se imenuje zagon programa. V grobem ga lahko razdelimo na dve polovici. V 
zgornji polovici imamo prikazovalnike, v spodnji polovici vidimo ukaze in nastavitve. 
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V zgornji polovici imamo tri prikazovalnike, ti si od leve proti desni sledijo v zaporedju: 
prikazovalnik G-kodnih ukazov, prikaz pozicije posamezne osi in prikazovalnik poti in 
lokacije rezalnika in celotne G-kode. Med prikazovalnikoma G-kode in pozicije 
posamezne osi so postavljeni gumbi za izvedbo ukazov, ki vrnejo vsako os posebej v 
izhodišče ali pa vse osi hkrati. Pod prikazovalnikom pozicije osi je postavljenih še pet 
gumbov z ukazi in ti si od leve proti desni sledijo v zaporedju: ukaz za prekinitev 
povezave; ukaz za premik v Z osi; ukaz 'to go', ki prikaže razdaljo, katero je potrebno 
narediti; ukaz za izpis pozicije stroja; ukaz za aktiviranje maksimalnih dovoljenih 
premikov v posamezni osi. 
 
V spodnji polovici upravljamo z nekaterimi nastavitvami in povemo krmilniku naj začne 
ali konča cikel, naj ustavi premikanje rezalnika in zaustavitev celotnega sistema. Desno od 
omenjenih ukazov so postavljeni gumbi z ukazi za obdelavo in nastavitev G-kode.  
Nato pa so prikazana tri polja, v katerih nastavljamo hitrost rezalnika, vrtilno hitrost 
rezalnika in pridobimo informacijo o orodju, ki ga uporabljamo Nato pa so prikazana tri 
polja, v katerih nastavljamo hitrost rezalnika, vrtilno hitrost rezalnika in pridobimo 
informacijo o orodju, ki ga uporabljamo. 
 
Če bi želeli izbrati Mach3, je njegova slabost v tem, da je edini od opisanih krmilnikov, ki 
ga je potrebno plačati. Sicer ima brezplačno verzijo, vendar ima krmilnik slabše 
karakteristike. Na Mach3 poleg tega težje dodamo še druge senzorje in zaznavala. Mach3 
krmilnik v osnovi še vedno uporablja paralelni vmesnik, ki pa je zastarel in ga večina 
sodobnih prenosnih računalnikov nima. V ta namen so naredili povezavo prek 
univerzalnega serijskega vodila (USB), ki ga dokumentacija Mach3 ne opisuje in ne 
obravnava, zaradi česar je konfiguracija in vzpostavitev povezave med Mach3 krmilnikom 
in perifernimi enotami težja. 
 
 
 
Slika 3.1: Uporabniški vmesnik Mach3. 
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3.10.2 LinuxCNC 
V osnovi je LinuxCNC sestavljen iz štirih glavnih komponent: krmilnika gibanja, 
diskretnega vhodno/izhodnega krmilnika, izvajalca nalog in več besedilnih ter grafičnih 
uporabniških vmesnikov. Diskretni vhodno/izhodni krmilnik je sestavljen iz večjega števila 
manjših krmilnikov za posamezne podsisteme, kot so rezalnik, hladilna tekočina in 
pomožni podsistemi. Izvajalec nalog upravlja in koordinira dejanja gibanja in diskretnega 
vhodno/izhodnega krmilnika. Njihova dejanja so programirana v običajnem numeričnem 
nadzoru  G in M kodnih programih, ki so prek izvajalca nalog interpretirani v razna 
sporočila. Ta so poslana v krmilnik gibanja ali diskretni vhodno/izhodni krmilnik ob 
primernih trenutkih [14]. 
 
Na sliki 3.2 je prikazan uporabniški vmesnik LinuxCNC-ja, ki je v primerjavi z Mach3 
uporabniškim vmesnikom veliko bolj pregleden in manj zapolnjen, pri tem pa omogoča 
skoraj vse funkcije, ki jih ima vmesnik Mach3. 
 
 
 
Slika 3.2: Uporabniški vmesnik LinuxCNC [15]. 
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3.10.3 Universal G-code sender 
Universal G-code sender je uporabniški vmesnik razvit v Javi in potrebujemo za zagon 
programa na računalniku imeti programsko opremo Java 8 ali kasnejše različice. Razvit je 
bil za uporabo krmilnikov kot sta  Grbl in TinyG/g2core. Lahko izbiramo med dvema 
verzijama to sta: Universal –code sender platform, ki temelji na Neatbeans platformi in 
Universal G-code sender Classic, ki ima enostavnejši in preprostejši uporabniški vmesnik. 
Pri   Universal G-code sender platform verziji imamo na uporabniškem vmesniku dodano 
okno za virtualni prikaz poti orodja in predogled izdelka. Universal G-code platform 
verzija nam omogoča prosto premikanje CNC stroja v dveh ravninah hkrati in s tem 
znižamo število potrebnih korakov za premik CNC sroja v želeno pozicijo. CNC stroj 
lahko istočasno premikamo npr. v smeri +X in +Y; v smeri –X in +Y itd. ne omogoča pa 
nam premikanja v dveh ravninah kjer bi bila ena izmed ravnin Z. Takega premikanja nam 
ostali uporabniški vmesniki ne omogočajo. Slika 3.3 prikazuje uporabniški vmesnik 
Universal G-code sender Classic, ki je enostavnejši za uporabo.  
 
 
 
Slika 3.3: Uporabniški vmesnik Universal Gcode sender Classic. 
 
Če želimo vzpostaviti komunikacijo med krmilnikom in uporabniškim vmesnikom je 
potrebno najprej izbrati pravilna komunikacijska vrata, baudno hitrost in krmilnik s 
katerim bomo upravljali. Uporabniški vmesnik nam poleg prostega premikanja CNC stroja 
kaže še delovno pozicijo in pozicijo stroja. Omogoča nam nalaganje datotek z G-kodo, kjer 
nam potem program preračuna dolžino trajanja izdelave izdelka; število vseh vrstic; 
vrstice, ki so bile poslane na krmilnik in še ne izvedene vrstice G-kode. Realizirane ima 
tudi vse potrebne hitre ukaze, kot so ukaz za izvajanje iskanja izhodiščne pozicije (angl. 
homing), prekinitev stanja alarm, ponastavitev posamezne osi, itd. 
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4 Pozicijski sistem 
3D varjenje se izvaja na 3-osnem CNC stroju za odrezovanje, ki se imenuje X. CNC stroj 
je bil razvit v laboratoriju LAKOS Fakultete za strojništvo, kjer so ga kasneje za potrebe 
3D varjenja predelali v 3D varilni stroj. Celoten sistem je prikazan na sliki 4.1. 
 
 
 
Slika 4.1: Sistem za 3D varjenje. 
 
LAKOS X nam omogoča premikanje v 3 oseh. Na sliki 4.2 je prikazana semi-operacijska 
shema celotnega sistema. Na vodila stroja moramo vezati 3 bipolarne koračne motorje 
CM1-P23L20C, ki že imajo vgrajene močnostne krmilnike za koračne motorje in 
inkrementalne dajalnike (angl. encoder). 
Pozicijski sistem 
14 
 
Slika 4.2: Semi-operacijska shema celotnega sistema. 
 
Koračni motorji zaradi inkrementalnih dajalnikov pri previsokih obremenitvah ne 
izgubljajo signalov korakov. Močnostni krmilniki motorjev delujejo s 5 V, pri čemer 
spreminjajo impulze korak in smer, ki jih dobivajo iz krmilnika Arduino Uno v ustrezne 
konfiguracije vgrajenih H-mostičev. H-mostiči pošiljajo 24 V napetosti na tuljave koračnih 
motorjev, ki prek para jermenic in zobatega jermena s prestavnim razmerjem 2.5, ki ga 
izračunamo po enačbi (1), vrtijo posamezno kroglično vreteno. Vsako kroglično vreteno 
ima korak 5 mm/obrat. Tako lahko po enačbi (2) izračunamo, koliko pulzov mora poslati 
krmilnik, da se breme na krogličnem vretenu premakne za 1 mm. Za število potrebnih 
pulzov za premik 1 mm/obr uporabimo indeks p1, za število potrebnih pulzov za premik 5 
mm/obr pa uporabimo indeks p2. 
 
  
  
  
 
  
  
     
(1) 
   
     
  
    
       
   
            
       
          
(2) 
 
V smereh X in Y se breme premika po vodilih, ki so v X smeri dolga 165 mm in v Y smeri 
180 mm. V smeri Z ima CNC stroj škarjast mehanizem, po katerem je stroj dobil ime 
LAKOS X. CNC stroj se lahko v Z smeri premakne za 220 mm. Ker uporabljamo koračne 
motorje, si krmilnik pozicijo bremena zapomni s štetjem korakov iz izhodiščne pozicije. 
Ob vsakem zagonu stroja moramo tako izvesti ukaz iskanja izhodiščne pozicije stroja 
(angl. home), zato imamo na stroju v skrajnih legah vseh treh osi nastavljeno končno 
stikalo. 
 
Zaradi varnosti uporabnika, CNC stroja in okolice je bila na mizo stroja nameščena 
zaščitna posoda, ki med varjenjem ščiti pred iskrami, izbrizgi in UV sevanjem. Za dodatno 
varnost CNC stroja poskrbijo tudi končna stikala. Saj se ob primeru sklenitve končnega 
stikala zaustavi izvajanje kateregakoli ukaza razen ukaza iskanja izhodiščne pozicije stroja. 
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5 Varilni vir 
Kot vir varilnega toka smo uporabili stroj Welbee Inverter P500L [16], ta nam omogoča 
obločno varjenje po MIG (angl. Metal Inert Gas) ali MAG (angl. Metal Active Gas). Na 
varilnem viru lahko nastavljamo varilno metodo, hitrost varjenja, varilni tok in varilno 
napetost. Na varilnem viru je postavljen podajalnik žice CM-7402-D, ki skrbi za primerno 
hitrost dovajanja varilne žice med varjenjem. Varilna žica, se skupaj z zaščitnim plinom 
preko cevnega paketa dovede do MIG/MAG gorilnika. Slika 5.1 prikazuje zgoraj 
omenjene komponente, kot so MIG/MAG gorilnik, podajalnik žice, jeklenka z zaščitnim 
plinom, cevni paket in varilni vir. 
 
 
Slika 5.1: Varilni vir in oprema za varjenje. 
Varilni vir 
16 
DC, DC low spatter, DC pulse in DC wave pulse so štiri različne uporabne metode po 
katerih lahko varimo z našim varilnim virom. Za vsako metodo nam proizvajalec pove 
katere zaščitne pline moramo uporabiti, katere materiale varilne žice in njihove premere 
lahko uporabljamo z določenimi zaščitnimi plini in izbrano varilno metodo. Varimo lahko 
z varilnimi žicami, ki imajo premer med 0,8 mm in 1,6 mm. Varilni vir lahko med testi 
zanesljivo oddaja od 30 A do 500 A varilnega toka, od 12 V do 45 V varilne napetosti, pri 
tem pa delovna temperatura med izvajanjem varjenja ne sme biti nižja od 10 ˚C in 
presegati 40 ˚C. 
 
Na sliki 5.2 je prikazano izvajanje zaporedja varjenja. Na najbolj osnovni ravni je potek 
izvajanja pred varjenjem, varjenje in po varjenju. Če želimo lahko dodamo še začetne 
pogoje in pogoje za zapolnitev obloka. V fazah pred varjenjem  in po varjenju se začne oz. 
prekine dovajanje zaščitnega plina. V fazi varjenja navarjamo podajno žico na osnovni 
material. Faza začetni pogoji nam omogoča potek varjenja v določenem zaporedju, ko je 
stikalo za gorilnik vklopljeno. V fazi pogojev za zapolnitev obloka lahko dodatno 
obdelujemo del obloka. 
 
 
 
Slika 5.2: Zaporedje varjenja [16]. 
 
Na nosilec, ki je nastavljen nad Z osjo, je pritrjen MIG/MAG gorilnik. Na varilnem viru 
določimo tok in napetost, hitrost gorilnika in varilno metodo, ki so vsi prisotni med 
varjenjem. Iz krmilnika z G-kodo krmilimo pot, hitrost, vklop in izklop varjenja. Hitrosti iz 
varilnega vira in krmilnika se morata ujemati drugače so lahko izdelani izdelki neuporabni. 
Hitrost z varilnega vira pove podajalniku žice kako hitro mora dovajati žico, da bodo 
dimenzije depozita čim bolj enakomerne preko celotnega zvara. Krmilnik z nastavljeno 
vrednostjo hitrosti, krmili hitrost delovanja koračnih motorjev. 
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6 Razvoj krmilja 
6.1 CNC krmilnik 
CNC stroj je krmiljen s pomočjo Arduino Uno ploščice, ki ima naloženo odprtokodni 
operacijski sistem Grbl. Krmilnik in CNC stroj sta povezana s 25-izhodnim paralelnim 
vmesnikom (LPT) in ločilno ploščico za ločevanje signalov (angl. breakout board). Vse 
skupaj nadziramo s pomočjo uporabniškega vmesnika LabView, tako kot je prikazano na 
sliki 4.2. Krmilnik pošilja izhodne signale za krmiljenje koračnih motorjev, vklopa/izklopa 
varjenja in bere vhodne signale končnih stikal. Ločilna ploščica služi za razdelitev 
signalov, ki jih oddaja krmilnik, dovajanje dodatnih virov napetosti, ki jih potrebujejo 
končna stikala, in služi za električno izolacijo med krmilnikom in ostalimi električnimi 
komponentami v CNC sistemu. Ločilno ploščico in Arduino ploščico napajamo z 
enosmerno napetostjo 5 V prek USB povezave z računalnikom. Tabela 6.1 prikazuje 
uporabljene priključke na krmilniku, vzporednem vmesniku in ločilni ploščici. 
 
Tabela 6.1: Uporabljeni priključki ločilne ploščice in krmilnika. 
ARDUINO 
PRIKLJUČEK 
LPT 
PRUKLJUČEK 
NAMEN/SIGNAL PRIKLJUČENO 
D2 P2 Izhod – X KORAK X koračni motor 
D5 P3 Izhod – X SMER X koračni motor 
D3 P4 Izhod – Y KORAK Y koračni motor 
D6 P5 Izhod – Y SMER Y koračni motor 
D4 P6 Izhod – Z KORAK Z koračni motor 
D7 P7 Izhod – Z SMER Z koračni motor 
D9 P10 Vhod – HOME X X končno stikalo 
D10 P11 Vhod – HOME Y Y končno stikalo 
D12 P12 Vhod – HOME Z Z končno stikalo 
D11 P17 Izhod – VKLOP  
VARJENJA 
Gorilnik/vir varilnega 
toka 
GND P18-25 GND GND 
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Na sliki 6.1 vidimo 25-izhodni ženski »D« vmesnik, kjer so izhodi od 1 do 9 ter 14, 16 in 
17 namenjeni izhodnim signalom, izhodi od 10 do 13 ter 15 pa so namenjeni vhodnim 
signalom. Na koncu imamo še izhode od 18 do 25, ki so namenjeni nizkemu potencialu 
(GND). 
 
 
 
Slika 6.1: Vzporedni vmesnik [13]. 
 
Sliki 6.2 in 6.3 prikazujeta povezavo računalnika, krmilnika, vzporednega vmesnika, 
ločilne ploščice in ostalih perifernih komponent, ki so vezane v celoten sistem. 
 
 
 
Slika 6.2: Povezava krmilnika z računalnikom in paralelnim vmesnikom. 
 
Razdelitev signalov na določene izhode na ločilni ploščici vidimo na sliki 6.3. Izhodi P2, 
P4 in P6 so namenjeni za zasuk vrtenja koračnih motorjev, pri čemer pa so izhodi P3, P5 in 
P7 namenjeni za korak. Izbrani bipolarni koračni motorji si ob izključitvi stroja ne morejo 
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zapomniti pozicije, prav tako stroj nima vgrajenega absolutnega dajalnika. Edini način, pri 
katerem stroj ve, kje v prostoru se nahaja, je štetje korakov oz. impulzov iz izhodiščne 
pozicije stroja (angl. home). Kot že omenjeno, ima stroj za namen iskanja izhodiščne 
pozicije na koncih vodil pritrjena končna stikala, ki imajo na ločilni ploščici uporabljene 
vhode P10, P11 in P12. Izhod P17 je namenjen za vklop in izklop varjenja, ki že ima vezan 
5 V rele na ločilni ploščici. Vir varilnega toka in stikalo MIG/MAG gorilnika sta povezana 
prek normalno odprtih kontaktov releja. Za dodatno zaščito uporabnika, okolice in stroja je 
med rele in MIG/MAG gorilnikom nameščeno dodatno varnostno stikalo, ki se zaradi 
večje varnosti vklopi šele pred začetkom varjenja. Varnostno stikalo služi tudi izogibanju 
nezaželenim vklopom varjenja ob povezavi s krmilnikom in kot izklop v sili v primeru 
napake med izvajanjem operacij. 
 
 
 
Slika 6.3: Povezava ločilne ploščice s krmilnikom in ostalimi perifernimi enotami. 
 
Končna stikala so na stroju nastavljena, da preprečijo poškodbo stroja, če zaradi napake v 
G-kodi želimo premakniti katero od osi izven dolžine vodil. Končna stikala so ključnega 
pomena pri izvajanju ukaza iskanja izhodiščne pozicije (angl. homing). Kot že omenjeno, 
se mora ukaz iskanja izhodiščne pozicije izvesti vsakokrat, ko se stroj vklopi, ali takrat, ko 
želimo stroj spraviti iz stanja alarma. V teh primerih se lahko krmilnik izgubi, oziroma ne 
ve, kje v prostoru se nahaja breme, saj uporabljamo koračne motorje in si krmilnik pozicijo 
sistema zapomni s štetjem korakov iz izhodiščne lege. Ukaz iskanja izhodiščne pozicije se 
začne izvajati tako, da se na začetku prične premikati Z os s hitrostjo 500 mm/min, vse 
dokler breme ne sklene končnega stikala in s tem sklene krog, ki s pomočjo Arduinovega 
notranjega pull-up upornika postavi vrednost iz 5 V na 0 V. Končno stikalo ostane 
sklenjeno, dokler se ne skleneta še preostali dve končni stikali na X in Y osi. S tem 
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umaknemo rezalnik od obdelovane površine in zagotovimo, da pri izvajanju ukaza iskanja 
izhodiščne pozicije ne bo prišlo do poškodbe rezilnika. V naslednjem koraku se s hitrostjo 
500 mm/min sočasno začneta premikati osi X in Y. Ko sistem sklene še preostali dve 
končni stikali, se breme na vsaki osi od končnega stikala odmakne na nastavljeno vrednost 
in se končnemu stikalu začne približevati s hitrostjo 200 mm/min vse do takrat, ko so vsa 
tri končna stikala sklenjena in se breme ponovno umakne od končnih stikal za nastavljeno 
vrednost. 
 
Končna stikala so v sistemu lahko vezana na dva načina: 
 Normalno odprta (angl. normally opened) končna stikala. Končna stikala so vezana 
vzporedno in sama vezava je enostavnejša. Ko breme sklene končna stikala, se 
njihova upornost zniža in znaša manj kot 10 Ohm, pri čemer se napetost, ki je na 
Arduinotu, dvigne iz 0 V na 5 V. Taka vezava končnih stikal se odsvetuje, ker 
sistem prepozno ugotovi, da končno stikalo ne deluje pravilno, saj je lahko katera 
od žic uničena ali slabo pritrjena na izhode. Iz tega sledi, da Arduino ob sklenitvi 
končnih stikal napetosti ne dvigne na 5 V, kot bi to bilo potrebno, in misli, da 
končno stikalo ni bilo sklenjeno. To lahko privede do uničenja končnega stikala ali 
sistema. Slika 6.4 prikazuje vezavo normalno zaprtih končnih stikal. 
 
 
 
Slika 6.4: Vezava normalno odprtih končnih stikal [17]. 
 Normalno zaprta (angl. normally closed) končna stikala. Stikala so tukaj vezana 
zaporedno, kot je prikazano na sliki 6.5. Ko breme sklene končna stikala, se 
njihova upornost poviša in znaša več kot 1 MOhm, pri čemer se napetost, ki je na 
Arduinotu, spusti iz 5 V na 0 V. Večina CNC strojev ima končna stikala vezana na 
ta način. V primeru slabe vezave ali uničene žice sistem takoj ugotovi, da je končno 
stikalo sklenjeno, in takrat celoten sistem postavi v stanje alarma. 
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Slika 6.5: Vezava normalno zaprtih končnih stikal [17]. 
 
Če ima sistem prevelik šum in končna stikala ne delujejo pravilno, lahko v vezavo dodamo 
4,7 kOhm upornike in 100 μF kondenzatorje med napetost 5 V in ozemljitvijo. Za dodatno 
znižanje šuma lahko uporabljamo žice z dodatnim zaščitnim kablom. Če je potrebno šum 
popolnoma izničiti, se uporablja optosklopnike. 
 
 
6.1.1 Ploščica Arduino Uno 
Razvijalci programa Grbl so program zasnovali na delovanju čipov Atmega 328P, ki so 
nameščeni na ploščicah Arduino Uno. Zato smo za naš CNC krmilnik izbrali prav to 
ploščico. Slika 6.6 prikazuje uporabljen Arduino Uno. 
 
 
 
Slika 6.6: Krmilnik Arduino Uno. 
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Če želimo Arduino Uno ploščico spremeniti v odprtokodni CNC krmilnik, moramo nanjo 
naložiti programsko okolje Grbl. To storimo po sledečih korakih: 
1. Z njihove spletne strani prenesemo različico Grbl programskega okolja. 
2. Razširimo grbl-master mapo. 
3. Zaženemo Arduino IDE (angl. integrated development environment). 
4. Na orodni vrstici izberemo: 'Skica' → '#include Library' → 'Add Library from 
file.ZIP' (angl. zip) … 
5. Izberemo datoteko grbl, ki jo lahko najdemo v grbl-master datoteki in izberemo 
možnost 'Odpri'. 
 
Knjižnica se bo naložila in prikazalo se bo sporočilo: »The library is added to your library. 
Check the 'libraries Inclusion' menu.« 
Ko imamo naloženo GRBL knjižnico, jo moramo prevesti in naložiti na Arduino ploščico. 
To storimo po sledečih korakih: 
6. V Arduino IDE  orodni vrstici izberemo 'Datoteka' in 'Odpri' ter izberemo datoteko 
grblUpload.ino, ki se nahaja v grbl-master → grbl → examples → grblUpload. 
7. Z USB kablom povežemo Arduino ploščico in računalnik, preveriti moramo, da sta 
Arduino IDE in računalnik povezana prek pravih vrat in tipa ploščice. 
8. Izberemo možnost 'Naloži' in počakamo, da se podatki prenesejo na ploščico. 
 
 
6.2 Razvoj programske opreme 
6.2.1 LabView grafični uporabniški vmesnik 
LabView je grafični uporabniški vmesnik. Vsak program, narejen v LabView grafičnem 
uporabniškem vmesniku, je sestavljen iz dveh oken. Prvo okno se imenuje sprednje okno 
in opravlja funkcijo uporabniškega vmesnika, drugo okno pa se imenuje blokovni diagram 
in služi za izdelavo blokovno grafičnega programa. Zaradi velikosti programa je bilo 
potrebno izdelati strukturo toka informacij, ki je prikazan na sliki 6.7. Posamezni blok bo 
posebej prikazan in opisan v nadaljevanju poglavja. 
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Slika 6.7: Blokovni prikaz toka informacij. 
 
Slika 6.8 prikazuje tri različne generacije poti, ki smo si jih zamislili pred začetkom 
izvajanja testov. Želeli smo enostavne a dovolj kompleksne krivulje, da iz opravljenih 
testov, dobimo dovolj informacij o uspešnosti delovanja pozicijskega sistema. Iz 
enostavnejših krivulj bi dobili premalo informacij o kvaliteti delovanja uporabljenega 
pozicijskega sistema. Za bolj kompleksne krivulje pa smo ocenili, da pozicijski sistem še 
ni dovolj dovršen in bi bili dobljeni rezultati preslabi. Zaradi tega kompleksnejših krivulj 
nismo vključili v možne generirane poti. 
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Slika 6.8: Generacija poti. 
 
Za izvajanje testov smo se na koncu odločili za krivuljo, ki jo prikazuje slika 6.8 (a). Za 
krivuljo iz slike 6.8 (b) smo ocenili, da so njeni koti preostri in pozicijski sistem na zavojih 
ne bi navaril zadovoljivo. Krivulja, ki je prikazana na sliki 6.8 (c), je najdaljša in zavzame 
največjo površino. Za krivuljo iz slike 6.8 (c) se nismo odločili, saj je bil osnovni material 
širok 70 mm. Širina končnega izdelka bi lahko presegala širino osnovnega materiala, kar bi 
lahko poškodovalo obdelovalno mizo. 
 
Na sliki 6.9 imamo dve blokovni funkciji, ki nam omogočata pripravo komunikacije s 
krmilnikom. Prva funkcija se imenuje konfiguracija zaporednih vrat, kjer lahko nanjo 
povežemo nastavitev izbiranja vrat in baudno hitrost, ki je v LabView-ju privzeto 
nastavljena na 9600. Po predpisih se morajo podatki na program Grbl verzije v1.1, ki ga 
uporabljamo, prenašati z baudno hitrostjo 115200, zato je potrebno v funkciji baudno 
hitrost spremeniti. Katera vrata bomo nastavili, je popolnoma odvisno od tega, na katerem 
USB priključku bo povezan krmilnik z računalnikom. Ostalih vrednosti, kot so časovna 
omejitev (angl. timeout), podatkovni biti (angl. data bits), parnostni bit (angl. parity), 
zaustavitev bitov (angl. stop bits) in krmiljenje toka (angl. flow control), za naše potrebe 
nismo spreminjali in so imele privzete nastavitve: časovna omejitev je znašala 10000 ms; 
podatkovni biti so imeli vrednost 8; parnostni bit je imel nastavitev, da ni nobenega 
parnostnega bita; zaustavitev bitov je imel vrednost 10, kar nam pove koliko bitov 
uporabljamo, da programu povemo, da se je vrstica končala. Za krmiljenje toka je bila 
privzeta vrednost 0. Drugi blok se imenuje vozlišče lastnosti, ki bere in nastavi lastnosti 
referenc. Vozišče lastnosti se samodejno prilagodi razredu predmeta, na katerega se 
sklicujemo. 
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Slika 6.9: Vzpostavitev komunikacije in priprava vrat med računalnikom in krmilnikom. 
 
Nato sledi blok nastavitev vhodno/izhodnih funkcij velikosti medpomnilnika računalnika, 
ki je zadnji blok izven while zanke. Vsi naslednji funkcijski bloki so znotraj zanke. Na 
funkcijski blok je potrebno privesti številko vrat, kamor je treba pošiljati podatke. Potrebno 
mu je tudi nastaviti bitno masko, kjer lahko izbiramo med vrednostmi 16, 32 in 48. 
Vrednost 16 nastavi medpomnilnik na sprejemanje, vrednost 32 na oddajanje in vrednost 
48 na sprejemno-oddajni medpomnilnik. 
 
Slika 6.10 prikazuje sklop za vpisovanje ukazov in nastavitev ter pošiljanje signalov na 
krmilnik. Sklop je sestavljen iz niza bitov, ki jih operater vpisuje v uporabniškem 
vmesniku in tipke 'Pošlji', ki na krmilnik pošlje vse ukaze, ki smo jih napisali v niz bitov. 
Blok sestavljata case zanka in if zanka, pri čemer je slednja znotraj case zanke. Case zanka 
je nastavljena samo na vrednosti resnično (angl. true) in neresnično (angl. false). V 
primeru, da je resnična, imamo v njej blok, ki polje spremeni v 32-bitno celo število. 
Število nato peljemo na if zanko, ki if zanki  pove, kolikokrat se bo morala izvesti. Signal 
polja se pred funkcijo 'velikost polja' razdeli in signal peljemo v if zanko, kjer ga 
pripeljemo do funkcije matrike indeksa. Ko v to funkcijo pripeljemo signal polja, funkcija 
samodejno spremeni velikost, da prikaže indeksne vsote za vsako dimenzijo v polju. Signal 
odpeljemo na funkcijo pisanja, poleg signala polja na funkcijo pisanja pripeljemo še 
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podatek, na katera vrata mora pošiljati signale, in funkcija potem pošlje dobljene signale na 
primerna vrata. Vse skupaj je povezano na drugi blok, ki bere poslane signale s krmilnika. 
 
 
 
Slika 6.10: Vpisovanje ukazov in nastavitev. 
 
Slika 6.11 prikazuje sklop blokov, ki smo jih dodali v program, da nam ni potrebno vsakič 
znova vpisovati ukazov v funkcijo matrike, saj se je izkazalo, da je vpisovanje teh ukazov 
zamudno. Poleg tega lahko pri pisanju ukaza naredimo napako in sprožimo stanje alarma, 
kar pomeni, da rabi CNC stroj ponovno izvršiti ukaz iskanja izhodiščne pozicije. Sklop 
blokov je sestavljen iz ukazov: 
 izključi stanje alarma (angl. kill alarm lock), 
 izvrši iskanje izhodiščne pozicije (angl. homing), 
 ponovni zagon Grbl-ja (angl. soft reset), 
 Grbl pove delovno pozicijo in izhodiščno pozicijo (angl. home position & work 
position),  
 vrni se na izhodišče delovne pozicije (angl. return to work position zero), 
 nastavi delovno izhodišče na nič (angl. set work position to zero). 
 
Vseh šest blokov je sestavljenih enako. Izven case zanke imajo gumb za izvršitev ukaza. 
Znotraj case zanke so ukazi zapisani kot konstanta. Znotraj case strukture je funkcija 
pošiljanja, na katero moramo pripeljati signal. Funkcija pošiljanja tako pošlje zaporedje 
znakov programu Grbl. Program Grbl mora prepoznati zaporedje znakov kot ukaz in ga 
izvesti. Funkcijo za pošiljanje nato povežemo še z bloki za prikaz informacij o napakah, ki 
se lahko zgodijo v programu LabView. 
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Slika 6.11: Vezava pomožnih ukazov. 
 
Zadnja tipka, ki jo lahko pritisnemo, je prekinitev komunikacije računalnika s krmilnikom. 
Ko pritisnemo tipko 'Stop', se vrednost v funkciji ali spremeni na resnično (angl. true), 
delovanje zanke while se takrat prekine in zaradi tega se prekine serijska komunikacija 
med računalnikom in krmilnikom. Če želimo, da je vrednost logičnega operatorja ali 
resnična (angl. true), mora biti vsaj eden od signalov, ki jih prejme, resničen (angl. true). 
To se zgodi le, če pritisnemo gumb 'Stop' ali pa zaradi napake v programu. Le takrat je vsaj 
en od pogojev resničen (angl. true) in spremeni vrednost logičnega operatorja iz neresnične 
(angl. false) na resnično (angl. true). Slika 6.12 prikazuje blokovno vezavo ukaza za 
prekinitev komunikacije. 
 
 
 
Slika 6.12: Prekinitev komunikacije. 
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Zadnji blok funkcij, ki ga uporabljamo, je namenjen branju in prikazu informacij, ki nam 
jih je poslal program Grbl. Blokovni diagram je prikazan na sliki 6.13 in ga sestavljajo 
funkcija branja signalov, logični operator > in case zanka. Za izvajanje case zanke za 
branje in prikaz povratnih signalov moramo stalno preverjati, če je program Grbl poslal 
povratne informacije na komunikacijska vrata. V primeru, da ni nobenega podatka, se 
funkcija branja ne izvede. V nasprotnem primeru se case zanka izvede in prek funkcije 
branja izpiše podatke, ki so na komunikacijskih vratih. To se zgodi vsakih 300 ms in ta 
vrednost omogoča programu Grbl, da pošlje vse potrebne odgovore. Na bralniku 
medpomnilnika se izpišejo vse informacije, ne da bi katero izgubili zaradi ponovnega 
branja.  
 
 
 
Slika 6.13: Branje in prikaz povratnih signalov. 
 
V programu v levem zgornjem kotu while zanke imamo funkcijo čakanja. Funkcija nam 
omogoča nastavitev časovne dolžine premora pri preverjanju signalov na računalnikovem 
medpomnilniku za odgovore programa Grbl. Uporabnost funkcije čakanja je uporabljena 
pri zakasnitvi branja povratnih informacij s programa Grbl. 
 
Na sliki 6.14 vidimo, kako so komponente iz blokovnega okna postavljene v našem 
uporabniškem vmesniku. Ob začetku povezave med računalnikom in krmilnikom moramo 
vedno preveriti, ali imamo izbrana prava komunikacijska vrata. Če se povežemo na 
napačna vrata, povezava ne bo uspela, pri tem pa je potrebno paziti še, da imamo 
nastavljeno pravilno baudno hitrost. Ko vpisujemo ukaze v matriko, je potrebno vsak ukaz 
vpisati v svojo alinejo, saj v nasprotnem primeru program Grbl javi napako. Ukazi se 
izvršujejo od zgoraj navzdol. Na desni strani uporabniškega vmesnika vidimo 
prikazovalnik povratnih signalov. Tu se nam izpišejo vse nastavitve, napake, alarmi in 
potrebe, ki nam jih pošlje program Grbl, ko to od njega zahtevamo ali ko nas želi obvestiti, 
da je prišlo do napake v ukazu ali napake v sistemu. 
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Slika 6.14: Grafični uporabniški vmesnik programa LabView. 
 
Če primerjamo naš uporabniški vmesnik z uporabniškima vmesnikoma Mach3 in 
LinuxCNC, vidimo, da je od vseh treh najbolj preprost. Našemu programskemu vmesniku 
bi lahko dodali še nekatere funkcije, kot so virtualni prikaz G-kode, pozicija rezalnika in 
možnost nalaganja mape s celotno G-kodo. Vsi ti dodatki bi nam lahko samo olajšali 
krmiljenje stroja, ne pa izboljšali samih karakteristik. 
 
 
6.2.2 Programsko okolje Grbl 
Grbl je visoko zmogljiva in poceni alternativa profesionalnim krmilnikom. Deluje na 
osnovnih Arduino Uno ploščici, dokler podpira Atmega 328P mikrokrmilnikom. Program 
je zapisan v optimiziranem C jeziku, ki uporablja vse pametne lastnosti AVR čipov za 
doseganje natančnega časovnega in asinhronega delovanja. Lahko vzdržuje do 30 kHz 
stabilne krmilne impulze [18]. Program Grbl smo izbrali, ker predstavlja lažjo povezavo 
med krmilnikom in programskim vmesnikom LabView. Grbl omogoča izdelavo lastnega 
grafičnega uporabniškega vmesnika, ki smo ga naredili v programu LabView, saj s 
programom LabView v CNC stroj lažje integriramo in krmilimo dodatne senzorje ter 
ostala zaznavala, kot se to stori pri programih Mach3 in LinuxCNC. 
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6.2.2.1 Grbl ukazi 
V našem sistemu smo uporabljali Grbl v1.1 verzijo, ki je trenutno najnovejša verzija v 
seriji Grbl. Z Grbl-jem upravljamo tako, da mu pošljemo niz znakov. Grbl obdela poslane 
podatke in nam odgovori, kako je poslani niz obdelal. Odgovori lahko vključujejo bloke G-
kode, ki se je izvršila, ukaze za konfiguracijo Grbl-jevih nastavitev, ogled delovanja Grbl-
ja itd. Če nam Grbl ne odgovori takoj, je to lahko zaradi tega, ker ima druge opravke ali 
čaka, da se v njegovem medpomnilniku naredi prostor za naslednje ukaze. Ko zaženemo 
Grbl, nam program avtomatsko vsakič sporoči naslednje sporočilo »Grbl v1.1 [ˈ$ˈfor 
help]«. Za vsak niz, ki ga pošljemo Grbl-ju, program pričakuje, da je to G-kodni ukaz, 
razen v primeru znakov, ki so prikazani v tabeli 6.2. 
 
Tabela 6.2: Znaki, ki jih program Grbl prepozna. 
ZNAK OPIS 
$$ Prikaži Grbl nastavitve 
$# Prikaži # parametre 
$G Prikaži stanje razčlenjevalnika 
$I Prikaži verzijo Grbl-ja 
$N Pokaži vrednost začetnik nizov 
$x = vrednost Shrani nastavljeno vrednost 
$Nx = G-koda Shrani vrednost začetnik nizov 
$C Preveri G-kodo 
$X Izključi stanje alarma 
$H Izvedi ukaz iskanje izhodiščne pozicije 
~ Začetek cikla 
! Ustavi rezalnik 
? Trenutno stanje 
\18 Ponovni zagon Grbl-ja 
 
 
Če v Grbl pošljemo znak $$, nam bo Grbl odgovoril z vsemi nastavitvami, ki jih lahko 
spreminjamo. Vse nastavitve bodo opisane v naslednjem poglavju. Če želimo spremeniti 
vrednost, to storimo z znaki $x = vrednost. Primer spreminjanja nastavitev je opisan v 
naslednjem poglavju. 
 
Z znakom $# nam Grbl sporoči koordinate, ki jih ima nastavljene za izvajanje G-kodnih 
ukazov, kot so G54-G59, ki podajajo delovne koordinate, G28 in G30, ki podajajo pozicijo 
predhodno nastavljenih koordinat, in G92, ki shranjuje pozicije odmaknjenih koordinat. 
 
Z ukazom $G nam program vrne vse aktivne načine, ki so v Grbl-jevem razčlenjevalniku. 
Grbl nam bo odgovoril nekako tako: [G0 G54 G17 G90 G94 M0 M5 M9 T0 S1 F200]. To 
so aktivni načini, ki določajo, kako bo naslednji niz G-kode interpretiran v Grbl-jevem G-
kodnem razčlenjevalniku. Ti načini so organizirani v »modelne skupine«, ki ne morejo biti 
sočasno logično aktivne. V tabeli 6.3 imamo prikazane G-kodne ukaze, ki jih podira Grbl 
program, poroča nam tudi številko orodja, vrtilno hitrost rezalnika in hitrost premikanja 
rezalnika, ki so vse prvotno nastavljene na vrednost nič. Program poleg modelnih skupin 
podpira tudi nemodelne skupine, kot so: G4, G10, L2, L20, G28, G30, G28.1, G30.1, G53, 
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G92 in G92.1. Če želimo, da pozicijski sistem izvaja nemodelne ukaze jih je potrebno 
dopisati v vsaki vrstici kode. Pri modelnih ukazih pa nam tega ni potrebno. Za modelne 
skupine tudi ni smiselno, da sta v isti vrstici kode dve enaki modelni skupini  
 
Tabela 6.3: G-kodni ukazi, ki jih podpira Grbl. 
MODELNE SKUPINE KODE 
Načini gibanja G0, G1, G2 ,G3, G38.2, G38.3, G38.4, G38.5, G80 
Izbira koordinatnega sistema G54, G55, G56, G57, G58, G59 
Izbira ravnine G17, G18, G19 
Načini premikanja G90, G91 
Načini premikanja pri krivuljah G91.1 
Podajanje hitrosti svedra G93, G94 
Način enot G20, G21 
Kompenzacija pri polmeru rezalnika G40 
Izravnava dolžine orodja G43.1, G49 
Ustavljanje M0, M1, M2, M30 
Stanje rezalnika M3, M4, M5 
Stanje hlajenja M7, M8, M9 
 
 
Z ukazom $I nam Grbl sporoči, s katero verzijo Grbl-ja upravljamo in datum izdelav 
izvorne kode. S tem ukazom lahko tudi shranimo podatke o tem, kater stroj krmilimo, če 
krmilimo več različnih strojev hkrati. 
 
Z ukazom $N nam program sporoči G-kodne ukaze, za katere želimo, da jih krmilnik 
izvede vsakič, ko se Grbl zažene ali ponastavi. Če želimo dodati ali spremeniti ukaz $N, to 
storimo tako, da napišemo $Nx = niz kode. Črka x predstavlja vrednost, ki določa, kateri 
po vrsti naj se želen ukaz izvede, pri čemer se štetje začne z nič. 
 
Če želimo preveriti G-kodne ukaze in ne želimo, da se sistem premika, potem izvedemo 
ukaz $C, ki zahteva od Grbl razčlenjevalnika, da popolnoma preveri vse prihajajoče ukaze. 
Grbl preveri, ali je poslana G-koda ustrezna in ali presega katerokoli od dovoljenih 
vrednosti. 
 
Če je sistem zaznal napako, ali pa ne ve, kje v prostoru se nahaja, ali se je katero od 
končnih stikal sklenilo ali pa se je presegla katerakoli od dovoljenih meja, takrat se sistem 
postavi v stanje alarma. To je stanje, ki nam onemogoča uporabo in premikanje sistema, 
saj bi lahko prišlo do poškodovanja sistema, pri čemer krmilnik izgubi pozicijo sistema. Iz 
stanja alarma lahko sistem spravimo na dva načina. Prvi način je z ukazom $X, ki v 
trenutku postavi sistem v normalno stanje, vendar krmilnik še vedno ne more določiti 
pozicije sistema. Druga možnost je z ukazom $H, to je ukaz za izvajanje iskanja izhodiščne 
pozicije. 
 
Zadnji štirje ukazi so ukazi v realnem času, kar pomeni, da so lahko poslani krmilniku 
kadarkoli in bo Grbl nemudoma odgovoril. Ukaza ~ in ! sta ukaza za začetek izvajanja 
cikla in zaustavitev cikla. Ukaza ~ ni potrebno pisati vsakič posebej, saj ima krmilnik 
nastavljen avtomatski začetek in je potreben samo, če je bil pred tem izveden ukaz !. Ukaz 
? nam sporoči aktivno stanje in trenutno pozicijo sistema. Z zadnjim ukazom \18 lahko 
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ponastavimo krmilnik Grbl, vendar na kontroliran način, kar pomeni, da ne bomo izgubili 
pozicije sistema in nastavitev sistema. Ukaz \18 nam tudi omogoča, da pred začetkom 
izvajanja počistimo predhodne G-kode, ki bi lahko uničile naš izdelek. 
 
 
6.2.2.2 Odzivi programa Grbl 
Za lažjo komunikacijo med računalnikom in krmilnikom in za boljše razumevanje, kaj se 
dogaja v programu Grbl, nam program ob vsakem vnosu ukazov pošlje odgovor. Odgovori 
so lahko: vse je v redu, napake, alarmi in potrebe. V primeru napake lahko Grbl pošlje eno 
od sledečih sporočil. 
 Ok. Vse je v redu. Ukaz je bil uspešno obdelan in se bo izvedel. 
 Error: Expected command letter: do tega sporočila pride takrat, ko v G-kodi 
pozabimo dodati črkovno predpono in napišemo samo številčno pripono ter 
vrednost. 
 Error: Bad number format: v G-kodi manjka številčna pripona ali pa namesto 
številčne pripone katerakoli druga pripona. 
 Error: Invalid statement: številska pripona je napačna oz. ne obstaja. 
 Error: Value < 0: vrednost, ki ne sme biti negativna, je negativna. To velja za 
vrednostne nastavitve, hitrost pomikanja rezalnika, številko linije, vrtilno hitrost 
rezalnika, številko orodja ali besedo. 
 Error: Settings disabled: sporoči nam, da smo izključili izvršitev ukaza iskanja 
izhodiščne pozicije, ko pošljemo ukaz $H. 
 Error: Value < 3 μs: visoko stanje pulza koraka ne sme biti krajše od 3 
mikrosekund. 
 Error: EEPROM read fail. Using defaults: Grbl nam pošlje to napako, če ne more 
prebrati podatkov, ki so shranjeni v EEPROM (angl. electrically erasable 
programmable read-only memory). 
 Error: Not idle: to sporočilo pomeni, da nekaterih ukazov $ ne bomo mogli 
izvajati, saj je Grbl v stanju, ki nam to preprečuje. 
 Error: Alarm lock: program se postavi v stanje alarma, ker ne ve, kje je, ali zaradi 
katerih drugih razlogov. Takrat nam Grbl onemogoči vsa izvajanja G-kodnih 
ukazov. 
 Error: Homing not enabled: maksimalne meje pomika ne morejo biti nastavljene, 
ker nismo izvedli iskanja izhodiščne pozicije in krmilnik zato ne ve, kje se nahaja, 
in ne more določiti, če bo maksimalna vrednost pomika presežena. 
 Error: line overflow: Grbl ima na razpolago 2 KB bralno-pisalnega pomnilnika in 
če pošljemo Grbl-ju G-kodo, ki ima v eni vrstici več kot 128 znakov, to pomeni, da 
bo bralno-pisalni pomnilnik prepoln in ne bo uspel obdelati vseh podatkov. 
 Error: modal group violation: to je napaka, ki nam sporoča, da smo uporabili G-
kodne ukaze iz iste modelne skupine, ki ne smejo biti v isti vrstici G-kode. 
 Error: Unsupported command: razčlenjevalnik ne prepozna ali podpira ene ali 
mnogih G-kodnih ukazov v vrstici. 
 Error: Undefined feed rate: napaka, ki nam pove, da nimamo nastavljene hitrosti 
rezalnika v G-kodi. 
 Error: Invalid G-code ID: s sporočanjem te napake nam Grbl pove, da se je v naši 
G-kodi pojavila napaka. Ta sporočila imajo vrednosti od 23 do 38. 
 Error: Invalid G-code ID 23: G-kodni ukaz zahteva celo število. 
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 Error: Invalid G-code ID 24: v G-kodi imamo več kot en ukaz, ki zahteva 
definiranje pozicij osi. 
 Error: Invalid G-code ID 25: v G-kodi imamo podvojen G-kodni ukaz. 
 Error: Invalid G-code ID 26: v ukazu, ki zahteva definiranje osi, manjka 
definiranje ene ali večjih osi. 
 Error: Invalid G-code ID 27: številska vrednost vrstice je neveljavna. 
 Error: Invalid G-code ID 28: v G-kodnem ukazu nam manjka zahtevana besedna 
vrednost. 
 Error: Invalid G-code ID 29: sistem ne podpira ukazov, ki imajo vrednosti G59.x 
delovnih koordinat. 
 Error: Invalid G-code ID 30: G-kodni ukaz G53 lahko uporabljamo samo z 
načinoma gibanja G0 in G1. 
 Error: Invalid G-code ID 31: v G-kodnem ukazu je bila najdena definirana ena ali 
več osi, vendar nobena od G-kod ne potrebuje definicije osi. 
 Error: Invalid G-code ID 32: Lok v G-kodah G2 in G3 potrebuje vsaj eno 
definirano os v ravnini, kjer nameravamo narediti krivuljo. 
 Error: Invalid G-code ID 33: vrednosti, ki nam določajo premik v G-kodi so 
neveljavne. 
 Error: Invalid G-code ID 34: nam sporoča, da je vrednost polmera v ukazu 
neveljavna. 
 Error: Invalid G-code ID 35: Lok v G-kodah G2 in G3 potrebuje vsaj en definiran 
odmik v ravnini, kjer nameravamo narediti krivuljo. 
 Error: Invalid G-code ID 36:v ukazu imamo besede, ki so nesmiselne. 
 Error: Invalid G-code ID 37: dinamični odmik dolžine v ukazu G43.1 nima podane 
dolžine orodja na nastavljeni osi. 
 Error: Invalid G-code ID 38: številka orodja presega število, ki ga podpira program 
Grbl. 
 
Grbl nam poleg napak lahko javlja tudi alarme, to so nujna stanja, ki nam povedo, da je 
bilo CNC stroj popolnoma zaustaviti, saj bi se lahko uporabljena oprema poškodovala. Ta 
stanja se aktivirajo v primerih izgube pozicije, ob premikih stroja izven dovoljenih meja in 
ob nepričakovani sklenitvi končnih stikal. Poleg alarmov nam lahko poda še sporočila 
povratnih informacij, ki nam povejo kaj Grbl potrebuje ali dela. Program Grbl nam lahko 
sporoči enega izmed devetih alarmov. V naslednjih alinejah bo prikazanih in opisanih vseh 
devet alarmov, ki nam jih lahko Grbl sporoči. 
 ALARM 1: Končna stikala so sklenjena. Krmilnik je zaradi nenadne popolne 
zaustavitve izgubil izhodiščno pozicijo in zato ne ve kje v prostoru se stroj nahaja. 
Priporoča se izvedba ukaza iskanja izhodiščne pozicije. 
 ALARM 2: G-kodni ukaz bi stroj premaknil izven maksimalnega dovoljenega 
premika. Stroj se ni premaknil, krmilnik je ohranil položaj stroja. Izvajanje ukaza 
iskanje izhodiščne pozicije ni potrebno in lahko stanje alarma odstranimo z ukazom 
$X. 
 ALARM 3: program Grbl se je ponastavil med gibanjem in pri tem verjetno izgubil 
kakšen signal koraka zaradi tega ne more določiti pozicije stroja v prostoru. Če 
želimo odstraniti stanje alarma je to potrebno storiti z izvajanjem ukaza  iskanje 
izhodiščne pozicije. 
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 ALARM 4: program Grbl nam sporoča, da poizkus ni uspel. Poskusni izhod ni bil v 
pričakovanem stanju pred začetkom preizkusa, kjer se ukaza G38.2 in G38.3 nista 
sprožita, ukaza G38.4 in G38.5 pa se sprožita. 
 ALARM 5: Grbl nam sporoča, da preizkus ni uspel. Preizkušanec se ni dotaknil 
delovne površine v nastavljeni vrednosti v ukazu G38.2 in G38.4. 
 ALARM 6: Grbl nam sporoča, da se izvajanje iskanja izhodiščne pozicije ni izvršilo, 
saj smo program Grbl ponastavili med izvajanjem ukaza. 
 ALARM 7: Grbl nam sporoča, da se izvajanje iskanja izhodiščne pozicije ni izvršilo, 
saj smo med izvajanjem sprožili varnostna vrata celice. 
 ALARM 8: Grbl nam sporoča, da se izvajanje iskanja izhodiščne pozicije ni izvršilo, 
saj stroj ni sklenil vseh končnih stikal oz. se pri odmiku od končnih stikal, stikala 
niso razklenila. Grbl priporoča povečanje vrednosti pri odmiku od končnih stikal. v 
primeru, da sprememba odmika ničesar ne spremeni je potrebno ponovno preveriti 
vezavo končnih stikal in ločilne ploščice ali vezavo ločilne ploščice in krmilnika. 
 ALARM 9: program Grbl nam sporoča, da se izvajanje iskanja izhodiščne pozicije 
ni izvršilo, saj je bila presežena dovoljena vrednost za iskanje končnih stikal. 
Dovoljena vrednost je 1,5 krat večja od največjega dovoljenega pomika v 
posamezni osi in 5 krat večja od vrednosti odmika od končnih stikal. 
 
Pri umerjanju in preizkušanju našega pozicijskega sistema, smo največkrat imeli težave z 
alarmom 8. Komunikacijo med LabView-jem in programom Grbl smo v začetnih stadijih 
preizkušali na stroju LAKOS 150, ki uporablja dva koračna motorja. Grbl ima prvotno 
nastavljen ukaz iskanja izhodiščne pozicije na vse tri osi, ker pa smo mi imeli samo dve osi 
Grbl ni mogel skleniti vseh treh končnih stikal in nam je zaradi tega pošiljal alarm 8. Za 
odpravo težave smo morali spremeniti nastavitve v datoteki config.h, kjer smo spremenili 
Grbl-jev ukaz iskanja izhodiščne pozicije iz treh osi na dve osi. 
 
 
6.2.2.3  Nastavitve Grbl programa 
Tabela 6.4 prikazuje vse nastavitve, ki nam jih omogoča Grbl in vrednosti, ki smo jih 
uporabili na našem CNC stroju. Za prikaz nastavitev v programu Grbl moramo v 
uporabniški vmesnik vnesti »$$«, da se nam izpišejo trenutne nastavitve. Če želimo 
spremeniti katerokoli od nastavitev, to storimo tako, da v uporabniški vmesnik vnesemo 
»$«, vrednost nastavitve, enačaj in nato želeno vrednost, npr. »$100 = 800«. 
 
Nastavitev $0 nam omogoča krajšanje oz. daljšanje časovne enote visokega stanja pulza 
koraka, nastavitev $1 nam omogoča spreminjanje dolžine nizkega stanja med pulzi koraka. 
V primeru pospešitve koračnih motorjev se lahko nastavitvi zmanjšata in s tem dosežemo 
pospešitev stroja. Ob prevelikem znižanju vrednosti lahko preobremenimo krmilnik in s 
tem začnemo izgubljati poslane signale, zaradi česar se lahko koračni motorji zaustavijo, s 
tem pa celotni proces, ki smo ga izvajali. Maksimalno dovoljeno hitrost in pospeške 
koračnih motorjev nastavljamo za vsako os posebej z ukazi $110, $111, $112 ter $120, 
$121 in $122. 
 
Nastavitev $2 nastavi korak signala. Prvotno se signal začne v nizkem stanju in se v času 
signala koraka postavi v visoko stanje ter po koncu signala nazaj v nizko stanje. Z 
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nastavitvijo $2 lahko zaporedje nizkih in visokih stanj zamenjamo. To lahko storimo za 
vsako os posebej in imamo zato možnost vrednosti od 0 do 7, kot je prikazano v tabeli 6.5.  
 
Nastavitev $3 omogoča nastavitev smeri gibanja vsake osi posebej. Če moramo koračne 
motorje sami povezati z gonilniki za koračne motorje, se v takem primeru lahko nastavitev 
$3 nastavi fizično z menjavo zaporedja žic, ki so priključene na tuljave koračnih motorjev. 
Vrednosti, ki jih lahko izberemo, so od 0 do 7. 
V programu je privzeto, da je izhod za omogočanje koraka v visokem stanju za 
onemogočanje in v nizkem za omogočanje. To lahko nastavljamo z nastavitvijo $4. 
Vrednosti, ki ju lahko izberemo, sta 0 in 1. 
 
Končna stikala so z nastavitvijo $5 zaradi vgrajenega Arduinovega pull-up upora v 
visokem stanju. Ko se končna stikala sklenejo, se postavijo v nizko stanje. Delovanje 
končnih stikal obrnemo tako, da nastavitev $5 nastavimo vrednost 1. 
 
Poskusni izhod je privzeto postavljen v visoko stanje z Arduinovim notranjim pull-up 
uporom. Ko imamo nizko stanje na poskusnem izhodu, se to obravnava kot sproženo 
stanje. Opisan postopek se izvaja, ko ima ukaz vrednost 0 in obrnjeno, ko ima vrednost 1. 
 
Z ukazom $10 nastavljamo, kaj nam Grbl program odgovori, ko mu pošljemo ukaz »?«. V 
Grbl v1.1 ima samo dve nastavitveni možnosti: 
 Pozicijski tip, ki nam lahko prikaže pozicijo stroja ali delovno pozicijo, vendar ne 
obeh hkrati. 
 Poraba podatkov med Grbl-jevem načrtovalcem in serijskim RX 
medpomnilnikom. Kaže nam število bitov, ki so na razpolago v ustreznih 
medpomnilnikih. Slednje se uporablja, ko nas zanima, kako dobro Grbl deluje pri 
preizkušanju pretočnega vmesnika. 
Nastavitev ukaza na vrednost 0 nam sporoči vrednosti delovne pozicije. Pri vrednosti 1 
nam sporoči vrednosti pozicije stroja in pri vrednosti 2 nam omogoča sporočanje porabe 
podatkov načrtovalca in serijskega RX medpomnilnika. 
 
Vrednosti pri nastavitvi ukaza $11 sporočajo Grbl programu, koliko je potrebno znižati 
hitrost orodja, da bo orodje varno in uspešno opravilo ovinek. 
 
Z $12 nastavljamo dolžino daljice, ko stroj izvaja kode krivulj. Saj stroj ne dela popolnega 
kroga, ampak ga razdeli v pravilni mnogokotnik. S pomočjo nastavitve $12 program Grbl 
preračuna kateri pravilni mnogokotnik bo izbral za izvajanje krivulj. Vrednosti, ki so tu 
smiselne za natančno izdelavo krivulj, so tiste, ki so dovolj nižje od natančnosti stroja. 
 
$13 stroju pove, v kakšnih enotah naj obratuje. Z vrednostjo 0 deluje v metrskem sistemu 
in z vrednostjo 1 deluje v imperialnem sistemu. 
 
Z nastavitvijo $20 nam program prepreči premikanje stroja v nevarne pozicije, saj Grbl 
vnaprej preveri, če bo katera od vrednostih presežena. Vrednosti, ki določajo, koliko se 
lahko v določeni osi pomakne, nastavimo z nastavitvami $130, $131 in $132. 
 
Za dodatno varnost stroja lahko vklopimo nastavitev $21. Ukaz postavi stroj v stanje 
alarma, ko je eno od končnih stikal sklenjeno. 
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Z $22 omogočimo izvajanje iskanja izhodiščne pozicije (angl. homing). Z $23 nastavljamo 
smeri vrtenja koračnih motorjev pri izvajanju iskanja izhodiščne pozicije. Hitrost iskanja 
končnih stikal se nastavi z $25, hitrost približevanja končnim stikalom se nastavi z $24, pri 
čemer je priporočljivo, da je vrednost $24 manjša ali enaka vrednosti $25. Z ukazom $26 
nastavimo, koliko časa naj bo končno stikalo sklenjeno. Oddaljenost bremena od končnih 
stikal po končanem izvajanju iskanja izhodiščne lege (angl. homing) se nastavi v nastavitvi 
$27. 
Nastavitvi $30 in $31 nastavljata maksimalno in minimalno vrednost hitrosti vrtenja 
rezalnika. Arduino za vrednost, ki je nastavljena na $30, nastavi napetost na 5 V, in za 
vrednost $31 nastavi napetost na 0 V. Vse vmesne vrednosti tako dobijo določeno napetost 
med 0 in 5 V. 
 
Ukaz $32 nadzira, če uporabljamo laserje ali ne. Kadar uporabljamo laser in je nastavitev 
$32 vključena. Takrat se Grbl med izvajanjem G1, G2  in G3 kod ne ustavi, če se med 
vrsticami pojavi sprememba vrtilne hitrosti rezalnika, kot to stori takrat, ko laser ni v 
uporabi in uporabljamo navadno rezalo. 
 
Z nastavitvami $100, $101 in $102 nastavljamo natančnost pomikov, da se breme res 
premakne za nastavljeno vrednost in ne za več ali manj. Število potrebnih korakov za 
natančen premik smo že izračunali v predhodnem poglavju z enačbo (2). Število korakov 
se računa glede na korak vretena, delovanje močnostnega krmilnika za koračne motorje in 
glede na prestavno razmerje, če imamo jermenico med motorjem in vretenom. 
 
Tabela 6.4: Nastavitve programskega paketa Grbl. 
NASTAVITVE VREDNOSTI OPIS ENOTE 
$0 10 Pulz koraka μs 
$1 25 Prekinitev pulza koraka ms 
$2 0 Zamenjaj signal koraka Bitna maska 
$3 5 Zamenjaj signal smeri Bitna maska 
$4 0  Omogoči zamenjavo koraka Logična vrednost 
$5 0 Obrni končna stikala Logična vrednost 
$6 0 Zamenjaj poskusni izhod Logična vrednost 
$10 1 Poročanje pozicij Bitna maska 
$11 0.010 Odstopanje v križiščih mm 
$12 0.002 Tolerance krivulje mm 
$13 0 Poročanje v milimetrih mm 
$20 1 Maksimalna dovoljena pot Logična vrednost 
$21 1 Končna stikala Logična vrednost 
$22 1 Iskanje izhodiščne lege Logična vrednost 
$23 2 Menjava smeri pri iskanju izhodiščne lege Bitna maska 
$24 200 Hitrost približevanja izhodiščni legi mm/min 
$25 500 Hitrost iskanja izhodiščne lege mm/min 
$26 250 Premor na končnem stikalu ms 
$27 10 Odmik od končnih stikal mm 
$30 1 Maksimalna hitrost rezalnika obr/min 
$31 0 Minimalna hitrost rezalnika obr/min 
$32 0 Nastavitev laserja Logična vrednost 
$100 1000 Število korakov za en obrat v X osi mm 
$101 1000 Število korakov za en obrat v Y osi mm 
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$102 1000 Število korakov za en obrat v Z osi mm 
$110 500 Najvišja dovoljena hitrost po X osi mm/min 
$111 500 Najvišja dovoljena hitrost po Y osi mm/min 
$112 500 Najvišja dovoljena hitrost po Z osi mm/min 
$120 10 Pospeški v X osi mm/s
2 
$121 10 Pospeški v Y osi mm/s
2
 
$122 10 Pospeški v Z osi mm/s
2
 
$130 165 Največji dovoljeni premiki po X osi mm 
$131 180 Največji dovoljeni premiki po Y osi mm 
$132 220 Največji dovoljeni premiki po Z osi mm 
 
 
Tabela 6.5 prikazuje vrednosti, ki jih lahko izberemo pri nastavitvah $2, $3, $10 in $23. 
Tabela prikazuje vseh osem kombinacij posamezne osi. Korak in smer koračnih motorjev 
sta lahko obrnjena (angl. inverted) ali neobrnjena (angl. not inverted). 
 
Tabela 6.5: Vrednosti pri določenih nastavitvah bitne maske. 
NASTAVLJIVE VREDNOSTI BITNA MASKA MENJAVA X MENJAVA Y MENJAVA Z 
0 000000000 N N N 
1 000000001 Y N N 
2 000000010 N Y N 
3 000000011 Y Y N 
4 000000100 N N Y 
5 000000101 Y N Y 
6 000000110 N Y Y 
7 000000111 Y Y Y 
 
 
6.2.2.4 Pošiljanje G-kodnih ukazov Grbl-ju 
Gbrl program deluje na osnovi dveh medpomnilnikov, ki delujeta istočasno. Prvi sprejema 
in interpretira do 128 znakov dolge ukaze in se mu reče tudi serijski sprejemni 
medpomnilnik. Vsi vpisani znaki se upoštevajo h končnemu številu znakov, tudi znaki, kot 
so presledki, ali znak za prehod na začetek vrstice in znak za pomik v novo vrsto. Ko 
serijski sprejemni medpomnilnik obdela poslane ukaze, jih pošlje drugemu 
medpomnilniku. Drugi medpomnilnik, ki se mu reče tudi medpomnilnik z gledanjem 
vnaprej, deluje v ozadju in spremlja prekinitve. Poleg spremljanja prekinitev pošilja še 
signala korak in zasuk na primerne izhode. Drugi medpomnilnik deluje po metodi »kar 
prvo pride, prvo gre« (angl. first in first out), vse dokler ni več nobenega ukaza. Drugi 
medpomnilnik lahko shrani do sedemnajst vrstic ukazov, ki jim z načrtovanjem dodeli 
primerne pospeške oz. zaviranje in optimizira izvedbo korakov. Grbl premore brez težav 
obdelati do 1,4 milijona G-kodnih ukazov. Za pošiljanje ukazov pri Grbl-ju pride do 
problema pri samih univerzalnih serijskih vodilnih (USB) vratih, saj večino Arduinov in 
ostalih mikrokrmilnikov uporablja čip od pretvornika USB do serijskega pretvornika, ki se 
včasih obnaša čudno in netipično. Drugi problem, ki povzroča težave pri pošiljanju G-
kodnih ukazov, je zakasnitev, ki se pojavi pri vsakem računalniku, saj noben računalnik ne 
pošlje ukazov v istem trenutku, ampak za to porabi nekaj časa. Grbl program lahko 
sprejema G-kodne ukaze prek računalnika na 3 različne načine, vendar proizvajalec 
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priporoča le uporabo dveh, saj se pri tretji možnosti poslani ukazi velikokrat izgubijo ali 
pokvarijo. 
 
Prva možnost sprejemanja ukazov je enostavni pošiljanje-odziv pretočni protokol, ki je 
najpočasnejši od vseh treh pretočnih protokolov, vendar je najbolj robusten in z najmanjšo 
možnostjo napake, saj je serijski sprejemni medpomnilnik skoraj neobremenjen. Pretočni 
protokol deluje tako, da računalnik pošlje ukaz Grbl-ju in čaka, da mu Grbl odgovori z 
»ok« ali »error«, preden pošlje naslednji G-kodni ukaz. Ko Grbl odgovori, prvi 
medpomnilnik pošlje ukaz naprej v drugi medpomnilnik, ki ukaz postavi na zadnje mesto 
pri izvršitvi še neizvršenih ukazov. 
 
Druga možnost sprejemanja ukazov je pretočni protokol štetja znakov. To je verzija, ki 
združuje zanesljivost pretočnega protokola pošiljanje-odziv in hitrost pretočnega protokola 
nadzor programskega pretoka. Ta protokol v principu deluje enako kot protokol pošiljanje-
odziv, vendar namesto, da bi računalnik čakal na odziv Grbl-ja, sam šteje število poslanih 
znakov. Poleg tega se pretočni protokol štetja znakov ne zanaša na posebne znake, ki jih 
pošilja Grbl računalniku, kot to dela protokol nadzor programskega pretoka. Pretočni 
protokol štetja znakov uporablja odzive Grbl-ja za lažje in natančnejše sledenje prostega 
prostora na serijskem sprejemnem medpomnilniku. Računalnik mora med pošiljanjem 
ukazov sam šteti število poslanih znakov in prek odzivov Grbl-ja preračunavati, kdaj lahko 
pošlje naslednji ukaz. Pretočni protokol štetja znakov nam omogoča zapolnitev serijskega 
sprejemnega medpomnilnika, ki nam ga protokol pošiljanje-odziv ne more. 
 
Zadnji pretočni protokol, imenovan pretočni protokol nadzor programskega pretoka, je 
najhitrejši, vendar tudi najbolj nestabilen. Deluje le na starejših mikrokrmilnikih, ki 
podpirajo FTDI RS232 USB-serijski pretvornik. Pretočni protokol deluje na ideji, da ko je 
Grbl-jev serijski sprejemni medpomnilnik na 20% svoje polnosti, ta pošlje računalniku dva 
posebna znaka. Znaka mu sporočita, da lahko pošilja ukaze vse do takrat, ko je serijski 
sprejemni medpomnilnik na 80% svoje zmogljivosti in Grbl pošlje računalniku, naj 
preneha s pošiljanjem ukazov. Težave se pojavijo, ker Grbl in osebni računalnik skoraj 
nikoli nista popolnoma usklajena in zaradi tega prihaja do zakasnitev, ki jih ne bi smelo 
biti, če bi želeli, da protokol deluje brezhibno. Zaradi zakasnitev lahko znaka za začetek 
pošiljanja prideta prepozno do računalnika in se zaradi pomanjkanja ukazov  pozicijski 
sistem ne premika. Če pride do zakasnitve pri pošiljanju signalov za prenehanje pošiljanja 
ukazov, bo serijski sprejemni medpomnilnik sprejel več kot 128 znakov in se bodo zaradi 
tega ukazi med seboj pomešali. Takrat naš izdelek in datoteka postaneta neuporabna. 
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7 Test sistema in rezultati 
Delovaje sistema smo testirali na 3D navarjanju.. Test funkcionalnosti sistema je preprosta 
G-koda, ki pelje MIG/MAG gorilnik po osnovnem materialu v obliki kače. Osnovni 
material je plošča iz konstrukcijskega jekla dimenzij 70x100x10 mm. MIG/MAG gorilnik 
smo morali za boljše varjenje oddaljiti od osnovnega materiala za 5 mm, njegovo hitrost 
smo krmilili prek G-kode. 
Za navarjanje smo uporabili sledeče parametre in varilski material: 
 varilna metoda: DC Low Spatter, 
 varilni tok in napetost: 90 A in 17 V, 
 hitrost varjenja 200 mm/min, 
 zaščitni plin: Cronigon 2 (97,5% Ar, 2,5% CO2), 
 varilna žica: martenzitno nerjavno jeklo 15-5 PH, premera 1,2 mm. 
 
Gorilnik premaknemo v začetno pozicijo nad osnovni material in mu ponastavimo 
delovno pozicijo na vrednosti nič. Tako lažje pišemo potrebno G-kodo, in če je to 
potrebno, s pritiskom na gumb »Return to WPos Zero« gorilnik vrnemo v začetno 
pozicijo, saj ima tam izhodišče. V uporabniški vmesnik LabView vnesemo enostavno 
G-kodo, ki je prikazana na sliki 7.1. V prvi vrstici G-kode vključimo gorilnik, za kar 
moramo zapisati tako ukaz M3 kot S, saj je program Grbl nastavljen tako, da želi 
vedeti vrednosti vrtilne hitrosti rezalnika in v primeru, da je ni, javi napako v G-kodi. V 
naslednjih vrsticah se izvedejo enostavni G1 ukazi, ki gorilnik v y smeri premaknejo za 
50 mm iz delovnega izhodišča in v x smeri za 20 mm. Koda je potem zapisana tako, da 
se gorilnik vrne nazaj v ničlišče Y osi in ponovno premakne v x smeri za 20 mm, kjer 
se gorilnik zadnjič premakne v y smeri za 50 mm. Gorilnik ima med izvajanjem kode 
enakomerno hitrost 200 mm/min.  
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Slika 7.1: G-koda. 
 
Če želimo, da LabView uspešno privede želene ukaze na krmilnik, je potrebno na konec 
vrstice dodati še znake, kot je \r, ki pomeni prehod na začetek vrstice, in  \n, znak za pomik 
v novo vrsto. Slika 7.1 ima zato na koncu vsake vrstice dodana še znaka \r in \n. 
 
Za zadovoljive rezultate smo testiranje opravili večkrat, saj so bili nastavljeni parametri 
slabi in se zaradi tega žica ni dobro privarila na osnovni material. Na sliki 7.2 vidimo, da je 
porazdelitev vara neenakomerna, kar pomeni, da se je gorilnik premikal prehitro in se žica 
ni mogla enakomerno porazdeliti po celotni dolžini vara. 
 
 
 
Slika 7.2: Prvi rezultati testa. 
 
Z zmanjšanjem hitrosti gorilnika smo uspeli dobiti enakomerno porazdelitev žice po 
celotni dolžini, to je prikazano na sliki 7.3. S slike 7.3 je razvidno, da je oblika krivulje 
dobra. Največje napake vidimo na zavojih, začetku in na koncu krivulje. Na začetku 
krivulje se navarjanje začne nekoliko kasneje. To se zgodi zaradi čakanja na doseg prave 
temperature v gorilniku. V tem času se žica ne uspe dovolj staliti, poleg segrevanja se mora 
žica spustiti nekaj milimetrov, ker je gorilnik od osnovnega materiala oddaljen za 5 mm. 
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Naš krmilnik nima nobene povratne zanke, da bi vedel, ali sta se ti dve funkciji že izvedli, 
in zato začne izvajati G-kodo, kar privede do tega, da je zgornji del krivulje krajši od 
spodnjega. Na koncu vidimo, da višina dodanega materiala upada. To se zgodi zato, ker 
ima varilni vir nastavljeno, da proti koncu začne zniževati hitrost podajanja žice, kar 
privede do lepših zvarov. Za naš enostaven primer pa se tu pojavi neenakomerna višina 
zvara. Neenakomerna debelina zvara v zavojih se pojavi zaradi realnih pospeškov, ki jih 
mora opravljati stroj med zavijanjem, saj v zavojih zniža hitrost in po končanem zavoju ne 
more doseči končne hitrosti takoj, ampak za to potrebuje nekaj časa. Zato se na ovinkih 
nabere večja količina depozita.  
 
 
 
Slika 7.3: Primerna porazdelitev žice. 
 
Varilno žico smo za boljše rezultate dvakrat navarili na osnovni material, kar privede do 
tega, da je končna krivulja nekoliko višja od preostalih krivulj z začetnih testov. S slike 7.3 
je razvidno, da dimenzije končne krivulje nekoliko odstopajo od dimenzij iz G-kode. To je 
povsem pričakovano, saj v G-kodi nismo upoštevali debeline žice. 
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8 Diskusija 
Izdelan sistem je uspešno opravil enostaven test navarjanja in je prvi pokazatelj, da lahko 
odprtokodni krmilnik opravlja funkcije polprofesionalnih in profesionalnih krmilnikov. 
Seveda bi za nadaljevanje izenačitve funkcionalnosti morali vložiti več časa in opraviti 
dodatne nadgradnje. Zaradi slabe dokumentacije smo morali velikokrat sami ugotavljati 
potek signalov na določene izhode in zaradi tega je projekt kar nekajkrat obstal.  
 
Izdelan krmilni sistem je enostaven in lahko prenosljiv na druge CNC stroje, ki uporabljajo 
ločilno kartico s paralelnim vmesnikom. Krmilni sistem tako praktično predstavlja samo 
ploščica Arduino Uno, ki ima naloženo programsko opremo Grbl in 2 kabla. Prvi je 
univerzalno serijsko vodilo (USB) in služi za povezavo Arduino ploščice z računalnikom. 
Drugi kabel je na enem koncu povezan na vse pravilne izhode Arduino ploščice, na 
nasprotnem koncu pa ima 25-izhodni ženski »D« vmesnik, ki ga enostavno priključimo na 
ločilno kartico. Potrebujemo le še katerikoli računalnik, ki ima naložen grafični 
uporabniški vmesnik. LabView grafični uporabniški vmesnik ni nujno potreben pri 
krmiljenju našega sistema, lahko se uporabi tudi katerega drugega, kot npr. Universal G-
code sender, ki je že optimiziran za uporabo programske opreme Grbl. 
 
Če bi želeli pospešiti delovanje programa Grbl, bi morali zamenjati delovanje 
medpomnilnikov. Za opravljene teste sta medpomnilnika delovala po pretočnem protokolu 
pošiljanje-odziv, ki je najpočasnejši izmed treh protokolov. S pretočnim protokolom štetja 
znakov, ki deluje hitreje kot pretočni protokol pošiljanje-odziv, vendar je manj stabilen in 
lahko se zgodi, da nam zaradi preobremenitve medpomnilnika pokvari G-kodni ukaz. 
 
Prednost našega sistema se pokaže takrat, ko bi k CNC stroju dodali senzorje za 
temperaturo, dimenzije depozita, velikost taline itd. Dobljene povratne informacije, ki bi 
jih pošiljali integrirani senzorji, bi zlahka nadzirali v programskem okolju LabView. 
Računalnik bi lažje in hitreje obdeloval dobljene povratne informacije in bi zato hitreje 
pošiljal nove ukaze na krmilnik. Uporabnik bi lahko tako v realnem času spremljal kaj se 
dogaja med izdelavo izdelka. Program Grbl nam omogoči povezavo krmilnika in 
programskega okolja LabView, v nasprotju s programoma Mach3 in LinuxCNC, ki ne 
omogočata povezave z LabView-jem. Vendar ima programska oprema Grbl 
pomanjkljivost in deluje samo na čipih ATmega. Zato v našem krmilnem sistemu lahko 
uporabimo samo ploščice Arduino in ploščie, ki so narejene po meri in uporabljajo čip 
ATmega. 
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Prednost izdelanega krmilnega sistema, ki je ne smemo zanemariti so njegovi stroški, saj 
so izredno nizki. Arduino Uno se na njihovi uradni strani brez davka prodaja za 20 €, 
program Grbl pa je popolnoma brezplačen. Lahko kupimo sicer cenejše krmilnike vendar z 
veliko verjetnostjo program Grbl ne bo deloval pravilno. Lahko uporabimo krmilnike, ki 
podpirajo delovanje krmilnika Mach3. Programska oprema Mach3 na njihovi spletni strani 
brez davka stane 175 $, kar je kar nekajkrat več kot ploščica Arduino Uno. Preostali 
krmilniki, ki so na razpolago in ne uporabljajo čipa ATmega ali Mach3 programske 
opreme, lahko uporabljajo svoje programske opreme. Ta programska oprema nima tako 
velike baze dokumentacije kot jo imata Arduino Uno in Grbl. Kljub temu, da je lahko 
dokumentacija programa Grbl rahlo zastarela nam daje dovolj informacij o delovanju 
programa, da nastalo težavo odpravimo. 
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9 Zaključki 
1) Izkazalo se je, da je kombinacija krmilnika Arduino Uno in programskega paketa Grbl 
cenovno najustreznejša in dovolj zmogljiva za naše zahteve in bi potencialno lahko z 
nadaljnjim razvijanjem konkurirala krmilniku Mach3. 
2) V grafičnem uporabniškem vmesniku LabView smo izdelali program za komunikacijo 
med računalnikom in programsko opremo Grbl. Izdelan program ima vse potrebno za 
krmiljenje sistema. Program ima realizirano rabo bližnjic za nekatere uporabne in 
pomembnejše ukaze, kot so iskanje izhodiščne pozicije, poročanje delovne pozicije, 
nastavitev delovne pozicije na izhodišče koordinatnega sistema in vrnitev v izhodišče 
delovne pozicije. 
3) Izdelali smo kabel, ki nam omogoča enostavno povezavo med Arduino Uno in ločilno 
ploščico. S tem smo omogočili enostavno prenosljivost sistema.  
4) Testiranje komunikacije med LabView in Grbl CNC krmilnikom  je pokazalo, da 
deluje neprekinjeno in brez motenj 
5) Dobljeni rezultati kažejo, da je primer razvitega sistema lahko uporabljen v raziskavah 
navarjanja kovin.  
6) Ugotovili smo, da ima Arduino Uno SRAM (angl. static random access memory) 
velikost 2 KB in s to velikostjo omogoča programu Grbl interpretiranje 128 znakov 
naenkrat. Standardi za interpretiranje G-kodnih ukazov nam priporočajo branja 258 
znakov hkrati. Grbl program zato dovoli le 80 znakov v eni vrstici G-kodnega ukaza, v 
nasprotnem primeru pride do prekoračitve medpomnilnika, ki zaradi tega začne 
izgubljati poslane podatke, kar nam lahko zaustavi krmilni proces in posledično uniči 
končni izdelek. 
 
 
Predlogi za nadaljnje delo 
 
Narejeni sistem bi lahko še dodatno izboljšali. Tako bi lahko izpopolnili uporabniški 
vmesnik LabView in mu dodali graf, ki nam prikazuje pot in lego orodja na njegovi poti. 
Lahko bi dodatno nadgradili programsko opremo Grbl in razširili njeno delovanje na 6 osi, 
kar bi nam omogočalo krmiljenje robotskih strojev. Lahko dodamo tipke za ročno 
premikanje kot tipke za krmiljenje ostalih funkciji kot sta varjenje in hitrost rezalnika. 
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