Software clones are identical or similar pieces of code, designs, models, requirements, or other artifacts. Clones are known to be closely related to various issues in software engineering, such as software quality, complexity, architecture, refactoring, evolution, licensing, plagiarism, and so on. Various characteristics of software systems can be uncovered through clone analysis, and system restructuring can be performed by merging clones. Clones are the most prominent type of bad smell. Studies found that the average degree of cloned source code is about 9 % if the requested minimal length of a clone is 30 lines of code to be considered.
In A Comparative Study on the Intensity and Harmfulness of Late Propagation in
Near-Miss Code Clones, Mondal et al. report investigation results on how late propagation differs by clone types, which are identical clones, clones with parameter substitutions, and near-miss clones, that is, clones with further modifications. In late propagation, one clone in a set of clones is modified, causing the clones to become inconsistent. The cloned code fragments are then re-synchronized in a later version. Earlier research suggests that late propagation is related to defects. The authors analyzed thousands of revisions of eight diverse open-source systems and found that late propagation occurs more frequently in nearmiss clones compared to the other two types of clones. The authors also found that there is a higher probability that near-miss clones will experience buggy late propagations compared to the other two types of clones.
In Clone Detection in Matlab Stateflow Models, Chen et al. present an approach that extends the current state of clone detection in models. While there have been a number of studies on detecting clones in Simulink models, these have so far not considered Stateflow, an important extension of Simulink to model state charts. Especially in the automotive industry, Stateflow is a widely used and important extension of Simulink. While Stateflow charts are stored in the same files as the Simulink models that host them, their representation differs. This prevents the application of current model clone detection approaches to detect clones in Stateflow charts. The contribution of Chen et al. is a transformation of the Stateflow charts that allows the existing model clone detector SIMONE to detect clones in the state charts. The clone information from the state charts can additionally be used to improve the accuracy of clones detected in the hosting Simulink model. The authors' validation shows promising results.
We hope that you will find these papers interesting. We also would like to thank the reviewers who did a great job in helping to prepare the special section and the editors of this journal who gave us the opportunity to publish research on this practical and relevant research topic.
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