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1 INTRODUCCIÓ	  I	  OBJECTIUS	  
1.1 CONTEXT	  DEL	  PROJECTE	  
En	  el	  moment	  actual	  de	  la	  informàtica,	  on	  estan	  agafant	  protagonisme	  els	  sistemes	  en	   el	   núvol	   i	   distribuïts,	   es	   necessita	   buscar	   noves	   formes	   de	   programació	   que	  permetin	   treballar	   còmodament	  amb	  sistemes	  distribuïts	   i	   altament	  concurrents.	  Cada	   cop	   es	   treballa	  menys	   localment	   i	   es	   depèn	  més	   de	   tasques	   realitzades	   en	  servidors	  remots.	  És	  en	  aquest	  context	  que	  molts	  desenvolupadors	  han	  recuperat	  
Erlang,	  un	  llenguatge	  originàriament	  dissenyat	  per	  gestionar	  sistemes	  de	  telefonia	  mòbil	   als	   anys	   80,	   en	   què	   la	   transmissió	   de	   dades	   era	   molt	   limitada	   i	   calia	  alleugerir	  molt	  les	  comunicacions.	  
Dues	  de	   les	  empreses	  més	  destacades	  que	  han	  apostat	  per	  erlang	  són	  Facebook	  i	  Whatsapp	  1.	  A	  Facebook	  fan	  servir	  Erlang	  en	  el	  que	  anomenen	  els	  canals	  d’usuari	  per	   gestionar	   les	   cues	   i	   enviament	   de	   missatges	   del	   seu	   sistema	   de	   xat	   2.	   A	  Whatsapp	   tenen	   tot	   el	   seu	   servidor	   de	  missatges	   basat	   en	  Erlang	  3.	   Aquests	   dos	  exemples	   posen	   en	   evidència	   el	   perquè	   s’està	   fent	   servir,	   per	   una	   banda	   la	  simplicitat	   amb	   que	   gestiona	   sistemes	   de	   comunicacions	   de	   cues	   i	   per	   l’altra	   la	  gran	  capacitat	  d’escalabilitat	  que	  té.	  
Com	   es	   pot	   veure,	   la	   conclusió	   és	   que	   Erlang	   és	   un	   llenguatge	   amb	   un	   altíssim	  nivell	  de	  concurrència	  i	  on	  la	  gestió	  de	  cues	  i	  processos	  no	  suposa	  una	  gran	  càrrega	  pel	  sistema,	  si	  més	  no	  en	  relació	  amb	  altres	  llenguatges.	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1.2 MOTIVACIÓ	  I	  OBJECTIUS	  
Vist	  el	  potencial	  que	  ofereix	  Erlang,	  és	  natural	  pensar	  que	  pot	  ser	  de	  gran	  utilitat	  entendre’n	   millor	   el	   seu	   funcionament	   i	   la	   necessitat	   de	   disposar	   d’eines	   que	  facilitin	  aquesta	  tasca.	  
Aquí	  és	  on	  apareix	  la	  idea	  del	  projecte.	  Per	  tal	  de	  poder	  estudiar	  la	  fiabilitat	  de	  les	  comunicacions	   en	   servidors	   distribuïts	   i	   el	   nivell	   de	   concurrència	   es	   pensa	   en	  desenvolupar	  una	  aplicació	  que	  permeti	  traçar	  una	  execució	  d’una	  aplicació	  Erlang	  distribuïda	   i	   ens	   permeti	   d’una	   banda	   llegir	   aquesta	   traça	   per	   veure	   si	   el	  funcionament	  ha	  estat	  l’esperat	  i,	  com	  a	  complement,	  generar	  automàticament	  un	  graf	  com	  a	  autòmat	  d’aquesta	  traça.	  
Així,	  a	  partir	  d’una	  traça	  exemple	  com	  aquesta:	  
LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  	  
Es	  vol	  obtenir	  un	  graf	  semblant	  a	  aquest:	  
	  
FIGURA	  1:	  Graf	  d’estats	  d’una	  aplicació	  exemple	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Una	  vegada	  vist	   l’objectiu	  global	   es	  poden	  dividir	   les	   fites	   a	   anar	  assolint	  per	   tal	  d’obtenir	  el	  resultat	  final	  esperat:	  
1. Erlang	  1.1. Introducció	  als	  conceptes	  de	  llenguatge	  funcional	  i	  concurrència.	  1.2. Aprenentatge	  del	  llenguatge.	  1.3. Desenvolupament	  d’una	  aplicació	  complexa	  en	  Erlang.	  2. Tracing	  2.1. Decisió	  i	  aprenentatge	  de	  l’eina	  de	  tracing	  a	  utilitzar	  2.2. Automatització	  del	  procés	  d’obtenir	  la	  traça.	  2.3. Xarxes	  de	  Petri:	  representació	  gràfica	  de	  la	  traça.	  3. Aplicació	  de	  traça	  3.1. Creació	  d’una	  aplicació	  amb	   interfície	  gràfica	  per	  obtenir	   traces	  de	   forma	  automatitzada.	  4. Proves	  4.1. Provar	  l’aplicació	  amb	  diferents	  programes	  Erlang.	  4.2. Comparar	  els	  resultats	  obtinguts	  amb	  els	  esperats.	  5. Creació	  de	  la	  documentació	  necessària.	  
	   	  
Introducció	  i	  objectius	  
Process	  Discovery	  in	  Erlang	  Programs	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
UNIVERSITAT	  POLITÈCNICA	  DE	  CATALUNYA	  
11	  
	  
1.3 ESTRUCTURA	  DEL	  DOCUMENT	  
1. Introducció	  Definició	   del	   context	   i	   de	   les	   motivacions	   que	   han	   impulsat	   el	   projecte,	  juntament	  amb	  la	  definició	  dels	  objectius.	  2. Erlang:	  Introducció	  al	  llenguatge	  i	  explicació	  del	  procés	  seguit	  en	  el	  seu	  aprenentatge,	  desenvolupament	  d’una	  aplicació	  bàsica	  seguint	  un	  tutorial	  i	  desenvolupament	  d’una	  aplicació	  complexa.	  3. Onviso:	  Introducció	  a	  l’eina	  utilitzada	  per	  obtenir	  les	  traces	  (Onviso)	  i	  desenvolupament	  de	  l’automatització	  per	  a	  un	  exemple,	  que	  permeti	  després	  automatitzar-­‐lo	  per	  altres	  programes	  fent	  només	  petits	  canvis.	  4. Model	  de	  representació	  gràfica:	  Elecció	   de	   Xarxes	   de	   Petri	   com	   a	   model	   de	   representació	   de	   les	   traces	   i	  explicació	  de	  les	  eines	  que	  permetran	  fer	  aquesta	  conversió.	  5. Aplicació	  final:	  Desenvolupament	   de	   l’aplicació	   final	   incloent	   l’especificació,	   el	   disseny	   i	   la	  implementació.	  6. Manual	  de	  l’aplicació	  final	  Vistes	  de	  com	  ha	  quedat	  l’aplicació	  i	  manual	  d’ús.	  7. Experiments:	  Diferents	   exemples	  d’execucions	  on	   s’hagin	  obtingut	   traces	   i	   comparació	  dels	  resultats.	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8. Planificació	  i	  anàlisi	  de	  costos:	  Pla	  de	  calendari	  del	  projecte	  i	  anàlisi	  econòmica.	  9. Conclusions	  Conclusions	  finals	  del	  projecte	  i	  explicació	  de	  les	  possibles	  ampliacions	  que	  es	  podrien	  realitzar.	  10. Annex	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2.1 INTRODUCCIÓ	  A	  ERLANG	  
Erlang	  és	  també	  un	  llenguatge	  de	  programació	  concurrent	  i	  una	  base	  d’execució	  de	  propòsit	  general.	  
El	  subsistema	  seqüencial,	  en	  el	  que	  es	  programa	  habitualment,	  és	  un	  llenguatge	  de	  programació	   funcional	  amb	  avaluació	  estricta,	   assignació	  única	   i	   tipatge	  dinàmic.	  Com	   que	   aquestes	   no	   són	   les	   característiques	   més	   habituals	   en	   alguns	   dels	  llenguatges	  més	   utilitzats	   (C	   o	   Java	   4),	   el	   seu	   aprenentatge	   sempre	   suposarà	   un	  repte	  per	  la	  majoria	  de	  programadors.	  A	  més,	  funciona	  sobre	  una	  màquina	  virtual,	  de	  manera	   que	   un	   cop	   arrencada	   la	  màquina	   sobre	   qualsevol	   plataforma,	   el	   seu	  funcionament	  és	  bàsicament	  el	  mateix.	  
Aquest	   llenguatge	   va	   ser	   dissenyat	   per	   Ericsson	   per	   donar	   suport	   a	   aplicacions	  distribuïdes,	   tolerants	  a	   fallades	   i	  que	  no	  necessitessin	  aturar-­‐se	  mai,	  és	  per	  això	  que	  també	  suporta	  canvis	  en	  calent	  per	  tal	  d’introduir	  canvis	  sense	  haver	  de	  parar	  el	   sistema.	   A	   més,	   havia	   de	   ser	   lleuger,	   ja	   que	   el	   seu	   objectiu	   era	   millorar	   el	  desenvolupament	  d’aplicacions	  de	  telefonia.	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2.1.1 LLENGUATGE	  FUNCIONAL	  
Un	  llenguatge	  funcional	  és	  aquell	  que	  es	  basa	  en	  l’execució	  de	  funcions	  per	  tal	  de	  canviar	  el	  seu	  estat.	  Així,	  a	  diferència	  d’un	  llenguatge	  imperatiu,	  no	  pot	  modificar-­‐se	   l’estat	  de	   les	   variables,	   fet	  que	  obliga	   a	   treballar	   amb	   funcions	   recursives	  que	  permetran	  arribar	  a	  nous	  estats	  del	  programa.	  
Bàsicament,	   la	   barrera	   a	   l’hora	   de	   passar	   de	   la	   programació	   imperativa	   a	   la	   que	  estem	  més	   acostumats	   a	   la	   programació	   funcional	   és	   la	   desaparició	   de	   l’entorn.	  L’entorn	  d’execució	  no	  desapareix	  completament,	  però	  es	   limita	  a	   la	  pila	  de	  cada	  funció	  en	  execució,	  de	  manera	  que	  els	  canvis	  que	  faci	  cada	  una	  no	  afecten	  a	  la	  resta.	  
Aquestes	   característiques	   permeten	   dissenyar	   aplicacions	   concurrents	   sense	   cap	  tipus	   d’adaptació,	   ja	   que	   no	   hi	   ha	   problemes	   en	   les	   condicions	   de	   carrera	   o	  bloquejos	  mutus.	  Si	  cap	  dada	  es	  modifica	  en	  el	  mateix	  fil	  d’execució,	  encara	  menys	  en	  diferents	  fils.	  
La	  programació	  funcional	  també	  permet	  fer	  canvis	  en	  el	  codi	  en	  calent.	  Novament,	  la	  no	  existència	  d’un	  entorn	  global	  que	  es	  pugui	  veure	  afectat	  pels	  nous	  canvis	  en	  el	  codi,	  facilita	  les	  actualitzacions	  sense	  parar	  el	  sistema.	  En	  el	  cas	  particular	  d’Erlang,	  un	   mateix	   mòdul	   pot	   tenir	   dues	   versions	   carregades	   en	   memòria,	   executant-­‐se	  sempre	   la	   més	   nova,	   però	   permetent	   la	   finalització	   de	   les	   execucions	   en	   curs	  utilitzant	  la	  versió	  en	  que	  han	  començat.	  
2.1.2 CONCURRÈNCIA	  
La	   concurrència	   és	   extremadament	   simple	   a	   Erlang.	   Mentre	   que	   a	   molts	  llenguatges	   es	   necessiten	   llibreries	   específiques	   i	   un	   conjunt	   força	   complex	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d’operacions	   per	   treballar	   amb	   diferents	   threads,	   Erlang	   proporciona	  característiques	   a	   nivell	   de	   llenguatge	   per	   crear	   i	   gestionar	   processos	   que	   tenen	  com	   a	   objectiu	   simplificar	   la	   programació	   concurrent.	   Aquests	   processos	   es	  comuniquen	   mitjançant	   missatges	   (com	   s’explica	   més	   endavant,	   ja	   que	   són	   els	  mateixos	   missatges	   utilitzats	   per	   comunicar	   diferents	   nodes),	   cosa	   que	   evita	   la	  necessitar	  de	  fer	  servir	  instruccions	  bloquejants.	  
2.1.3 AVALUACIÓ	  ESTRICTA	  
L’avaluació	  estricta	  afecta	  a	  l’ordre	  en	  què	  s’avaluen	  les	  expressions,	  en	  aquest	  cas	  ho	  fan	  abans	  de	  cridar	  la	  funció	  on	  s’utilitza.	  
2.1.4 ASSIGNACIÓ	  ÚNICA	  
L’assignació	  única	  implica	  que	  només	  es	  poden	  assignar	  valors	  a	  les	  variables	  una	  única	  vegada,	  de	  manera	  que	  estrictament	  no	  són	  variables	  però	  se	   les	  anomena	  així	   per	   paral·lelisme	   amb	   els	   llenguatges	   imperatius.	   Aquesta	   característica	  contribueix	  a	  no	  tenir	  un	  entorn	  que	  es	  vegi	  afectat	  per	  l’execució	  de	  les	  funcions;	  com	   que	   no	   poden	   canviar	   el	   seu	   valor,	   no	   es	   podran	   modificar	   en	   llocs	  imprevistos.	  
Aquesta	  característica	  també	  implica	  que	  les	  variables	  no	  poden	  canviar	  de	  valor,	  és	   per	   això	   que	   quan	   es	   treballa	   amb	   Erlang	   s’acostumen	   a	   fer	   servir	   molt	   les	  funcions	  recursives	  quan	  s’ha	  d’iterar	  sobre	  alguna	  dada	  (per	  exemple	  fer	  un	  càlcul	  d’un	  valor	  numèric	  que	  va	  canviant	  o	  recórrer	  una	  taula).	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2.1.5 TIPATGE	  DINÀMIC	  
Una	  variable	  no	  té	  un	  tipus	  definit.	  Tenint	  assignació	  única	  no	  és	  rellevant	  per	   la	  seva	   modificació,	   sinó	   que	   en	   el	   moment	   de	   definir-­‐la	   pot	   assignar-­‐se	   com	   a	  resultat	  d’una	  expressió	  que	  pot	  prendre	  diferents	  valors	   i	   tipus,	   és	   llavors	  quan	  s’assigna	  el	  tipus.	  És	  un	  element	  important	  a	  tenir	  en	  compte,	  ja	  que	  els	  errors	  de	  tipatge	   en	   operacions	   que	   normalment	   apareixerien	   en	   compilar	   el	   codi,	   el	  compilador	  d’Erlang	  no	  els	  avalua	  i	  poden	  aparèixer	  en	  execució.	  
2.1.6 COMUNICACIÓ	  
Les	  comunicacions	  entre	  diferents	  nodes	  es	  realitzen	  mitjançant	  missatges	  simples	  transmesos	   entre	   els	   nodes	   de	   forma	   asíncrona.	   Aquests	   missatges	   s’atenen	   al	  procés	  adequat	  del	  node	  destí	  seguint	  el	  protocol	  FIFS	  (First	  In	  –	  First	  Served),	  de	  manera	  que	  sempre	  es	  respecta	  l’ordre	  d’arribada	  dins	  la	  cua.	  L’única	  excepció	  es	  produeix	  entre	  missatges	  amb	  el	  mateix	  origen,	  aquests	  sempre	  mantenen	  l’ordre	  en	  que	  han	  estat	  emesos.	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2.2 APRENENTATGE	  D’ERLANG	  
Tenint	   en	   compte	   que	   l’objectiu	   final	   era	   desenvolupar	   una	   aplicació	   Java	   que	  simplement	  interactués	  amb	  aplicacions	  Erlang	  ja	  programades,	  l’aprenentatge	  no	  havia	   de	   ser	   profund,	   sinó	   simplement	   aportar	   coneixements	   del	   llenguatge	   per	  més	  tard	  entendre	  el	  que	  es	  s’executi	  i	  poder	  utilitzar	  correctament	  Onviso.	  
És	   per	   això	   que	   es	   va	   optar	   per	   desenvolupar	   un	   parell	   d’aplicacions	   simples	  seguint	   tutorials	   i	   després	   aplicar	   aquests	   coneixements	   per	   desenvolupar	   una	  aplicació	  que	  simulés	  un	  twitter	  a	  petita	  escala.	  
El	   que	   més	   interessava	   era	   provar	   la	   gran	   capacitat	   de	   concurrència	   i	   de	  comunicació	   d’Erlang.	   És	   per	   això	   que	   es	   va	   treballar	   en	   aplicacions	   que	  requerissin	  de	  comunicació	  servidor-­‐client	  o	  entre	  altres	  nodes.	  La	  senzillesa	  en	  la	  implementació	  d’aquest	  tipus	  de	  comunicacions	  és	  sorprenent.	  
A	   diferència	   d’un	   llenguatge	   molt	   més	   conegut	   com	   Java,	   la	   comunicació	   entre	  diferents	   nodes	   que	   funcionen	   de	   forma	   concurrent	   no	   és	   bloquejant,	   s’envien	  missatges	   entre	   ells	  que	  es	  van	  afegint	   a	  una	   cua	   i	   atenent	   seqüencialment.	  Això	  ens	   obliga	   a	   ser	   conscients	   en	   tot	   moment	   de	   quin	   tipus	   de	   peticions	   es	   poden	  llençar	  a	  cada	  moment	  i	  com	  s’han	  d’atendre,	  però	  si	  es	  fa	  amb	  cura	  ens	  alleugereix	  i	   accelera	   el	   funcionament	   d’aplicacions	   senzilles	   que	   únicament	   s’han	   d’enviar	  missatges	   entre	   elles	   sense	   que	   sigui	   imprescindible	   mantenir	   l’ordre	   en	   tot	  moment.	   Aquest	   seria	   l’exemple	   de	   molts	   servidors	   que	   atenen	   peticions	   de	  diferents	   clients	   sense	   que	   estiguin	   relacionades	   entre	   elles,	   de	   manera	   que	  bloquejar-­‐lo	  per	   cada	  petició	   suposa	  una	   càrrega	   i	   afegeix	   lentitud	  al	   sistema.	  És	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per	   això	   que	   l’ús	   d’Erlang	   s’està	   estenent	   com	   a	   simple	   gestor	   de	   peticions	   que	  llança	  un	  nou	  thread	  per	  cada	  nova	  petició,	  que	  després	  es	  pot	  atendre	  mitjançant	  software	  desenvolupat	  en	  el	  llenguatge	  que	  decideixin	  els	  desenvolupadors.	  
2.2.1 ALGUNES	  NORMES	  BÀSIQUES	  
Durant	  l’aprenentatge	  d’Erlang	  es	  van	  observar	  unes	  quantes	  característiques	  que	  havia	   de	   seguir	   el	   desenvolupament,	   unes	   apreses	   directament	   de	   les	   fonts	  utilitzades	   en	   l’aprenentage,	   i	   d’altres	   adquirides	   durant	   el	   desenvolupament	  d’alguna	  de	  les	  aplicacions.	  
Cada	  fitxer	  .erl	  representa	  un	  mòdul	  de	  l’aplicació,	  aquest	  ha	  de	  començar	  sempre	  amb	  la	  capçalera	  “–module(NomDelMòdul).”	  i	  ha	  de	  tenir	  el	  mateix	  nom	  que	  donem	  al	  mòdul.	  
Abans	  de	  començar	  la	  implementació	  de	  les	  funcions,	  s’ha	  d’indicar	  quines	  han	  de	  tenir	  visibilitat	  des	  de	  fora,	  això	  es	  pot	  fer	  de	  dues	  maneres:	  
• export([NomFunció/NumeroDeParàmetres,	  ...]).	  
• compile(export_all).	  
Les	   capçaleres	   de	   les	   funcions	   s’escriuen	   amb	   l’estructura	  “NomDeLaFunció(Paràmetre1,	   Paràmete2,	   ...)	   -­‐>”	   acabat	   amb	   el	   símbol	   “-­‐>”.	   Les	  diferents	  instruccions	  es	  tanquen	  amb	  una	  coma	  (“,”)	  i	  el	  final	  de	  la	  funció	  s’indica	  amb	   un	   punt	   “.”.	   Algunes	   estructures	   poden	   requerir	   de	   l’ús	   del	   punt-­‐i-­‐coma	   “;”.	  L’última	  instrucció	  de	  la	  funció	  és	  el	  que	  retorna	  si	  és	  que	  es	  pot	  interpretar	  com	  a	  alguna	  variable	  (àtom,	  tupla	  o	  taula).	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Com	   s’ha	   comentat	   anteriorment,	   la	   impossibilitat	   de	   canviar	   el	   valor	   de	   les	  variables	  obliga	  a	  fer	  servir	  la	  recurrència	  quan	  s’ha	  d’iterar	  sobre	  una	  variable	  o	  una	   llista.	   Per	   això,	   s’haurà	  de	   saber	   codificar	   els	   casos	  base	  d’aquestes	   funcions	  recurrents.	  Les	  diferents	  versions	  d’una	  mateixa	  funció,	  amb	  diferents	  valors	  dels	  paràmetres	   (variables	   o	   exactes),	   se	   separen	   amb	   “;”	   en	   comptes	   dels	   “.”	   que	  s’utilitzen	  per	   indicar	   el	   final	  de	  qualsevol	   funció.	   Les	   capçaleres	  dels	   casos	  base	  tindran	   valors	   concrets	   en	   les	   variables	   finals,	   noms	   de	   variable	   en	   les	   que	   es	  desconegui	  el	  valor	   i	   es	  necessiti,	   i	   el	   símbol	   “_”	  en	  els	  paràmetres	  que	  no	  siguin	  necessaris.	  
Sempre	  que	   indiquem	  una	  equivalència	  o	  assignació	  que	   inclogui	  més	  d’un	  valor,	  però	   on	   algun	   d’aquests	   no	   sigui	   necessari	   (com	   en	   el	   cas	   de	   les	   capçaleres	   de	  funcions	  sobrecarregades	  o	  de	  tuples),	  es	  farà	  servir	  el	  símbol	  “_”	  per	  indicar	  que	  hi	  ha	  un	  valor	  en	  aquella	  equivalència,	  però	  que	  aquest	  no	  es	  necessitarà.	  
Quan	   enviem	  missatges	   entre	   nodes,	   els	   encapsularem	   dins	   de	   tuples.	   Aquestes	  duran	  sempre	  un	  primer	  paràmetre	  que	  serà	  un	  àtom	  que	  identificarà	  el	  missatge,	  després	  podran	  contenir	  més	  paràmetres	  com	  a	  contingut	  del	  missatge.	  
Els	   missatges	   entre	   nodes	   s’envien	   amb	   la	   comanda	   “!”.	   La	   instrucció	   tindrà	   la	  següent	  estructura:	  “DireccióNodeDestí	  !	  TuplaMissatge”.	  
2.2.2 LES	  PRIMERES	  PASSES:	  APLICACIÓ	  DE	  XAT	  
Per	  tal	  de	  començar	  a	  aprendre	  com	  programar	  en	  Erlang	  es	  va	  decidir	  seguir	  una	  petita	   guia	   per	   programar	   un	   senzill	   programa	   de	   xat	   format	   per	   un	   mòdul	  servidor	  i	  un	  mòdul	  client,	  que	  arrancarem	  en	  diferents	  màquines	  virtuals	  Erlang.	  
Erlang	  
Process	  Discovery	  in	  Erlang	  Programs	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
UNIVERSITAT	  POLITÈCNICA	  DE	  CATALUNYA	  
20	  
	  
Evidentment,	   per	   veure	   que	   funciona	   com	   a	   xat,	   posarem	   en	   marxa	   diversos	  clients.	  
2.2.2.1 LA	  COMUNICACIÓ	  Com	   s’ha	   comentat	   prèviament,	   la	   comunicació	   entre	   diferents	   nodes	   s’efectua	  mitjançant	  missatges	  que	  s’afegeixen	  a	  una	  cua	  del	  node	  destí.	  Aquests	  missatges	  estaran	  encapsulats	  en	  una	  tupla	   i	  el	  primer	  paràmetre	  serà	  un	  àtom	  que	  servirà	  per	  identificar	  el	  tipus	  de	  missatge.	  
2.2.2.2 ELS	  MISSATGES	  Com	   que,	   a	   part	   de	   capturar	   l’entrada	   de	   text	   per	   teclat	   i	   difondre	   els	   nous	  missatges,	   l’aplicació	  no	  té	  pràcticament	  contingut	  a	  part	  de	  la	  comunicació	  entre	  nodes,	  una	  bona	  manera	  de	  plantejar-­‐nos	  el	  seu	  desenvolupament	  és	  veure	  quins	  missatges	  s’hauran	  de	  transmetre	  entre	  els	  nodes	  i	  a	  partir	  d’aquí	  desenvolupar	  les	  diferents	  funcions	  d’enviar	  i	  rebre	  missatges	  a	  cada	  node.	  
A	  més,	  s’ha	  de	  pensar	  que	  dins	  d’una	  mateixa	  comunicació	  es	  poden	  necessitar	  2	  missatges	   tipus:	  el	  missatge	  que	  envia	  el	   client	  al	   servidor	   i	   el	  missatge-­‐resposta	  del	  servidor	  cap	  als	  clients.	  
Missatges	  que	  ha	  de	  poder	  tractar	  el	  servidor	  (client-­‐servidor):	  
-­‐ {client_join_req,	  Name,	  From}:	  Un	  usuari	  entra	  al	  xat	  i	  envia	  al	  servidor	  les	  seves	  dades	  (nom	  i	  direcció	  del	  node).	  -­‐ {client_leave_req,	  Name,	  From}:	  Un	  usuari	  surt	  del	  xat	  i	  envia	  al	  servidor	  les	  seves	  dades.	  
Erlang	  
Process	  Discovery	  in	  Erlang	  Programs	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
UNIVERSITAT	  POLITÈCNICA	  DE	  CATALUNYA	  
21	  
	  
-­‐ {send,	  Name,	  Text}:	  Un	  usuari	  escriu	  un	  missatge	  al	  xat	  i	  envia	  al	  servidor	  el	  seu	  nom	  i	  el	  text	  del	  missatge.	  
Missatges	  que	  ha	  de	  poder	  tractar	  el	  client	  (servidor-­‐client):	  
-­‐ {join,	  Name}:	  El	  servidor	  comunica	  al	  client	  que	  el	  client	  de	  nom	  Name	  ha	  entrat	  al	  xat.	  -­‐ {leave,	  Name}:	  El	  servidor	  comunica	  al	  client	  que	  el	  client	  de	  nom	  Name	  ha	  sortit	  del	  xat.	  -­‐ {message,	   Name,	   Text}:	   El	   servidor	   distribueix	   entre	   tots	   els	   clients	   el	  missatge	  Text	  del	  client	  de	  nom	  Name.	  
El	   fet	   que	   el	   client	   hagi	   de	   poder	   rebre	  missatges	   i,	   al	   mateix	   temps,	   enviar-­‐los	  segons	  les	  accions	  de	  l’usuari,	  ens	  permet	  veure	  que,	  aprofitant	  la	  concurrència	  de	  diferents	   processos	   en	   nodes	   de	   màquines	   Erlang,	   arrancarem	   un	   thread	  encarregat	   de	   rebre	   i	   processar	  missatges	   del	   servidor,	   i	   un	   altre	   que	   permetrà	  interactuar	  a	  l’usuari.	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2.2.2.3 IMPLEMENTACIÓ	  DEL	  SERVIDOR	  Un	   cop	   decidides	   les	   bases	   sobre	   les	   que	   es	   desenvoluparà	   l’aplicació,	   es	   pot	  programar	  el	  mòdul	  servidor	  (server.erl):	  
-­‐module(server).	  	  %%	  Exported	  Functions	  -­‐export([start/0,	  process_requests/1]).	  	  %%	  API	  Functions	  start()	  -­‐>	  	   ServerPid	  =	  spawn(server,	  process_requests,	  [[]]),	  	   register(server_process,	  ServerPid).	  	  process_requests(Clients)	  -­‐>	  	   receive	  	   	   {client_join_req,	  Name,	  From}	  -­‐>	  	   	   	   NewClients	  =	  [From	  |	  Clients],	  	   	   	   broadcast(NewClients,	  {join,	  Name}),	  	   	   	   io:format("entra	  ~s",	  [Name]),	  	   	   	   process_requests(NewClients);	  	   	   {client_leave_req,	  Name,	  From}	  -­‐>	  	   	   	   NewClients	  =	  lists:delete(From,	  Clients),	  	   	   	   broadcast(Clients,	  {leave,	  Name}),	  	   	   	   io:format("marxa	  ~s",	  [Name]),	  	   	   	   process_requests(NewClients);	  	   	   {send,	  Name,	  Text}	  -­‐>	  	   	   	   broadcast(Clients,	  {message,	  Name,	  Text}),	  	   	   	   process_requests(Clients)	  	   end.	  	  %%	  Local	  Functions	  broadcast(PeerList,	  Message)	  -­‐>	  	   Fun	  =	  fun(Peer)	  -­‐>	  Peer	  !	  Message	  end,	  	   lists:map(Fun,	  PeerList).	  	  
Es	   pot	   observar	   que	   conté	   una	   funció	   recursiva	   amb	   la	   instrucció	   de	   rebre	  missatges	  (que	  és	  bloquejant)	  receive.	  L’altra	  funció	  serveix	  per	  enviar	  un	  missatge	  a	  la	  llista	  de	  Peers	  que	  se	  li	  indiqui.	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2.2.2.4 IMPLEMENTACIÓ	  DEL	  CLIENT	  En	   el	   cas	   del	  mòdul	   client	   haurem	   de	   separar	   dos	   funcions	   principals,	   una	  molt	  similar	  al	   servidor	  per	   rebre	   i	  processar	  els	  missatges	  emesos	  pel	   servidor	   i	  una	  altra	  encarregada	  de	  llegir	  l’entrada	  estàndard	  i	  enviar	  els	  missatges	  al	  servidor.	  
-­‐module(client).	  	  %%	  Exported	  Functions	  -­‐export([start/2,	  init_client/2]).	  	  %%	  API	  Functions	  start(ServerPid,	  MyName)	  -­‐>	  	   ClientPid	  =	  spawn(client,	  init_client,	  [ServerPid,	  MyName]),	  	   process_commands(ServerPid,	  MyName,	  ClientPid).	  	   	  init_client(ServerPid,	  MyName)	  -­‐>	  	   ServerPid	  !	  {client_join_req,	  MyName,	  self()},	  	   process_requests().	  	   	  %%	  Local	  Functions	  %%	  This	  is	  the	  background	  task	  logic	  process_requests()	  -­‐>	  	   receive	  	   	   {join,	  Name}	  -­‐>	  	   	   	   io:format("[JOIN]	  ~s	  joined	  the	  chat~n",	  [Name]),	  	   	   	   process_requests();	  	   	   {leave,	  Name}	  -­‐>	  	   	   	   io:format("[LEAVE]	  ~s	  leaves	  the	  chat~n",	  [Name]),	  	   	   	   process_requests();	  	   	   {message,	  Name,	  Text}	  -­‐>	  	   	   	   io:format("[~s]	  ~s",	  [Name,	  Text]),	  	   	   	   process_requests()	  	   end.	  	   	  %%	  This	  is	  the	  main	  task	  logic	  process_commands(ServerPid,	  MyName,	  ClientPid)	  -­‐>	  	   %%	  Read	  from	  standard	  input	  and	  send	  to	  server	  	   Text	  =	  io:get_line("-­‐>	  "),	  	   if	  	   	   Text	  ==	  "exit\n"	  -­‐>	  	   	   	   io:format("Leaving..."),	  	   	   	   ServerPid	  !	  {client_leave_req,	  MyName,	  ClientPid};	  	   	   true	  -­‐>	  	   	   	   ServerPid	  !	  {send,	  MyName,	  Text},	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   process_commands(ServerPid,	  MyName,	  ClientPid)	  	   end.	  	  
Es	  pot	  veure	  com	  el	  client	  manté	  en	  execució	  en	  segon	  pla	  un	  servidor	  encarregat	  de	  rebre	  i	  processar	  els	  missatges	  que	  li	  envia	  el	  servidor	  del	  xat	  (process_requests)	  i	   en	   primer	   pla	   	   una	   funció	   que	   llegeix	   els	   textos	   que	   introdueix	   l’usuari	  (process_commands).	  Aquesta	  funció	  reconeix	  la	  comanda	  exit	  per	  apagar	  el	  client	  i	  abandonar	  el	  xat.	  
2.2.3 DESENVOLUPAMENT	  D’UNA	  APLICACIÓ	  COMPLEXA:	  TWITTER	  
2.2.3.1 ESPECIFICACIÓ	  I	  DISSENY	  Per	   tal	   de	  millorar	   els	   coneixements	   del	   llenguatge,	   que	   després	   ens	   permetrien	  entendre	  el	  funcionament	  del	  mòdul	  per	  fer	  les	  traces,	  es	  va	  decidir	  desenvolupar	  una	   aplicació	   amb	   una	   mica	   de	   complexitat	   en	   el	   tractament	   de	   dades	   i	  comunicacions.	   Aquesta	   aplicació	   és	   una	   versió	   molt	   reduïda	   del	   funcionament	  intern	  de	  twitter,	  un	  sistema	  que	  permet	  a	  usuaris	  escriure	  missatges	  que	  llegiran	  els	   seus	   seguidors,	   en	   temps	   real	   si	   estan	   connectats,	   o	   refrescant	   els	   darrers	  missatges	  si	  estan	  desconnectats	  en	  el	  moment	  que	  s’han	  enviat	  els	   	  missatges.	  A	  més,	  el	  servidor	  inclou	  l’emmagatzematge	  i	  càrrega	  de	  dades	  en	  fitxers	  de	  text	  per	  tal	  de	  poder	  treballar	  amb	  les	  dades	  de	  sessions	  anteriors	  o	  simplement	  crear-­‐ne	  suficients	  per	  provar	  petites	  coses	  ràpidament.	  
En	   un	   primer	   moment,	   l’aplicació	   semblava	   que	   resultaria	   senzilla	   de	  desenvolupar,	  doncs	  es	  tractava	  d’una	  petita	  evolució	  respecte	  el	  xat	  programat	  en	  el	   tutorial.	   Però	   un	   cop	   es	   va	   veure	   el	   que	   realment	   implicava	   aplicar	   aquestes	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evolucions	   en	   Erlang	   es	   va	   veure	   que	   comportaria	   més	   reptes	   dels	   esperats.	  L’evolució	  més	  destacada	  era	  la	  gestió	  dels	  usuaris	  i	  les	  dades	  associades	  a	  aquests.	  
L’assignació	  única	  planteja	  un	  repte	  poc	  habitual	  a	   l’hora	  de	   treballar	  amb	  dades	  que	  volem	  emmagatzemar	  i	  que	  van	  canviant	  al	  llarg	  del	  temps.	  A	  més,	  suposa	  no	  poder	   treballar	   amb	   variables	   globals,	   que	   probablement	   seria	   la	   tècnica	   que	  utilitzaríem	  en	  la	  majoria	  d’entorns	  en	  una	  situació	  similar.	  
L’aplicació	   consta	   de	   2	   mòduls	   principals,	   client	   i	   servidor	   i	   un	   mòdul	   pel	  tractament	  de	  dades.	  
2.2.3.2 EL	  SERVIDOR	  El	   servidor	   consta	   d’una	   funció	   que	   es	   repeteix	   indefinidament	   que	   processa	   els	  diferents	  tipus	  de	  missatge	  que	  pot	  rebre	  dels	  clients.	  Aquests	  són:	  
-­‐ Registrar	  un	  usuari:	  Un	  usuari	  es	  connecta	  al	  sistema,	  pot	  ser	  que	  s’hagi	  de	  crear	  un	  nou	  usuari	  o	  que	  sigui	  un	  usuari	  ja	  registrat.	  -­‐ Sortida	  d’un	  usuari:	  Un	  usuari	   es	  desconnecta	   i	   s’ha	  d’eliminar	  de	   la	   llista	  d’usuaris	  connectats	  (no	  de	  la	  base	  de	  dades	  d’usuaris	  registrats).	  -­‐ Seguir	   un	   usuari:	   Un	   usuari	   comença	   a	   seguir	   els	   missatges	   d’un	   usuari	  present	  al	  sistema.	  -­‐ Nou	  tweet:	  Un	  usuari	  escriu	  un	  missatge	  que	  s’haurà	  de	  distribuir	  entre	  els	  seus	  seguidors	  i	  emmagatzemar	  a	  la	  base	  de	  dades	  de	  tweets.	  -­‐ Refrescar:	   Un	   usuari	   demana	   veure	   els	   últims	   tweets	   dels	   usuaris	   que	  segueix.	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-­‐ Apagar	  el	  servidor:	  Es	  vol	  parar	  el	  servidor	  i	  s’han	  de	  guardar	  les	  dades	  per	  recuperar-­‐les	  quan	  es	  torni	  a	  engegar.	  
D’aquesta	  manera,	  la	  funció	  process_requests	  queda	  així:	  
process_requests(Clients,	  Users,	  Followers,	  Tweets)	  -­‐>	  	   receive	  	   	   %	  Resgistrar	  un	  usuari	  	   	   {reg_user_req,	  Name,	  From}	  -­‐>	  	   	   	   {NewClients,	   NewUsers}	   =	   register_user(Clients,	   Users,	  Name,	  From),	  	   	   	   process_requests(NewClients,	  NewUsers,	  Followers,	  Tweets);	  	   	   %	  Usuari	  surt	  del	  sistema	  	   	   {client_leave_req,	  User}	  -­‐>	  	   	   	   NewClients	  =	  lists:keydelete(User,	  1,	  Clients),	  	   	   	   process_requests(NewClients,	  Users,	  Followers,	  Tweets);	  	   	   %	  Seguir	  un	  usuari	  	   	   {client_follow_req,	  Follower,	  Followed}	  -­‐>	  	   	   	   NewFollowers	  =	  [{Followed,	  Follower}|Followers],	  	   	   	   io:format("Follow:	  ~s	  -­‐	  ~s~n",[Followed,	  Follower]),	  	   	   	   process_requests(Clients,	  Users,	  NewFollowers,	  Tweets);	  	   	   %	  Usuari	  escriu	  tweet	  	   	   {new_tweet_req,	  User,	  Tweet}	  -­‐>	  	   	   	   new_tweet(Clients,	  Users,	  Followers,	  Tweets,	  User,	  Tweet);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  %	  Refrescar	  	   	   {refresh_req,	  Name,	  NumberOfTweets}	  -­‐>	  	   	   	   Address	  =	  lists:keyfind(Name,	  1,	  Clients),	  	   	   	   if	  not	  Address	  -­‐>	  	   	   	   	   io:format("User	  not	  connected	  now~n");	  	   	   	   	   true	  -­‐>	  	   	   	   	   	   {_,	  From}	  =	  Address,	  	   	   	   	   	   refresh_tweets(Name,	  From,	  NumberOfTweets,	  Followers,	  Tweets)	  	   	   	   end,	  	   	   	   process_requests(Clients,	  Users,	  Followers,	  Tweets);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  %	  Apagar	  el	  servidor	  	   	   {exit}	  -­‐>	  	   	   	   exit(Clients,	  Users,	  Followers,	  Tweets)	  	   end.	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Cada	   cas	   es	   resol	   mitjançant	   una	   funció	   específica	   que	   encapsula	   la	   lògica	   de	  procés	   del	   missatge,	   excepte	   els	   2	   més	   simples	   de	   seguir	   un	   usuari	   i	   la	   de	  desconnexió,	  ja	  que	  només	  es	  tracta	  de	  modificar	  dues	  llistes	  de	  forma	  molt	  simple.	  
L’altre	  tema	  a	  valorar	  és	  quina	  estructura	  tindran	  les	  llistes	  de	  dades	  que	  s’han	  de	  manipular.	  Per	  això	  s’han	  de	  valorar	  els	  operadors	  de	  llistes	  que	  ofereix	  Erlang	  i	  la	  seva	   capacitat	   davant	   de	   combinacions	   de	   llistes	   i	   tuples,	   ja	   que	   des	   del	   primer	  moment	  es	  veu	  com	   les	  diferents	   llistes	  hauran	  de	  permetre	   relacionar	  diferents	  dades	  entre	  elles.	  
El	   servidor	   necessita	   manipular	   4	   llistes:	   Clients	   connectats,	   usuaris,	   followers	   i	  
tweets.	  Les	  dues	  primeres	  llistes	  són	  senzilles,	  cada	  client	  connectat	  es	  representa	  com	   una	   parella	   de	   “nom	   d’usuari	   –	   direcció	   del	   client”	   emmagatzemats	   en	   una	  tupla	   igual	   que	   la	   que	   s’havia	   utilitzat	   en	   l’aplicació	   xat,	   els	   usuaris	   només	   es	  representaran	  amb	  el	  nom	  d’usuari.	  
La	   llista	   de	   seguidors	   (o	   followers)	   es	   va	   pensar	   inicialment	   de	   representar	  mitjançant	  una	  tupla	  on	  el	  primer	  element	  fos	  un	  nom	  d’usuari	  i	  el	  segon	  una	  llista	  d’usuaris	  que	  el	  segueixen.	  Malauradament,	  es	  va	  veure	  que	  Erlang	  no	  interpretava	  bé	   aquesta	   estructura	   i	   donava	   errors	   a	   l’hora	   d’accedir-­‐hi	   (no	   en	   afegir-­‐hi	  elements).	  Així,	  es	  va	  optar	  perquè	  cada	  parella	  “usuari	  seguit	  –	  usuari	  seguidor”	  fos	  una	  tupla	  de	  la	  llista.	  Per	  la	  llista	  de	  tweets	  es	  va	  optar	  per	  la	  mateixa	  solució	  de	  guardar	  com	  a	  element	  independent	  cada	  parella	  “usuari	  –	  tweet”	  en	  una	  llista.	  
Pel	   cas	   en	  que	  un	  usuari	   escriu	  un	  nou	   tweet,	   s’ha	  de	   recórrer	   la	   llista	  dels	   seus	  followers	  per	  tal	  d’enviar-­‐los	  el	  nou	  missatge.	  En	  un	  cas	  com	  aquest	  es	  pot	  veure	  la	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necessitat	   d’utilitzar	   funcions	   recursives	   fins	   i	   tot	   per	   les	   coses	   més	   simples	   en	  
Erlang.	  
Els	  passos	  que	  segueix	  el	  servidor	  en	  rebre	  un	  nou	  tweet	  són	  els	  següents:	  
La	   funció	   new_tweet	   actualitza	   la	   taula	   de	   tweets	   amb	   la	   nova	   parella	   “usuari	   –	  missatge”,	  crida	  la	  funció	  recursiva	  encarregada	  d’enviar	  el	  missatge	  als	  seguidors	  de	   l’usuari	   i	   fa	   una	   nova	   crida	   a	   la	   funció	   procees_requests	   encarregada	   de	  processar	  els	  missatges	  que	  arriben	  al	  servidor.	  
new_tweet(Clients,	  Users,	  Followers,	  Tweets,	  User,	  Tweet)	  -­‐>	  	   io:format("[~s]	  :	  ~s~n",	  [User,	  Tweet]),	  	   NewTweets	  =	  [{User,	  Tweet}	  |	  Tweets],	  	   send_tweet(Clients,	  User,	  Followers,	  {new_tweet,	  User,	  Tweet}),	  	   process_requests(Clients,	  Users,	  Followers,	  NewTweets).	  	  
La	  funció	  send_tweet	  ha	  de	  recórrer	  la	  llista	  Followers	  per	  trobar	  tots	  els	  seguidors	  de	  l’usuari	  que	  ha	  escrit	  el	  missatge.	  Les	  altres	  dades	  que	  ens	  interessen	  (i	  que	  en	  tot	  aquest	  procés	  seran	   iguals)	  són	   les	  direccions	  dels	  clients	  connectats,	   l’usuari	  que	  ha	  enviat	  el	  missatge	  i	  el	  missatge.	  
Com	  que	  l’únic	  que	  ens	  interessa	  pel	  cas	  base	  és	  que	  la	  llista	  de	  Followers	  estigui	  buida,	  la	  capçalera	  queda	  així:	  
send_tweet(_,	  _,	  [],	  _)	  -­‐>	  	  
Durant	  el	  desenvolupament	  de	  la	  funció	  recursiva,	  una	  vegada	  més,	  s’ha	  vist	  que	  a	  vegades	  amb	  Erlang	   és	   complicat	  distingir	   llistes	  dintre	  de	   llistes	  amb	   tuples	  pel	  mig.	   És	   per	   això	   que	   es	   programa	   un	   nou	   cas	   base	   pel	   cas	   en	   que	   la	   llista	   de	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Followers	  només	  conté	  una	  parella.	  El	  cas	  anterior	  s’ha	  de	  mantenir	  pel	  cas	  en	  que	  no	   hi	   ha	   encara	   cap	   parella	   “Seguidor	   –	   Seguit”	   al	   sistema.	   La	   nova	   capçalera	   és	  aquesta:	  
send_tweet(Connected,	  User,	  {UserFollowed,	  Follower},	  Message)	  -­‐>	  	  
El	  codi	  final	  de	  la	  funció	  recursiva	  és	  aquest:	  
send_tweet(_,	  _,	  [],	  _)	  -­‐>	  io:format("No	  hi	  ha	  Followers	  al	  sistema~n");	  send_tweet(Connected,	  User,	  {UserFollowed,	  Follower},	  Message)	  -­‐>	  	   io:format("Només	  hi	  ha	  una	  possible	  parella	  de	  followers~n"),	  	   Control	  =	  string:equal(User,	  UserFollowed),	  	   if	  Control	  -­‐>	  	   	   send_message(Connected,	  Follower,	  Message);	  	   	   true	  -­‐>	  	   	   	   io:format("No	  era	  un	  follower	  de	  l’usuari~n")	  	   end;	  send_tweet(Connected,	  User,	  Followers,	  Message)	  -­‐>	  	   TupleFollower	  =	  lists:keytake(User,	  1,	  Followers),	  	   if	  not	  TupleFollower	  -­‐>	  	   	   io:format("No	  hi	  ha	  més	  followers~n");	  	   	   true	  -­‐>	  	   	   	   {_,	  {_,	  Follower},	  NewFollowers}	  =	  TupleFollower,	  	   	   	   send_message(Connected,	  Follower,	  Message),	  	   	   	   send_tweet(Connected,	  User,	  NewFollowers,	  Message)	  	   end.	  	   	  send_message(Connected,	  Follower,	  Message)	  -­‐>	  	   io:format("Tenim	  un	  follower:	  ~s~n",[Follower]),	  	   From	  =	  lists:keyfind(Follower,	  1,	  Connected),	  	   if	  not	  From	  -­‐>	  	   	   io:format("	  -­‐>	  usuari	  no	  connectat~n");	  	   	   true	  -­‐>	  	   	   	   {_,Address}	  =	  From,	  	   	   	   Address	  !	  Message	  	   end.	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2.2.3.3 EL	  CLIENT	  El	   mòdul	   client	   ha	   de	   permetre,	   per	   una	   banda,	   realitzar	   accions	   per	   part	   de	  l’usuari	   i,	   per	   l’altra,	   ha	   de	   tenir	   un	   petit	   servidor	   en	   segon	   pla	   per	   rebre	   les	  diferents	  comunicacions	  llançades	  pel	  servidor.	  
Inicialment	  es	  va	  pensar	  de	  dissenyar	  el	  client	  de	  forma	  semblant	  a	   l’aplicació	  de	  xat	   desenvolupada	   en	   el	   tutorial,	   però	   la	   dificultat	   de	   simular	   després	   aquestes	  instruccions	   d’usuari	   de	   forma	   automatitzada	   va	   obligar	   a	   fer	   un	   disseny	   amb	  l’aspecte	  del	  que	  seria	  el	  backend	  d’una	  aplicació	  amb	  una	  capa	  d’usuari	  per	  sobre.	  
El	  client	  ha	  de	  poder	  atendre	  les	  peticions	  enviades	  pel	  servidor,	  de	  manera	  que	  es	  programa	  també	  un	  process_requests	  que	  atengui	  les	  següents	  peticions:	  
-­‐ Nou	  tweet:	  Quan	  un	  usuari	  seguit	  pel	  client	  fa	  un	  nou	  tweet,	  el	  client	  l’ha	  de	  rebre	  sense	  la	  seva	  intervenció.	  -­‐ Actualització:	   És	   bàsicament	   el	   mateix	   tipus	   de	   missatge,	   però	   com	   a	  resposta	  a	  l’actualització	  de	  tweets	  demanada	  per	  l’usuari;	  es	  distingeix	  per	  comoditat	  d’implementació	  i	  disseny.	  -­‐ Registrat:	  El	  servidor	  comunica	  al	  client	  que	  està	  connectat.	  
D’aquesta	  manera,	  la	  funció	  process_requests	  queda	  així:	  
process_requests()	  -­‐>	  	  	  	   receive	  	   	   {new_tweet,	  User,	  Tweet}	  -­‐>	  	   	   	   io:format("[~s]	  ~s~n",	  [User,	  Tweet]),	  	   	   	   process_requests();	  	   	   {refresh_response,	  User,	  Tweet}	  -­‐>	  	   	   	   io:format("[~s]	  ~s~n",	  [User,	  Tweet]),	  	   	   	   process_requests();	  	   	   default	  -­‐>	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   io:format("Registrat"),	  	   	   	   process_requests()	  	   end.	  	  
Les	  accions	  que	  ha	  de	  poder	  realitzar	  l’usuari	  són	  les	  següents:	  
-­‐ Enviar	  un	  tweet:	  El	  client	  envia	  al	  servidor	  el	  nou	  tweet	  perquè	  el	  processi.	  -­‐ Seguir	  un	  usuari:	  El	  client	  informa	  al	  servidor	  que	  aquest	  usuari	  vol	  seguir	  un	  usuari	  del	  sistema.	  -­‐ Refrescar	  la	  llista	  de	  tweets:	  El	  client	  envia	  al	  servidor	  una	  petició	  per	  rebre	  els	  últims	  tweets	  dels	  usuaris	  seguits	  pel	  client,	  per	  defecte	  seran	  10,	  però	  també	  es	  podrà	  especificar-­‐ne	  el	  nombre.	  -­‐ Sortir	  del	  sistema:	  El	  client	  informa	  al	  servidor	  que	  el	  client	  es	  desconnecta.	  
Totes	  aquestes	  peticions	  el	  que	  fan	  és	  enviar	  un	  missatge	  al	  servidor,	  quedant	  així:	  
tweet(MyName,	  Tweet)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {new_tweet_req,	  MyName,	  Tweet}.	  	  follow(MyName,	  UserToFollow)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {client_follow_req,	  MyName,	  UserToFollow}.	  	   	  refresh(MyName)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {refresh_req,	  MyName,	  10}.	  	  refresh(MyName,	  NumberTweets)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {refresh_req,	  MyName,	  NumberTweets}.	  exit(MyName)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {client_leave_req,	  MyName}.	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3.1 INTRODUCCIÓ	  A	  ONVISO	  
Onviso	   és	   una	   eina	   que	   es	   va	   dissenyar	   per	   poder	   fer	   proves	   sobre	   aplicacions	  desenvolupades	   amb	   Erlang	   que	   funcionen	   distribuïdes	   en	   molts	   nodes.	   Així,	  simplifica	   la	   configuració	  de	   traces	   sobre	  múltiples	  nodes	   i	   la	   recollida	  de	  dades	  respecte	  de	  quan	  es	  fa	  utilitzant	  la	  llibreria	  Inviso	  inclosa	  al	  nucli	  del	  llenguatge.	  
El	  nucli	  del	   llenguatge	  Erlang	   inclou	  una	   llibreria	  per	  extreure	  una	   traça	  del	  que	  s’executa	  en	  una	  màquina	  virtual.	  Aquesta	  llibreria	  és	  Inviso.	  Bàsicament	  es	  tracta	  d’un	  altre	  procés	  que	  funciona	  concurrentment	  i	  s’apunta	  tot	  el	  que	  es	  va	  executant	  i	  en	  quin	  ordre.	  
L’ús	  d’Inviso	  resulta	  una	  mica	  complex,	  així	  que	  s’ha	  decidit	  utilitzar	  la	  API	  Onviso,	  que	   simplifica	   moltíssim	   la	   feina.	   Amb	   només	   dues	   funcions	   podrem	   executar	  pràcticament	  totes	  les	  opcions	  que	  ofereix	  Inviso	  per	  obtenir	  les	  traces.	  En	  realitat,	  
Onviso	   és	   una	   llibreria	   desenvolupada	   amb	   finalitats	   de	   testing	   d’aplicacions	  desenvolupades	   en	   Erlang,	   però	   l’objectiu	   és	   aprofitar	   les	   dades	   obtingudes	   per	  obtenir	  una	  representació	  formal	  de	  les	  comunicacions	  entre	  funcions	  i	  processos	  executats	  per	  una	  aplicació	  Erlang.	  
L’ús	   d’Onviso	   és	   aparentment	   simple:	   una	   funció	   trace	   rep	   com	   a	   arguments	   els	  nodes	  i	  les	  funcions	  que	  es	  vol	  que	  observi;	  si	  la	  connexió	  es	  realitza	  correctament,	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es	  realitza	   la	  traça	  en	  segon	  pla	   fins	  que	  se	   li	   indica	  que	  pari	  el	  bloc	  de	  traça	   i	  es	  demana	  el	  resultat	  obtingut.	  
Tot	   i	   que	   el	   fet	   d’observar	   la	   traça	   pot	   ajudar	   a	   debugar	   una	   aplicació,	   el	   seu	  objectiu	   no	   és	   substituir-­‐ho,	   sinó	   funcionar	   com	   a	   complement	   i	   estudiar	   altres	  aspectes	  interessants	  per	  al	  desenvolupament	  d’aplicacions	  distribuïdes.	  
3.1.1 ARQUITECTURA	  D’INVISO	  
Per	   poder	   entendre	   correctament	   el	   funcionament	   d’Onviso	   i	   poder	   després	  interpretar	   una	  mica	  millor	   el	   seu	   comportament	   quan	   es	   vulgui	   obtenir	   traces,	  s’ha	  de	  veure	  l’arquitectura	  que	  fa	  servir	  per	  obtenir	  traces.	  
Com	   ja	   s’ha	   comentat	   anteriorment,	  Onviso	   és	   només	   una	   eina	   que	   simplifica	   la	  tasca	  de	  configurar	  les	  traces	  que	  realment	  les	  realitza	  la	  llibreria	  Inviso.	  Per	  això	  l’arquitectura	  a	  explicar	  és	  la	  d’Inviso.	  
A	   la	  següent	   figura	  es	  pot	  veure	  com	  cal	   tenir	  parts	  d’Inviso	   funcionant	  als	  nodes	  objectius	   (les	   runtime_tools)	   i	   com	   els	   registres	   de	   cada	   node	   es	   guarden	  localment,	  fins	  que	  no	  entren	  en	  funcionament	  els	  col·lectors	  del	  node	  de	  control,	  els	  nodes	  objectiu	  han	  d’estar	  vius.	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FIGURA	  2:	  Arquitectura	  d’Inviso	  
3.2 APRENENTATGE	  D’UTILITZACIÓ	  D’ONVISO	  
Per	  tal	  de	  fer	  servir	  Onviso,	  ens	  hem	  de	  fixar	  en	  l’ús	  de	  dues	  funcions:	  trace	  i	  merge.	  La	   funció	  trace	  és	   l’encarregada	  d’indicar	  els	  nodes,	  mòduls	   i	   funcions	  que	  volem	  observar	  i	  merge	  la	  que	  extreu	  el	  log	  de	  la	  traça	  per	  mostrar-­‐lo	  o	  guardar-­‐lo	  en	  un	  arxiu.	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3.2.1 LA	  FUNCIÓ	  TRACE	  
Trace	  és	  la	  funció	  central	  d’Onviso.	  Permet	  indicar	  quins	  nodes	  s’han	  d’observar	  i,	  dins	  d’aquests	  nodes	  quines	  són	  les	  funcions	  a	  seguir.	  
A	  la	  funció	  trace	   li	  passarem	  3	  paràmetres,	  els	  patrons	  a	  reconèixer,	  els	  mòduls	  a	  observar	  i	  els	  flags	  de	  la	  traça	  (aquests	  seran	  sempre	  la	  tupla	  {all,	  [call]}:	  
trace(LlistaDePatrons,	  LlistaDeNodes,	  Flags).	  	  
Els	  patrons	  seguiran	  la	  següent	  estructura:	  
{mòdul,	  funció,	  paràmetres,	  matchspecification}	  	  
Cada	   funció	  que	  es	  vulgui	   traçar	  s’afegirà	  en	  un	   tupla	  amb	  aquest	  aspecte	  on,	  en	  general,	   com	  a	  paràmetre	  es	  posarà	  una	  wildcard	   (‘_’)	   i	   com	  a	  matchspecification	  una	   llista	  buida	  ([]).	  Si	   també	  es	  vol	   traçar	  el	  valor	  de	  retorn	  d’una	  funció,	  com	  a	  
matchspecification	  s’hauria	  de	  fer	  servir	  l’àtom	  retorn.	  L’àtom	  caller	  especifica	  que	  només	  interessa	  el	  moment	  en	  que	  es	  crida	  la	  funció.	  
Els	   nodes	   són	   més	   senzills,	   ja	   que	   s’indiquen	   de	   la	   mateixa	   manera	   que	  s’identifiquen:	  
‘NomNode@NomHost’	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Si	  la	  crida	  a	  la	  funció	  trace	  no	  falla,	  retorna	  una	  tupla	  {ok,	  Integer},	  on	  l’enter	  és	  un	  identificador	   per	   poder	   recuperar	   els	   resultats	   de	   la	   traça.	   El	  motiu	   pel	   que	   pot	  fallar	   habitualment	   la	   crida	   és	   que	   no	   es	   pugi	   connectar	   als	   nodes.	   Per	   això,	   els	  nodes	  han	  d’estar	  sempre	  ja	  arrencats	  en	  cridar	  a	  trace	   i	   tots	  els	  nodes	  (inclòs	  el	  node	  on	  podem	  en	  marxa	  la	  traça)	  han	  de	  tenir	  la	  mateixa	  cookie.	  
Una	   altra	   cosa	   a	   tenir	   en	   compte	   perquè	   no	   falli	   la	   crida	   a	   trace	   és	   que	   tots	   els	  nodes	   observats	   han	   de	   tenir	   en	   funcionament	   l’aplicació	   Runtime_tools,	   que	   és	  l’aplicació	  de	  baix	  nivell	  que	  proporciona	  les	  eines	  bàsiques	  de	  tracing	  i	  debugging	  a	  un	  sistema	  Erlang.	  La	  instrucció	  per	  posar-­‐la	  en	  funcionament	  	  és:	  
application:start(runtime_tools).	  	  
Per	  parar	  una	   traça	  en	  execució	  es	   fa	  mitjançant	   la	   funció	  stop.	   La	   funció	  stop	   es	  crida	  passant-­‐li	  com	  a	  paràmetre	  l’identificador	  retornat	  per	  trace.	  
3.2.2 RECUPERAR	  UNA	  TRAÇA	  
Per	   recuperar	   les	   dades	   d’una	   traça	   aturada	   correctament	  mitjançant	   stop	   es	   fa	  servir	  la	  funció	  merge.	  En	  cas	  que	  no	  s’hagi	  aturat	  la	  traça,	  merge	  ens	  pot	  mostrar	  una	  traça	  buida	  o,	  si	  ens	  retorna	  una	  traça,	  serà	  una	   feta	  anteriorment.	  Onviso	   té	  algun	  tipus	  de	  buffer	  que	  només	  actualitza	  la	  traça	  de	  retorn	  en	  parar	  la	  traça,	  però	  com	   que	   pot	   retornar	   repetidament	   el	   mateix	   indicador	   per	   traces	   que	   no	   es	  solapin	   en	   el	   temps,	   mentre	   no	   es	   pari	   l’actual,	   merge	   segueix	   retornant	   els	  resultats	  de	  l’anterior	  traça.	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La	  crida	  a	  merge	  té	  aquest	  aspecte:	  
onviso:merge(NumIdentificador,	  void,	  void,	  TipusSortida).	  	  
On	   tipus	   de	   sortida	   és	   shell	   o	   file	   segons	   es	   vulgui	   que	   es	   mostri	   a	   la	   línia	   de	  comandes	   o	   que	   s’emmagatzemi	   a	   un	   fitxer	   que	   s’anomenarà	   outputREF.txt	   i	   es	  guardarà	  a	  la	  ruta	  per	  defecte	  de	  la	  màquina	  virtual	  erlang	  on	  s’executi	  Onviso.	  
3.2.3 UN	  EXEMPLE	  
En	  el	  paquet	  que	  inclou	  l’API	  d’Onviso	  s’hi	   troba	  una	  petita	  aplicació	  de	  test	   ideal	  per	   aprendre	   a	   obtenir	   traces	   amb	   Onviso.	   Aquesta	   aplicació	   consta	   d’un	   petit	  servidor	  i	  d’un	  client	  que	  envia	  missatges	  al	  servidor	  i	  que	  pot	  demanar	  al	  servidor	  que	  li	  enviï	  la	  cua	  dels	  missatges	  rebuts	  fins	  al	  moment.	  
El	  servidor	  és	  aquest:	  
-­‐module(server).	  -­‐compile(export_all).	  	  start()	  -­‐>	  	  	  	  	  erlang:set_cookie(node(),inviso),	  	  	  	  	  application:start(runtime_tools),	  	  	  	  	  Pid	  =	  spawn(?MODULE,loop,[[]]),	  	  	  	  	  register(server,Pid).	  	  stop()	  -­‐>	  	  	  	  	  server	  !	  stop.	  	  loop(Data)	  -­‐>	  	  	  	  	  receive	  	   {put,From,Ting}	  -­‐>	  From	  !	  ok,	  	   	   	   	  	  	  loop([Data|Ting]);	  	   {get,From}	  	  	  	  	  	  -­‐>	  From	  !	  Data,	  	   	   	   	  	  	  loop(Data);	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   stop	  	  	  	  	  	  	  	  	  	  	  	  -­‐>	  stopped;	  	   clear	  	  	  	  	  	  	  	  	  	  	  -­‐>	  loop([])	  	  	  	  	  end.	  	  
El	  client	  és	  el	  següent:	  
-­‐module(client).	  -­‐compile(export_all).	  	  init()	  -­‐>	  	  	  	  	  init(server_node()).	  	  init(Node)	  -­‐>	  	  	  	  	  erlang:set_cookie(node(),	  inviso),	  	  	  	  	  application:start(runtime_tools),	  	  	  	  	  net_kernel:connect_node(Node).	  	  server_node()	  -­‐>	  	  	  	  	  {ok,HostName}	  =	  inet:gethostname(),	  	  	  	  	  list_to_atom("server@"	  ++	  HostName).	  	  	  get()	  -­‐>	  	  	  	  	  erlang:send({server,server_node()},	  {get,self()}),	  	  	  	  	  receive	  Data	  -­‐>	  Data	  	  	  	  	  after	  1000	  	  	  -­‐>	  no_reply	  	  	  	  	  end.	  	  put(Ting)	  -­‐>	  	  	  	  	  erlang:send({server,server_node()},	  {put,self(),Ting}),	  	  	  	  	  receive	  ok	  -­‐>	  ok	  	  	  	  	  after	  1000	  -­‐>	  no_reply	  	  	  	  	  end.	  	  
Així,	  si	  es	  vol	  fer	  la	  traça	  de	  les	  funcions	  get	   i	  put	  del	  client	  i	  de	  la	  funció	   loop	  del	  servidor,	  la	  crida	  a	  trace	  seria	  la	  següent	  (suposant	  tots	  els	  nodes	  al	  host	  linux):	  
1>	   onviso:trace([{server,	   loop,	   '_',	   []},	   {client,	   put,	   '_',	   return},	   {client,	   get,	   '_',	  return}],	  ['server@linux',	  'client@linux'],	  {all,	  [call]}).	  {ok,	  1}	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Com	  s’ha	  comentat	  anteriorment,	  aquesta	  crida	  només	  funcionarà	  si	  tots	  els	  nodes	  implicats	  estan	  en	  execució	  i	  comparteixen	  cookie.	  En	  aquest	  cas	  el	  mòdul	  servidor	  s’executaria	   al	   node	   server@linux	   i	   el	   mòdul	   client	   al	   node	   client@linux.	   A	  l’exemple,	  la	  traça	  funcionarà	  en	  un	  altre	  node	  anomenat	  onviso@linux,	  que	  també	  haurà	   de	   tenir	   la	   mateixa	   cookie.	   La	   tupla	   {ok,	   1}	   és	   el	   que	   retorna	   la	   crida	   si	  funciona	  i	  és	  la	  primera	  traça	  que	  s’executa	  en	  el	  sistema.	  
Mentre	  s’executi	   la	  traça,	  als	  nodes	  observats	  s’haurà	  de	  fer	  funcionar	  els	  mòduls	  objectiu	  mitjançant	  les	  crides	  al	  node	  client:	  
client:put(atom).	  client:get().	  	  
Quan	  es	  decideixi	  parar	  la	  traça,	  s’haurà	  de	  fer	  amb	  la	  comanda:	  
onviso:stop(1).	  	  
Aquesta	  instrucció	  fa	  que	  els	  nodes	  parin	  de	  fer	  les	  traces,	  escriguin	  els	  resultats	  a	  cada	  node	   respectiu	   i	   finalment	  enviïn	  aquests	   fitxers	  al	  node	  de	   control	  on	  està	  funcionant	  Onviso.	  Veient	  aquest	  funcionament,	  es	  dedueix	  que	  no	  es	  pot	  parar	  cap	  dels	   nodes	   fins	   que	   no	   s’hagi	   fet	   aquesta	   recollida	   de	   dades,	   ja	   que	   si	   abans	  d’executar	   l’stop	   s’aturés	   algun	  dels	  nodes	  objectiu,	   es	  perdria	   tota	   la	   informació	  relativa	  a	  aquell	  node.	  
Un	  cop	  parada	  l’execució	  de	  la	  traça,	  es	  poden	  demanar	  els	  resultats.	  Els	  resultats	  es	  poden	  mostrar	  per	  pantalla	  a	  la	  línia	  de	  comandes	  de	  la	  màquina	  virtual	  Erlang	  o	  bé	  guardar-­‐se	  en	  un	  fitxer	  que	  s’anomenarà	  outputREF.txt	  (on	  REF	  és	  el	  número	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que	   identifica	   la	   traça,	   en	   el	   cas	   d’exemple	   1).	   Les	   crides	   a	   la	   funció	  merge	   per	  extreure	  les	  traces	  serien	  així:	  
onviso:merge(1,	  void,	  void,	  shell).	  	  %	  mostra	  per	  pantalla	  onviso:merge(1,	  void,	  void,	  file).	  	  %	  emmagatzema	  a	  l’arxiu	  output1.txt	  	  
En	   tots	   dos	   casos	   el	   text	   mostrat	   és	   igual.	   En	   un	   exemple	   d’aquesta	   execució,	  aquests	  són	  els	  resultats:	  
{server@linux,{trace_ts,<4932.46.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {server,loop,[[[[]|hola]|hola]]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,580268}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {client@linux,{trace_ts,<5757.54.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {client,put,[hola]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,580167}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {server@linux,{trace_ts,<4932.46.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {server,loop,[[[]|hola]]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,479911}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {client@linux,{trace_ts,<5757.54.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {client,get,[]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,479799}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {server@linux,{trace_ts,<4932.46.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {server,loop,[[[]|hola]]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,479728}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {client@linux,{trace_ts,<5757.54.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {client,put,[hola]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,479478}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {server@linux,{trace_ts,<4932.46.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {server,loop,[[]]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,378156}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  {client@linux,{trace_ts,<5757.54.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {client,get,[]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,376702}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	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Observant	   aquesta	   traça	   es	   poden	   identificar	   unes	   quantes	   característiques	   que	  permetran	   després	   interpretar	   mínimament	   aquests	   resultats.	   El	   primer	   que	  s’observa	  és	  que	   l’ordre	  és	   invers,	   és	   a	  dir,	   les	   instruccions	  més	  antigues	   són	   les	  últimes	  en	  la	  seqüència	  extreta	  (s’observa	  veient	  que	  els	  primers	  loop	  del	  servidor	  acumulen	  més	  àtoms	  afegits	  pels	  put	  a	  client.	  
També	  s’identifica	  l’estructura	  com	  es	  mostra	  cada	  instrucció	  emmagatzemada,	  on	  es	  poden	  veure	  dades	  rellevants	  pel	  que	  després	  es	  buscarà	  en	  una	  traça.	  
{NomNode,	  {trace_ts,	  IdentificadorProces,	  SituacioCapturada,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {Modul,	  Funcio,	  LlistaParàmetres},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {TuplaIdentificadora}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	  	  
3.3 INTERPRETAR	  LA	  TRAÇA	  
Per	  facilitar	  la	  interpretació	  de	  la	  traça	  s’ha	  decidit	  de	  programar	  un	  mòdul	  Erlang	  que	  s’encarregui	  de	  parsejar	  els	  resultats	  obtinguts	  per	  mostrar-­‐los	  en	  una	  forma	  més	   llegible.	   Per	   fer	   això,	   el	   parser	   llegirà	   el	   fitxer	   outputREF.txt,	   n’extraurà	   les	  dades	  més	  interessants	  (node,	  situació	  de	  la	  funció	  i	  nom	  de	  la	  funció)	  i	  l’ordenarà,	  ja	   que	   ens	   les	   proves	   anteriors	   s’ha	   observat	   que	   es	  mostren	   en	   ordre	   invers	   a	  l’execució.	  
Partint	  de	  l’exemple	  de	  funció	  traçada:	  
{client@linux,{trace_ts,<5757.54.0>,call,	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {client,get,[]},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {1348,735272,376702}},	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  []}	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Per	   reconèixer	   cada	   bloc	   es	   busca	   la	   línia	   corresponent	   a	   la	   direcció	   del	   node	  mitjançant	  la	  funció	  llegir_node:	  
llegir_node(Fd,	  Data)	  -­‐>	  	  	  	  case	  io:get_line(Fd,	  '')	  of	  	  	  	  	  	  	  	  eof	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  Data;	  	  	  	  	  	  	  	  {error,	  Motiu}	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  {error,Motiu};	  	  	  	  	  	  	  	  Text	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  CondicioNode	  =	  string:str(Text,	  "@"),	  	  	  	  	  	  	  	  	  	  	  	  if	  CondicioNode	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  NewLine	  =	  extreure_node(Text)	  ++	  "	  -­‐	  "	  ++	  extreure_cas(Text)	  ++	  "	  -­‐	  ",	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  llegir_funcio(Fd,	  Data,	  NewLine,	  Text);	  	  	  	  	  	  	  	  	  	  	  	  true	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  Data)	  	  	  	  	  	  	  	  	  	  	  	  end	  	  	  	  end.	  	  
A	  la	  línia	  on	  es	  troba	  la	  direcció	  s’extreu	  el	  nom	  del	  node	  i	  el	  cas	  de	  la	  funció:	  
extreure_node(Text)	  -­‐>	  	  	  	  Index	  =	  string:chr(Text,	  $,),	  	  	  	  string:sub_string(Text,	  2,	  Index	  -­‐	  1).	  	  extreure_cas(Text)	  -­‐>	  	  	  	  Cas	  =	  string:sub_word(Text,	  4,	  $,),	  	  	  	  CondicioCall	  =	  string:equal(Cas,	  "call"),	  	  	  	  if	  CondicioCall	  ==	  true	  -­‐>	  	  	  	  	  	  	  	  "	  	  	  call	  	  	  	  ";	  	  	  	  true	  -­‐>	  	  	  	  	  	  	  Cas	  	  	  	  end.	  	  
Ara	   queda	   la	   part	   més	   complexa,	   que	   és	   extreure	   la	   funció.	   A	   més,	   s’afegeix	   la	  dificultat	   que	   segons	   els	   paràmetres,	   no	   sempre	   estarà	   a	   la	  mateixa	   línia;	   és	   per	  això	  que	  es	  necessiten	  dues	  funcions	  molt	  similars,	  on	  una	  analitzarà	  la	  línia	  que	  li	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ve,	   per	   si	   de	   cas,	   i	   l’altra	   avançarà	   línia	   a	   línia	   fins	   que	   trobi	   quina	   funció	   és	   la	  traçada	  en	  el	  bloc	  actual:	  
llegir_funcio(Fd,	  Data,	  Line,	  Text)	  -­‐>	  	  	  	  CondicioLOOP	  =	  string:str(Text,	  "loop"),	  	  	  	  CondicioGET	  =	  string:str(Text,	  "get"),	  	  	  	  CondicioPUT	  =	  string:str(Text,	  "put"),	  	  	  	  if	  	  	  	  	  	  	  CondicioLOOP	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "LOOP\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  	  	  	  CondicioGET	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "GET\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  	  	  	  CondicioPUT	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "PUT\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  true	  -­‐>	  	  	  	  	   llegir_funcio_bis(Fd,	  Data,	  Line)	  	  	  	  end.	  	  llegir_funcio_bis(Fd,	  Data,	  Line)	  -­‐>	  	  	  	  case	  io:get_line(Fd,	  '')	  of	  	  	  	  	  	  	  	  eof	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  Data;	  	  	  	  	  	  	  	  {error,	  Motiu}	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  {error,Motiu};	  	  	  	  	  	  	  	  Text	  -­‐>	  	  	  	  CondicioLOOP	  =	  string:str(Text,	  "loop"),	  	  	  	  CondicioGET	  =	  string:str(Text,	  "get"),	  	  	  	  CondicioPUT	  =	  string:str(Text,	  "put"),	  	  	  	  	  	  	  	  	  	  	  	  if	  	  	  	  	  	  	  CondicioLOOP	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "LOOP\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  	  	  	  CondicioGET	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "GET\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  	  	  	  CondicioPUT	  >	  0	  -­‐>	  	  	  	  	  	  	  	  	  NewData	  =	  Line	  ++	  "PUT\n"	  ++	  Data,	  	  	  	  	  	  	  	  	  llegir_node(Fd,	  NewData);	  	  	  	  true	  -­‐>	  	  	  	  	   llegir_node(Fd,	  Data)	  	  	  	  end	  	  	  	  end.	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3.4 AUTOMATITZAR	  L’EXECUCIÓ	  DE	  LES	  TRACES	  
3.4.1 DISSENY	  DE	  L’AUTOMATITZACIÓ	  
Un	   cop	   s’ha	   trobat	   la	   manera	   d’obtenir	   traces	   i	   entendre-­‐les,	   per	   poder	   satisfer	  l’objectiu	  final	  d’obtenir	  les	  traces	  des	  d’una	  aplicació	  visual	  desenvolupada	  en	  una	  altra	   plataforma,	   s’havia	   d’automatitzar	   aquest	   procés.	   Un	   primer	   pas	   és	   poder	  generar	  uns	  patrons	  d’execució	  dels	  diferents	  mòduls	  implicats	  per	  tal	  que	  tota	  la	  simulació	  la	  digui	  a	  terme	  la	  pròpia	  màquina	  sense	  la	  intervenció	  de	  l’usuari.	  
3.4.2 ESPECIFICAR	  UNA	  SIMULACIÓ	  D’EXECUCIÓ	  
D’entrada	  es	  veu	  que	  es	  necessitarà	  un	  fitxer	  patró	  d’execució	  per	  cada	  mòdul	  que	  hauria	  de	  ser	  executat	  per	  un	  usuari	  (encara	  que	  només	  sigui	  la	  posada	  en	  marxa),	  assegurant-­‐nos	   que	   s’executa	   alguna	   cosa	   en	   cada	   node	   que	   es	   vulgui	   observar.	  També	  caldrà	  executar	  una	  aplicació	  trace	  de	  control	  al	  node	  central	  on	  s’executi	  
onviso.	  
Prenent	  com	  a	  exemple	  el	  test	  vist	  anteriorment,	  es	  crea	  un	  patró	  d’execució	  per	  al	  client	  i	  un	  altre	  per	  al	  servidor.	  El	  client	  s’haurà	  d’engegar	  després	  que	  ho	  hagi	  fet	  el	   servidor	   i,	   a	   més,	   haurà	   d’incloure	   una	   simulació	   d’un	   usuari	   executant	  instruccions	  del	  mòdul	  client.	  El	  servidor	  nomes	  caldrà	  que	  es	  posi	  en	  marxa	  i	  que	  inclogui	   les	   instruccions	   de	   control	   que	   permetin	   parar-­‐lo	   un	   cop	   acabada	   la	  simulació.	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El	  mòdul	  del	  patró	  d’execució	  estarà	  format	  per	  4	  funcions:	  start,	  init,	  sequencia	   i	  
onviso_node	   (per	  obtenir	   la	  direcció	  del	  node	   traçador	  quan	  necessiti	   comunicar-­‐s’hi.	  
La	  funció	  start	  establirà	  la	  cookie	  del	  node	  i	  posarà	  en	  marxa	  les	  runtime_tools	  per	  tal	  de	  poder	  efectuar	  la	  traça:	  
start()	  -­‐>	  	  	  	  erlang:set_cookie(node(),	  inviso),	  	  	  	  application:start(runtime_tools).	  	  
La	  funció	  init	  iniciarà	  el	  mòdul	  corresponent	  i	  avisarà	  el	  mòdul	  traçador	  que	  està	  a	  punt:	  
init()	  -­‐>	  	  	  	  spawn(client,	  init,	  [server@localhost]),	  	  	  	  {tracing_exec,	  onviso_node()}	  !	  {start}.	  	  
La	  funció	  sequencia	  inclourà	  una	  seqüència	  de	  crides	  a	  funcions	  del	  client	  simulant	  un	  usuari	  interactuant	  amb	  el	  sistema	  i	  avisarà	  el	  mòdul	  traçador	  quan	  hagi	  acabat	  (s’afegeix	  una	  petita	  pausa	  entre	  crides	  per	  intentar	  simular	  el	  temps	  de	  tecleig):	  
sequencia()	  -­‐>	  	  	  	  client:get(),	  timer:sleep(100),	  client:put(hola),	  	  	  	  ...	  	  	  	  {tracing_exec,	  onviso_node()}	  !	  {ending}.	  	  
3.4.3 CONTROLAR	  L’EXECUCIÓ	  
Per	   tal	   d’assegurar	   l’obtenció	   de	   la	   traça,	   des	   del	   node	   traçador	   no	   només	   s’ha	  d’indicar	   a	   Onviso	   que	   traci	   els	   nodes	   a	   observar,	   sinó	   que	   s’ha	   de	   controlar	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l’execució	  el	  màxim	  possible	  per	  assegurar	  que	  l’execució	  es	  dugui	  a	  terme	  mentre	  
Onviso	   estigui	   observant.	   Si	   no,	   fàcilment	   es	   pot	   donar	   la	   situació	   que	   s’hagi	  realitzat	  tota	  l’execució	  abans	  que	  Onviso	  comenci	  a	  observar,	  o	  que	  no	  sapiguem	  quan	  es	  pot	  aturar	  la	  traça.	  
El	  mòdul	  traçador	  on	  s’executarà	  Onviso	  tindrà	  la	  funció	  start	  per	  posar	  en	  marxa	  el	  sistema	  i	  la	  funció	  wait_end	  que	  iniciarà	  la	  traça	  quan	  els	  altres	  nodes	  li	  indiquin	  que	  estan	  a	  punt	  i	  esperarà	  que	  tots	  finalitzin	  per	  recol·lectar	  les	  dades	  i	  ordenar-­‐los	  apagar-­‐se.	  
La	   funció	   start	   estableix	   la	   cookie,	   registra	   el	   node	   perquè	   sigui	   més	   fàcil	  comunicar-­‐s’hi	  i	  inicialitza	  els	  mòduls	  d’inici	  dels	  altres	  nodes:	  
start()	  -­‐>	  	  	  	  erlang:set_cookie(node(),	  inviso),	  	  	  	  register(tracing_exec,	  self()),	  	  	  	  %%	  Spawn	  per	  engegar	  server	  	  	  	  rpc:call(list_to_atom(get_node_name("server")),	  server_execution,	  init,	  []),	  	  	  	  %%	  Spawn	  per	  engegar	  client	  	  	  	  timer:sleep(500),	  	  	  	  rpc:call(list_to_atom(get_node_name("client")),	  client_execution,	  init,	  []),	  	  	  	  wait_end(3,	  0).	  	  
La	   funció	  wait_end	   espera	   que	   l’últim	   node	   engegat	   avisi	   que	   ja	   és	   a	   punt	   per	  començar	  a	  observar	  el	  que	  passa	  als	  nodes	  que	  es	  vol	   traçar.	  Un	  cop	  comença	  a	  observar,	  indica	  als	  nodes	  corresponents	  que	  poden	  començar	  a	  executar	  les	  seves	  seqüències.	   Aleshores	   es	   dedica	   a	   esperar	   que	   tots	   acabin	   les	   seves	   seqüències	   i	  conforme	   va	   rebent	   les	   notificacions	   va	   actualitzant	   el	   comptador	   de	   nodes	  engegats.	   Quan	   tots	   han	   acabat,	   espera	   un	   temps	   prudencial,	   per	   si	   queda	   algun	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altre	  procés	  en	  funcionament,	  per	  recol·lectar	  les	  dades	  i	  finalment	  apagar	  tots	  els	  nodes	  implicats:	  
wait_end(NumNodes,	  Ref)	  -­‐>	  	  	  	  receive	  	   {start}	  -­‐>	  	   	   io:format("Comencem!~n"),	  	   	   NewNumNodes	  =	  NumNodes	  -­‐	  1,	  	   	   onviso:clean(),	  	   	   {ok,NewRef}	  =	  onviso:trace([{server,	  loop,	  '_',	  []},	  	   	   {client,	  get,	  '_',	  []},	  	   	   {client,	  put,	  '_',	  []}],	  	   	   	  [list_to_atom(get_node_name("server")),	  list_to_atom(get_node_name("client"))],	  	   {all,	  [call]}),	  	   io:format("Start	  tracing:	  ~p~n",[NewRef]),	  	   %%	  Spawn's	  per	  engegar	  seqüències	  	   rpc:call(list_to_atom(get_node_name("server")),	   server_execution,	  sequencia,	  []),	  	   rpc:call(list_to_atom(get_node_name("client")),	  client_execution,	  sequencia,	  []),	  	   wait_end(NewNumNodes,	  NewRef);	  	  	  	  	  	  	  	  {ending}	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  NewNumNodes	  =	  NumNodes	  -­‐	  1,	  	  	  	  	  	  	  	  	  	  	  	  io:format("Volta:	  ~p~n",[NewNumNodes]),	  	  	  	  	  	  	  	  	  	  	  	  if	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  NewNumNodes	  ==	  0	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  timer:sleep(5000),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  io:format("Stop	  tracing~n"),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  onviso:stop(Ref),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  onviso:merge(Ref,	  void,	  void,	  file),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  rpc:call(list_to_atom(get_node_name("server")),	  init,	  stop,	  []),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  rpc:call(list_to_atom(get_node_name("client")),	  init,	  stop,	  []),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  parser:llegir_fitxer("output"++integer_to_list(Ref)++".txt"),	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  init:stop();	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  true	  -­‐>	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  wait_end(NewNumNodes,	  Ref)	  	  	  	  	  	  	  	  	  	  	  	  end	  	  	  	  end.	  	  
	   	  
Model	  de	  representació	  gràfic	  
Process	  Discovery	  in	  Erlang	  Programs	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
UNIVERSITAT	  POLITÈCNICA	  DE	  CATALUNYA	  
48	  
	  
4 MODEL	  DE	  REPRESENTACIÓ	  GRÀFIC	  
4.1 INTRODUCCIÓ	  
L’objectiu	  final	  de	  l’obtenció	  de	  les	  traces	  és	  generar	  algun	  tipus	  de	  diagrama	  que	  permeti	   veure	   fàcilment	   el	   comportament	   de	   les	   aplicacions	   observades.	   Es	  decideix	  que	  aquest	  diagrama	  siguin	  Xarxes	  de	  Petri	  que	  es	  generaran	  mitjançant	  aplicacions	  utilitzades	  en	  el	  món	  dels	  compiladors.	  
4.2 XARXES	  DE	  PETRI	  
Una	   Xarxa	   de	   Petri	   5	   és	   una	   representació	   matemàtica	   d’un	   sistema	   distribuït.	  Aquesta	  representació	  es	  fa	  mitjançant	  un	  graf	  que	  consisteix	  en	  llocs,	  transicions	  i	  arcs	   dirigits.	   Els	   arcs	   connecten	   llocs	   amb	   transicions	   o	   a	   l’inrevés,	   però	   mai	  transicions	  amb	  transicions	  o	  llocs	  amb	  llocs.	  
En	   el	   nostre	   cas	   no	   ens	   centrarem	   gaire	   en	   tot	   el	   que	   ofereix	   la	   matemàtica	  associada	   a	   les	   Xarxes	   de	   Petri,	   ja	   que	   el	   que	   ens	   interessa	   és	   que	   ens	   permet	  transformar	  un	  diagrama	  d’estats	  simple	  en	  un	  graf	  complex	  que	  té	  en	  compte	  la	  concurrència	  i	  sintetitza	  tots	  les	  transicions	  obtingudes	  en	  la	  traça.	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4.3 LES	  EINES	  A	  UTILITZAR	  
4.3.1 LOG2TS	  
La	  primera	  de	  les	  aplicacions	  que	  s’utilitzaran	  genera	  un	  diagrama	  d’estats	  a	  partir	  d’una	  traça	  o	  registre	  d’estats.	  
A	  partir	  d’aquesta	  traça	  d’exemple:	  
LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  GET	  LOOP	  PUT	  LOOP	  	  
S’obté	  aquest	  graf	  en	  mode	  text:	  
.outputs	  GET	  LOOP	  PUT	  	  .state	  graph	  s0	  LOOP	  s1	  s1	  GET	  s2	  s2	  LOOP	  s3	  s3	  PUT	  s4	  s4	  LOOP	  s5	  s5	  GET	  s6	  s6	  LOOP	  s7	  s7	  PUT	  s8	  s8	  LOOP	  s9	  s9	  GET	  s10	  s10	  LOOP	  s11	  s11	  PUT	  s12	  s12	  LOOP	  s13	  s13	  GET	  s14	  s14	  LOOP	  s15	  s15	  PUT	  s16	  s16	  LOOP	  s17	  s17	  GET	  s18	  s18	  LOOP	  s19	  s19	  PUT	  s20	  s20	  LOOP	  s21	  s21	  GET	  s22	  s22	  LOOP	  s23	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s23	  PUT	  s24	  s24	  LOOP	  s25	  .marking	  {s0}	  .end	  #	  Total	  number	  of	  states:	  26	  	  
4.3.2 GENET	  
Genet	   és	   l’aplicació	   que	   interpreta	   el	   diagrama	   d’estats	   o	   sistema	   de	   transició	   i	  n’extreu	  una	  Xarxa	  de	  Petri.	  Aquesta	  Xarxa	  de	  Petri	   tindrà	  un	  màxim	  de	  k	   tokens	  per	   cada	   lloc.	   S’ha	   de	   tenir	   en	   compte	   que	   no	   tots	   els	   diagrames	   d’estats	   poden	  generar	  una	  Xarxa	  de	  Petri	  per	  qualsevol	  k,	  de	  manera	  que	  aquesta	  haurà	  de	  poder	  ser	  configurada	  per	  l’usuari.	  
Pel	  cas	  anterior,	  la	  sortida	  associada	  per	  una	  k=1	  és	  aquesta:	  
#	  Usage:	  #	  	  -­‐k	  1	  #	  	  -­‐pm	  	  #	  Event-­‐based	  state	  space	  encoding	  #	  number	  of	  necessary	  regions:	  4	  .outputs	  LOOP	  GET	  PUT	  .graph	  p2	  LOOP	  p1	  GET	  p3	  GET	  p0	  PUT	  p1	  PUT	  LOOP	  p1	  GET	  p0	  GET	  p2	  PUT	  p2	  PUT	  p3	  .marking	  {	  p2	  p3	  }	  .end	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4.3.3 PETRIFY	  (DRAW_ASTG)	  
L’aplicació	  Petrify	   serveix	   inicialment	  per	  sintetitzar	  Xarxes	  de	  Petri	   i	   generar-­‐ne	  una	  d’equivalent	   simplificada.	   Entre	   les	   eines	  que	   inclou	  n’hi	   ha	  una	   anomenada	  
draw_astg	  que	  dibuixa	  grafs	  de	  transició	  com	  els	  descrits	  a	  la	  sortida	  generada	  per	  
genet.	  El	  gràfic	  és	  generat	  en	  forma	  de	  fitxer	  postscrit	  (*.ps).	  
Per	  visualitzar	  automàticament	  el	  fitxer	  postscript	  utilitzarem	  l’aplicació	  gv.	  El	  cas	  que	  s’està	  veient	  quedaria	  representat	  d’aquesta	  manera:	  
	  
FIGURA	  3:	  Vista	  d’una	  xarxa	  de	  Petri	  representada	  en	  un	  fitxer	  postscript	  mitjançant	  gv.	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5 L’APLICACIÓ	  TRAÇADORA	  
5.1 INTRODUCCIÓ	  
Com	   ja	   s’ha	   comentat	   anteriorment,	   l’objectiu	   principal	   del	   projecte	   era	  desenvolupar	  una	   aplicació	   gràfica	   que	  permetés	   obtenir	   la	   traça	  d’una	   execució	  d’una	  aplicació	  Erlang.	  També	  es	  busca	  extreure	  la	  representació	  en	  una	  Xarxa	  de	  Petri	  de	  la	  traça	  per	  tal	  de	  simplificar-­‐ne	  la	  interpretació.	  
Una	   vegada	   decidit	   l’agent	   traçador	   que	   s’utilitzarà	   i	   la	   manera	   com	  s’automatitzaran	  aquestes	   traces,	  queda	  el	  desenvolupament	  d’una	  aplicació	  amb	  interfície	  gràfica	  que	  permeti	  posar	  en	  pràctica	  aquesta	  primera	  part	  del	  projecte	  i	  també	  la	  generació	  de	  les	  Xarxes	  de	  Petri	  a	  partir	  de	  les	  traces	  obtingudes.	  
Es	  pensa	  en	  desenvolupar	  una	  aplicació	  força	  senzilla	  en	  llenguatge	  Java,	  aprofitant	  la	  facilitat	  que	  ofereix	  per	  desenvolupar	  interfícies	  gràfiques	  d’escriptori.	  A	  més,	  és	  un	   llenguatge	  conegut	  pel	  desenvolupador	   i	  que	  disposa	  de	  moltes	   llibreries	  que	  permetran	   comunicar-­‐lo	   amb	   les	   tecnologies	   que	   es	   necessitin	   per	   completar	  l’execució.	  
5.2 LA	  INTERACCIÓ	  AMB	  ERLANG	  
El	   tema	  que	  més	  preocupava	  del	  desenvolupament	  de	   l’aplicació	  d’escriptori,	  era	  com	   comunicar	   l’aplicació	   gràfica	   desenvolupada	   en	   Java	   amb	   l’aplicació	   Erlang	  que	  es	  volgués	  traçar.	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Es	   van	   valorar	   dues	   opcions,	   executar	   scripts	   en	   bash	   mitjançant	   la	   llibreria	  
Runtime,	   o	   bé	   provar	   d’executar	   directament	   les	   aplicacions	   Erlang	   des	   de	   Java	  mitjançant	   alguna	   llibreria	   que	   ho	   permetés.	   Es	   va	   provar	   la	   segona	   opció,	   però	  ràpidament	  es	  va	  veure	  que	  aquestes	  execucions	  no	  permetrien	  un	  control	  de	  les	  aplicacions	  multiprocés	  i	  el	  treball	  amb	  múltiples	  nodes	  còmodament,	  cosa	  que	  ja	  s’havia	   comprovat	   que	   funcionava	   sense	   problemes	  mitjançant	   scripts	   en	   provar	  l’API	  utilitzada.	  
Així	  doncs,	  s’havia	  de	  desenvolupar	  una	  aplicació	  gràfica	  que	  preparés	  uns	  fitxers	  de	   codi	   font	  Erlang	   a	   partir	   dels	   paràmetres	   indicats	   per	   l‘usuari,	   per	   tal	   que	   es	  puguin	   executar	   des	   d’un	   script.	   Després,	   aquesta	   aplicació,	   havia	   de	   ser	   capaç	  d’executar	  l’script,	  recollir-­‐ne	  els	  resultats	  i	  generar	  una	  Xarxa	  de	  Petri	  a	  partir	  de	  les	  traces	  obtingudes.	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5.3.1 ANÀLISI	  DE	  REQUISITS	  
5.3.1.1 REQUISITS	  FUNCIONALS	  -­‐ Generar	  patrons	  d’execució	  L’aplicació	  ha	  de	  ser	  capaç	  de	  generar	  automàticament	  un	  fitxer	  executable	  
Erlang	   que	   simuli	   les	   accions	   que	   faria	   un	   usuari	   interactuant	   amb	   un	  executable	   Erlang	   indicat	   per	   l’usuari	   de	   l’eina.	   Aquest	   fitxer	   executable	  canviarà	  els	  paràmetres	  de	  forma	  convenient	  respecte	  del	  patró	  d’execució	  d’exemple	  explicat	  anteriorment.	  -­‐ Generar	   executable	   de	   control	   de	   l’execució	   per	   obtenir	   una	   traça	  
vàlida	  A	  partir	   dels	   paràmetres	   indicats	  per	   l’usuari	   (mòduls,	   funcions	   i	   nodes	   a	  observar)	  l’eina	  ha	  de	  ser	  capaç	  de	  generar	  un	  fitxer	  executable	  Erlang	  que	  controli	   l’execució	  dels	   fitxers	  patrons	  d’execució	   i	   en	   reculli	   la	   traça	  dels	  paràmetres	   indicats.	   Un	   cop	   obtinguda	   la	   traça,	   s’ha	   de	   poder	   veure	   a	   la	  mateixa	  aplicació.	  De	  moment	  només	  es	  tractarà	  amb	  nodes	  locals,	  la	  traça	  de	  nodes	  remots	  es	  deixarà	  per	  una	  futura	  ampliació.	  -­‐ Generar	  Xarxes	  de	  Petri	  a	  partir	  de	  traces	  A	   partir	   de	   les	   traces	   obtingudes	   o	   de	   logs	   d’execucions	   en	   el	   format	  adequat,	   l’eina	  ha	  de	  generar	  una	  Xarxa	  de	  Petri.	   L’usuari	  haurà	  de	  poder	  indicar	  els	  paràmetres	  de	  configuració	  que	  seguirà	  l’eina	  Genet	  per	  generar	  la	  Xarxa	  de	  Petri.	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-­‐ Aturar	  màquines	  virtuals	  en	  execució	  Des	  de	  l’eina,	  l’usuari	  haurà	  de	  poder	  aturar	  totes	  les	  màquines	  virtuals	  en	  execució	   en	   cas	   que	   l’execució	   falli	   degut	   a	   la	   duplicitat	   de	   noms	   en	   els	  nodes.	  Com	  que	  no	  hi	  ha	  manera	  de	  controlar	  quins	  nodes	  generen	  conflicte	  quan	  corren	  en	  segon	  pla,	  aquesta	  acció	  es	  farà	  sempre	  sota	  responsabilitat	  de	  l’usuari	  que	  haurà	  de	  saber	  si	  té	  alguna	  màquina	  virtual	  en	  funcionament	  que	  no	  pugui	  parar.	  -­‐ Presentació	  L’usuari	  haurà	  de	  poder	   realitzar	   totes	  aquestes	  accions	   interactuant	  amb	  una	  interfície	  gràfica.	  
5.3.2 MODEL	  DE	  CASOS	  D’ÚS	  
5.3.2.1 ACTORS	  L’aplicació	   està	   pensada	   per	   ser	   utilitzada	   per	   un	   programador	   d’aplicacions	  
Erlang,	   ja	   que	   és	   el	   tipus	   d’usuari	   interessat	   en	   estudiar	   el	   comportament	   d’una	  aplicació	  desenvolupada	  en	  aquest	   llenguatge.	  També	  es	  podria	  donar	  el	   cas	  que	  l’usuari	   no	   tingui	   encara	   massa	   coneixement	   del	   llenguatge,	   però	   l’interès	   en	  estudiar-­‐ne	  el	  comportament	  indica	  uns	  mínims	  coneixements	  de	  programació.	  
És	   per	   això	   que	   no	   hi	   ha	   problema	   a	   demanar-­‐li	   que	   introdueixi	   paràmetres	   i	  instruccions	  específiques	  del	   llenguatge	  que	  són	  les	  necessàries	  per	  fer	  funcionar	  l’aplicació	  que	  vol	  analitzar.	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5.3.2.2 DIAGRAMA	  DE	  CASOS	  D’ÚS	  
	  
FIGURA	  4:	  Diagrama	  de	  caso	  d’ús	  de	  l’eina	  a	  desenvolupar.	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5.3.2.3 ESPECIFICACIÓ	  DELS	  CASOS	  D’ÚS	  
5.3.2.3.1 IMPORTAR	  FITXERS	  D’ENTORN	  Actors	   Usuari	  Precondicions	   -­‐	  Descripció	   El	   sistema	   importa	   un	   fitxer	   executable	   d’Erlang,	   en	   cas	   que	  sigui	  un	  fitxer	  de	  codi	  font	  es	  compila	  i,	  si	  no	  hi	  ha	  cap	  error	  de	  compilació,	   s’importa.	  El	  nom	  del	   fitxer	   s’afegeix	  a	   la	   llista	  de	  mòduls	  disponibles	  per	  a	  l’execució.	  Postcondicions	   El	  fitxer	  només	  s’afegeix	  a	  la	  llista	  si	  ha	  estat	  importat	  amb	  èxit.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Import	  File.	  2. El	  sistema	  mostra	  un	  navegador	  de	  fitxers	  perquè	  l’usuari	  el	  busqui	  i	  pitgi	  el	  botó	  d’importar	  un	  cop	  el	  tingui	  seleccionat.	  3. Si	  és	  un	  fitxer	  de	  codi	  font,	  el	  sistema	  el	  compila.	  4. Si	   hi	   ha	   un	   error	   de	   compilació,	   el	   sistema	   mostra	   un	  finestra	  emergent	  amb	  l’error	  i	  acaba	  el	  cas	  d’ús.	  5. El	   sistema	   copia	   l’arxiu	   al	  directori	  execution	   de	   l’arrel	  del	  programa.	  6. El	   sistema	   afegeix	   el	   nom	   del	   fitxer	   a	   la	   llista	   de	   mòduls	  disponibles	  per	  a	  l’execució.	  	  
5.3.2.3.2 ESTABLIR	  PATRONS	  D’EXECUCIÓ	  Actors	   Usuari	  Precondicions	   S’ha	  importat	  ja	  algun	  mòdul	  a	  l’entorn	  d’execució.	  Descripció	   El	   sistema	   crea	   una	   instància	   de	   l’estructura	   de	   dades	   que	  permeti	  emmagatzemar	  els	  paràmetres	   introduïts	  per	   l’usuari	  que	   permetran	   generar	   un	   patró	   d’execució.	   Afegeix	   el	   patró	  d’execució	  associat	  al	  node	  corresponent	  a	  la	  llista	  de	  patrons	  d’execució	  de	  la	  interfície.	  La	  interfície	  ha	  de	  controlar	  que	  els	  paràmetres	  siguin	  vàlids	  sintàcticament	  per	  a	  un	  mòdul	  Erlang	  qualsevol.	  Postcondicions	   El	   nou	   patró	   es	   guarda	   sempre.	   Alguns	   dels	   paràmetres	  introduïts	  no	  es	  poden	  auto-­‐validar,	  de	  manera	  que	  es	  deixa	  a	  responsabilitat	  de	   l’usuari	   la	   seva	  validesa	  per	  a	  una	  correcta	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execució	  del	  programa.	  Esdeveniments	   1. L’usuari	   selecciona	   un	   mòdul	   de	   la	   llista	   de	   mòduls	  importats.	  2. L’usuari	  pitja	  el	  botó	  Set	  execution	  patern.	  3. El	   sistema	   mostra	   el	   diàleg	   per	   introduir	   els	   paràmetres	  necessaris.	  4. Un	  cop	  introduïts	  el	  paràmetres	  l’usuari	  pitja	  Ok.	  5. Si	  algun	  dels	  paràmetres	  té	  un	  error	  sintàctic	  es	  mostra	  una	  finestra	  emergent	  indicant	  l’error.	  6. Si	  no	  hi	  ha	  cap	  error,	  el	  sistema	  guarda	  els	  paràmetres	  per	  després	  poder	  generar	  un	  mòdul	  Erlang.	  7. El	  sistema	  afegeix	  el	  patró	  d’execució	  creat	  associat	  al	  node	  on	  s’executarà	  a	  la	  llista	  de	  patrons	  de	  l’execució.	  	  
5.3.2.3.3 ESTABLIR	  LA	  COOKIE	  Actors	   Usuari	  Precondicions	   -­‐	  Descripció	   El	  sistema	  guarda	  la	  cookie	  global	  que	  permetrà	  connectar	  tots	  els	  nodes	  entre	  ells.	  Postcondicions	   Un	  cop	  introduïda	  una	  cookie	  vàlida,	  el	  sistema	  permet	  establir	  els	  paràmetres	  de	  la	  traça.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Set	  cookie.	  2. El	   sistema	   mostra	   un	   diàleg	   amb	   un	   quadre	   de	   text	   on	  l’usuari	  podrà	  introduir	  la	  cookie	  i	  pitja	  Ok.	  3. Si	  no	  ha	  introduït	  una	  paraula	  buida,	  el	  sistema	  la	  guarda	  al	  controlador	  per	  poder-­‐la	   fer	   servir	   en	   tots	   els	  mòduls	  que	  ho	  necessitin.	  Si	  la	  paraula	  és	  buida,	  acaba	  el	  cas	  d’ús.	  4. El	  sistema	  activa	  el	  botó	  Set	  tracing	  parameters.	  5. El	  sistema	  retorna	  a	  la	  finestra	  principal.	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5.3.2.3.4 ESTABLIR	  CONDICIONS	  DE	  TRAÇA	  Actors	   Usuari	  Precondicions	   S’ha	   establert	   una	   cookie	   única	   per	   tots	   els	   mòduls	   de	  l’execució.	  Descripció	   El	   client	   indica	   quins	  nodes	   vol	   observar	   i,	   en	   aquests	   nodes,	  quines	  funcions	  de	  quins	  mòduls	  vol	  traçar.	  També	  indicarà	  el	  nom	   del	   fitxer	   on	   guardar	   la	   sortida	   i	   el	   temps	   d’espera	   de	  l’execució	  per	  aturar	  la	  traça	  en	  segons.	  El	  sistema	  generarà	  els	  mòduls	  Erlang	  necessaris	   (trace.erl	   i	  parser.erl)	  per	  controlar	  la	  traça	  i	  oferir	  una	  sortida	  intel·ligible.	  Postcondicions	   Un	  cop	  establertes	  les	  condicions	  de	  la	  traça,	  el	  sistema	  activa	  la	  possibilitat	  de	  realitzar	  una	  execució.	  A	  la	  carpeta	  execution	  hi	   ha	   els	   2	   fitxers	   Erlang	   executables	   “trace.beam”	   i	  “parser.beam”.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Set	  tracing	  parameters.	  2. El	   sistema	   mostra	   el	   diàleg	   on	   introduir	   els	   paràmetres	  necessaris.	  3. L’usuari	  introdueix	  els	  paràmetres.	  4. L’usuari	  pitja	  Generate.	  5. El	  sistema	  crea	  i	  compila	  els	  fitxers	  “trace.erl”	  i	  “parser.erl”.	  6. El	  sistema	  activa	  el	  botó	  Execute.	  7. El	  sistema	  retorna	  a	  la	  finestra	  principal.	  	  
5.3.2.3.5 EXECUTAR	  LA	  TRAÇA	  Actors	   Usuari	  Precondicions	   S’han	  establert	  les	  condicions	  de	  traça.	  Descripció	   El	   sistema	   compila	   els	  patrons	  d’execució,	   genera	   l’script	  que	  posarà	  en	  marxa	  tots	  els	  nodes	  i	  mòduls	  necessaris	  i	  l’executa.	  Si	   l’execució	   finalitza	   correctament,	   es	   mostrarà	   la	   traça	  resultant	   en	   una	   nova	   finestra,	   sinó	   tornarà	   a	   la	   finestra	  principal	  i	  mostrarà	  l’error	  en	  una	  finestra	  emergent.	  Postcondicions	   S’ha	  intentat	  realitzar	  una	  execució,	  si	  ha	  tingut	  èxit	  es	  mostren	  els	  resultats.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Execute.	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2. El	   sistema	   genera	   i	   compila	   els	   mòduls	   de	   patrons	  d’execució	  necessaris.	  3. El	  sistema	  genera	  l’script	  per	  posar	  en	  marxa	  l’execució.	  4. Si	  l’execució	  ha	  tingut	  èxit,	  es	  mostren	  els	  resultats.	  	  
5.3.2.3.6 MOSTRAR	  RESULTATS	  Actors	   Usuari	  Precondicions	   S’ha	  realitzat	  una	  execució	  i	  no	  ha	  tingut	  cap	  error.	  Descripció	   El	   sistema	   mostra	   el	   contingut	   del	   fitxer	   on	   s’ha	   guardat	   la	  sortida	  de	  la	  traça	  en	  un	  finestra	  des	  d’on	  es	  podrà	  generar	  una	  Xarxa	  de	  Petri.	  Postcondicions	   Al	   quadre	   de	   text	   de	   la	   finestra	   hi	   ha	   la	   traça	   resultant	   de	  l’execució	  realitzada	  prèviament,	  Esdeveniments	   1. Es	  mostra	  el	  contingut	  del	   fitxer	  on	   l’usuari	  ha	   indicat	  que	  es	  guardaria	  la	  traça.	  	  
5.3.2.3.7 GENERAR	  XARXA	  DE	  PETRI	  A	  PARTIR	  D’UNA	  EXECUCIÓ	  Actors	   Usuari	  Precondicions	   S’ha	  realitzat	  una	  execució	  i	  no	  ha	  tingut	  cap	  error.	  Descripció	   El	  sistema	  genera	  una	  Xarxa	  de	  Petri	  a	  partir	  de	  la	  traça	  que	  es	  mostra	  i	  dels	  paràmetres	  que	  establirà	  l’usuari.	  Postcondicions	   Es	  mostra	  el	   fitxer	  postscript	  generat	  amb	  el	  programa	  GV.	  El	  fitxer	  pot	  contenir	  o	  no	  una	  Xarxa	  de	  Petri	  segons	  si	  s’ha	  pogut	  generar	  o	  no.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Generate	  Petri	  Net.	  2. El	   sistema	  mostra	   el	   diàleg	  de	   configuració	  de	   la	  Xarxa	  de	  Petri.	  3. L’usuari	   indica	   els	   paràmetres	  que	   vulgui	   per	   generar	  una	  Xarxa	  de	  Petri	  i	  pitja	  el	  botó	  Ok.	  4. El	  sistema	  genera	  el	   fitxer	  “temp.tr”	  com	  a	  simplificació	  de	  la	  traça	  en	  el	  format	  d’una	  paraula	  per	  funció	  traçada.	  5. El	  sistema	  genera	  l’script	  que	  permetrà	  generar	  la	  Xarxa	  de	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Petri	  amb	  les	  condicions	  especificades.	  6. El	   sistema	   executa	   l’script,	   que	   finalment	   executarà	  l’aplicació	  GV	  mostrant	  el	  postscript	  resultant.	  	  
5.3.2.3.8 GENERAR	  XARXA	  DE	  PETRI	  A	  PARTIR	  D’UN	  FITXER	  Actors	   Usuari	  Precondicions	   -­‐	  Descripció	   El	  sistema	  genera	  una	  Xarxa	  de	  Petri	  a	  partir	  d’un	  fitxer	  d’una	  traça	  (com	  a	  sortida	  d’una	  execució	  d’aquest	  aplicació	  o	  com	  a	  traça	  simplificada).	  Postcondicions	   Es	  mostra	  el	   fitxer	  postscript	  generat	  amb	  el	  programa	  GV.	  El	  fitxer	  pot	  contenir	  o	  no	  una	  Xarxa	  de	  Petri	  segons	  si	  s’ha	  pogut	  generar	  o	  no.	  Esdeveniments	   1. L’usuari	  pitja	  el	  botó	  Generate	  Petri	  Net.	  2. El	   sistema	  mostra	   el	   diàleg	  de	   configuració	  de	   la	  Xarxa	  de	  Petri.	  3. L’usuari	   indica	   els	   paràmetres	  que	   vulgui	   per	   generar	  una	  Xarxa	  de	  Petri	  i	  pitja	  el	  botó	  Ok.	  4. El	  sistema	  genera	  el	   fitxer	  “temp.tr”	  com	  a	  simplificació	  de	  la	  traça	  en	  el	  format	  d’una	  paraula	  per	  funció	  traçada.	  5. El	  sistema	  genera	  l’script	  que	  permetrà	  generar	  la	  Xarxa	  de	  Petri	  amb	  les	  condicions	  especificades.	  6. El	   sistema	   executa	   l’script,	   que	   finalment	   executarà	  l’aplicació	  GV	  mostrant	  el	  postscript	  resultant.	  	  
5.3.2.3.9 ATURAR	  MÀQUINES	  VIRTUALS	  Actors	   Usuari	  Precondicions	   -­‐	  Descripció	   El	   sistema	   atura	   totes	   les	   màquines	   virtuals	   d’erlang	   que	  estiguin	  en	  funcionament	  al	  sistema.	  Postcondicions	   No	  hi	  ha	  cap	  màquina	  virtual	  d’Erlang	  en	  execució	  al	  sistema.	  Esdeveniments	   1. L’usuari	   pitja	   l’opció	   al	   menú	   d’aturar	   totes	   les	   màquines	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virtual	  Erlang	  en	  execució	  al	  sistema.	  2. El	  sistema	  envia	   l’ordre	  d’aturar	  totes	   les	  màquines	  virtual	  
Erlang.	  	  
5.4 DISSENY	  
El	  disseny	  del	  software	  consisteix	  a	  definir	  l’estratègia	  de	  solució	  a	  seguir	  a	  partir	  de	   l’especificació	   definida	   prèviament.	   Aquest	   disseny	   hauria	   de	   permetre	   al	  programador	   implementar	   el	   sistema	   tot	   i	   no	   haver	   participat	   de	   l’anàlisi	   de	  requisits.	  
5.4.1 DIAGRAMES	  DE	  SEQÜÈNCIA	  
En	   aquesta	   secció	   es	   mostren	   els	   diagrames	   de	   seqüència	   per	   als	   casos	   d’ús	  especificats.	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Per	  tal	  d’assegurar	  el	  funcionament	  de	  les	  aplicacions	  Erlang,	  s’hauran	  d’importar	  a	   l’entorn	   on	   s’executa	   la	   traça	   tots	   els	   fitxers	   d’entorn	   necessaris.	   Deixant	   de	  banda	  possibles	  fitxers	  de	  configuració	  per	  aplicacions	  amb	  una	  certa	  complexitat	  que	   s’haurien	   d’importar	   a	   part,	   els	   fitxers	   de	   codi	   font	   o	   executables	   es	   podran	  importar	   des	   de	   la	   mateixa	   aplicació	   traçadora.	   Els	   fitxers	   de	   codi	   font	   es	  compilaran	  automàticament.	  De	  fet,	  l’string	  de	  retorn	  de	  la	  instrucció	  importFile	  és	  la	  sortida	  estàndard	  de	  compilar	  el	  codi	  font	  pel	  cas	  en	  que	  hi	  hagi	  errors	  informar	  a	  l’usuari	  perquè	  proporcioni	  fitxers	  font	  correctes.	  
En	  el	  cas	  que	  siguin	  necessaris	  fitxers	  de	  configuració	  diferents,	   l’usuari	  haurà	  de	  copiar-­‐los	   apropiadament	   a	   la	   ruta	   adequada.	   Es	   decideix	   fer-­‐ho	   així	   perquè	   en	  fitxers	   externs	   les	   rutes	   adequades	   poden	   ser	   diferents	   en	   cada	   cas	   i,	   a	   més,	   a	  l’usuari	   que	   vulgui	   traçar	   aquest	   tipus	   d’aplicacions	   se	   li	   suposen	   uns	  coneixements	  que	  li	  permetrien	  fer-­‐ho	  de	  forma	  apropiada.	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Per	   tal	   de	   poder	   simular	   execucions	   reals,	   es	   necessita	   poder	   transmetre	   a	   la	  màquina	   les	   accions	   que	   normalment	   faria	   l’usuari.	   És	   per	   això	   que	   a	   l’aplicació	  traçadora	   es	   configuraran	   patrons	   d’execució	   de	   l’aplicació,	   de	   manera	   que	  aparenti	  l’entrada	  d’instruccions	  per	  part	  d’un	  usuari.	  Amb	  l’acció	  d’afegir	  un	  patró	  d’execució,	   s’indica	   quin	  mòdul	   s’ha	  de	  posar	   en	  marxa	   i	   amb	  quina	   instrucció,	   i	  s’ofereix	   la	   possibilitat	   d’introduir	   una	   seqüència	   d’instruccions	   que	   en	   una	  execució	  real	  podria	  introduir	  un	  usuari.	  En	  aquest	  procés	  no	  es	  creen	  i	  compilen	  els	   fitxers	   patró,	   sinó	   que	   només	   es	   guarden	   les	   configuracions	   per	   ser	   generats	  abans	  de	  l’execució.	  
Com	   que	   cada	   fitxer	   d’execució	   d’un	   node	   té	   varis	   paràmetres	   es	   crea	   una	  estructura	   de	   dades	   apropiada	   que	   permeti	   transferir-­‐los	   còmodament	   als	  generador	  del	  fitxer	  Erlang	  quan	  sigui	  el	  moment.	  
Es	  decideix	  no	  generar	  els	  fitxers	  de	  simulació	  al	  moment	  perquè	  són	  subjectes	  a	  canvis	  abans	  de	   l’execució	  definitiva	  de	   la	   traça	   i	   això	  alentiria	   la	   interacció	  amb	  l’usuari.	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Per	  tal	  d’assegurar	  les	  comunicacions	  entre	  nodes	  i	  evitar	  possibles	  conflictes	  del	  node	  traçador	  al	  connectar-­‐se	  amb	  els	  nodes	  utilitzats	  cal	  establir	  una	  cookie	  única	  per	   tot	   el	   sistema.	   Com	   que	   és	   possible	   que	   l’aplicació	   a	   traçar	   estableixi	   per	  defecte	  una	  traça	  dins	  de	  la	  seva	  programació	  interna,	  es	  decideix	  que	  la	  cookie	  la	  defineixi	  l’usuari.	  
La	  cookie	  establerta	  per	  l’usuari	  es	  guardarà	  al	  controlador	  per	  poder	  ser	  utilitzada	  pels	   diferents	   casos	   en	   que	   sigui	   necessària	   per	   a	   la	   generació	   del	   codi	   Erlang	  necessari	  per	  obtenir	  la	  traça.	  
5.4.1.4 CONFIGURACIÓ	  DE	  LA	  TRAÇA	  
	  
FIGURA	  8	  
Per	  la	  mateixa	  aplicació	  es	  pot	  necessitar	  traçar	  diferents	  part	  del	  sistema	  segons	  el	  que	  s’estigui	  provant,	  per	  això	  l’usuari	  haurà	  d’indicar	  quines	  funcions	  vol	  traçar	  en	   la	   seva	   execució.	   Evidentment,	   també	   haurà	   d’indicar	   quins	   nodes	   vol	   que	  observi	  l’aplicació	  traçadora.	  
Un	  altre	  paràmetre	  que	  es	   farà	  decidir	  a	   l’usuari	  és	  el	   temps	  màxim	  d’espera	  del	  node	  traçador	  abans	  de	  parar	  per	  assegurar	  que	  l’espera	  sigui	  adequada	  o,	  si	  més	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no,	   que	   la	   decisió	   la	   prengui	   un	   usuari	   que	   hauria	   de	   tenir	   uns	   mínims	  coneixements	  de	  l’aplicació	  que	  vol	  traçar.	  
Quan	   es	   configuren	   els	   paràmetres	   que	   recopilarà	   l’aplicació	   traçadora,	  implícitament	   també	   s’obtenen	   els	   paràmetres	   que	   farà	   servir	   el	   parser	   per	   tal	  d’obtenir	  uns	  traça	  més	  comprensible	  que	  la	  que	  ofereix	  Onviso.	  
5.4.1.5 EXECUCIÓ	  DE	  LA	  TRAÇA	  
	  
FIGURA	  9	  
Per	   executar	   la	   traça	   es	   genera	   un	   script	   com	   el	   mostrat	   en	   la	   secció	  d’automatització	  de	  la	  traça,	  però	  adaptat	  a	  la	  configuració	  que	  hagi	  fet	  l’usuari.	  Un	  cop	  generat	   aquest	   script,	   s’executa	  mitjançant	   les	   llibreries	  Runtime	   de	   Java.	   En	  cas	   d’error,	   es	  mostrarà	   la	   sortida	   estàndard	   de	   l’execució	   en	   línia	   de	   comandes	  mitjançant	   una	   finestra	   emergent.	   En	   cas	   que	   l’script	   funcioni	   correctament	   es	  mostrarà	   la	   traça	   resultant	   al	   diàleg	   ShowResultsDialog	   (aquesta	   traça	   pot	   ser	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buida,	   ja	   que	   un	   funcionament	   sense	   errors	   no	   necessàriament	   implica	   que	  s’executi	  alguna	  de	  les	  funcions	  traçades).	  
5.4.1.6 MOSTRAR	  RESULTATS	  
	  
FIGURA	  10	  
Si	   l’execució	  de	   la	   traça	  no	  provoca	   cap	   error,	   en	   acabar	   es	  mostra	   el	   resultat	   al	  diàleg	   ShowResultsDialog.	   Aquest	   diàleg	   mostra	   en	   un	   quadre	   de	   text	   la	   traça	  generada	  per	  Onviso	  després	  d’interpretar-­‐la	  amb	  el	  parser.	  Com	  que	  tot	  el	  procés	  d’execució	  es	  realitza	  en	  segon	  pla	  mitjançant	  l’execució	  d’un	  script,	  el	  resultat	  es	  troba	  al	  fitxer	  indicat	  al	  diàleg	  de	  configuració,	  per	  tant,	  s’ha	  de	  llegir	  aquest	  fitxer	  mitjançant	  el	  mòdul	  ResultsHandler.	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5.4.1.7 GENERAR	  UNA	  XARXA	  DE	  PETRI	  DES	  D’UNA	  EXECUCIÓ	  
	  
FIGURA	  11	  
Des	   del	   diàleg	   on	   es	   mostra	   la	   traça	   resultant	   d’una	   execució	   es	   pot	   enviar	   la	  petició	  de	  generar	  una	  Xarxa	  de	  Petri	  associada	  a	  la	  traça.	  
Al	  diàleg	   intermedi	  MergeOptionsDialog	   s’han	  d’indicar	  els	  paràmetres	  necessaris	  per	   generar	   la	   Xarxa	   de	   Petri.	   El	  més	   destacat	   és	   la	   k,	   cal	   recordar	   que	   l’elecció	  d’una	  k	  inadequada	  pot	  derivar	  en	  que	  no	  es	  generi	  cap	  Xarxa	  de	  Petri.	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5.4.1.8 GENERAR	  GRÀFICS	  A	  PARTIR	  DE	  FITXERS	  DE	  TRACES	  
	  
FIGURA	  12	  
L’aplicació	   també	  permet	   generar	  Xarxes	  de	  Petri	   de	   traces	  obtingudes	   en	   altres	  execucions	   que	   haguem	   guardat	   en	   algun	   fitxer.	   A	   més,	   també	   s’ha	   afegit	   la	  possibilitat	  de	  generar	  Xarxes	  de	  Petri	  directament	  del	  log	  de	  qualsevol	  altre	  tipus	  de	  traces	  que	  estiguin	  guardades	  en	  un	  fitxer	  en	  la	  forma	  simplificada	  que	  fa	  servir	  el	   generador	   (cal	   recordar	   que	   aquesta	   forma	   és	   una	   “paraula”	   per	   cada	   funció	  traçada	  separades	  per	  espais).	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5.4.1.9 ATURAR	  MÀQUINES	  VIRTUALS	  
	  
FIGURA	  13	  
Un	  dels	  errors	  més	  habituals	  quan	  s’executa	  una	  simulació	  per	  obtenir-­‐ne	  la	  traça	  és	  que	  existeixi	  prèviament	  una	  màquina	  virtual	  erlang	  en	  execució	  al	  sistema	  amb	  el	  mateix	  nom	  que	  una	  de	  les	  que	  s’engegaran	  automàticament	  en	  fer	  l’execució.	  En	  aquestes	   circumstàncies	   no	   es	   pot	   configurar	   apropiadament	   aquell	   node	   i	   falla	  tota	  l’execució.	  Un	  motiu	  habitual	  és	  que	  per	  una	  fallada	  en	  una	  execució	  anterior	  no	   s’hagin	   parat	   totes	   les	   màquines	   virtuals	   de	   la	   simulació,	   de	   manera	   que	   en	  voler	   repetir	   la	   mateixa	   simulació,	   tot	   i	   haver	   pogut	   solucionar	   el	   problema	  anterior,	  segueix	  fallant	  per	  un	  problema	  de	  nomenclatura.	  
Per	   aquest	   motiu	   s’ha	   afegit	   a	   l’aplicació	   un	   sistema	   per	   poder	   aturar	   totes	   les	  màquines	  virtuals	  erlang	  que	  puguin	  estar	  corrent	  en	  segon	  pla.	  Com	  que	  no	  es	  pot	  saber	  quina	  màquina	  es	  quina,	  la	  parada	  general	  es	  deixa	  sota	  la	  responsabilitat	  de	  l’usuari	  i	  no	  es	  fa	  mai	  de	  forma	  automàtica.	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6 ÚS	  DE	  L’APLICACIÓ	  RESULTANT	  
Seguidament	  es	  pot	  veure	  l’aplicació	  resultant	  fent	  una	  traça	  d’exemple.	  




El	   primer	   que	   es	   necessita	   és	   importar	   els	   fitxers	   necessaris	   per	   executar	  l’aplicació	  Erlang	  a	  l’entorn	  on	  s’executarà	  la	  traça.	  Els	  fitxers	  es	  poden	  importar	  en	  forma	  d’executable	  o	  bé	  els	  arxius	  de	  codi	  font	  que	  es	  compilaran	  a	  l’importar-­‐los.	  Els	   fitxers	   a	   importar	   es	   seleccionen	   mitjançant	   l’habitual	   finestra	   de	   cerca	   de	  fitxers	  de	  Java.	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Els	  fitxers	  importats	  a	  l’entorn	  d’execució	  s’afegeixen	  a	  la	  llista	  de	  l’esquerra,	  ja	  que	  per	   crear	   els	   patrons	   d’execució	   s’haurà	   de	   seleccionar	   sobre	   quin	   fitxer	   font	   es	  crea.	  
6.1 CREAR	  UN	  PATRÓ	  D’EXECUCIÓ	  
	  
FIGURA	  15	  
A	  la	  figura	  es	  pot	  veure	  com	  el	  fitxer	  font	  és	  l’executable	  client.beam.	  Els	  diferents	  camps	   que	   demana	   són	   els	   necessaris	   perquè	   l’aplicació	   pugui	   simular	   que	   un	  usuari	   l’executa.	   El	   hostname	  ha	   de	   ser	   únic	   a	   l’execució	   i	   determina	   el	   nom	  del	  mòdul.	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6.2 ESTABLIR	  LA	  COOKIE	  
	  
FIGURA	  16	  
La	   finestra	  per	  establir	   la	  cookie	  és	  molt	  senzilla,	  però	   imprescindible	   ja	  que	   tots	  els	   nodes	   implicats	   en	   obtenir	   la	   traça	   han	   de	   compartir-­‐la.	   Sinó,	   no	   es	   podrien	  comunicar	  entre	  ells	  i	  no	  s’obtindrien	  resultats	  vàlids.	  
6.3 ESTABLIR	  CONDICIONS	  DE	  TRAÇA	  
La	  finestra	  on	  es	  configuren	  els	  paràmetres	  de	  traça	  permet	  indicar	  quins	  nodes	  ha	  d’observar	  l’agent	  traçador	  i,	  en	  aquests	  nodes,	  quines	  funcions.	  Per	  tal	  que	  l’agent	  traçador	  identifiqui	  correctament	  les	  funcions,	  cal	  indicar	  a	  quin	  mòdul	  pertanyen.	  També	  s’ha	  de	  seleccionar	  si	  es	  vol	  traçar	  només	  la	  crida	  o	  també	  el	  seu	  retorn	  en	  cas	  que	  sigui	  una	  funció	  que	  envia	  una	  petició	  a	  un	  altre	  mòdul	  i	  rebi	  una	  resposta.	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6.4 MOSTRAR	  ELS	  RESULTATS	  
La	   traça	   resultant	   es	  mostra	   en	   una	   finestra	   emergent	   dins	   d’un	   quadre	   de	   text.	  Aquesta	   traça	   es	   pot	   seleccionar	   per	   copiar-­‐la	   on	   es	   vulgui	   (també	   s’ha	  emmagatzemat	  en	  un	  fitxer).	  Des	  d’aquesta	  finestra	  es	  pot	  fer	  la	  petició	  de	  generar	  la	  Xarxa	  de	  Petri	  associada	  a	  aquesta	  traça.	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6.5 GENERAR	  XARXA	  DE	  PETRI	  
Per	  generar	  les	  Xarxes	  de	  Petri	  s’han	  d’establir	  3	  paràmetres	  que	  configuraran	  les	  condicions	  de	  relació	  entre	  els	  nodes	  del	  graf.	  
El	  paràmetre	  pm	  indica	  que	  es	  vol	  que	  s’aplica	  mineria	  de	  Xarxes	  de	  Petri	  a	  l’hora	  de	  generar-­‐la,	  això	  vol	  dir	  sintetitzar-­‐la	  i	  extrapolar	  totes	  les	  transicions	  possibles	  encara	  que	  no	  apareguin	  explícitament	  a	  la	  traça.	  
La	  k	  restringeix	  el	  nombre	  màxim	  de	  tokens	  per	  cada	  lloc	  de	  la	  Xarxa	  de	  Petri.	  
El	   paràmetre	  prj	   és	   una	   llista	   d’events	  per	   establir	   com	  a	  punts	  de	  partida	  de	   la	  Xarxa	  de	  Petri.	  Entenent	  com	  a	  events,	  funcions	  de	  les	  traçades	  en	  el	  nostre	  log.	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Finalment,	  es	  mostra	  el	  postscript	  de	  la	  Xarxa	  de	  Petri	  mitjançant	  el	  visor	  GV:	  
	  
FIGURA	  20	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Una	   vegada	   desenvolupada	   l’aplicació	   es	   volia	   provar	   i	   contrastar	   els	   resultats	  obtingut	   amb	   els	   esperats	   analitzant	   el	   codi	   de	   les	   aplicacions	   testejades.	   Es	   vol	  veure	  com	  s’assemblen	  o	  no	  els	  resultats	  obtinguts	  a	  l’esperat	  en	  dues	  aplicacions	  centrades	   en	   un	   servidor	   i	   en	   una	   que	   fa	   ús	   de	   la	   capacitat	   de	   concurrència	  d’Erlang	  en	  un	  sol	  node.	  
Per	  fer	  això	  es	  compararan	  els	  resultats	  obtinguts	  amb	  autòmats	  que	  representin	  el	  codi	  provat.	  A	  més,	  es	  provaran	  diferents	  configuracions	  de	  Xarxa	  de	  Petri	  sobre	  la	  mateixa	  traça	  per	  veure	  com	  afecten	  al	  resultat	  final.	  
7.2 APLICACIÓ	  DE	  TEST	  D’ONVISO	  
Aquesta	  aplicació	  envia	  missatges	  des	  d’un	  client	  a	  un	  servidor	  i	  permet	  als	  clients	  connectats	  recuperar-­‐los.	  El	  servidor	  només	  s’encarrega	  de	  recollir	  els	  missatges.	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El	  diagrama	  de	  seqüència	  és	  el	  següent:	  
	  
FIGURA	  21	  
La	  Xarxa	  de	  Petri	  obtinguda	  amb	  una	  execució	  de	  prova	  amb	  un	  client	  és	  aquesta:	  
	  
FIGURA	  22:	  Xarxa	  de	  Petri	  per	  k=2.	  
El	  graf	  resultant	  de	  l’anàlisi	  de	  les	  traces	  obtingudes	  és	  un	  bucle	  infinit	  on	  totes	  les	  funcions	  dels	  mòduls	  poden	  ser	  punts	  d’entrada	  i	  no	  tenen	  dependència	  real	  entre	  ells,	   ja	   que	   poden	   anar	   precedides	   i	   seguides	   per	   qualsevol	   de	   les	   altres	   dues	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funcions.	   Probablement	   fer	   un	   seguiment	   de	   les	   dades	   podria	   proporcionar	   un	  resultat	  més	  ajustat	  a	  l’esperat.	  
7.3 APLICACIÓ	  DE	  NOMBRES	  PRIMERS	  
Aquesta	  aplicació	  és	  una	  eina	  que	  permet	  trobar	  els	  nombres	  primers	  entre	  0	  i	  un	  número	   màxim.	   Per	   fer	   les	   proves	   es	   disposa	   de	   2	   implementacions	   diferents	  segons	  el	  nivell	  d’optimització	  de	  la	  tasca.	  La	  tasca	  es	  reparteix	  en	  diferents	  nodes	  que	  treballen	  de	  forma	  concurrent.	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7.3.1 NOMBRES	  PRIMERS:	  PRIMERA	  VERSIÓ	  
La	   primera	   versió	   no	   té	   cap	   tipus	   d’optimització,	   cada	   worker	   s’encarrega	   de	  validar	   un	  nombre	  primer,	   sent	   el	   seu	   autòmat	   extret	   del	   funcionament	  del	   codi	  aquest:	  
	  
FIGURA	  23	  
	  Per	   aquesta	   versió	   s’ha	   provat	   l’execució	   amb	   un	   sol	   worker,	   de	   forma	   que	   es	  treballi	   de	   forma	   seqüencial	   i	   amb	  20	  workers,	   cosa	  que	  accelera	   l’execució	  però	  probablement	   altera	   molt	   més	   els	   resultats,	   ja	   que	   l’alt	   nivell	   de	   concurrència	  desajusta	  la	  traça	  obtinguda.	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7.3.1.1 PROVA	  AMB	  20	  WORKERS	  
	  
FIGURA	  24:	  Xarxa	  de	  Petri	  per	  k=1.	  
	  
FIGURA	  25:	  Xarxa	  de	  Petri	  per	  k=2.	  
Quan	  l’aplicació	  treballa	  amb	  20	  workers	  es	  pot	  observar	  que	  la	  traça	  perd	  totes	  les	  dependències	  entre	  els	  processos	  una	  vegada	  que	  s’ha	  completat	   la	  seqüència	  de	  posada	  en	  marxa.	  Tenint	  en	  compte	  que	  no	  es	  tenen	  en	  compte	  les	  dades	  tractades	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per	   cada	   funció,	   es	   podia	   esperar	   que	   passés	   una	   cosa	   així,	   ja	   que	   no	   es	   poden	  distingir	  les	  dependències	  de	  cada	  worker	  que	  treballa	  de	  forma	  concurrent.	  
7.3.1.2 PROVA	  AMB	  1	  WORKER	  
	  
FIGURA	  26:	  Xarxa	  de	  Petri	  per	  k=1.	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FIGURA	  27:	  Xarxa	  de	  Petri	  per	  k=2.	  
	  
FIGURA	  28:	  Xarxa	  de	  Petri	  per	  k=3.	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Veient	  els	  mals	  resultats	  obtinguts	  treballant	  amb	  20	  workers	  funcionant	  de	  forma	  concurrent,	  es	  prova	  d’obtenir	  la	  traça	  amb	  un	  sol	  worker,	  per	  provar	  d’extreure’n	  una	  millor	  representació	  de	  les	  dependències.	  
La	   primera	   Xarxa	   de	   Petri	   correspon	   a	   una	   Xarxa	   acotada	   a	   k=1,	   la	   segona	  correspon	  a	  una	  d’acotada	  a	  k=2	  i	  la	  tercera	  a	  una	  k=3.	  Com	  es	  pot	  veure,	  amb	  un	  i	  dos	  arcs	  per	  cada	  lloc,	  la	  traça	  acaba	  extraient	  que	  la	  funció	  calculate	  del	  servidor	  és	  un	  punt	  d’entrada	  a	  l’aplicació,	  cosa	  que	  sabem	  que	  és	  totalment	  falsa.	  En	  canvi,	  amb	  un	  màxim	  de	  3	  arcs	  per	  lloc,	  l’analitzador	  ja	  ha	  vist	  que	  fins	  que	  no	  s’inicia	  el	  servidor	  no	  es	  pot	  començar	  a	  calcular	  els	  nombres	  primers.	  La	  resta	  de	  funcions	  tenen	  múltiples	   punts	   d’entrada	   ja	   que	   es	   van	   solapant	   entre	   elles.	   En	   tots	   tres	  casos	   interpreta	   que	   el	   worker	   no	   es	   pot	   inicialitzar	   fins	   que	   no	   ho	   ha	   fet	   el	  servidor.	   Com	   es	   pot	   veure,	   la	   representació	   no	   s’ajusta	   prou	   a	   la	   realitat,	  interpreta	   correctament	   l’ordre	  de	   llançament	  de	   les	  diferents	  parts	  del	   sistema,	  però	  un	  cop	  entra	  en	  les	  iteracions	  acaba	  perdent	  les	  dependències.	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7.3.2 NOMBRES	  PRIMERS:	  SEGONA	  VERSIÓ	  
Aquesta	   segona	   versió	   permet	   al	   servidor	   comprovar	   per	   si	   mateix	   si	   alguns	  nombres	  són	  primers	  sense	   fer	  ús	  dels	  workers	  quan	   triga	  molt	  a	   rebre	  resposta	  dels	  workers	   per	   poder	   anar	   “avançant	   feina”.	   El	   graf	   de	   dependències	   seria	   el	  següent:	  
	  
FIGURA	  29	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7.3.2.1 PROVA	  AMB	  20	  WORKERS	  
	  
FIGURA	  30:	  Xarxa	  de	  Petri	  per	  k=1.	  
	  
FIGURA	  31:	  Xarxa	  de	  Petri	  per	  k=2.	  
Si	  es	   comparen	  els	  grafs	  generats	  per	  aquesta	  segona	  versió	  es	  veu	  com	  el	   canvi	  introduït	   en	   el	   disseny	   de	   l’aplicació	   no	   es	   pot	   detectar	   mitjançant	   la	   traça.	  Novament,	  els	  20	  workers	  treballant	  concurrentment	  impedeixen	  qualsevol	  intent	  de	  trobar	  dependències	  més	  enllà	  de	  la	  seqüència	  d’inicialització.	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7.3.2.1.1 PROVA	  AMB	  1	  WORKER	  
	  
FIGURA	  32:	  Xarxa	  de	  Petri	  per	  k=1.	  
	  
FIGURA	  33:	  Xarxa	  de	  Petri	  per	  k=2.	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FIGURA	  34:	  Xarxa	  de	  Petri	  per	  k=3.	  
Fent	  la	  prova	  amb	  un	  sol	  worker	  segueix	  sense	  veure’s	  cap	  diferència	  respecte	  del	  disseny	   anterior.	   Com	   que	   en	   tots	   els	   casos	   s’observa	   poca	   rigurositat	   en	   les	  dependències	  entre	  operacions,	  era	  d’esperar	  que	  un	  canvi	  tant	  petit	  no	  afectaria	  el	  graf	  per	  passar	  a	  veure’s	  la	  optimització	  introduïda.	  
7.4 APLICACIÓ	  DE	  TWITTER	  
Aquesta	   aplicació	   té	   un	   funcionament	  molt	   similar	   al	   que	   seria	   una	   versió	  molt	  bàsica	   de	   les	   funcionalitats	   de	   twitter.	   Es	   tracta	   de	   l’aplicació	   desenvolupada	  durant	  l’aprenentatge	  del	  llenguatge.	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Es	   faran	   proves	   amb	  2	   usuaris	   connectats	   al	   servidor	   i	   després	   una	   altra	   amb	  4	  usuaris	  connectats	  alhora	  per	  veure	  si	  afecta	  al	  graf	  de	  dependències.	  
El	  graf	  de	  dependències	  és	  el	  següent:	  
	  
FIGURA	  35	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7.4.1 PROVA	  AMB	  2	  USUARIS	  
Seqüència	  usuari	  1	  (3	  vegades):	  
twitclient:refresh("guille"),	  timer:sleep(100),	  twitclient:tweet("guille","Anem	  a	  jugar"),	  twitclient:follow("guille",	  "cesc"),	  twitclient:refresh("guille",	  20),	  twitclient:tweet("guille",	  "cadira").	  	  
Seqüència	  usuari	  2	  (15	  vegades):	  
twitclient:refresh("messi"),	  twitclient:tweet("messi",	  "iep").	  	  
	  
FIGURA	  36:	  Xarxa	  de	  Petri	  per	  k=1.	  
La	  prova	   amb	  2	  usuaris	   només	   s’ha	  pogut	   realitzar	   amb	  k=1	   ja	   que	  per	   a	   valors	  més	   alts	   de	   k	   genet	   es	   penjava	   i	   no	   generava	   cap	   Xarxa	   de	   Petri.	   Pel	   que	   fa	   als	  resultats	   obtinguts	   per,	   es	   poden	  observar	   algunes	   dependències	   estranyes,	   com	  que	  la	  funció	  tweet	  es	  genera	  sempre	  després	  de	  la	  funció	  refresh,	  fet	  que	  pot	  venir	  donat	  per	  les	  seqüències	  generades.	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7.4.2 PROVA	  AMB	  4	  USUARIS	  
Seqüència	  usuari	  1	  (2	  vegades):	  
twitclient:refresh("guille"),	  timer:sleep(100),	  twitclient:tweet("guille","Anem	  a	  jugar"),	  twitclient:follow("guille",	  "cesc").	  	  
Seqüència	  usuari	  2	  (10	  vegades):	  
twitclient:refresh("messi"),	  twitclient:tweet("messi",	  "iep").	  	  
Seqüència	  usuari	  3	  (7	  vegades):	  
twitclient:refresh("bojan"),	  	  
Seqüència	  usuari	  4	  (5	  vegades):	  
twitclient:tweet("xavi","hi"),	  twitclient:follow("xavi","messi").	  	  
	  
	  
FIGURA	  37:	  Xarxa	  de	  Petri	  per	  k=1.	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Novament	  només	  s’ha	  pogut	  extreure	  un	  graf	  fixant	  la	  k	  a	  1.	  En	  aquest	  graf	  es	  pot	  observar	  com	  algunes	  de	  les	  dependències	  són	  ben	  interpretades	  per	  l’analitzador	  de	  la	  traça.	  El	  registre	  d’usuari	  es	  fa	  només	  quan	  un	  nou	  usuari	  entra	  al	  sistema	  i	  el	  procés	  d’enviament	  de	  tweets	  també	  segueix	  la	  seqüència	  correcta.	  Es	  pot	  tornar	  a	  veure	  com	  estableix	  la	  funció	  process_requests	  dels	  clients	  com	  a	  punt	  d’entrada	  al	  sistema,	  inclús	  abans	  d’inicialitzar	  el	  servidor.	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8 PLANIFICACIÓ	  I	  ANÀLISI	  DE	  COSTOS	  
8.1 INTRODUCCIÓ	  
Aquesta	   secció	   del	   projecte	   està	   destinada	   a	   exposar	   la	   planificació	   a	   seguir	   per	  desenvolupar	  el	  projecte	  i	  estimar-­‐ne	  el	  cost.	  
En	   concret,	   per	   la	   planificació	   inclou	   el	   calendari	   previst	   pel	   desenvolupament,	  detallat	  més	  avall.	  
Pel	  que	  fa	  a	  l’anàlisi	  de	  costos,	  s’estimen	  els	  costos	  incloent	  les	  hores	  de	  treball	  i	  els	  recursos	  necessaris.	  
8.2 PLANIFICACIÓ	  
	  
El	  projecte	  es	  va	  planificar	  a	  l’estiu	  del	  2012,	  però	  no	  es	  va	  començar	  a	  dur	  a	  terme	  realment	  fins	  al	  Novembre.	  Abans	  s’havien	  fet	  algunes	  tasques	  d’investigació	  de	  les	  tecnologies	  a	  fer	  servir,	  però	  que	  no	  s’han	  inclòs	  a	  la	  planificació.	  
Es	   va	   planificar	   per	   poder-­‐lo	   acabar	   al	   Juny,	   contant	   que	   pogués	   haver	   alguna	  desviació	  com	  així	  ha	  estat	  i	  s’ha	  acabat	  dedicant	  tot	  el	  Juny	  que	  inicialment	  estava	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lliure.	  Durant	  aquest	  temps	  s’han	  dedicat	  unes	  4	  hores	  diàries	  5	  dies	  a	  la	  setmana	  al	  projecte.	  
8.3 ANÀLISI	  DE	  COSTOS	  
Com	  s’ha	  comentat	  anteriorment,	  per	  analitzar	  els	  costos	  es	  valoraran	  les	  hores	  de	  treball	  dedicades	  i	  els	  recursos	  que	  es	  puguin	  necessitar.	  
Pel	  que	  fa	  a	  recursos,	  en	  aquest	  cas	  no	  cal	  afegir	  costos	  addicionals,	   ja	  que	  no	  ha	  estat	  necessari	   l’ús	  de	  cap	   tipus	  de	   software	  amb	   llicència	  de	  pagament.	  Tampoc	  s’ha	   necessitat	   cap	   element	   material	   més	   enllà	   de	   l’ordinador	   utilitzat	   pel	  desenvolupament.	  
El	   projecte	   ha	   estat	   desenvolupat	   per	   una	   sola	   persona,	   així	   que	   no	   cal	   definir	  diferents	   rols	   i	   costos	   de	   recursos	   humans.	   El	   cost	   que	   suposa	   la	   persona	  encarregada	  del	  desenvolupament	  és	  el	  determinat	  pel	  sou	  d’un	  enginyer:	  30	  €/h.	  
Concepte	   Hores	   Cost	  Projecte	   480	   14400	  Documentació	   180	   5400	  
TOTAL	   660	   19800	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9.1 OBJECTIUS	  ASSOLITS	  
S’han	   assolit	   pràcticament	   tots	   els	   objectius	   principals	   establerts	   a	   l’inici	   del	  projecte.	   	   Els	   temes	   pendents	   serien	   ampliacions	   que	   permetrien	   escalar	   l’ús	   de	  l’eina	  per	  un	  àmbit	  més	  genèric	  i	  real.	  
1. Erlang	  En	   l’àmbit	   del	   domini	   del	   llenguatge	   de	   programació	  Erlang,	   s’han	   assolit	  uns	  coneixements	  prou	  importants	  per	  entendre	  el	  funcionament	  de	  l’eina	  traçadora	  i	  poder	  desenvolupar	  aplicacions	  bàsiques.	  Aquests	  coneixements	  bàsics	   són	   els	   que	   permetrien	   a	   un	   desenvolupador	   participar	   en	   un	  projecte	  més	  gran	  on	  els	  reptes	  oferirien	  les	  oportunitats	  de	  millora	  sense	  haver	  de	  començar-­‐ho	  tot	  de	  zero.	  2. Tracing	  S’ha	   dissenyat	   un	   sistema	   que	   permet	   automatitzar	   l’obtenció	   de	   traces	  d’aplicacions	   erlang	   amb	   nodes	   distribuïts	   i	   multiprocés.	   També	   s’ha	  aconseguit	  transformar	  aquestes	  traces	  de	  funcions	  en	  grafs	  representatius	  de	  les	  dependències	  de	  forma	  automàtica.	  3. Aplicació	  S’ha	  desenvolupat	  una	  aplicació	  que	  permet	  a	  un	  usuari	  amb	  coneixements	  limitats	   d’Erlang	   (però	   amb	   uns	   mínims	   necessaris)	   d’obtenir	   grafs	   de	  dependències	  d’aplicacions	  que	  li	  puguin	  interessar.	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Tot	  i	  que	  l’eina	  ja	  satisfà	  part	  de	  la	  seva	  funció,	  es	  podria	  millorar	  en	  dos	  aspectes	  que	  oferirien	  una	  possibilitat	  d’ús	  molt	  més	  àmplia	  i	  fiable.	  
• Afegir	  l’opció	  de	  traçar	  nodes	  remots.	  Finalment,	  per	  qüestions	  de	  disseny	  i	  les	  limitacions	  del	  projecte,	  s’ha	  limitat	  l’eina	  a	  treballar	  amb	  nodes	  locals.	  Aquesta	   millora	   oferiria	   autèntiques	   possibilitats	   de	   verificació	   de	  funcionament	  en	  entorns	  reals.	  
• Fer	   un	   seguiment	   de	   les	   dades.	   Les	   traces	   obtingudes	   per	   l’API	   Onviso	  inclouen	   les	  dades	  d’entrada	   i	   sortida	  de	  cada	   funció,	   seguir-­‐les	  permetria	  crear	   un	   graf	   de	   dependències	   real	   i	   observar	   la	   fiabilitat	   de	   les	  comunicacions	  proposades.	  Probablement	  aquesta	  ampliació	  implicaria	  un	  canvi	   bastant	   gran	   en	   l’anàlisi	   de	   les	   dades	   i	   la	   posterior	   generació	   dels	  grafs.	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11 ANNEX:	  CODI	  DELS	  PROGRAMES	  
UTILITZATS	  ALS	  EXPERIMENTS	  
11.1 TEST	  ONVISO	  
11.1.1 SERVIDOR	  
-­‐module(server).	  -­‐compile(export_all).	  	  start()	  -­‐>	  	  	  	  	  erlang:set_cookie(node(),inviso),	  	  	  	  	  application:start(runtime_tools),	  	  	  	  	  Pid	  =	  spawn(?MODULE,loop,[[]]),	  	  	  	  	  register(server,Pid).	  	  stop()	  -­‐>	  	  	  	  	  server	  !	  stop.	  	  loop(Data)	  -­‐>	  	  	  	  	  receive	  	   {put,From,Ting}	  -­‐>	  From	  !	  ok,	  	   	   	   	  	  	  loop([Data|Ting]);	  	   {get,From}	  	  	  	  	  	  -­‐>	  From	  !	  Data,	  	   	   	   	  	  	  loop(Data);	  	   stop	  	  	  	  	  	  	  	  	  	  	  	  -­‐>	  stopped;	  	   clear	  	  	  	  	  	  	  	  	  	  	  -­‐>	  loop([])	  	  	  	  	  end.	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-­‐module(client).	  -­‐compile(export_all).	  	  init()	  -­‐>	  	  	  	  	  init(server_node()).	  init(Node)	  -­‐>	  	  	  	  	  erlang:set_cookie(node(),	  inviso),	  	  	  	  	  application:start(runtime_tools),	  	  	  	  	  net_kernel:connect_node(Node).	  	  server_node()	  -­‐>	  	  	  	  	  {ok,HostName}	  =	  inet:gethostname(),	  	  	  	  	  list_to_atom("server@"	  ++	  HostName).	  	  	  get()	  -­‐>	  	  	  	  	  erlang:send({server,server_node()},	  {get,self()}),	  	  	  	  	  receive	  Data	  -­‐>	  Data	  	  	  	  	  after	  1000	  	  	  -­‐>	  no_reply	  	  	  	  	  end.	  	  put(Ting)	  -­‐>	  	  	  	  	  erlang:send({server,server_node()},	  {put,self(),Ting}),	  	  	  	  	  receive	  ok	  -­‐>	  ok	  	  	  	  	  after	  1000	  -­‐>	  no_reply	  	  	  	  	  end.	  	  
11.2 NOMBRES	  PRIMERS	  
11.2.1 PRIMERA	  VERSIÓ	  
11.2.1.1 PRIMY	  -­‐module(primy).	  	  -­‐compile(export_all).	  	  %%	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%%	  API	  Functions	  %%	  start(Workers,	  P,	  N)	  -­‐>	  	   PrimyServer	  =	  server:start(P,	  N),	  	   %register(primy_server,	  PrimyServer),	  	   startWorkers(Workers,	  [],	  PrimyServer).	  	  stop()	  -­‐>	  	   server:stopServer().	  	   	  	   	  %%	  %%	  Local	  Functions	  %%	  	  startWorkers(0,	  L,	  _)	  -­‐>	  L;	  startWorkers(Workers,	  L,	  PrimyServer)	  -­‐>	  	   Pid	  =	  worker:start(Workers,	  PrimyServer),	  	   startWorkers(Workers-­‐1,	  [Pid|L],	  PrimyServer).	  	  
11.2.1.2 SERVER	  -­‐module(server).	  	  -­‐compile(export_all).	  	  %%	  %%	  API	  Functions	  %%	  start(P,	  N)	  -­‐>	  	   ServerPid	  =	  spawn(server,	  initServer,	  [P,N]),	  	  	   register(server_process,	  ServerPid),	  	   server_process.	  	  stopServer()	  -­‐>	  	   server_process	  !	  {stopCounting}.	  %%	  %%	  Local	  Functions	  %%	  	  initServer(P,	  N)	  -­‐>	  	   serverStart(P,N).	  	  serverStart(P,	  N)-­‐>	  	   calculate(N,	  P,	  1,0,	  0).	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  calculate(N,	  P,	  CurrPSend,	  CurrPReceive,	  HighestP)-­‐>	  	   %io:format("P	   =	   ~w,	   CurrPReceive	   =	   ~w,	   CurrPSend	   =	   ~w~n",	   [P,	  CurrPReceive,	  CurrPSend]),	  	   if	  	  	   	   P	  >	  CurrPReceive	  -­‐>	  	   	   	   receive	  	   	   	   	   {requestJob,	  WorkerPid}-­‐>	  	   	   	   	   	   if	  	   	   	   	   	   	   P	  >=	  CurrPSend	  -­‐>	  	   	   	   	   	   	   	   WorkerPid	   !	   {numberToTest,	  CurrPSend,	  N},	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend+1,	  CurrPReceive,	  HighestP);	  	   	   	   	   	   	   true	  -­‐>	  	   	   	   	   	   	   	   WorkerPid	   !	  {noMoreNumberToTest},	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive,	  HighestP)	  	   	   	   	   	   end;	  	   	   	   	   {resultingCalculation,	  PrimeNumber}-­‐>	  	   	   	   	   	   if	  	  	   	   	   	   	   	   PrimeNumber	  >	  HighestP	  -­‐>	  	   	   	   	   	   	   	   io:format("Highest	   prime	   is	  updated:	  ~w~n",	  [PrimeNumber]),	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive+1,	  PrimeNumber);	  	   	   	   	   	   	   true	  -­‐>	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive+1,HighestP)	  	   	   	   	   	   end;	  	   	   	   	   {stopCounting}-­‐>	  	   	   	   	   	   io:format("Stop	  counting!")	  	   	   	   end;	  	   	   true	  -­‐>	  	   	   	   io:format("Highest	  prime	  number	  found:	  ~w~n",	  [HighestP])	  	   end.	  	  
11.2.1.3 WORKER	  -­‐module(worker).	  	  -­‐compile(export_all).	  	  %%	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%%	  API	  Functions	  %%	  start(WorkerName,	  ServerPid)	  -­‐>	  	   WorkerPid	  =	  spawn(worker,	  initWorker,	  [WorkerName,	  ServerPid]),	  	   WorkerPid.	  	   	  	  %%	  %%	  Local	  Functions	  %%	  initWorker(WorkerName,	  ServerPid)-­‐>	  	   processNumber(WorkerName,	  ServerPid).	  	  processNumber(WorkerName,	  ServerPid)-­‐>	  	   ServerPid	  !	  {requestJob,	  self()},	  	   receive	  	   	   {numberToTest,	  P,	  N}	  -­‐>	  	   	   	   case	  fermat:test(P,	  N)	  of	  	   	   	   	   ok	  -­‐>	  	  	   	   	   	   	   io:format("[~w]	   -­‐>	   ~w	   is	   a	   prime~n",	  [WorkerName,	  P]),	  	   	   	   	   	   ServerPid	  !	  {resultingCalculation,	  P};	  	   	   	   	   no	  -­‐>	  	   	   	   	   	   io:format("[~w]	   -­‐>	   ~w	   is	   NOT	   a	   prime~n",	  [WorkerName,	  P]),	  	  	   	   	   	   	   ServerPid	  !	  {resultingCalculation,	  -­‐1}	  	   	   	   end,	  	   	   	   processNumber(WorkerName,	  ServerPid);	  	   	   	  {noMoreNumberToTest}	  -­‐>	  	   	   	   	  io:format("[~w]	   -­‐>	   No	   more	   number	   to	   test~n",	  [WorkerName])	  	   end.	  	  
11.2.1.4 FERMAT	  -­‐module(fermat).	  	  -­‐compile(export_all).	  	  %%	  %%	  API	  Functions	  %%	  test(_,0)	  -­‐>	  	   ok;	  test(P,N)	  -­‐>	  
Annex:	  Codi	  dels	  programes	  utilitzats	  als	  experiments	  
Process	  Discovery	  in	  Erlang	  Programs	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
UNIVERSITAT	  POLITÈCNICA	  DE	  CATALUNYA	  
103	  
	  
	   case	  fermat(P)	  of	  	   	   ok	  -­‐>	  	   	   	   test(P,	  N-­‐1);	  	   	   no	  -­‐>	  	   	   	   no	  	   end.	  	  %%	  %%	  Local	  Functions	  %%	  fermat(1)	  -­‐>	  	   ok;	  fermat(P)	  -­‐>	  	   R	  =	  random:uniform(P	  -­‐	  1),	  	   T	  =	  mpow(R,	  P-­‐1,	  P),	  	  	   if	  	   	   T	  ==	  1	  -­‐>	  	   	   	   ok;	  	   	   true	  -­‐>	  	   	   	   no	  	   end.	  	   	   	  mpow(N,	  1,	  _)	  -­‐>	  	   N;	  mpow(N,	  K,	  M)	  -­‐>	  	   mpow(K	  rem	  2,	  N,	  K,	  M).	  	  mpow(0,	  N,	  K,	  M)	  -­‐>	  	   X	  =	  mpow(N,	  K	  div	  2,	  M),	  	   (X	  *	  X)	  rem	  M;	  mpow(_,	  N,	  K,	  M)	  -­‐>	  	   X	  =	  mpow(N,	  K	  -­‐	  1,	  M),	  	   (X	  *	  N)	  rem	  M.	  	  
11.2.1.5 SEGONA	  VERSIÓ	  Els	  codis	  de	  fermat	  i	  del	  worker	  són	  els	  mateixos	  que	  en	  la	  versió	  anterior.	  
11.2.1.6 PRIMYV2	  -­‐module(primyv2).	  	  -­‐compile(export_all).	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%%	  %%	  API	  Functions	  %%	  start(Workers,	  P,	  N)	  -­‐>	  	   PrimyServer	  =	  serverv2:start(P,	  N),	  	   startWorkers(Workers,	  [],	  PrimyServer).	  	   	  %%	  %%	  Local	  Functions	  %%	  	  startWorkers(0,	  L,	  _)	  -­‐>	  L;	  startWorkers(Workers,	  L,	  PrimyServer)	  -­‐>	  	   Pid	  =	  worker:start(Workers,	  PrimyServer),	  	   startWorkers(Workers-­‐1,	  [Pid|L],	  PrimyServer).	  	  
11.2.1.7 SERVERV2	  -­‐module(serverv2).	  	  -­‐compile(export_all).	  	  %%	  %%	  API	  Functions	  %%	  start(P,	  N)	  -­‐>	  	   ServerPid	  =	  spawn(serverv2,	  initServer,	  [P,N]),	  	  	   register(server_process,	  ServerPid),	  	   server_process.	  	  stopServer()	  -­‐>	  	   server_process	  !	  {stopCounting}.	  %%	  %%	  Local	  Functions	  %%	  initServer(P,	  N)	  -­‐>	  	   serverStart(P,N).	  	  serverStart(P,	  N)-­‐>	  	   calculate(N,	  P,	  1,0,	  0,	  100).	  	  calculate(N,	  P,	  CurrPSend,	  CurrPReceive,	  HighestP,	  SleepTime)-­‐>	  	   if	  	  	   	   P	  >	  CurrPReceive	  -­‐>	  	   	   	   receive	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   {requestJob,	  WorkerPid}-­‐>	  	   	   	   	   	   if	  	   	   	   	   	   	   P	  >=	  CurrPSend	  -­‐>	  	   	   	   	   	   	   	   WorkerPid	   !	   {numberToTest,	  CurrPSend,	  N},	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend+1,	  CurrPReceive,	  HighestP,	  100);	  	   	   	   	   	   	   true	  -­‐>	  	   	   	   	   	   	   	   WorkerPid	   !	  {noMoreNumberToTest},	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive,	  HighestP,	  100)	  	   	   	   	   	   end;	  	   	   	   	   {resultingCalculation,	  PrimeNumber}-­‐>	  	   	   	   	   	   if	  	  	   	   	   	   	   	   PrimeNumber	  >	  HighestP	  -­‐>	  	   	   	   	   	   	   	   io:format("Highest	   prime	   is	  updated:	  ~w~n",	  [PrimeNumber]),	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive+1,	  PrimeNumber,	  100);	  	   	   	   	   	   	   true	  -­‐>	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend,	  CurrPReceive+1,HighestP,	  100)	  	   	   	   	   	   end;	  	   	   	   	   {stopCounting}-­‐>	  	   	   	   	   	   io:format("Stop	  counting!")	  	   	   	   	   after	  SleepTime	  -­‐>	  	   	   	   	   	   if	  	   	   	   	   	   	   SleepTime	  <	  10	  -­‐>	  	   	   	   	   	   	   	   NewSleepTime	  =	  100;	  	   	   	   	   	   	   true	  -­‐>	  	   	   	   	   	   	   	   NewSleepTime	  =	  SleepTime	  	   	   	   	   	   end,	  	   	   	   	   	   case	  fermat:test(CurrPSend,	  N)	  of	  	   	   	   	   	   	   ok	  -­‐>	  	  	   	   	   	   	   	   	   io:format("[Server]	   -­‐>	   ~w	   is	   a	  prime~n",	  [CurrPSend]),	  	   	   	   	   	   	   	   io:format("Highest	   prime	   is	  updated:	  ~w~n",	  [CurrPSend]),	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend+1,	  CurrPReceive+1,	  CurrPSend,	  NewSleepTime	  div	  2);	  %find	  floor	  or	  ceiling	  function	  	   	   	   	   	   	   no	  -­‐>	  	   	   	   	   	   	   	   io:format("[Server]	  -­‐>	  ~w	  is	  NOT	  a	  prime~n",	  [CurrPSend]),	  	   	   	   	   	   	   	   calculate(N,	   P,	   CurrPSend+1,	  CurrPReceive+1,	  HighestP,	  NewSleepTime	  div	  2)	  	   	   	   	   	   end	  	   	   	   end;	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   true	  -­‐>	  	   	   	   io:format("Highest	  prime	  number	  found:	  ~w~n",	  [HighestP])	  	   end.	  
11.3 TWITTER	  
11.3.1 SERVIDOR	  
-­‐module(twitserver).	  	  -­‐compile(export_all).	  	  %%	  %%	  API	  Functions	  %%	  	  start()	  -­‐>	  	   ServerPid	  =	  spawn(twitserver,	  init_server,	  []),	  	   register(twitserver,	  ServerPid).	  	   	  init_server()	  -­‐>	  	   {Users,	  Followers,	  Tweets}	  =	  managedata:load(),	  	   %Users	  =	  llegirescriure:llegir("Users.info"),	  	   %lists:foreach(fun(X)	  -­‐>	  io:format("~s~n",	  [X])	  end,	  Users),	  	   io:format(Users),	  	   process_requests([],	  Users,	  Followers,	  Tweets).	  	   	  stop_server()	  -­‐>	  	   twitserver	  !	  {exit}.	  	   	  %%	  %%	  Local	  Functions	  %%	  	  	  process_requests(Clients,	  Users,	  Followers,	  Tweets)	  -­‐>	  	   receive	  	   	   %	  login	  usuari	  	   	   %	  Name:	  User	  name	  	   	   %	  From:	  User	  PID	  on	  this	  session	  	   	   {reg_user_req,	  Name,	  From}	  -­‐>	  	   	   	   {NewClients,	   NewUsers}	   =	   register_user(Clients,	   Users,	  Name,	  From),	  	   	   	   process_requests(NewClients,	  NewUsers,	  Followers,	  Tweets);	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   %	  Usuari	  surt	  del	  sistema	  	   	   {client_leave_req,	  User}	  -­‐>	  	   	   	   NewClients	  =	  lists:keydelete(User,	  1,	  Clients),	  	   	   	   process_requests(NewClients,	  Users,	  Followers,	  Tweets);	  	   	   %	  Usuari	  comença	  a	  seguir-­‐ne	  un	  altre	  	   	   {client_follow_req,	  Follower,	  Followed}	  -­‐>	  	   	   	   NewFollowers	  =	  [{Followed,	  Follower}|Followers],	  	   	   	   io:format("Follow:	  ~s	  -­‐	  ~s~n",[Followed,	  Follower]),	  	   	   	   process_requests(Clients,	  Users,	  NewFollowers,	  Tweets);	  	   	   %	  Usuari	  escriu	  tweet	  	   	   {new_tweet_req,	  User,	  Tweet}	  -­‐>	  	   	   	   new_tweet(Clients,	  Users,	  Followers,	  Tweets,	  User,	  Tweet);	  	   	   {refresh_req,	  Name,	  NumberOfTweets}	  -­‐>	  	   	   	   Address	  =	  lists:keyfind(Name,	  1,	  Clients),	  	   	   	   if	  not	  Address	  -­‐>	  	   	   	   	   io:format("User	  not	  connected	  now~n");	  	   	   	   	   true	  -­‐>	  	   	   	   	   	   {_,	  From}	  =	  Address,	  	   	   	   	   	   refresh_tweets(Name,	  From,	  NumberOfTweets,	  Followers,	  Tweets)	  	   	   	   end,	  	   	   	   process_requests(Clients,	  Users,	  Followers,	  Tweets);	  	   	   {exit}	  -­‐>	  	   	   	   exit(Clients,	  Users,	  Followers,	  Tweets)	  	   end.	  	  	  register_user(Clients,	  Users,	  Name,	  From)	  -­‐>	  	   io:format("Entra	  un	  usuari	  al	  sistema	  ~n"),	  	   Control	  =	  lists:member(Name,	  Users),	  	   io:format(Control),	  	   if	  	  	   	   %	  Nou	  usuari	  al	  sistema	  	   	   not	  Control	  -­‐>	  	   	   	   io:format("Alta	  usuari	  ~s	  al	  sistema~n",	  [Name]),	  	   	   	   NewUsers	  =	  [Name	  |	  Users],	  	   	   	   io:format("Llista	  usuaris:	  ~n"),	  	   	   	   io:format(NewUsers),	  	   	   	   io:format("~nLlista	  feta!~n"),	  	   	   	   NewClients	  =	  [{Name,	  From}	  |	  Clients],	  	   	   	   %	  Missatge	  benvinguda!	  	   	   	   {NewClients,	  NewUsers};	  	   	   %	  Login	  usuari	  ja	  registrat	  	   	   true	  -­‐>	  	   	   	   %	  Missatge	  username	  repetit	  	   	   	   io:format("Usuari	  ja	  registrat~n"),	  	   	   	   NewClients	  =	  [{Name,	  From}	  |	  Clients],	  	   	   	   	  	  io:format("Llista	  usuaris:	  ~n"),	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  io:format(Users),	  	   	   	   %	  Missatge	  benvinguda	  	   	   	   {NewClients,	  Users}	  	   end.	  	  	  	  exit(Clients,	  Users,	  Followers,	  Tweets)	  -­‐>	  	   io:format("Apaguem	  el	  servidor~n"),	  	   managedata:save(Users,	  Followers,	  Tweets),	  	   broadcast(Clients,	  "Server",	  "Apaguem	  el	  servidor").	  	  new_tweet(Clients,	  Users,	  Followers,	  Tweets,	  User,	  Tweet)	  -­‐>	  	   io:format("New	  tweet	  request:~n"),	  	   io:format("[~s]	  :	  ~s~n",	  [User,	  Tweet]),	  	   NewTweets	  =	  [{User,	  Tweet}	  |	  Tweets],	  	   io:format("Cridarem	  send	  tweet~n"),	  	   send_tweet(Clients,	  User,	  Followers,	  {new_tweet,	  User,	  Tweet}),	  	   process_requests(Clients,	  Users,	  Followers,	  NewTweets).	  	   	  	  send_tweet(_,	  _,	  [],	  _)	  -­‐>	  	  	   io:format("No	  hi	  ha	  Followers	  al	  sistema~n");	  	  send_tweet(Connected,	  User,	  {UserFollowed,	  Follower},	  Message)	  -­‐>	  	   io:format("Només	  hi	  ha	  una	  possible	  parella	  de	  followers~n"),	  	   Control	  =	  string:equal(User,	  UserFollowed),	  	   if	  Control	  -­‐>	  	   	   send_message(Connected,	  Follower,	  Message);	  	   	   true	  -­‐>	  	   	   	   io:format("No	  era	  un	  follower	  del	  tweeter~n")	  	   end;	  	   	  send_tweet(Connected,	  User,	  Followers,	  Message)	  -­‐>	  	   io:format("Hem	  entrat~n"),	  	   TupleFollower	  =	  lists:keytake(User,	  1,	  Followers),	  	   if	  not	  TupleFollower	  -­‐>	  	   	   io:format("No	  hi	  ha	  més	  followers~n");	  	   	   true	  -­‐>	  	   	   	   {_,	  {_,	  Follower},	  NewFollowers}	  =	  TupleFollower,	  	   	   	   send_message(Connected,	  Follower,	  Message),	  	   	   	   send_tweet(Connected,	  User,	  NewFollowers,	  Message)	  	   end.	  	   	  send_message(Connected,	  Follower,	  Message)	  -­‐>	  	   io:format("Tenim	  un	  follower:	  ~s~n",[Follower]),	  	   From	  =	  lists:keyfind(Follower,	  1,	  Connected),	  	   if	  not	  From	  -­‐>	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   io:format("	  -­‐>	  usuari	  no	  connectat~n");	  	   	   true	  -­‐>	  	   	   	   {_,Address}	  =	  From,	  	   	   	   Address	  !	  Message	  	   end.	  	  refresh_tweets(Name,	  From,	  NumberOfTweets,	  Followers,	  Tweets)	  -­‐>	  	   %%	  GetUsersFollowed	  	   UsersFollowed	  =	  get_users_followed(Name,	  Followers),	  	   %%	  Call	  aux	  function	  	   refresh_tweets_aux(Name,	   From,	   NumberOfTweets,	   UsersFollowed,	  Tweets).	  	  refresh_tweets_aux(Name,	  From,	  _,	  _,	  [])	  -­‐>	  	   io:format("No	  hi	  ha	  tweets	  al	  sistema~n"),	  	   From	  !	  {refresh_response,	  Name,	  "End"};	  	   	  refresh_tweets_aux(_,	  _,	  0,	  _,	  _)	  -­‐>	  	   io:format("Enviats	  tots	  els	  tweets~n");	  	  refresh_tweets_aux(Name,	  From,	  NumberOfTweets,	  UsersFollowed,	  Tweets)	  -­‐>	  	   [{Author,	  Message}	  |	  NewTweets]	  =	  Tweets,	  	   	  	   %	  if	  clause	  sending	  tweet	  or	  advancing	  to	  next	  tweet	  	   Control	  =	  lists:member(Author,	  UsersFollowed),	  	   if	  Control	  -­‐>	  	   	   From	  !	  {refresh_response,	  Author,	  Message},	  	   	   NewNumberOfTweets	  =	  NumberOfTweets	  -­‐	  1;	  	   	   true	  -­‐>	  	   	   	   NewNumberOfTweets	  =	  NumberOfTweets	  	   end,	  	   refresh_tweets_aux(Name,	   From,	   NewNumberOfTweets,	   UsersFollowed,	  NewTweets).	  	   	  get_users_followed(_,	  [])	  -­‐>	  	   io:format("Llista	  followers	  buida~n"),	  	   [];	  	   	  get_users_followed(User,	  Followers)	  -­‐>	  	   TupleFollowers	  =	  lists:keytake(User,	  2,	  Followers),	  	   if	  not	  TupleFollowers	  -­‐>	  	   	   io:format("No	  segueix	  ningu	  mes~n"),	  	   	   [];	  	   	   true	  -­‐>	  	   	   	   {_,	  {Followed,	  _},	  NewFollowers}	  =	  TupleFollowers,	  	   	   	   NewFollowed	  =	  get_users_followed(User,	  NewFollowers),	  	   	   	   [Followed	  |	  NewFollowed]	  	   end.	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  broadcast(Clients,	  Author,	  Text)	  -­‐>	  	   Message	  =	  {new_tweet,	  Author,	  Text},	  	   Fun	  =	  fun(From)	  -­‐>	  From	  !	  Message	  end,	  	   lists:keymap(Fun,	  2,	  Clients).	  	  
11.3.1.1 CLIENT	  -­‐module(twitclient).	  	  -­‐compile(export_all).	  	  %%	  %%	  API	  Functions	  %%	  start(MyName)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   spawn(twitclient,	  init_client,	  [ServerPid,	  MyName]).	  	  	   	  init_client(ServerPid,	  MyName)	  -­‐>	  	   ServerPid	  !	  {reg_user_req,	  MyName,	  self()},	  	   process_requests().	  	  %%	  %%	  Local	  Functions	  %%	  	  process_requests()	  -­‐>	  	  	  	   receive	  	   	   {new_tweet,	  User,	  Tweet}	  -­‐>	  	   	   	   io:format("[~s]	  ~s~n",	  [User,	  Tweet]),	  	   	   	   process_requests();	  	   	   {refresh_response,	  User,	  Tweet}	  -­‐>	  	   	   	   io:format("[~s]	  ~s~n",	  [User,	  Tweet]),	  	   	   	   process_requests();	  	   	   default	  -­‐>	  	   	   	   io:format("Registrat"),	  	   	   	   process_requests()	  	   end.	  	  exit(MyName)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {client_leave_req,	  MyName}.	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tweet(MyName,	  Tweet)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {new_tweet_req,	  MyName,	  Tweet}.	  	  follow(MyName,	  UserToFollow)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {client_follow_req,	  MyName,	  UserToFollow}.	  	   	  refresh(MyName)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {refresh_req,	  MyName,	  10}.	  	  refresh(MyName,	  NumberTweets)	  -­‐>	  	   ServerPid	  =	  {twitserver,	  server_node()},	  	   ServerPid	  !	  {refresh_req,	  MyName,	  NumberTweets}.	  	  	  server_node()	  -­‐>	  	   {ok,	  HostName}	  =	  inet:gethostname(),	  	   list_to_atom("server@"	  ++	  HostName).	  	  
11.3.2 MANAGE	  DATA	  
-­‐module(managedata).	  	  -­‐export([load/0,	  save/3]).	  	  load()	  -­‐>	  	   Users	  =	  load_users("Users.info"),	  	   Followers	  =	  load_followers("Followers.info"),	  	   Tweets	  =	  load_tweets("Tweets.info"),	  	   {Users,	  Followers,	  Tweets}.	  	   	  save(Users,	  Followers,	  Tweets)	  -­‐>	  	   save_users(Users,	  "Users.info"),	  	   save_followers(Followers,	  "Followers.info"),	  	   save_tweets(Tweets,	  "Tweets.info"),	  	   true.	  	  load_users(Filename)	  -­‐>	  	   llegirescriure:llegir(Filename).	  	   	  load_followers(Filename)	  -­‐>	  	   Lines	  =	  llegirescriure:llegir(Filename),	  	   separate_followers(Lines).	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  separate_followers([])	  -­‐>	  [];	  separate_followers(Lines)	  -­‐>	  	   [Line	  |	  NewLines]	  =	  Lines,	  	   Followed	  =	  string:sub_word(Line,	  1,	  $,),	  	   Follower	  =	  string:sub_word(Line,	  2,	  $,),	  	   [{Followed,	  Follower}	  |	  separate_followers(NewLines)].	  	   	  load_tweets(Filename)	  -­‐>	  	   Lines	  =	  llegirescriure:llegir(Filename),	  	   separate_tweets(Lines).	  	  separate_tweets([])	  -­‐>	  [];	  separate_tweets(Lines)	  -­‐>	  	   [Line	  |	  NewLines]	  =	  Lines,	  	   Position	  =	  string:chr(Line,	  $:),	  	   Author	  =	  string:sub_word(Line,	  1,	  $:),	  	   Tweet	  =	  string:substr(Line,	  Position+1),	  	   [{Author,	  Tweet}	  |	  separate_tweets(NewLines)].	  	   	  save_users(Users,	  Filename)	  -­‐>	  	   {ok,	  Device}	  =	  file:open(Filename,	  [write]),	  	   write_users(Users,	  Device),	  	   true.	  	  write_users([],	  Device)	  -­‐>	  file:close(Device);	   	  write_users(Users,	  Device)	  -­‐>	  	   [User	  |	  NewUsers]	  =	  Users,	  	   file:write(Device,	  User++"\n"),	  	   write_users(NewUsers,	  Device).	  	   	  save_followers(Followers,	  Filename)	  -­‐>	  	   {ok,	  Device}	  =	  file:open(Filename,	  [write]),	  	   write_followers(Followers,	  Device),	  	   true.	  	  write_followers([],	  Device)	  -­‐>	  file:close(Device);	  write_followers(Followers,	  Device)	  -­‐>	  	   [{Followed,	  Follower}	  |	  NewFollowers]	  =	  Followers,	  	   Line	  =	  Followed++","++Follower++"\n",	  	   file:write(Device,	  Line),	  	   write_followers(NewFollowers,	  Device).	   	  	  	  save_tweets(Tweets,	  Filename)	  -­‐>	  	   {ok,	  Device}	  =	  file:open(Filename,	  [write]),	  	   write_tweets(Tweets,	  Device),	  	   true.	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  write_tweets([],	  Device)	  -­‐>	  file:close(Device);	  write_tweets(Tweets,	  Device)	  -­‐>	  	   [{Author,	  Tweet}	  |	  NewTweets]	  =	  Tweets,	  	   Line	  =	  Author++":"++Tweet++"\n",	  	   file:write(Device,	  Line),	  	   write_tweets(NewTweets,	  Device).	  	  
11.3.3 LLEGIR	  I	  ESCRIURE	  A	  DISC	  
-­‐module(llegirescriure).	  	  -­‐compile(export_all).	  	  llegir(Fitxer)	  -­‐>	  	   {ok,	  Device}	  =	  file:open(Fitxer,	  [read]),	  	   get_all_lines(Device,	  []).	  	   	  get_all_lines(Device,	  Accum)	  -­‐>	  	   case	  io:get_line(Device,	  "")	  of	  	   	   eof	  -­‐>	  file:close(Device),	  Accum;	  	   	   Line	  -­‐>	  	  	   	   	   get_all_lines(Device,	  lists:append(Accum,	  [Line	  -­‐-­‐	  "\n"]))	  	   end.	  	  
