Abstract. This work proposes and implements a simple and efficient video encoder based on the compression of consecutive frame differences using sparse decomposition through matching pursuits. Despite its minimalist design, the proposed video codec has performance compatible to H.263 video standard and, unlike other encoders based on similar techniques, is capable of encoding videos in real time. Average PSNR and image quality consistency are compared to H.263 using a set of video sequences.
Introduction
Video compression at very low bit-rates is needed for applications that operate using low bandwidth communication channels, for instance, video transmission in mobile equipments. Some techniques that have been suggested for such applications include hybrid-DCT coding [6] , wavelet-based coding [20] , model-based coding [2] , and fractal coding [11] .
Extreme compression rates demanded by low bit-rate video applications require unusual video encoding techniques. One possible approach is the matching-pursuit video coding, however, it involves a very time-consuming encoding process [15] due to its exhaustive image scan in order to find patterns that can be represented efficiently.
The approach proposed in this paper is extremely simple and capable of compressing video sequences in real time. The video encoder compresses only the difference between two consecutive frames through matching pursuits. No motion compensation algorithm [9] is used in the process and the quantization is performed by rounding the coefficients to the nearest integer. An innovation of the proposed method is the subdivision of the frame into blocks and application of matching pursuit to each block instead of scanning the entire image looking for regions that have relevant characteristics that can be compressed and then applying matching pursuits to those regions.
A dictionary generated by K-SVD algorithm [1] is used to create sparse decompositions of the processed frame sub-blocks, which are compressed by a contextadaptive arithmetic encoder [18] .
Compared to H.263 video codec [10] , which has a motion compensation algorithm, more sophisticated quantizers and mechanisms for rate-distortion optimization, the proposed method achieves compatible PSNR values, as demonstrated in the experiments using well-known benchmark video sequences at several average bit rates per second.
The text is organized as follows. Section 2 describes the main algorithms used in the proposed solution, as well as reviews of some relevant encoders based on matching pursuits found in literature. Details of the proposed methodology are presented and discussed in Section 3. Experimental results obtained with our video codec are shown in Section 4. Finally, conclusions of the work and future directions are presented in Section 5.
Related Work
This section briefly describes some relevant concepts and techniques related to the proposed video encoder.
Matching Pursuits
Transforms, such as DCT [5] , decompose signals as a linear combination of mutually orthogonal elements belonging to a predetermined basis. This basis contains a minimum number of elements sufficient to express any vector belonging to a particular vector space.
A possible generalization for such type of transform involves using more than the minimum required number of elements within the basis, thus forming an overcomplete dictionary, In this case, a single vector has several possible decompositions and, for data compression purpose, the most interesting decompositions are those that have the largest possible number of linear coefficients equal to zero.
Finding such decompositions is a NP-hard problem [7] , so that matching pursuits [12] is a greedy heuristic for finding a very sparse decomposition of a signal using low processing time. Given an overcomplete dictionary D = {g γ } γ∈Γ , a signal f to be decomposed and a threshold of the decomposition error , Algorithm 1 determines which elements of D and linear coefficients are used in a sparse decomposition of f . Term R k is the signal residue not yet represented by the chosen bases until step k. Algorithm 1. Matching pursuit algorithm.
Optimized Orthogonal Matching Pursuits
A more powerful heuristic for searching for sparse signal representations using overcomplete dictionaries was employed in the proposed video codec, known as optimized orthogonal matching pursuit [17] . At each step of the encoding process, after choosing an element g i of the dictionary by the same criterion of the conventional matching pursuit, such search heuristic orthogonalizes the entire dictionary with respect to g i . Therefore, the chosen element in the following step is orthogonal to all elements used previously. The heuristic ensures more sparse representations at a higher computational cost.
K-SVD
A well generated overcomplete dictionary ensures more sparse decompositions, provides a higher convergence speed in matching pursuits, is capable of representing only psychovisually significant features and ignores minor irrelevant details. It is possible to develop such dictionaries through machine learning algorithms [19] , among them the K-SVD, which is a generalization of the algorithm for solving the K-means problem.
Two alternating steps are performed during its execution. In the first step, data from the training set is decomposed according to the initial overcomplete dictionary to be optimized using any algorithm capable of doing it. In the second step, each element of the dictionary is replaced by a new one, calculated to minimize the error of each data from the training set that used it in its sparse decomposition, as described in Algorithm 2. 
Matching Pursuit Video Coding
The absolute majority of video codecs based on matching pursuits [3, 14, 21, 22] have their origins in [15] . The method uses an inner-product search to decompose motion residual signals over an overcomplete dictionary of 2D separable Gabor functions.
Despite the high computational cost of such search, the approach avoids artificial block edges and presents both better perceptual image quality and higher PSNR than DCT-based methods for low bit rates video coding. However, the dictionary must be efficiently built to allow fast inner-product computation between its elements and various regions of the residue.
The proposed encoder avoids performing costly searches working similarly to DCT-based coders, where the difference between two consecutive frames is partitioned into non-overlapping blocks that are independently coded using matching pursuits. This allows encoding parallelization of the sub-blocks, however, it does not prevent artifact appearance at the intra-block edges.
Proposed Video Codec
Initially, the encoder calculates the difference between the frame to be processed and the previous uncompressed frame. If the norm of this subtraction is greater than a certain threshold, the entire frame is used in the next step, otherwise only the difference between these two frames is used.
The image generated in the previous step is then subdivided into blocks of 8×8 pixels without overlapping. Each block is decomposed as a sparse linear combination of the dictionary elements through the Optimized Orthogonal Matching Pursuit algorithm [17] . The average bit rate is controlled by manually varying the error threshold used in the algorithm.
The overcomplete dictionary used in our encoding method is the same used by Elad and Aharon [8] for image denoising. The learned dictionary contains 256 elements and was trained using K-SVD algorithm using a number of several photographs as a training set.
In the final step, a flag is coded to indicate whether what is being transmitted is only the difference between two consecutive frames or an entire frame.
For each block of the current frame decomposed in the previous step, its sparse representations are transmitted through an arithmetic encoder using four distinct symbols, each one containing its proper adaptive context. The first symbol indicates the number of elements of the dictionary used in the decomposition of that block. For each used element, sign and magnitude of the linear coefficient associated with that element and its index are transmitted in different symbols.
Experimental Results
The proposed video codec was implemented on a graphics processing unit (GPU) with CUDA [16] . Our codec was compared to the implementation of the H.263 video standard present in the open-source libavcodec library [4] .
Several video sequences were used in the experiments [13] . Results for three video samples are reported in this work. The videos have resolution of 176×144 pixels and 10 frames per second with subsampled chrominance (format 4:2:2).
All videos were compressed both with our codec and H.263 at different average rates of kilobits per second. The comparison was based on peak signal-to-noise ratio (PSNR) value, expressed by PSNR = 10 log 10 255
where MSE is the mean squared error between the resulting image after compression and uncompression steps and the original image.
Average PSNR values for all frames and three color channels of the tested video sequences are shown in Table 1 . Despite the extreme simplicity of the proposed approach, its performance is very similar to H.263 video standard. The lack of a motion compensation algorithm prevented effective use of statistical redundancy present in the consecutive video frames.
Another important characteristic of the presented approach is its consistency in the video frame quality. As can be seen in Figures 1, 2 and 3 , PSNR value of each frame changed abruptly when compressed by H.263, however, it is kept almost constant by the proposed algorithm. This is mainly due to the rate control mechanism of H.263.
Conclusions and Future Work
A video encoder is proposed to compress the difference between two consecutive frames through the matching pursuit approach using a dictionary previously trained by K-SVD method.
Unlike other video codecs based on matching pursuits, the proposed approach is able to encode video in real time and has performance compatible to H.263 when tested for some video sequences used in standard benchmarks.
Future directions for work include the implementation of refined motion compensation methods, a filter for removing blocking artifacts, a better quantization scheme of the sparse decomposition coefficients and other forms of prediction residue coding using both matching pursuits and dictionaries created by K-SVD. Such changes can significantly improve the resulting image quality.
