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Abstrakt 
Cílem této diplomové práce je návrh a implementace informačního systému na kompletní správu 
služebních cest a jízd pro Český statistický úřad. Systém bude dostupný ze všech pracovišť ČSÚ 
(ústředí, kraje, okresy) včetně mobilních zaměstnanců v terénu. Systém bude sloužit pro plánování, 
žádosti a povolování služebních cest (SC), vyúčtování SC, generování cestovních příkazů, zajištění 
efektivního využívání a vytížení služebních aut a minimalizace použití aut soukromých, ukládání a 
sledování údajů o cestách služebními vozy (trasy, úseky tras, tankování, údržba a opravy), 
předdefinované sestavy pro měsíční/čtvrtletní/pololetní/roční ekonomické výstupy, analýzu údajů 
vložených do systému. K dispozici budou také exporty do účetních systémů (jak předdefinované, tak 
uživatelem tvořené). Informační systém je implementován v PHP Frameworku Nette s databázovou 
vrstvou Dibi a pomocí značkovacího jazyka HTML. Samotná databáze běží na Oracle. 
 
 
 
 
Abstract 
The goal of this master’s thesis is to design and create the central management system for controlling 
business trips and journeys of Czech statistical office. The system is accessible from every possible 
place of Czech statistical office (headquarters, region, district) including travelling staff. System is 
designed for scheduling, requesting and authorizing business trips, billings, generating travel orders, 
providing efficient usage of company cars and minimizing usage of private cars, storing and tracking 
data of company cars (routes, route segments, refueling, maintenance and repairs), predefined reports 
for monthly / quarterly / half-yearly / annual economic output, analysis of data entered into the 
system. It is possible to export data into the economic systems (both predefined and user-created). 
Central management system has been written using Nette PHP framework with Dibi database layer 
and HTML script language. Database is running on Oracle.  
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1 Úvod 
Téma této diplomové práce zasahuje do oblasti informačních systémů a zároveň také do 
oblasti databázových systémů. Výsledkem této diplomové práce bude hotový, funkční informační 
systém, díky kterému bude možné pohodlně  z webového rozhraní z jakéhokoliv místa v lokální síti 
Českého statistického úřadu, dále jen ČSÚ, spravovat a kontrolovat veškeré aktivity mající něco do 
činění se služebními jízdami zaměstnanců ČSÚ. V práci bude rovněž popsáno testování uživateli 
v reálném prostředí a následné ladění drobných chyb.  
 Informační systém bude sloužit výhradně pro vnitřní potřeby ČSÚ. Zadaný informační 
systém vzniká za účelem úspory peněz – tj. maximalizace využití služebních aut včetně jejich 
naplnění a minimalizaci využití aut soukromých, jejichž použití je v porovnání s autem služebním 
značně nákladnější záležitostí. Bude rovněž možné využít městskou hromadnou dopravu a také 
vlakovou a autobusovou dopravu.  
 Plánování služebních cest bude co nejvíce automatizované, aby se zamezilo zbytečnému tisku 
papírových dokumentů v různých mezistádiích. Každý zaměstnanec, chystající se na služební cestu, 
musí vždy obdržet povolení od příslušných vedoucích a až poté je služební cesta možná. Zároveň 
bude také zapotřebí hlídat celý průběh služební cesty, průběžně doplňovat ujeté kilometry, údaje o 
čerpání pohonných hmot, které budou následně zkontrolovány a analyzovány v různých výstupech 
definovaných ČSÚ. Před služební cestou si zaměstnanec vybere, čím na takovou služební cestu 
pojede. Pokud si vybere služební vůz, nejprve proběhne kontrola, která zjistí, zda není možné, aby se 
zaměstnanec přidal do jiného dříve zarezervovaného auta, které by splňovalo jeho požadavky na 
trasu. Po samotné rezervaci vozidla, kterou musí schválit příslušný vedoucí zaměstnanec (a 
nahlédnout popř. zrušit může krajský pracovník zodpovědný za autoprovoz), je možné vygenerovat 
příslušný doklad. Následně se provede zadání cestovního příkazu, který musí být rovněž schválen. Po 
úspěšném schválení cestovního příkazu je možné započít služební cestu. Před služební cestou budou 
vygenerovány opět všechny potřebné dokumenty. Po dobu služební cesty je auto blokováno. Služební 
cestu je možné zrušit nejvíce 2 dny před jejím plánovaným započetím nebo jiný počet dní definovaný 
příslušným krajským zaměstnancem zodpovědným za autoprovoz. 
 Kapitola 2 se zabývá seznámením se s problematikou plánování služebních cest na ČSÚ a 
analýzou požadavků na informační systém. Najdeme zde stručný výčet některých jeho funkcí a 
parametrů. 
 V kapitole 3 detailněji nahlédneme na samotný návrh systému a specifikaci požadavků na 
výsledný informační systém. Také zde najdeme různé grafické reprezentace, týkající se dat v systému 
nebo diagram případů užité atd. 
 V kapitole 4 se zaměříme již na samotnou implementaci systému a všech jeho částí velmi 
detailně. Ukážeme si, na jaké architektuře je systém postaven, proč právě tato volba je nejlepší 
možná. Vysvětleny a přiblíženy budou rovněž všechny technologie, použité při implementaci 
výsledného informačního systému. 
 V kapitole 5 se zaměříme na komunikaci se zákazníkem v různých vývojových stádiích, 
testování aplikace v reálném prostředí a na další ladění aplikace, které poskytly testovací výstupy.  
Zakončíme šestou kapitolou, v níž zhodnotíme všechny výsledky a navrhneme rozšíření. 
Zadaný informační systém je implementován v PHP Framework Nette, za pomocí databázové 
vrstvy Dibi a značkovacího jazyka HTML obohaceného Javascript knihovnou jQuery. Samotná 
databáze ČSÚ běží na databázovém systému od firmy Oracle. Část potřebná pro implementaci 
informačního systému byla dle požadavků ČSÚ zkopírována na server, na kterém probíhal vývoj 
informačního systému. Nette Framework je vhodný, jak pro velmi jednoduché statické weby, tak i pro 
velmi rozsáhlé informační systémy jako např. bankovní systémy apod. 
 4 
2 Plánování služebních cest na ČSÚ 
Plánování služebních cest na ČSÚ, ač to na první pohled nemusí vypadat, je nyní vcelku 
složitá záležitost. Pro co nejlepší průnik do dané problematiky bylo nutné nastudování několika 
interních směrnic a seznámení se s aktuálním, již nevyhovujícím systémem, který zvládá pouze 
několik málo věcí bez jakéhokoliv schvalování. Dále také pojmout a zpracovat spoustu informací od 
zaměstnanců o tom, jak to nyní funguje, ale není to nikde zapsáno – tedy standardní zažitý postup. 
Současný informační systém podporuje pouze přihlašovací roli zaměstnance a nějaké administrační 
role. Zaměstnanec si může prohlédnout rezervovaná vozidla a vyplnit si cestovní příkaz. Veškeré 
speciální požadavky popř. změny musí konzultovat s vedoucím pracovníkem a poté musí být ručně 
změněny. Některé mezikroky jsou papírově tisknuty a podepisovány.  
 
2.1 Nutné procedury před služební cestou 
 
Po přihlášení do systému si zaměstnanec prohlédne seznam rezervací vozidel a dle toho si 
zvolí, kdy pojede na svoji služební cestu. Není možné zobrazovat ani obsazenost vozidla pro 
případnou spolujízdu – musí být řešeno ústně/emailem. 
 
2.1.1 Rezervace vozidla 
 
Zaměstnanec provede rezervaci vozidla, které se provádí v současném informačním systému. V tomto 
kroku je nutné vyplnění následujících polí: 
 
 datum a čas odjezdu 
 datum a čas návratu 
 zakázka 
 řidič 
 auto (výběr) 
 kategorie auta (služební, soukromé) 
 spolucestující (pasažéři – jejich výběr) 
 místo přistavení vozidla 
 plánovaná trasa 
 účel jízdy 
 číslo žádanky útvaru dopravy 
 číslo žádanky útvaru žadatele 
 poznámka  
 
V tabulce je nyní spousta věcí neúplně uvedených.  
Položka „zakázka“ figuruje v databázi jako obyčejný varchar, ke kterému nevede žádný 
klíč. Rovněž tabulka se zakázkami neobsahuje aktuální data. Data o zakázkách má v současné době 
pouze několik málo zaměstnanců v excelové tabulce, podle čehož se toto pole vypisuje. Je to tedy 
velmi neflexibilní a jen velmi těžko centrálně udržovatelné.  
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Položka „spolucestující“ je v databázi rovněž špatně reprezentována. Mnohdy se v této 
tabulce objeví i řidič, jako spolucestující, mnohdy také ne. 
Položka „plánovaná trasa“ je v databázi rovněž pouze obyčejný varchar, ve kterém jsou 
názvy měst oddělené někdy čárkami, někdy pomlčkami a jindy středníky. Databáze má však tabulku 
„úseky“, která byla připravena pro úseky trasy, avšak není bohužel využívána. 
Položky „číslo žádanky útvaru dopravy“ a „číslo žádanky útvaru žadatele“ jsou bohužel 
v databázi reprezentovány typem varchar, ke kterým nevede žádný klíč, avšak jsou ručně zadávány 
a dle potřeby „iterovány“ pro každou žádanku. 
 
Vyplněním předchozího formuláře a jeho uložením do systému nevzniká automaticky nárok 
na kladné vyřízení rezervace. Rezervace vozidla musí být nyní externě schválena správcem 
autoprovozu příslušného okresu. Od uložení do systému již všichni ostatní zaměstnanci vidí rezervaci 
jako úspěšnou, i když může být kdykoliv zrušena.  
 
 
 
 
2.1.2 Žádanka o přepravu 
Je-li předchozí krok úspěšně schválen, může zaměstnanec přejít ke kroku dalšímu, kterým je 
vyplnění žádanky o přepravu.  
 
 
 
Obrázek 2.1.2a: Žádanka o přepravu. 
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K jejímu vyplnění je nutné zadat informace do všech následujících polí: 
 
 žadatel (nemusí být shodné s řidičem) 
 řidič 
 auto 
 spolucestující 
 místo přistavení vozidla (+proti rezervaci je tu datum a čas, což se rovná datu a času odjezdu) 
 plánovaná trasa 
 účel jízdy 
 číslo žádanky útvaru dopravy 
 číslo žádanky útvaru žadatele 
 zakázka 
 poznámka 
 datum a podpis žadatele 
 datum a podpis schvalujícího 
 datum a podpis osoby odpovědné za autoprovoz  
 
Předchozí tabulka je v současné době vyplňována pouze v papírové podobě. Tento dokument musí 
mít řidič u sebe po celou dobu jízdy pro případnou kontrolu policie české republiky.  
 Tento krok musí být vždy schválen jak nadřízeným zaměstnancem, který má oprávnění pro 
schvalování žádanek o přepravu, tak i správcem autoprovozu příslušného okresu, popř. kraje. Tuto 
žádanku vrací řidič po dokončení služební jízdy. 
 
2.1.3 Cestovní příkaz 
Po úspěšném předchozím kroku je toto poslední část, kterou je nutné vyplnit před samotnou 
služební cestou. Cestovní příkaz vyplňuje jak řidič, tak i všichni spolucestující. Pro vyplnění 
cestovního příkazu je nutné doplnit následující informace: 
 
 datum a čas odjezdu (+místo) 
 datum a čas návratu (+místo) 
 účel jízdy 
 spolucestující 
 zakázka 
 místo pracoviště 
 osobní číslo 
 číslo útvaru 
 telefon 
 jméno, příjmení, titul 
 bydliště 
 místo jednání 
 určený dopravní prostředek (možnost kombinace více prostředků; u soukromého auta + druh 
paliva a kombinovaná spotřeba na 100 km) 
 podpis zaměstnance 
 datum a podpis schvalujícího  
 v případě, že si zaměstnanec bere zálohu: 
o povolená záloha v Kč 
o datum vyplacení zálohy 
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o číslo pokladního dokladu 
o podpis pokladníka 
 
 
Cestovní příkaz musí být rovněž před cestou schválen vedoucím zaměstnancem. Je-li vše schváleno, 
cestovní příkaz zůstává na pracovišti a jedno- či více-denní služební cesta může být započata.  
 
2.2 Nutné procedury po služební cestě 
Jakmile služební cesta skončí a auto je vráceno na předem dohodnuté místo a předáno předem 
dohodnuté osobě, nastanou nutné procedury pro korektní ukončení služební cesty a jejího vyúčtování. 
 
2.2.1 Denní záznam o provozu vozidla 
Po návratu ze služební cesty je jako první potřeba vyplnit detailně denní záznam o provozu vozidla 
včetně dokumentů o spotřebě pohonných hmot.  
 Tento dokument vyplňuje řidič, který ho jako první podepisuje 
 Jako druhý podepisuje (příp. podepisují) přepravovaná osoba  (spolucestující) 
 Spolu s denním záznamem o provozu vozidla řidič odevzdá účty za tankování, či jiné nákupy 
spojené s jízdou, na SPRÁVU MAJETKU zaměstnanci, který ji jako třetí také podepíše do 
kolonky odpovědná osoba. 
 
Součástí denního záznamu o provozu vozidla je také záznam, který je povinný na prvním řádku a to 
je příprava vozidla, kterou musí řidič provést vždy před jízdou a doba jejího trvání je půl hodiny. Po 
té až na dalších řádcích je samotná jízda. 
Právo vyplnit denní záznam o provozu vozidla má řidič, který jízdu provedl. 
 
Následující pole musí být vyplněny: 
 
 SPZ vozidla 
 druh a typ vozidla 
 jméno a příjmení řidiče 
 datum 
 místo odjezdu a příjezdu (jiná činnost, nečinnost vozidla) 
 hodina odjezd (zač. jiné činnosti, nečinnosti) 
 hodina příjezd (konec jiné činnosti, nečinnosti) 
 stav počítadla ujetých km před jízdou 
 stav počítadla ujetých km po jízdě 
 ujeté km (jednotlivé úseky cesty) 
 ujeté km celkem 
 přepravované osoby 
 číslo žádanky útvaru žadatele 
 začátek bezpečnostní přestávky 
 konec bezpečnostní přestávky 
 podpis přepravované osoby 
 podpis řidiče 
 podpis osoby odpovědné za autoprovoz  
 základní normovaná spotřeba v litrech na 100 km 
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 zvýšená normovaná spotřeba v litrech na 100 km 
 spotřeba podle (zvýšené) normy v litrech (benzín nebo nafta – výběr) – rozpis podle 
jednotlivých dnů používání vozidla (např. řidič vyjel 2.3. a spotřeboval 25 l a vracel se 3.3., 
kdy spotřeboval 30 l) 
 spotřeba celkem 
 počáteční stav pohonných hmot 
 konečný stav pohonných hmot 
 bezpečnostní přestávky (např. 1 hod) 
 
 
 
 
 
 
 
Obrázek 2.2.1a: Denní záznam o provozu vozidla. 
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Obrázek 2.2.1b: Denní záznam o provozu vozidla – spotřeba pohonných hmot. 
2.2.2 Vyúčtování cestovního příkazu 
Jako poslední proceduru, pro úspěšné ukončení služební jízdy, je třeba provést kompletní a detailní 
vyúčtovaní cestovního příkazu. K tomu je potřeba vyplnit následující pole: 
 
 datum odjezdu 
 místo odjezdu 
 čas odjezdu 
 datum příjezdu 
 místo příjezdu 
 čas příjezdu 
 použitý dopravní prostředek (možno uvést více prostředků) 
 ujeté km (jen při použití jiného než hromadného dopravního prostředku) 
 náhrada za použití AUV (auto vlastní) v Kč 
 počátek a konec pracovního výkonu 
 jízdné a místní přeprava 
 stravné 
 nocležné 
 nutné vedlejší výdaje 
 celkem (náhrada za použití AUV, jízdné, stravné, nocležné, nutné vedlejší výdaje) 
 upraveno (kolonka pro úpravy cen účetní) 
 celkem jízdné a místní přeprava 
 celkem stravné 
 celkem nocležné 
 celkem nutné vedlejší výdaje 
 záloha 
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 doplatek-přeplatek 
 použitý dopravní prostředek 
 stravování bylo poskytnuto částečně bezplatně [ano – ne] 
 stravování bylo poskytnuto bezplatně [ano – ne] 
 ubytování bylo poskytnuto bezplatně [ano – ne] 
 pobírám odlučné [ano – ne] 
 datum a podpis pracovníka 
 
 
 
2.3 Měsíční přehled nákladů 
Každý měsíc je potřeba kompletní vyúčtování nákladů za jednotlivá vozidla. Tuto proceduru 
provádí vždy příslušná správa majetku.  
Výsledná tabulka je měsíčním výstupem za každé vozidlo ve správě ČSÚ (ať již vlastní nebo 
pronajaté). Vyplňují ji pracovnice správy majetku. 
Právo zasahovat do tabulky by měli mít pracovníci správy majetku a odboru hospodářské správy a 
investic v Praze. Tito zaměstnanci ručně doplňují údaje o nákupech (jak CCS kartou, tak hotově) a 
došlých fakturách atd.  
Bohužel tato procedura není nijak centralizovaná, tudíž to nyní probíhá velmi složitě a to tak, že si 
zodpovědní zaměstnanci tuto excelovskou tabulku přeposílají e-mailem, neustále kontrolují, různě ji 
doplňují a umazávají a připisují. V takovém případě může být velmi lehce narušena konzistence dat. 
 
 
2.3.1 CCS KARTA 
Jedná se o kartu, která slouží pro čerpání pohonných hmot v průběhu služební cesty. Její 
přesné začlenění do systému zatím není plně dořešeno. 
 
 
2.4 Převzetí a předání vozidla 
Dle směrnice by měl každý řidič po služební cestě vyplnit také záznam o předání a převzetí 
vozidla včetně jeho karty CCS na čerpání pohonných hmot. 
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 Obrázek 2.3.1a: Záznam o převzetí a předání vozidla. 
 
 
2.4.1 Vozidlo 
O vozidlu se musí udržovat následující údaje:  
 Typ 
 rok výroby 
 SPZ 
 druh paliva 
 počet míst 
 umístění vozu (tj. vozidlo patří do Vyškova nebo do Brna) 
 jaký druh vozidla se jedná: 
o služební vozidlo bez řidiče (využívá pouze předsedkyně a místopředseda ČSÚ), 
o služební vozidlo s řidičem (řidičem je řidič z povolání a využívají jej vedoucí 
pracovníci a pro zabezpečení chodu pracovišť – dovoz pošty, cenin,…  
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o referentské vozidlo (využívá jej řidič – běžný zaměstnanec, který má referentské 
zkoušky) 
o soukromé vozidlo (využívá jej pouze řidič – běžný zaměstnanec, který auto vlastní a 
má havarijní pojištění)  
 
Předchozí údaje by měly být spolu s vozidlem vloženy do informačního systému, protože pak slouží 
pro další výstupy.  
 
2.4.1.1 Soukromé vozidlo  
Jeho použití schvaluje jako první zaměstnanec SPRÁVY MAJETKU – musí na žádanku 
potvrdit, že v požadovaném termínu není k dispozici vozidlo ČSÚ.  V tomto případě až jako druhý 
schvaluje nadřízený vedoucí zaměstnanec nebo pověřený zaměstnanec pro čerpání prostředků z voleb 
nebo SLDB (dle interní směrnice). 
Právo vkládat vozidla by měli mít zaměstnanci SPRÁVY MAJETKU a odboru hospodářské správy a 
investic v Praze. 
 
2.4.2 Řidiči 
Právo vkládat či měnit statut řidiče by měli mít zaměstnanci správy majetku – na základě 
provedených referentských zkoušek řidiče + podepsané hmotné odpovědnosti. 
 
 
 
 
3 Analýza a návrh systému 
3.1 Specifikace požadavků 
 
Praktická část této práce spočívá hlavně ve správném návrhu a implementaci informačního 
systému. Informační systém bude využíván stovkami zaměstnanců, což už vyžaduje jistou míru 
optimalizace kódu programu, ukládání do databáze i celkové bezpečnosti aplikace. Informační systém 
musí být dostupný odkudkoliv v rámci sítě ČSÚ, proto poběží přímo uvnitř firmy na webovém 
serveru. Informační systém musí být také přístupný, aniž by si zaměstnanci museli cokoliv dalšího 
instalovat na svůj PC.  
 
 
3.1.1 Přístup do informačního systému 
Autentizace uživatelů v informačním systému bude v prozatímní verzi zabezpečena pomocí 
uživatelského jména a hesla. V pozdější je plánována (z pohledu uživatele) jednoduchá autentizace, 
aby si uživatel nemusel pamatovat žádné přihlašovací jméno nebo heslo. V celé síti ČSÚ je přístup do 
každého počítače spravován pomocí softwarového řešení Novell Netware.  Při přístupu do 
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informačního systému bude tedy potřeba ověřit, zda je uživatel přihlášen na notebooku pomocí 
systému Novell Netware a přiřadit mu příslušnou roli. V opačném případě bude přístup do systému 
odepřen. Dle interní směrnice je každý zaměstnanec zodpovědný za to, co je prováděno pod jeho 
účtem a každý zaměstnanec si to musí hlídat (uzamčení PC při opuštění pracoviště, apod.). Ověření 
uživatele z webového prohlížeče však není jednoduché. První možnost, jak to provést byla pomocí 
ActiveX skriptu, avšak každý uživatel používá jiný webový prohlížeč v jiné verzi, tudíž není možné 
zaručit plnou funkčnost. Jako další možnost se nabízí např. pomocný program běžící na pozadí 
operačního systému, který se spouští při startu počítače, avšak jeden z požadavků na systém je, aby si 
nikdo nemusel na svůj počítač nic dalšího instalovat. Tato možnost tedy zůstává otevřená a bude 
přesně dořešena v pozdější verzi systému.  
 
 
3.1.2 Zadávání jízd a rezervace vozidel 
Nově bude celá procedura zadávání výrazně zjednodušena. Informace se budou zadávat 
v několika málo krocích, následně se objeví v příslušném „schvalovacím“ políčku vedoucích 
pracovníků a správců autoprovozu. 
 Každý zaměstnanec si bude moci detailně zobrazit rezervovaná vozidla ostatních 
zaměstnanců ve svém kraji a detailně filtrovat dle různých parametrů. Nejprve si každý zaměstnanec 
vybere, čím chce jet na služební cestu, zda autem, či MHD, vlakem apod. Pokud se rozhodne pro 
auto, přejde do sekce, kde si bude moci vozidlo zarezervovat. Zde budou vyplněny pouze základní 
potřebné údaje a poté bude tato žádost o rezervaci uložena v databázi. Rezervace v tuto chvíli ještě 
nebude zobrazitelná v přehledu rezervací vozidel. Ve chvíli uložení je vygenerován e-mail, který je 
odeslán příslušnému správci autoprovozu a vedoucímu zaměstnanci. Správce autoprovozu tuto 
skutečnost uvidí také v systému v příslušné sekci, stejně tak vedoucí zaměstnanec. Ke schválení 
rezervace auta bude stačit jedno kliknutí od vedoucího zaměstnance. Od správce autoprovozu nebude 
potřeba žádná interakce v kladném případě. V případě, že správce autoprovozu cestu nepovolí, může 
ji jednoduše zamítnout. Zamítnutí rezervace auta bude rovněž jednoduché - jedno kliknutí na 
příslušné tlačítko. Bude však moci napsat poznámku, proč žádost byla zamítnuta, která bude odeslána 
zaměstnanci. Každý zaměstnanec bude moci svoji rezervaci zrušit x dní před odjezdem na služební 
cestu, kde x je číslo v rozsahu 1-3, které je specifikováno každým krajem zvlášť. 
 Bude-li žádost o rezervaci vozidla potvrzena, může zaměstnanec přistoupit k dalšímu kroku, 
kterým je vyplnění cestovního příkazu. V tuto chvíli se to nedá nazývat cestovním příkazem, 
poněvadž jde pouze o jistý souhrn polí, která budou z části vyplněna automatickými hodnotami, 
z části je vyplní uživatel a na základě těchto informací bude vygenerována žádanka o přepravu, 
kterou je nutné před cestou vytisknout a mít ji po celou dobu služební cesty u sebe (viz kapitola 
2.1.2.) a část cestovního příkazu. V tomto kroku bude rovněž naplánována trasa.  
 Jakmile jsou vyplněny údaje pro vygenerování žádanky o přepravu a části cestovního příkazu, 
jsou automaticky vygenerovány a odeslány e-maily pro příslušného nadřízeného a správce 
autoprovozu. Schválení bude probíhat stejně, jako výše popsané schválení auta vedoucím 
zaměstnancem.  
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Obrázek 3.1.2.a: Rezervace vozidla. 
 
 
3.1.3 Cestovní příkaz 
 Poté, co je služební cesta schválena, uživatel může vyjet. V informačním systému je po 
započetí služební cesty přístupný speciální režim „na služební cestě“, po kterém bude možné zadávat 
potřebné informace. Každý zaměstnanec, zobrazí-li si kartu jiného zaměstnance, vidí status „na 
služební cestě“. Cestovní příkaz musí vyplňovat i všichni spolucestující sami za sebe, přičemž 
v jejich cestovním příkazu budou figurovat, jako spolucestující ostatní účastníci téže služební cesty. 
 Po ukončení režimu „služební cesta“, je zaměstnanec automaticky přesměrován na stránku 
s vyúčtováním, kde bude potřeba doplnit všechny potřebné informace a následně bude vypočteno 
stravné a nocležné. Dále zaměstnanec přejde do příslušné sekce, kde bude moci vyplnit všechny další 
potřebné údaje, jako je denní záznam o provozu vozidla (viz. Kapitola 2.2.1.) a vyúčtování 
cestovního příkazu (viz. Kapitola 2.2.2.) a formulář o spotřebě pohonných hmot a tankování. Na 
základě těchto údajů budou vygenerovány potřebné dokumenty – Denní záznam o provozu vozidla a 
spotřeba pohonných hmot. Tyto dokumenty bude v prozatímní verzi ještě nutné vytisknout a ručně 
podepsat, poté budou naskenovány a uloženy v datovém skladu k příslušné služební cestě.  
V budoucnu bude však i tento tisk nahrazen digitálním podpisem nebo jiným elektronickým řešením. 
Po zadání všech potřebných informací zaměstnanec klikne na příslušné tlačítko, kterým ukončí 
služební cestu a informační systém přejde opět do běžného režimu. 
 Služební cesta je tedy ukončena a s ní i příslušný režim. V tuto chvíli je možné všechny údaje 
zahrnout do různých statistik, provést ruční kontrolu (nadřízený, správce autoprovozu, administrátor).  
 
 
 15 
3.1.4 Administrace služebních vozidel 
Informační systém se bude také starat o administraci vozidel a veškeré akce s tím spojené. 
Systém bude tedy příslušnému správci autoprovozu hlídat veškeré potřebné akce spojené s vozidlem, 
jako jsou servisní zásahy, které si přednastaví (výměna oleje, prohlídka vozu, dálniční známky, …). 
Dále bude možné sledovat veškeré výdaje za vozidlo, počet najetých kilometrů, vytíženost vozidla. 
Počet najetých kilometrů je jeden z výstupů, který se každý měsíc na každém kraji počítá a odesílá na 
hlavní středisko ČSÚ v Praze. 
V administraci vozidel budou rovněž vidět i vozidla soukromá, aby bylo možné sledovat 
náklady i za tyto dopravní prostředky. U každého vozu bude možné zobrazit si jeho kartu se všemi 
detaily a vyfiltrovat si potřebné údaje za požadované období. 
3.1.5 Administrace řidičů 
Právo řídit služební auto na ČSÚ mají pouze zaměstnanci, kteří mají platné referentské 
zkoušky, které je nutné obnovovat každý rok. V systému bude možné všechny tyto údaje editovat a 
správce autoprovozu bude vždy dopředu informován o končících referentských zkouškách některého 
ze zaměstnanců. Pokud neproběhne obnova těchto zkoušek, zaměstnanec se již nebude zobrazovat 
v seznamu řidičů v žádostech o rezervaci vozidel. 
3.1.6 Administrace oprávnění 
Informační systém bude rozlišovat pouze 4 základní typy oprávnění uživatelů. Běžný 
zaměstnanec bude mít standardní oprávnění, při které si bude moci rezervovat vozidla, vyplňovat 
cestovní příkazy a zobrazovat si rezervace ostatních řidičů a také karty ostatních zaměstnanců. 
Další typ oprávnění je zaměstnanec nadřízený, který dědí všechna oprávnění, co jeho 
podřízený běžný zaměstnanec, ale navíc zde můžeme přidat oprávnění pro zásah do cestovních 
příkazů, jako je storno, úprava apod.  
Třetí typ oprávnění je speciální pro správce autoprovozu na jednotlivých krajích. I jim však 
bude možné přiřadit oprávnění pro zásah do cestovních příkazů a rezervací vozidel.  
Poslední typ oprávnění je určen pouze pro administrátora, který slouží pro specifickou editaci 
údajů, kterou nemůže provést nikdo z podřízených a také pro definici různých konstant – např. pro 
nocležné, stravné apod.  
3.1.7 Export dat ze systému 
Požadované exporty dat nebyly přesně specifikovány, nicméně jsou očekávány exporty do 
tabulek xls a textové formy css. Exporty bude možné provádět nad zadanou vyfiltrovanou částí dat 
z databáze. 
3.2 Návrh řešení 
Pro návrh informačního systému byl použit jazyk pro grafické modelování UML (Unified Modeling 
Language), jehož výstupem je grafická reprezentace důležitých informací ze systému. Informační 
systém má více druhů uživatelů, kteří k němu přistupují a to administrátora, zaměstnance, vedoucí 
pracovníky, správce autoprovozu. Jejich funkcionalita je znázorněna na diagramu případů užití (use-
case diagram).  
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3.2.1 Bezpečnost aplikace 
Běžný uživatelský, přesněji zaměstnanecký účet, bude ze systému přistupovat do databáze 
přes příslušného databázového uživatele, který má jen potřebná minimální práva pro svoji činnost. 
Administrátor bude mít účet speciální se speciálními oprávněními. Funkci administrátora bude 
zastávat pouze jeden jediný člověk. V případě jeho nedostupnosti bude moci být tento účet delegován 
na jiného zaměstnance. Pokud někdo onemocní, bude možné dočasně jeho oprávnění delegovat na 
jiného zaměstnance. To se týká spíše vedoucích zaměstnanců a správců autoprovozu. Všechny vstupy 
do systému přes formuláře jsou ošetřeny, aby byla zajištěna jak bezpečnost, tak stabilita systému při 
zadání nekorektních údajů. Celková bezpečnost informačního systému je zapouzdřena v Nette 
Framework a bude se jí věnovat detailněji jiná kapitola (viz. Kapitola 4.2.2.).  
Celý informační systém bude bezpečný podle toho, jak bezpečně s ním budou jeho uživatelé 
zacházet. Informační systém nebude v pozdější verzi řešit autentizaci zadáváním jména a hesla, ale 
pouze načtením přihlašovacích údajů z Novell Netware nebo obdobným způsobem. Každý 
zaměstnanec bude zodpovědný za svůj počítač, přesněji za akce provedené po jeho přihlášení. 
Veškeré akce týkající se změny nějaké hodnoty v databázi a akce přihlášení budou logovány a jen 
administrátor si je bude moci zobrazit, popř. poslat tyto informace zodpovědné osobě, která si o ně 
požádá.  
Informační systém běží ve firemní síti, není tedy možné připojit se mimo síť ČSÚ. Jiné je to 
pro zaměstnance na cestě. Pokud chtějí přistupovat do systému zvenčí, musí se nejprve přihlásit do 
firemní sítě pomocí VPN a teprve pak mají možnost vstoupit do systému.  
3.2.2 Grafická reprezentace kompletního řešení 
Obrázek 3.2.1.a: Grafická reprezentace řešení. 
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Obrázek 3.2.1 b: Diagram případů užití. 
3.3 Data v systému  
Na ČSÚ je používaný pro uložení dat databázový systém od firmy Oracle, který bude 
detailněji popsán v pozdějších kapitolách. Při návrhu systému se tedy musí vycházet z již existujícího 
databázového modelu, v němž jsou tabulky, které nesmí být nějak zásadně přepracovány, poněvadž 
musí zůstat zachována kompatibilita i s jinými systémy, které pracují nad stejnou databází. Zůstala tu 
však možnost přidávat si další libovolné sloupce do tabulky, bez modifikace stávajících a vytváření 
dalších tabulek. Databázový model v současném provedení není úplně ideální a některé sloupce 
zůstaly nevyužity, jiné využity neefektivně a je mnohdy těžké získat potřebná data a pracovat s nimi. 
Databáze tedy není úplně dobře výkonově optimalizována, což se může promítnout v reálném 
prostředí, kdy k němu budou přistupovat desítky zaměstnanců současně. 
 
Na následujícím obrázku je znázorněn stávající databázový diagram. Ten však při vývoji 
systému narostl téměř dvojnásobně, a aby systém pracoval s co nejaktuálnějšími daty a nemuselo 
docházet k duplikaci již existujících tabulek, které by se např. jednou denně aktualizovaly nějakou 
databázovou procedurou do naší databáze, byly navrhnuty pohledy do „cizích“ tabulek v rámci ČSÚ. 
Zde však je pouze právo na čtení těchto tabulek. 
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Obrázek 3.3.a: Databázový diagram. 
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4 Implementace 
V požadavcích na systém je vyjmenován programovací jazyk PHP. Implementace takto 
rozsáhlého systému pomocí samotného PHP se zdála být neefektivní, proto byl zvolen PHP 
Framework Nette [6] v jeho aktuální verzi Nette Framework 2.0.10. Při vývoji byl framework 
několikrát aktualizován. Vývoj začal na verzi 2.0beta. Data jsou uložená v databázi Oracle a do 
databáze je přistupováno přes databázovou vrstvu Dibi [8], která je běžně používána s PHP 
Frameworkem Nette a dále zapouzdřuje mnoho potřebných funkcí pro operaci s databázemi. Způsob 
uložení dat v databázi je poměrně komplikovaný, některá pole jsou nevyužita a některá naopak 
neefektivně vzhledem k různým databázovým dotazům atd. 
 
4.1 Implementace částí systému z pohledu Nette 
Jelikož celý informační systém běží na frameworku Nette, který využívá architekturu MVP 
(model-viev-presenter), budou tu posupně popsány jednotlivé části. 
Nejprve je však potřeba seznámit se se samotným principem této moderní programové 
architektury. 
4.1.1 MVC/MVP 
Model-view-controller / Model-view-presenter 
 
MVC je spíše než návrhový vzor softwarová architektura, která rozděluje aplikaci do tří vrstev: na 
datový model, uživatelské rozhraní a řídicí logiku. Přičemž modifikace některé z nich má pouze 
minimální vliv na ostatní. Každá část kódu webových aplikací skutečně spadá do jedné z těchto 
kategorií. MVC však říká, že tyto části je nutné oddělit do samostatných komponent nebo modulů. 
MVC dále určuje vztah jednotlivých komponent, který je znázorněn na obrázku 4.1.1a: 
 
 
Obrázek 4.1.1a: Architektura MVC [5]. 
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 Model zajišťuje přístup k datům a manipulaci s nimi. 
 View (pohled) převádí data reprezentovaná modelem do podoby vhodné k prezentaci uživateli. 
 Controller (řadič) reaguje na události pocházející od uživatele a zajišťuje změny v modelu nebo 
v pohledu. 
 
Tento princip poprvé popsal Trygve Reenskaug v roce 1979. Dnes je velmi populární právě u 
webových aplikací, jenže často nejde o tvrzení pramenící z jeho pochopení. Ve své původní podobně 
jej vlastně nepoužívá nikdo. Role a vztahy jednotlivých vrstev se často chápou velmi volně. To je 
také důvod, proč se Nette Framework hlásí k MVC jen jako k duševně spřízněné architektuře. 
 
Logice Nette Frameworku daleko lépe odpovídá nepříliš známý vzor MVP, tedy Model-View-
Presenter. Zjednodušeně tak můžeme říct, že presenter v Nette je totéž, co controller v jiných 
frameworcích. 
 
 
 
 
Obrázek 4.1.1b: Architektura MVP [7]. 
 
 
 model nemá vědět o tom, že nějaké view a presentery existují 
 view o modelu vědět také nemusí (pasivní view), nebo naopak může data načítat přímo z něj, dle 
zvolené koncepce 
 presenter seznámí view s modelem (ne naopak) a realizuje uživatelské akce. Ty patří do tří 
kategorií  
 změna view (nejčastější) 
 změna stavu (interakce v rámci aktuálního view) 
 příkaz pro model 
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Ideální je, aby se 
 činnosti modelů omezily jen na získávání dat čili práci s databází 
 logika v šablonách omezila na iterace, if, else. 
 logika v presenteru omezila na:  
 plnění šablon a registraci helperů a filtrů 
 sestavení stromu komponent 
 úkolování tříd z modelu 
 
 
Model ve většině případů bude tvořit více tříd. Jedna z nich se může starat právě o zapouzdření 
připojení k DB, které využijí jiné třídy modelu. Ale z pohledu celé aplikace je to chápáno jako jeden 
celek, jeden model. 
 
Z pohledu jednotlivých vizuálních komponent i tyto mohou mít svůj vlastní malý model. Dal 
by se nazývat třeba komponentový model. Propojení těchto modelů s hlavním modelem pak opět 
zajistí presenter. Z pohledu celé aplikace se tyto modely budou spíš považovat za součást prezentační 
logiky, než součást modelu [5][6][7]. 
 
Dále se budeme zabývat již samotnou architekturou programu z pohledu frameworku Nette. 
4.1.2 Model 
Jedná se o stěžejní část architektury MVP, která zajišťuje komunikaci systému s okolím a 
veškerou práci s daty systému. Okolím je myšlena databáze, různé další soubory a webové zdroje atd. 
Modelu se dotazujeme vždy, když chceme naplnit tabulku daty, když chceme data někam uložit nebo 
data z databáze a jiných zdrojů načíst a pro veškeré další interakce s okolím.  
 
4.1.3 Presenter 
 
Presenter je z pohledu MVP architektury ten hlavní vykonavatel akcí a zpracovatel 
informací. Presenter vezme data z Modelu, která upraví do patřičné podoby a předá je do příslušného 
pohledu (Template). Z pohledu je možné rovněž volat i akce na změnu dat z presenteru. Dále také 
všechny AJAXové požadavky jsou volány jako signály presenteru. V tomto informačním systému má 
každá záložka svůj presenter. Je to z důvodu efektivity i z důvodu pretty-url (pěkné url – Nette 
Framework zapisuje název presenteru do URL adresy a pomocí URL adresy zjistíme, kde se právě 
nacházíme). URL adresu si můžeme nakonfigurovat jakkoliv chceme díky třídě Nette\Router. 
Konfigurace URL adresy je možné provést kdykoliv během návrhu aplikace a je možné ji kdykoliv 
měnit, poněvadž je na zbytku aplikace úplně nezávislá, což je jedna z mnoha velkých výhod 
frameworku Nette. Níže budou blíže popsané některé základní presentery a v další podkapitole potom 
stěžejní presentery informačního systému.  
4.1.3.1 BasePresenter 
BasePresenter je pro nás hlavní Presenter, od kterého všechny další dědí. Samotný 
BasePresenter již dědí přímo od třídy Nette\Presenter, což je interní třída Nette Frameworku, od které 
musí všechny presenter třídy dědit. V této třídě jsou proto všechny metody, které jsou využívány 
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zároveň ve více třídách, což dosti zlepšuje přehlednost kódu a zabraňuje duplikaci kódu. Najdeme zde 
metodu beforeRender, která dá vždy dohromady všechny informace, které jsou na stránce 
statické a jsou společné pro všechny další záložky. V této metodě tedy nalezneme pole, ve kterém 
jsou uloženy samotné záložky ve tvaru: 
Array(‘nazev_Presenteru:’ => ‘jméno_záložky’, …) 
A díky tomu je velmi jednoduché přidávat záložky další a modifikovat stávající. Dále zde nalezneme 
všechny validační metody, které jsou využívány ve více formulářích pro validaci určitého pole 
formuláře.  
 
 
4.1.3.2 AuthPresenter 
Tento presenter, jak již název napovídá, slouží pouze k ošetření přihlašování uživatelů. Slouží 
k vytvoření formuláře pro zadání uživatelského jména a hesla (v aktuální verzi systému). Jakmile 
uživatel zadá oba údaje, pošle je presenter příslušnému modelu a čeká, co model vrátí (v kladném 
případě vrací roli) a podle toho uživatele buď přihlásí, nebo nepřihlásí s popisem chyby. U každého 
formuláře je automaticky vygenerována jak klientská JavaScriptová, tak i serverová PHP validace.  
Proto se formulář neodešle do doby, než je vše správně (podle JavaScriptových pravidel) vyplněno.  
 
4.1.3.3 ErrorPresenter 
Pokud je vyvíjena nějaká malá aplikace, tak ErrorPresenter může sloužit hlavně k zobrazení 
chybové obrazovky uživateli a informování, že došlo k nějaké chybě nebo že stránka neexistuje. 
V případě, že není žádný ErrorPresenter nakonfigurován, při chybě je člověk odkázán na stránku 
podle kódu chyby, kterou má přednastavenou provozovatel použitého hostingu. U větší aplikace se 
ukáže plná síla Nette frameworku a jeho ladících nástrojů. Je možné nastavit, že při přístupu na 
ErrorPresenter se všechny chyby zalogují a také se pošle email s podrobným popisem chyby, včetně 
strukturovaného stromu volání funkcí, při kterém k chybě došlo nějaké předem definované osobě. 
V bootstrap je také možnost nastavení IP adres, ze kterých systém uvidíme v tzv. debug módu, kdy 
máme vždy k dispozici debugbar a jakákoliv chyba se velmi přehledně ukáže na obrazovce a je 
možno ji hned začít opravovat, poněvadž místo v kódu, kde k chybě došlo, je většinou vyznačené. 
V debugmodu může nyní vidět aplikaci dalších 5 lidí.  
 
 
Obrázek 4.1.2.3a: DebugBar: základní pohled. 
 
V debugbaru vidíme, jak dlouho se daná stránka načítala, což se velmi hodí při optimalizacích 
aplikace. Dále vidíme potřebnou alokovanou paměť na serveru, aktuální Presenter:pohled a identitu 
přihlášeného uživatele.  
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Obrázek 4.1.2.3b: DebugBar – Presenter:view. 
 
 
 
 
Obrázek 4.1.2.3c: DebugBar: Nette\Secuirity\Identity. 
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Obrázek 4.1.2.3d: Error – chyba ve zdrojovém kódu s vyznačením místa. 
 
4.1.3.4 SecurePresenter 
Jedná se o presenter, který je takovou mezivrstvou mezi základním BasePresenterem a 
dalšími presentery, tzn. všechny další presentery dědí od SecurePresenteru, který dědí od 
BasePresenteru. Slouží pouze k tomu, aby vždy zkontroloval, zda má uživatel právo přistoupit na 
danou stránku nebo udělat určitou změnu. Pokud je však tato akce nebo pohled zablokován, je 
uživatel přesměrován na default pohled s příslušnou zprávou a vysvětlením. 
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Obrázek 4.1.2.: Presentery: Ukázka dědičnosti presenterů informačního systému. 
 
4.1.4 Template 
Templates, česky šablony, jsou soubory, do kterých jsou z presenterů odesílány již upravená 
pole, naplněné proměnné, atd. Dále pak veškerý HTML kód je umísťován právě do template souborů. 
Z pohledu architektury MVC/MVP se jedná o view – pohled. Templates se skládají z více souborů. 
Hlavní soubor je @layout.latte, ve kterém se nachází kompletní HTML kód a grafika stránky a 
jsou do něj vtahovány už pouze specifické pohledy pro každou záložku a akci zvlášť. Lépe 
vysvětleno a znázorněno v kapitole MVP (viz kapitola 4.2.3.). Každý presenter má svoji složku 
templates. V každé složce (podle jména presenteru) se nachází výchozí pohled, který je vykreslen při 
kliknutí na záložku. Výchozí pohled se nezobrazuje v URL adrese. V každé složce jsou zároveň i 
další pohledy, které náleží příslušným akcím, jako např.: upravitZamestnance.latte apod. 
Každý pohled musí mít v příslušném presenteru metodu pro svoje vykreslení, čili někde 
v ZamestnanciPresenter.php se musí nacházet metoda renderUpravitZamestnance 
s příslušným počtem parametrů.  
4.1.4.1 Běžný template 
V šablonách uplatňujeme filtry a helpery. Pomocí helperů můžeme realizovat některé příkazy 
z PHP. Až v šabloně filtrujeme požadované výpisy, které jsou v poli, nikoli v presenteru. V šabloně 
můžeme vytvářet linky a signály. Link a signál se od sebe v Nette liší pouze vykřičníkem.  
 
 Příklad hypertextového odkazu v template: 
 <a href=“{link Zamestnanci:upravitZamestnance, id}“> 
 Řídíme se pravidlem Presenter:template, příslušný počet parametrů 
 V souboru ZamestnanciPresenter.php pak bude metoda 
 public function renderUpravitZamestnance ($id) 
 { 
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  //nějaká akce 
  $this->redirect(‘Zamestnanci:default’); //přesměrování  
 } 
 Příklad signálu v template: 
 <a href=“{link Zamestnanci:aktivujZamestnance!, id}“> 
 Řídíme se pravidlem Presenter:signal!, příslušný počet parametrů 
 Jelikož se nejedná o odkaz na template, nebude k tomuto signálu žádný další soubor 
 V souboru ZamestnanciPresenter.php pak bude metoda 
 public function handleAktivujZamestnance ($id) 
 { 
  //nějaká akce 
  $this->redirect(‘Zamestnanci:default’); //přesměrování 
 } 
 
Přesměrování po provedení akce definované v signálu je vždy důležité. Stejně tak u formuláře. 
V opačném případě zůstane v URL adrese pozůstatek po této akci ve formě: 
?do=provedAkci&parametr1 … a pokud by v tuto chvíli uživatel stisknul F5 nebo stránku 
obnovil jiným způsobem, signál by se nevyžádaně provedl znovu, což by mohlo mít za následek 
smazání položky v databázi nebo i pád aplikace pro již nedefinovaný parametr apod. 
Ukázka některých helperů a maker šablonách Nette frameworku: 
 
Výpis proměnných a výrazů   
{$variable} vypíše escapovanou proměnnou 
{!$variable} vypíše proměnnou bez escapování 
{expression} vypíše escapovaný výraz 
{!expression} vypíše výraz bez escapování 
Podmínky   
{if $cond} … {elseif $cond} … {else} … 
{/if} podmínka if   
{$cond ? $value1 : $value2} ternární operátor 
{$cond ? $value} zkrácený „ternární“ operátor 
{ifset $var} … {elseifset $var} … 
{/ifset} podmínka if (isset())   
{ifCurrent $link} … {/ifCurrent} speciální případ {if} pro aktivní odkaz 
Cykly   
{foreach $arr as $item} … {/foreach} cyklus foreach 
{for expr; expr; expr} … {/for} cyklus for 
{while expr} … {/while} cyklus while 
{continueIf $cond} podmíněný skok na další iteraci 
{breakIf $cond} podmíněné ukončení cyklu 
{first [$mod]} … {/first} vypsat při prvním průchodu 
{last [$mod]} … {/last} vypsat při posledním průchodu 
{sep} … {/sep} Separátor[6]. 
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Z každého template je možné přístupit i k proměnným nebo public funkcím presenteru. 
 Příklad: 
{$presenter->mojeFunkce($parametr)} 
 
4.1.5 Obecné vlastnosti informačního systému 
Informační systém je navržen, aby co nejlépe usnadnil práci zaměstnancům, kteří s ním 
budou pracovat. Webové prostředí v prozatímní verzi bylo z pohledu dotázaných osob vyhovující, 
srozumitelné a uživatelsky přívětivé. Veškerá formulářová pole jsou standardně ošetřena proti zadání 
nekorektních údajů. Veškeré informační sdělení jsou ohlášeny po každé akci pomocí flash Message 
(blesková zpráva – objeví se po odeslání formuláře nebo po provedení jakékoliv změny nastavení), 
která potvrdí nebo vyvrátí úspěšnost provedené akce.  
 
 
Obrázek 4.1.4: flashMessage. 
 
Informační systém je díky použití Framework Nette bezpečný a chráněn proti běžným typům 
útoků. Vstupy i výstupy systému jsou chráněny escape sekvencemi, formuláře mají bezpečností 
tokeny atd.  
 
4.2 Implementace jednotlivých částí systému 
4.2.1 Prohlížení jízd 
Jedná se o první část systému, která byla vytvořena. V první verzi zobrazoval tento presenter 
jízdy z původní databáze přes vzdálené databázové spojení. Tato tabulka však byla přepracována, aby 
vyhovovala novému návrhu a daly se efektivně filtrovat položky. Hlavní komponenta této stránky je 
formulář, díky kterému je možné filtrovat podle 4 kritérií podobný tomu, na který byli uživatelé 
zvyklí ve starém systému. Nejprve jsou v presenteru získána z příslušné databázové tabulky osobní 
čísla a jména všech řidičů z kraje, kde se nachází přihlášený uživatel a jsou vloženy do formulářového 
prvku select. Stejné je to s auty, pro které je vytvořen databázový pohled, který vybere rovněž podle 
kraje, kde se nachází přihlášený uživatel všechna služební auta kromě soukromých. Následují dvě 
datová políčka, která filtrují jen určité období. Filtrovací panel je zakončen dvojicí ikon pro aplikaci a 
zrušení filtru. Při načtení stránky je vše ve výchozím stavu – řidič ani auto nejsou zadány a spodní 
hranice data je nastavena na datum aktuální a horní hranice data je nastavena na datum +6 měsíců. 
Aby se zachovala určitá kultura zadávání data, je to maximálně zjednodušeno pomocí knihovny 
jQueryUI a po kliknutí do datového políčka se objeví vizuální komponenta pro zadání data a času. 
Ještě před vykreslením vyfiltrovaných položek se v presenteru vše aplikuje do třídy Paginatoru, která 
se stará o stránkování. Maximální počet položek na stránce je stanoven pevně na 20. V případě více 
položek je vykreslen nahoře nad filtrem a dole pod výčtem prvků vizuální stránkovací komponenta. 
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Obrázek 4.2.1: Políčko pro zadávání času - jQueryUI. 
4.2.2 Rezervace vozidel 
Po otevření této položky uživatel dostane na výběr 3 další možnosti. Vytvoření nové 
rezervace vozidla, prohlížení všech svých již vytvořených žádostí o rezervaci vozidla a je-li 
přihlášený uživatel nadřízený, je tu rovněž tlačítko s počtem k zobrazení fronty žádostí čekající na 
schválení aktuálně přihlášeným uživatelem. 
Vytvoření nové rezervace vozidla je opět pro uživatele velmi jednoduché. Provádí se 
vyplněním formuláře, ve kterém je požadováno pouze to nejnutnější, zbytek je doplněn automaticky. 
Formulářová pole odjezdu a příjezdu jsou opět obohaceny vizuální komponentou z knihovny 
jQueryUI. Další pole je zakázka, kde byl využit našeptávač z knihovny Twitteru TypeAhead. 
Uživatelé občas vědí číslo zakázky a občas vědí jen jméno zakázky, proto v presenteru jsou 
shromážděny všechny čísla zakázek společně s jejich jmény a odeslány do pohledu pro našeptávač ve 
formátu JSON. Po každém stisku klávesy je pole našeptávače aktualizováno. Po úspěšném zadání 
zakázky je ještě použita validace políčka oproti regulárnímu výrazu, jestli se nestalo, že uživatel 
náhodou změnil již našeptávačem doplněné pole. Následující pole jsou již běžná textová a vyplňuje se 
do nich trasa, místo přistavení vozu a účel cesty. Následuje textové políčko zamknuté pro změny, ve 
kterém je zadáno číslo žádanky ve formátu rok, měsíc, den, _X, kde x je číslo z číselné řady od 
začátku měsíce. Tato číselná řada je jedna pro každý měsíc, ale ve chvíli vyplňování formuláře toto 
číslo ještě není známé a je vygenerováno až při ukládání databáze. A to proto, že tento formulář může 
být vyplňován zároveň několika uživateli. Formulář je zakončen políčkem pro výběr více hodnot 
(multiselect), které obsahuje seznam zaměstnanců v příslušném kraji, kteří mohou figurovat jako 
spolujezdci v takové cestě. Může jich být vybrán počet do maximální kapacity auta, při jehož 
překročení je uživatel okamžitě upozorněn javascript zprávou. 
Prohlížení již vytvořených rezervací je další možnost v podnabídce. Presenter zde vybere 
všechny žádosti o rezervace aktuálně přihlášeného uživatele, které předá do stránkovače a pošle do 
pohledu. Na každém řádku je možné zobrazit si detail takové jízdy a status, jestli už byla jízda 
povolena vedoucím nebo ne. Dále je zobrazeno zaplnění vozidla, datum, jméno řidiče a trasa. 
V případě, že jízda byla povolena, se otevře možnost tisku žádanky o přepravu. Ta se otevře v novém 
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okně v zadaných rozměrech podle žádanky. Nahoře je tlačítko „tisk“, které se po kliknutí skryje, aby 
nebylo vidět v tištěné žádance.  
 
Obrázek 4.2.2: Prohlížení žádostí o rezervaci vozu. 
 
V detailu jízdy je poté vše přehledně zobrazeno v ucelené formě a je možné si zobrazit karty všech 
spolucestujících zaměstnanců i kartu vozu. 
 Ve frontě žádostí čekajících na schválení aktuálně přihlášeným uživatelem je možné vidět 
seznam podobný tomu předchozímu, kdy je v detailu možnost schválit příslušnou rezervaci. Tím se 
rezervace objeví v seznamu jízd a je platná. Auto je na tuto dobu rezervované a nikdo jiný si ho již 
rezervovat nemůže. 
 
4.2.3 Správa řidičů 
Po otevření správy řidičů, kterou má na starosti každý krajský správce autoprovozu, se otevře 
seznam řidičů příslušného kraje, který je vyfiltrován z databázové tabulky. Ke každému řidiči je 
možné přiřadit datum platnosti referentských zkoušek, přičemž řidičům, kterým již tyto zkoušky 
končí, datum změní barvu a vizuálně tak upozorní správce majetku, aby se zaměstnancem domluvil 
obnovení těchto zkoušek. Je možné přidávat další řidiče. Při přidávání řidičů se nabídne rovněž 
možnost určení okresu/kraje a osobní číslo řidiče, pod kterým je v této tabulce identifikován se tu 
může opakovat. To z důvodu, že někteří zaměstnanci mohou cestovat mezi různými kraji, aby měli 
možnost řídit auto i jinde. 
 
4.2.4 Nastavení oprávnění 
Tuto možnost má nyní k dispozici výhradně administrátor, který v případě potřeby může 
delegovat některá oprávnění jiným uživatelům. Vše je uloženo v databázi a je tedy možné všechna 
práva dynamicky měnit. Do této tabulky se systém dívá vždy při přihlašování uživatele – to však bude 
vysvětleno později. Po otevření této stránky je administrátorovi nabídnut seznam zaměstnanců, kteří 
mají nějaké oprávnění navíc. Aktuálně je možnost delegovat zde zásahy do autoprovozu – což je 
delegováno výhradně pracovníkům autoprovozu a také možnost zásahu do cestovních příkazů, což 
může být delegováno na pracovníky autoprovozu, tak i další zaměstnance. Vedoucí zaměstnanci mají 
toto právo automaticky pro svoje podřízené zaměstnance. Při vytváření takového oprávnění je nutné 
zadat i okres/kraj, ve kterém má zaměstnanec toto oprávnění. 
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4.2.5 Stavový panel 
Každý uživatel po přihlášení vidí na pravé části obrazovky stavový panel. V něm vidí jméno 
a osobní číslo a možnost odhlásit se. Dále všechny ostatní důležité detaily, jako: číslo útvaru, okres, 
kraj, jméno nadřízeného a jméno správce autoprovozu. Jelikož všechny tyto údaje nebylo možné 
vyfiltrovat z databází zaměstnanců ČSÚ, odkud jsou čerpána některá data, musí při prvním přihlášení 
proběhnout inicializace, kdy uživatel tyto hodnoty zadá, to však bude podrobněji vysvětleno později. 
Na panelu je rovněž u vedoucích pracovníků nebo u správců autoprovozu zvýrazněno, když mají 
čekající položky k vyřízení v některé z front ať už rezervace vozidla nebo schválení cestovního 
příkazu. Na panelu jsou také odkazy pro nejčastěji používané akce.  
 
4.2.6 Správa vozidel 
Tato možnost je nyní viditelná pro všechny, avšak později k ní bude mít právo pouze správce 
autoprovozu příslušného kraje nebo administrátor. Po otevření této záložky se objeví název kraje a 
počet vozidel následovaný výpisem těchto vozidel, kde se zobrazuje typ auta, SPZ a také oznámení, 
zda auto je či není soukromé. U aut soukromých se pak zobrazuje jejich majitel. K tomu je opět 
využíván předem definovaný databázový pohled, který vrátí presenteru příslušný model, na data je 
potom aplikován paginátor a vše je odesláno do pohledu. U každého vozu je možnost zobrazení si 
detailní karty vozu, ve které má správce různé možnosti nastavení. Kromě základních možností 
úpravy správce majetku ihned vidí přesný počet najetých kilometrů, má přehled o všech servisních 
zásazích do vozidla, přehled o STK, dálničních známkách za vozidlo. Systém také dovede upozornit 
na blížící se konec platnosti STK nebo dálniční známky a bude k dispozici také přednastavení 
upozornění běžných údržbových zásahů, jako je výměna oleje apod. K vozu je možné ukládat si 
jakékoliv dokumenty, servisní doklady atd. Vozidlo je také možno zamknout pro služební cesty a 
nebude se zobrazovat v seznamu aut pro rezervaci.  Mezi další možnosti patří zobrazení využití 
vozidla, kdy si správce majetku zobrazí všechny jízdy, které absolvovalo za definované období, počet 
kilometrů za určité období a také celkové peněžní náklady za určité období. V plánu je také spárování 
vozidel s CCS kartou, avšak to bude až v některé z dalších verzí systému. Výstupy o každém vozidle 
se každý měsíc posílají na centrálu v Praze. Proto je k dispozici jednoduchý export dat z databáze. 
Uživatel si definuje období a políčka, která chce vyexportovat. Nyní jsou k dispozici formáty pro 
excel a csv. Mezi nejčastější exporty o vozidle bude patřit počet kilometrů najetý za měsíc a náklady 
na vozidlo za měsíc. Prozatím v systému nebude implementována možnost výpočtu a odhadu 
spotřeby, poněvadž toto je prováděno pouze v Praze příslušnými zaměstnanci, avšak do budoucna je 
to naplánováno. 
 
4.2.7 Cestovní příkaz 
Cestovní příkaz byla asi nejpracnější funkce na celém systému. Musí zde být zároveň 
kontrolováno mnoho dalších databázových tabulek na různé možnosti, což skýtá velký prostor na 
chyby, které byly postupně odhalovány při testování.  
Jako první, co uživatel uvidí po otevření příslušné záložky je vytvoření nového cestovního 
příkazu. Kliknutím na vytvoření nového cestovního příkazu se dostane do první fáze z celkových 7.  
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Obrázek 4.2.7a: krok1 při vytváření nového cestovního příkazu. 
 
Celá tato komponenta zobrazující aktuální stav cestovního příkazu je uložena v souboru 
workflow.latte a je vždy vložena na konec každé stránky. Políčka jsou vybrána z databázové tabulky 
a aktuální políčko je obarveno podle aktuálního pohledu krokX, kde x je číslo fáze (x mohu v každém 
kroku vždy získat z URL adresy). Každý vytvořený cestovní příkaz však má v databázi uloženo číslo 
fáze, ve které se aktuálně nachází. Zaměstnanec tedy může ze systému odejít a kdykoliv později se 
k rozdělané práci vrátit. Mezi fázemi přechází každý sám, přičemž je vždy možnost se vrátit a opravit 
předchozí data. 
 V prvním kroku se celkově zobrazí poměrně rozsáhlý formulář, na který jsou navázány různé 
akce v jQuery. První pole formuláře je checkboxlist. Jedná se o nástavbu nad obyčejným 
formulářovým prvkem checkbox, kdy je možno vybrat bez závislosti na sobě více prvků. Zde uživatel 
pouze vybere, jaké dopravní prostředky budou na služební cestě využity. Prostředků je k dispozici 
celkem 9, a pokud je označen jeden ze tří prostředků, kde figuruje auto, odkryje se ve formuláři 
skryté pole s výběrem auta. Při vykreslování formuláře byly do tohoto původně skrytého prvku 
vloženy auta, která má daný zaměstnanec v budoucnu rezervovaná a zároveň schválená. Aby to bylo 
co nejvíce zjednodušené, je vytvořena struktura na předvyplnění následujících formulářových prvků, 
která je také odeslána do pohledu ve formátu JSON a následně předána javascript funkci. Struktura 
vypadá zhruba následovně: $auto["AUTO_".["ID_AUTA"]."_".["ID_JIZDY"]]=…. 
Jelikož se vždy každé auto musí předem zarezervovat a do rezervace už jsou mnoho informace 
zadány, nemusí je pak uživatel vyplňovat znovu. Pokud tedy uživatel vybere jedno z aut, vyplní se 
mu téměř všechny další formulářové komponenty údaji zadanými v rezervaci včetně spolucestujících. 
Zbývá už tedy pouze doplnit místo odjezdu a příjezdu a místo, kde bude probíhat jednání. Každý 
zaměstnanec si na cestu může vzít peněžní zálohu, kterou musí schválit vedoucí. Pokud tedy 
zaměstnanec bere na cestu zálohu, zaklikne příslušný checkbox a vepíše výši zálohy do pole, které se 
odkryje. Všechna formulářová pole jsou validována jak na straně klienta, tak na straně serveru na 
správnost vyplnění všech polí. Po kliknutí na tlačítko uložit je zavolán validační callback, který 
zkontroluje všechny závislosti, zda jsou korektní. Pokud ano, předá formulář do funkce, která provede 
rozdělení a uložení dat do databáze, přidá do URL adresy ID nově uloženého cestovního příkazu a 
přesměruje uživatele na další krok. 
V kroku 2 uživatel všechny tyto informace zkontroluje, zda jsou správně zadány. Veškeré 
zobrazované informace jsou tedy načteny zpět z databáze a vypsány uživateli do tabulky. Jedna 
z možností, jak toto realizovat byla pomocí uložení do session, což se ukázalo jako nevhodné, 
poněvadž mnoho uživatelů v této fázi přeruší práci a mohou začít vyplňovat další cestovní příkaz a 
k právě vyplněnému se vrátit za nespecifikovanou dobu, kdy by mohlo dojít k vypršení session. Proto 
byla zvolena databázová cesta. Je-li některá informace špatně, uživatel se může vrátit zpět do kroku 1 
a provést úpravu. Po uložení upraveného formuláře jsou všechna data smazána a vložena znovu kvůli 
minimalizaci možných chyb. Pokud jsou již všechny informace korektní, dostane zaměstnanec 
možnost odeslat cestovní příkaz ke schválení vedoucímu.  
V kroku 3 jsou zobrazeny totožné informace s krokem předchozím doplněné o barevná políčka 
indikující, zda byl cestovní příkaz již schválen, jméno schvalovatele a časové razítko případného 
schválení. Schválena musí být také samostatně peněžní záloha. Pokladník poté dostane email, na 
kterém zkontroluje potvrzení, na základě kterého může částku vydat. Zaměstnanec dostane od 
pokladníka také doklad včetně čísla. Doklad je nutné naskenovat a vložit do systému i s příslušným 
číslem. Vše je pak zobrazitelné a jednoduše kontrolovatelné. Jakmile je cestovní příkaz schválen, 
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případně i záloha, objeví se zaměstnanci ve spodní části tlačítko „zahájit služební cestu“. Po 
provedení této akce je dokončeno vše, co je nutné vyplnit před samotnou cestou a zaměstnanec může 
vyjet. 
V kroku 4 je graficky vyobrazen časový postup na služební cestě. Příslušná funkce vypočítá 
celkový počet hodin a počet hodin od začátku cesty po nynějšek a procentuální hodnoty dosadí do 
HTML5 prvku meter, který je pro tuto potřebu nejvhodnější. 
 
Obrázek 4.2.7b: krok4 – na služební cestě. 
 
 
Tento průběh vidí každý, kdo si zobrazí kartu daného zaměstnance. Po návratu si zaměstnanec 
v systému služební cestu ukončí a přesune se tak na jednu z posledních fází cestovního příkazu, 
kterou je vyúčtování. 
 V kroku 5, který je poměrně složitou částí, se zaměstnanci zobrazí formulář, do kterého jsou 
zadány veškeré platby spojené se služební cestou. Formulář je tvořen replikovatelnou komponentou, 
poněvadž předem není známý počet řádků, který bude potřeba k jeho vyplnění. Jde tedy, bez ztráty 
vyplněných položek, z formuláře odebírat a přidávat řádky a je zachována validace opět na straně 
klienta i serveru. 
 
 
Obrázek 4.2.7c: krok5 – vyúčtování cestovního příkazu. 
 
Po vyplnění povinných položek zaměstnanec klikne na příslušné tlačítko, které spočítá celkové 
náklady. K tomu je vytvořena v databázi tabulka, do které jsou podle časových a dalších hodnot 
zadány konstanty dle příslušné směrnice. Konstanty může spravovat pouze administrátor. Po spočtení 
hodnot je zaměstnanec přesměrován zpět na stejnou stránku a veškerá data jsou uložena do session. 
Přidávání a odebírání řádků, stejně tak spočtení správných hodnot bude ve finální verzi probíhat přes 
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AJAX bez obnovení stránky. Zaměstnanec má i po spočtení možnost některé řádky modifikovat, 
poněvadž jsou výjimečné případy, které se počítají jinak, a prozatím není definováno žádné pravidlo. 
Po uložení jsou všechny hodnoty znovu kontrolovány a uloženy do databáze.  
 V předposledním kroku 6 proběhne kompletní revize všech zadaných dat a dokumentů a je 
nutné doplnit také všechny další doklady, které se naskenují a vloží do systému. Pokud bylo použito 
vozidlo, musí být vyplněn denní záznam o provozu vozidla. Jelikož opět není předem známý počet 
řádků, přesněji úseků trasy, je tvořen replikovatelnou komponentou a na konci je tlačítko pro celkový 
výpočet. Pole, které je možné předvyplnit, jsou předvyplněny daty z databáze. Jedná se hlavně o 
údaje o vozidle, řidiči, apod. Proběhne zde také celkový výpočet ujetých kilometrů, který bude 
v pozdější verzi systému porovnán s předpokládaným počtem najetých km, který bude vypočten 
plánovačem trasy ještě před samotným započetím služební cesty. Stejný výpočet proběhne také 
ohledně výpočtu spotřeby pohonných hmot. Jakmile je vše vyplněno, může se cestovní příkaz 
posunout do fáze 7, která je z pohledu zaměstnance fází poslední. 
 V kroku 7, ze kterého již není možné zpětně upravovat data zaměstnancem, si může 
zaměstnanec vytisknout vygenerovanou verzi cestovního příkazu a denní záznam o provozu vozidla. 
Předtím však ještě vše zkontroluje pověřená osoba, která v cestovním příkazu může, jako jediná 
provádět změny. Změny jsou logovány. Cestovní příkaz je poté uzamčen pro úpravy. Vytisknuté 
verze je třeba nechat podepsat vedoucími pracovníky a poslat v originále do Prahy, kde budou 
zaneseny do účetnictví a uschovány. Takto podepsané dokumenty je rovněž třeba ještě naskenovat a 
uložit do systému v elektronické podobě. Všechny dokumenty, které se ze systému tisknou, mají svůj 
vlastní layout a jsou sestaveny dle papírového vzoru v HTML. 
 
 
 V základní záložce cestovního příkazu je v nabídce zobrazení aktuálně rozpracovaných 
cestovních příkazů. Je vždy přehledně zobrazena fáze, schválení a časové údaje. Po kliknutí na 
příslušnou položku je zaměstnanec přesměrován na odpovídající krok a může pokračovat v zadávání.  
 
 
Obrázek 4.2.7d: Cestovní příkaz – Aktuálně otevřené položky. 
 
 V další záložce cestovního příkazu je možnost zobrazení podobného formuláře, kde se 
zobrazují všechny cestovní příkazy včetně těch ukončených. Všechny položky jsou v presenteru 
předány paginátoru a zobrazeny v pohledu.  
 Poslední záložka v cestovním příkazu má smysl pouze pro vedoucí zaměstnance. Zobrazuje 
se v nich seznam cestovních příkazů čekajících na schválení tímto zaměstnancem. Při schvalování se 
vedoucí může podívat na detail a následně schválit či zamítnout cestovní příkaz a zálohu. Pokud má 
zaměstnanec nějaký čekající cestovní příkaz na schválení ve frontě, je mu zobrazeno upozornění na 
stavovém panelu s případným počtem takových příkazů čekajících na schválení.  
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4.2.8 Emailová upozornění 
Jelikož na vývojovém serveru nebyla možnost připojení na emailový server, bude tato 
problematika řešena až ve fázi testování. Na Českém Statistickém Úřadě se používá emailový systém 
GroupWise. Při každém kroku, kdy je potřeba uvědomit o akci vedoucího, bude příslušným 
zaměstnancům vygenerován a odeslán email. V době psaní diplomové práce nebylo stále rozhodnuto, 
zda bude dovoleno použít připojení na interní SMTP server GroupWise nebo zda bude muset být 
použit jiný nástroj na odesílání pošty přes některý jiný server, např. Phpmailer. 
4.3 Implementace z pohledu databáze 
Celá databáze funguje na řešení firmy Oracle. Většina již vytvořených tabulek ze staré 
databáze byla přepracována, avšak v rámci zachování funkčnosti se starým systémem. Pro funkčnost 
systému muselo být hodně tabulek vytvořeno nových. Všechna data o zaměstnancích jsou v centrální 
databázi v Praze. Pro přístup do pražské databáze zaměstnanců bylo nutné vytvořit spojení. Následně 
na toto spojení byly vytvořeny různé databázové pohledy. Bylo to jak z důvodů bezpečnosti, tak i 
z důvodů efektivity psaní kódu. Pokud by se přistupovalo přes databázové spojení přímo bez pohledu, 
bylo by nutné výběr z každé tabulky psát zdlouhavým zápisem: 
VZDÁLENÝ_UŽIVATEL.JMÉNO_TABULKY@VZDÁLENÝ_UŽIVATEL.LINK_DO_DATABÁZE. 
Na externí databáze byla vždy přidělena pouze čtecí práva. 
Na každé kliknutí v informačním systému se muselo provést několik výběrů z databáze. To 
však bylo co nejvíce sníženo z důvodů optimalizace. Na načtení většiny stránek nyní stačí pouze 2 
nebo 3 výběry z databáze. Statické informace do stavového jsou načteny pouze jednou při přihlášení a 
po celou dobu přihlášení jsou uchovávány v cache.  
Veškeré databázové operace obstarává databázová knihovna dibi. Jak se však při vývoji 
ukázalo, nemá Oracle pro PHP (extension OCI8) implementovány některé poměrně důležité funkce. 
Jednou z takových důležitých funkcí je funkce seek. Tato funkce je v PHP pro všechny jiné 
databázové systémy implementována, avšak pro Oracle stále ne. Tato funkce je často používána 
zároveň s paginátory. Z databáze je vybráno několik desítek řádků, my však na stránku chceme 
zobrazit pouze nějaký výběr, např. prvních 20, 80-100 apod. Abychom pokaždé nemuseli provést 
fetch a neustále tak přenášet mezi databází a webovým serverem resp. uživatelem velké množství 
dat, mohli jsme mezi daty procházet („seekovat“) ještě na databázovém serveru a na webový server 
pak přenést jen potřebný výsek. Aby tedy bylo možné vytvořit paginátor nad libovolným množstvím 
dat, musely být učiněny určité ústupky na úkor výkonnosti. Aktuálně je to tedy vyřešeno tak, že 
s daty je pracováno jako s objektem Dibi DataSource, na který je následně použita funkce ApplyLimit 
a vrácen potřebný výsek. Mezi daty v databázi však není prováděn opravdový seek, nýbrž pouze 
pseudo-procházení pomocí cyklu, kdy je proveden fetch na požadovaná data. Vzhledem k počtu 
uživatelů, kteří budou tento systém používat a serveru, na kterém tento systém poběží, je však tato ne-
optimalizace naprosto zanedbatelná. Zpomalení je v řádu několika desítek milisekund, kdy to bylo 
testováno na obyčejném počítači, použitém při vývoji. Na serveru bude zpomalení naprosto 
zanedbatelné. Pokud by se však jednalo o systém, který by zároveň používalo několik tisíc lidí, 
muselo by se hledat jiné řešení. Neimplementovaných funkcí pro databázi Oracle je však z PHP více.  
4.3.1 Vytvoření databázové tabulky 
Vytváření tabulek v databázi Oracle je poněkud odlišné od ostatních databázových systémů, 
které jsou používány na podobné informační systémy. Jde především o MySQL a PostgreSQL. 
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U Oracle probíhá vytvoření tabulky ve třech základních krocích. Nejprve vytvoříme standartně 
tabulku, potom na ní aplikujeme constraints, což jsou např. primární a cizí klíč, kontrola políčka před 
vložením atd. Následně vytvoříme sekvenci pro tuto tabulku, které zvolíme počáteční. V posledním 
kroku vytvoříme databázový trigger, který před vložením řádku vždy inkrementuje danou sekvenci a 
tím nám zabezpečí jedinečnost primárního klíče. U jiných databázových systému, např. MySQL se 
toto řeší pouhým příkazem AUTO_INCREMENT. Řešení Oracle je sice pracnější, ale mnohem 
robustnější, nehledě na to, že můžu trigger kdykoliv vypnout a určovat si primární klíč sám, což je 
dobré pro účely testování. 
 
4.3.2 Vytvoření databázového pohledu 
Databázový pohled vypadá na první pohled stejně, jako tabulka. Vytváříme ho pomocí 
příkazu select pro výběr prvků z databáze. Tento výběr můžeme udělat jakkoli komplexní a 
pojmenovat si ho podle svého. Pokud před tento příkaz výběru přidáme ještě create view 
jméno as, vytvoříme tím databázový pohled. V takovém pohledu však data uložena nejsou, pouze 
na ně odkazují. Pokud bychom chtěli ještě zvýšit rychlost, je možnost vytvoření materializovaného 
pohledu, který již obsahuje opravdová data, avšak ukládá si jejich kopie na disk. Přístup k tomu je tak 
mnohdy rychlejší. U materializovaného pohledu můžeme nastavit dobu, po které má být znovu 
obnoven aktuálními daty z databáze. 
 
4.3.3 Rozšíření databáze 
Za dobu vývoje databáze narostla zhruba na dvojnásobek původní velikosti. Myšleno počtem 
tabulek. Většina původních tabulek se mohla měnit jen ve smyslu přidání sloupců, jiná změna byla 
z důvodů zachování kompatibility se starým systémem zakázána.  
Největší důraz při návrhu nové části databáze byl na co nejmenší duplikaci dat, což se podařilo 
a také na optimalizaci. Následně byly vytvořeny pohledy pro nejčastěji potřebné selekce dat. 
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Obrázek 4.3.3: Databáze – Databázový diagram - rozšíření. 
 
4.4 Použité technologie 
4.4.1 XAMPP 
Jedná se o balík přednastavených instalací programů pro provoz webového serveru. Je to 
freeware obsahující vše potřebné k rychlé a jednoduché instalaci MySQL databáze, serveru Apache 
s PHP, phpMyAdmin, ftp serveru a mnoho dalšího. Při vývoji byla použita aktuální verze XAMPP 
1.7.3 for Windows. 
4.4.2 Nette Framework  
Nette Framework je z rodiny Framework MVC/MVP (Model-View-Controller / Model-View-
Presenter). Jedná se o: cituji: “výkonný Framework pro pohodlné a rychlé vytváření kvalitních a 
moderních webových aplikací v PHP5. Eliminuje bezpečností rizika, podporuje 
AJAX,DRY,KISS,MVC a znovupoužitelnost kódu“ [6]. Nette je výkonnostně na špici – je jedním z 
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nejrychlejších Framework vůbec. Ladit něco v PHP je velmi obtížné a právě proto má Nette 
bezkonkurenční ladící nástroje. Podporuje objektový návrh a používá revoluční technologie, 
eliminující výskyt bezpečnostních děr.  
Nette Framework jsem si vybral kvůli tomu, že při práci s ním se člověk může plně soustředit na 
programování aplikace a rutinní práce, na které jsem byl zvyklý v obyčejném PHP, jako je ošetření 
každého vstupu atd. odpadají a řeší je Nette automaticky. V okolí Nette Frameworku působí velmi 
aktivní česká komunita, poněvadž tento Framework pochází od českého autora.  
4.4.2.1 RobotLoader 
V adresáři webové aplikace včetně všech podadresářů jsou proběhnuty všechny PHP skripty a 
v nich vyhledána definice tříd a rozhraní. Výsledkem je tabulka identifikátorů a relativních cest 
k souborům. Nette pak přesně ví, který soubor při požadavku na konkrétní třídu vložit. Je to velice 
rychlé. Tabulka se uchovává na disku v podobě INI souboru. Při nahrání nové verze aplikace na web 
lze jedním příkazem tabulku vygenerovat znovu, nebo ještě jednodušeji – stačí smazat příslušný 
soubor a vygeneruje se sama. Nette může běžet v tzv. ladícím režimu a pokud v tomto režimu není 
třída nalezena, provede se automaticky regenerace cache a pokud to nepomůže, ohlásí se error.  
 
 
 
Výhody tohoto řešení: 
 Zbavení se všech volání require_once 
 Vkládají se jen potřebné soubory 
 Bez striktních konvencí pojmenovávání souborů 
 Možno mít více tříd v jednom souboru 
 Není třeba ručně udržovat tabulku 
 Nette již při generování odhalí konflikty názvů 
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4.4.2.2 Adresářová struktura Nette projektu 
Informacni_system_csu/ 
├── app/                  ← adresář s aplikací 
│   ├── config/           ← konfigurační soubory 
│   │   └── config.neon   ← hlavní konfigurační soubor 
│   │ 
│   ├── model/            ← modelová vrstva a její třídy 
│   ├── presenters/       ← třídy presenterů 
│   │   └── HomepagePresenter.php  ← třída presenteru Homepage 
│   │ 
│   │   templates/        ← adresář se šablonami 
│   │   ├── @layout.latte ← šablona společného layoutu 
│   │   └── Homepage/     ← šablony presenteru Homepage 
│   │       └── default.latte  ← šablona akce default 
│   │ 
│   └── bootstrap.php     ← zaváděcí soubor aplikace 
│ 
├── libs/                 ← adresář na knihovny (např. třetích stran) 
│   ├── Nette/            ← oblíbený framework 
│   └── ... 
│ 
├── log/                  ← obsahuje logy, error logy atd. 
├── temp/                 ← pro dočasné soubory, cache, ... 
└── www/                  ← veřejný adresář, document root projektu 
    ├── .htaccess         ← pravidla pro mod_rewrite 
    ├── index.php         ← který spouští aplikaci 
    └── images/               ← další adresáře, třeba pro obrázky 
Doporučená adresářová struktura projektu v Nette Framework [6]. 
 
 
 
4.4.2.3 Životní cyklus presenteru 
 
Životní cyklus presenteru se dá rozdělit do těchto bodů: 
1. Router z URL vytvoří objekt PresenterRequest (obsahuje jméno presenteru); 
2. PresenterLoader ze jména presenteru odvodí třídu a případně název souboru; 
3. Presenter volá metody podle aktuálního action & view (případně i subrequestu); 
4. Presenter načítá šablony, ve hře je název presenteru a view; 
5. Renderování: v tomto a předchozím bodě se obvykle vytváří odkazy na jiné presentery a jejich 
action & view, do toho se zapojuje opět PresenterLoader a Router. 
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Obrázek 4.4.2.3: Životní cyklus presenteru[6]. 
Bezpečnost aplikace v Nette 
 
Webové aplikace jsou díky Nette Framework chráněny proti všech běžným typům útoků. 
 
 Cross-site scripting (XSS) je metoda narušení webových stránek zneužívající neošetřených 
výstupů. Útočník pak dokáže do stránky podstrčit svůj vlastní kód a tím může stránku pozměnit 
nebo dokonce získat citlivé údaje o návštěvnících. Proti XSS se lze bránit jen důsledným a 
korektním ošetřením všech řetězců. Přitom stačí, aby váš kodér jen jednou jedinkrát toto 
opomenul, a celý web může být rázem kompromitován. Nette Framework používá technologii 
Context-aware escaping, která zbavuje programátora tohoto rizika tím, že všechny výstupy jsou 
automaticky ošetřeny. 
 
 Cross-site regest foyery (CRSF) je útok spočívající v tom, že přimějeme uživatele navštívit 
stránku, která skrytě vykoná útok na webovou aplikaci, kde je uživatel zrovna přihlášen. Lze tak 
například pozměnit nebo smazat článek, aniž by si toho uživatel všiml. Proti útoku se lze bránit 
generováním a ověřováním autorizačního tokenu. 
 
 URL attack, control codes, invalid UTF-8: Různé pojmy související se snahou útočníka 
podstrčit vaší webové aplikaci škodlivý vstup. Následky mohou být velmi různorodé, od 
poškození XML výstupů (např. nefunkční RSS kanály) přes získání citlivých informací z 
databáze nebo hesel. Obranou je důsledné ošetřování všech vstupů na úrovni jednotlivých bajtů. 
Nette Framework toto dělá zcela automaticky. 
 
 Session hijacking, session stealing, session fixation: Se správou session je spojeno hned několik 
typů útoků. Útočník buď zcizí anebo podstrčí uživateli své session ID a díky tomu získá přístup 
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do webové aplikace, aniž by znal heslo uživatele. Poté může v aplikaci provádět cokoliv, aniž by 
o tom uživatel věděl. Obrana spočívá ve správném nakonfigurování serveru a PHP. 
Nette Framework nakonfiguruje PHP zcela automaticky. Programátor tak nemusí přemýšlet, 
kterak session správně zabezpečit a může se plně soustředit na tvorbu aplikace [6]. 
 
4.4.2.4 Dependency Injection 
Podstatou Dependency Injection je odebrat třídám zodpovědnost za získávání objektů, které potřebují 
ke své činnosti (tzv. služeb) a místo toho jim služby předávat při vytváření. Celé se to dá shrnout to 
jedné věty: „nic nesháněj, ať se postará někdo jiný.“.  
Docílíme tím: 
 větší přehlednosti 
 ztratíme magické schované závislosti - budeme jasně vědět, že když chceme používat Sluzba 
tak jí musíme předat Sluzba2 a ISluzba3, jinak nebude fungovat.  
 lépe se to testuje, můžeme podstrčit jiné instance, které budou kontrolovat, co se kam 
předává (mockování) 
 můžeme použít tu samou třídu na více věcí. Jednou jí předáme Sluzba10 implements 
ISluzba3, podruhé Sluzba50 implements ISluzba3, bez toho, abychom museli nějak 
ovlivňovat „globální prostředí“ a zaneřádili container (serviceLocator) [14]. 
 
4.4.2.5 Konfigurace aplikace v Nette 
Od verze Nette 2.0 se začal používat nový způsob konfigurace Nette projektu. Využívá se 
systémový kontejner, což je statický Dependency Injection kontejner, ve kterém se nacházejí všechny 
služby a parametry potřebné pro běh aplikace. Tedy nejen služby frameworku samotného, ale i všech 
knihoven, které se programátor rozhodne použít. Programování kontejnerů je však značně rutinní a 
nezáživná činnost a s tím, jak aplikace roste, je stále těžší se v něm orientovat. Pohodlným řešením je 
nechat si kontejner vygenerovat. To se nyní dělá tak, že pomocí stručného konfiguračního jazyka 
popíšeme, jaké služby má obsahovat a framework sám PHP kód vytvoří[6].  
presenter. Z pohledu celé aplikace se tyto modely budou spíš považovat za součást prezentační 
logiky, než součást modelu [5][6][7]. 
4.4.3 dibi  
Dibi je databázová vrstva pro PHP5. Současně podporuje MySQL, PostregeSQL, SQLite, MS SQL, 
Oracle, Access and generic PDO and ODBC.  
Databázová vrstva dibi má za úkol: 
 Maximálně ulehčit práci programátorům.  
 zjednodušit zápis SQL příkazů, co to jen půjde 
 snadný přístup k metodám, i bez globálních proměnných 
 funkce pro několik rutinních úkonů 
 eliminovat výskyt chyby.   
 přehledný zápis SQL příkazů 
 přenositelnost mezi databázovými systémy  
 automatická podpora konvencí (escapování/slashování, uvozování identifikátorů) 
 automatické formátování spec. typů, např. datum, řetězec 
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 sjednocení základních fcí (připojení k db, vykonání příkazu, získání výsledku) 
 a především KISS (Keep It Simple, Stupid)  
 zachovat maximální jednoduchost 
 raději jeden geniální nápad, než 10.000 hloupých řádků kódu [8] 
 
4.4.4 JSON 
JSON (JavaScript Object Notation) je odlehčený formát pro výměnu dat. Je jednoduše čitelný i 
zapisovatelný člověkem a snadno analyzovatelný i generovatelný strojově. Je založen na podmnožině 
Programovacího jazyka JavaScript, Standard ECMA-262 3rd Edition - December 1999. JSON je 
textový, na jazyce zcela nezávislý formát, využívající však konvence dobře známé programátorům 
jazyků rodiny C. Díky tomu je JSON pro výměnu dat opravdu ideálním jazykem. 
 
JSON je založen na dvou strukturách: 
 Kolekce párů název/hodnota. Ta bývá v rozličných jazycích realizována jako objekt, záznam 
(record), struktura (struct), slovník (dictionary), hash tabulka, klíčový seznam (keyed list) nebo 
asociativní pole. 
 Tříděný seznam hodnot. Ten je ve většině jazyků realizován jako pole, vektor, seznam (list) nebo 
posloupnost (sequence). 
 
Jedná se o univerzální datové struktury a v podstatě všechny moderní programovací jazyky je v 
nějaké formě podporují. Je tedy logické, aby na nich byl založen i na jazyce nezávislý výměnný 
formát. 
 
V JSON jsou tyto struktury realizovány s využitím následujících konstrukcí: 
 
Objekt je netříděná množina párů název/hodnota. Objekt je uvozen znakem { (levá složená závorka) 
a zakončen znakem } (pravá složená závorka). Každý název je následován znakem : (dvojtečka) a 
páry název/hodnota jsou pak odděleny znakem , (čárka)[9]. 
4.4.5 AJAX 
AJAX v překladu znamená Asynchronous JavaScript and XML. Jedná se o obecné označení 
pro technologie vývoje interaktivních webových aplikací, které mění obsah svých stránek bez 
nutnosti znovunačtení celé stránky. Na rozdíl od klasických webových aplikací poskytují uživatelsky 
příjemnější prostředí. Při AJAX požadavku se odešle pouze malý kousek kódu pomocí Javascriptu na 
server a server zašle zpět rovněž jen menší úseky kódu, které se změnily, a o následné překreslení se 
stárá opět Javascript[4]. Cit[4]:“Z toho vyplývá také potenciál snížit zátěž na webové servery a síť 
obecně. Jelikož není potřeba při každém požadavku sestavit celý HTML dokument, ale pouze 
provedené změny, je množství vyměňovaných dat výrazně nižší a teoreticky to může mít příznivý vliv i 
na zátěž databázových serverů či dalších backendových systémů. AJAX však naopak může zvýšit počet 
vyměňovaných HTTP požadavků, a třebaže přenášejí nižší množství dat, tak při nevhodné 
implementaci zátěž neklesne“. 
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4.4.5.1 AJAX v Nette framework 
Jedná se opět o jednu z velmi silných stránek použitého frameworku. Díky Nette je 
implementace AJAX velmi jednoduchá a je možno ji provést kdykoliv během vývoje. Programátor 
ani nemusí rozumět správnému principu a chápat, jak AJAX pracuje. Moderní webové aplikace dnes 
běží napůl na serveru, napůl v prohlížeči. AJAX je tím klíčovým spojovacím prvkem.  
Implementace AJAX v Nette probíhá v několika fázích. Nejprve je potřeba označit v šabloně 
místo, ve kterém se budou měnit data. K tomu se používají tzv. snippets. Snippet znamená 
anglicky „útržek“ a zde reprezentuje opravdu jen nějaký útržek, který se bude posílat z presenteru do 
pohledu a můžeme jej nezávisle na všem ostatním libovolně překreslovat. Nette je založeno na 
myšlence logických, nikoliv grafických prvků, tj. objekt třídy Control nepředstavuje pravoúhlou 
oblast ve stránce, ale logickou komponentu, která se může renderovat i do více podob (např. 
hypotetická komponenta DataGrid může mít jednu metodu pro vykreslení mřížky a druhou pro 
vykreslení paginátoru apod). Každý prvek může být navíc na stránce vykreslen vícekrát, nebo 
podmíněně, nebo pokaždé s jinou šablonou atd. Není tedy možné jednoduše zavolat nějakou metodu 
render na každém invalidním objektu. K vykreslování je nutné přistupovat tak, jako když se kreslí 
celá stránka. Vykreslování stránky probíhá velmi podobně, jako u neAJAXového požadavku, načtou 
se tytéž šablony atd. Klíčovým úkolem však je vypustit ty části, které se na výstup vůbec dostat 
nemají, a ty, které se vykreslit mají, přidružit s identifikátorem a poslat klientovi ve formátu, kterému 
bude obslužný JavaScript rozumět. Na samotné stránce je snippet pouze HTML prvek <div> 
s vygenerovaným id.  
Překreslení snippetu se nazývá také invalidace, což je další fáze, která se však bude dít jen 
v případě, že požadavek je AJAXový. Nette na to obsahuje metodu $this->isAjax(). Pomocí 
AJAXu tak vlastně voláme obyčejný render nebo signál na straně serveru bez obnovení stránky. 
V další fázi je nutné překreslení snippetu obsloužit i na straně klienta a to formou obslužného 
javascriptu. K tomu je možné použít přídavnou knihovnu, poskytovanou zároveň s frameworkem, 
která zajistí odeslání dat ve správném formátu. Zde použitý formát pro výměnu dat mezi klientem a 
serverem je JSON. Pokud použijeme obyčejný HTML odkaz <a href=““>, stačí jej označit třídou 
ajax a následně zapsat jednoduchý obslužný jQuery kód. Jednoduchý kód na obsluhu požadavku 
může vypadat např. takto: 
$(‘a.ajax’).live(‘click’, function(){ 
 $.get(this.href); //odešleme data uložená v atributu href pomocí get 
 return false; //zabezpečí, že se stránka neobnoví 
});  
 
Tím se stane daný odkaz AJAXovým[6]. 
4.4.6 PHP 
PHP (Hypertext Preprocessor) je skriptovací programovací jazyk, určený pro programování 
dynamických internetových stránek. Nejčastěji se začleňuje přímo do struktury jazyka HTML, 
XHTML, což lze využít při tvorbě webových aplikací. PHP lze použít i k tvorbě konzolových a 
desktop aplikací. 
Při použití PHP pro dynamické stránky jsou skripty prováděny na straně serveru – k 
uživateli je přenášen až výsledek jejich činnosti (interpret PHP skriptu je možné volat pomocí 
příkazové řádky). Syntaxe jazyka je inspirována několika programovacími jazyky (Perl, C, Pascal a 
Java). PHP je nezávislý na platformě, rozdíly v různých operačních systémech se omezují na několik 
závislých funkcí a skripty jsou většinou kompatibilní všude. 
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PHP podporuje mnoho knihoven pro různé účely - např. zpracování textu, grafiky, práci se 
soubory, přístup k většině databázových systémů (MySQL, ODBC, Oracle, PostgreSQL, MSSQL), 
podporu celé řady internetových protokolů (HTTP, SMTP, SNMP, FTP, IMAP, POP3, LDAP, …). 
PHP je vedle ASP jedním ze dvou nejrozšířenějších skriptovacích jazyků pro web [3]. 
 
4.4.7 HTML/XHTML 
Jazyky HTML (Hyper Text Markup Language) a XHTML jsou určeny pro tvorbu 
hypertextových dokumentů v síti WWW. Jazyk je aplikací dříve vyvinutého rozsáhlého univerzálního 
značkovacího jazyka SGML (Standard Generalized Markup Language). Vývoj HTML byl ovlivněn 
vývojem webových prohlížečů, které zpětně ovlivňovaly definici jazyka. Je charakterizován 
množinou značek (tzv. tagů) a jejich atributů definovaných pro danou verzi. Mezi značky se uzavírají 
části textu dokumentu a tím se určuje sémantika obsaženého textu. Názvy jednotlivých značek se 
uzavírají mezi špičaté závorky < a >. Část dokumentu tvořená otevírací značkou, nějakým obsahem a 
odpovídající ukončovací značkou tvoří element dokumentu. Například <b> je otevírací značka pro 
zvýraznění textu a <b>Červená Karkulka</b> je element obsahující zvýrazněný text. Součástí obsahu 
elementu mohou být další vnořené elementy. Atributy jsou doplňující informace, které upřesňují 
vlastnosti elementu [3][13]. 
 
4.4.8 Oracle database 
Oracle je systém řízení báze dat (Oracle database management system – DBMS), moderní 
multiplatformní databázový systém s velice pokročilými možnostmi zpracování dat, vysokým 
výkonem a snadnou škálovatelností. 
 
Oficiální název databázové platformy je Oracle Database. Oracle Corporation je jedna z hlavních 
společností vyvíjejících relační databáze, nástroje pro vývoj a správu databází či customer 
relationship management (zkráceně CRM) systémů.  
Aktuální verzí je Oracle Database 11g. Tento systém podporuje nejen standardní relační dotazovací 
jazyk SQL podle normy SQL92, ale také proprietární firemní rozšíření Oracle (např. pro hierarchické 
dotazy), imperativní programovací jazyk PL/SQL rozšiřující možnosti vlastního SQL (v tomto jazyce 
je možné tvořit uložené procedury, uživatelské funkce, programové balíky a triggery), dále podporuje 
objektové databáze a databáze uložené v hierarchickém modelu dat (XML databáze, jazyk XSQL). 
Dále též obsahuje širokou paletu nástrojů pro podporu snadného nasazení na gridových sítích 
(písmeno g v označení verze je zkratkou "Growing to Grid")[15].  
 
 
4.4.9 CSS 
Kaskádové styly (CSS) představují nástroj pro specifikaci vzhledu elementů obsažených v HTML 
dokumentu. Jedná se o nejmocnější a nejpoužívanější prostředek pro tvorbu stylu webových stránek 
v současnosti. Základní myšlenka kaskádových stylů je oddělení webových dokumentů od jejich 
vzhledu a to hlavně kvůli přehlednosti. Vzhled dokumentů je specifikován na jednom místě a tím 
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výrazně zlepšíme udržovatelnost celého webu, neboť bude možno měnit vzhled dokumentů nezávisle 
na jejich obsahu či způsobu generování. Specifikace vzhledu pomocí CSS přináší významné výhody: 
 
 Snadno modifikovatelnou a přehlednou definici vzhledu 
 Jednu definici je možno sdílet mezi více dokumenty [13] 
 
5 Vývoj a testování v reálném provozu 
5.1 Komunikace se zákazníkem 
Při počáteční fázi, kdy probíhalo seznamování se zadáním práce, měl Český Statistický Úřad, 
dále jen zákazník, jasnou představu, co by daný software měl umět. Bylo tedy očekáváno, že zákazník 
bude navigovat, jak postupovat, odkud brát informace apod. Postupem času se ukazovalo, že zákazník 
až zas tak úplnou představu nemá, tudíž bylo na vývojáři, aby celé řešení teoreticky vymyslel a 
prakticky implementoval. Jako součást zadání byl poskytnut database link se všemi daty a ohledně 
veškerých změn, byly označeny tabulky, které je potřeba zachovat kvůli kompatibilitě se starým 
systémem.  
Vývoj začal nejprve sepsáním požadavků na systém, který byl konzultován se zákazníkem. 
Následně byly vytvořeny use-case diagramy a další grafická znázornění. Po dlouhé době uvažování, 
sbírání informací a přemýšlení začalo postupně programování a následně někdy obtížné sbírání 
zpětné vazby, protože zákazník mnohdy přesně nevěděl, co chce. Nejprve byla implementována 
kostra programu, který měl prázdné záložky. První věcí, která se řešila, byla autentizace uživatele. 
Bylo tedy implementováno jisté řešení, které fungovalo. Zanedlouho se však objevil dotaz, proč se 
někteří uživatelé nemohou připojit. Řešení bylo obtížné, poněvadž se záhy ukázalo, že tabulka je 
naplněna starými nekompletními daty. Občas někdo manuálně spustil databázovou proceduru a ta 
data obnovila. Bylo tedy potřeba brát odněkud aktuální data. Co však bylo stěžejní - při přihlášení 
zjistit odkud uživatel pochází (okres, kraj), kdo je jeho vedoucí, a jaká je jeho funkce a pozice.  Toto 
se dlouho ukazovalo, jako nemožné při daném uspořádání dat. Vznikaly tedy databázové pohledy o 
objemu 10 řádků, které spojovaly několik tabulek a získávaly potřebná data např. dle toho, v jaké 
budově uživatel sedí. To určitý čas fungovalo, avšak ukázalo se, že u několika desítek uživatelů 
nebyly tyto údaje vůbec doplněny. Další věc, která v tuto dobu zásadně ovlivnila vývoj, byl odchod 
na mateřskou dovolenou zaměstnankyně, která byla do té doby zodpovědná za komunikaci 
s programátorem a poskytování jemu všech potřebných informací. Nový zaměstnanec však byl 
poměrně rychle zaškolen, avšak jeho pohled na informační systém, ač nováčka ve státní správě, byl 
odlišný, poněvadž nový zaměstnanec měl zkušenosti s řízením projektů v IT. Drobné neshody a 
pohled na věc mezi programátorem a zaměstnancem se vždy rychle vyřešily.  Při řešení hlavního 
problému s autentizací byl nakonec učiněn objev a to centrální databáze zaměstnanců v Praze. Po 
nějaké době byl poskytnut přístup pro čtení do dvou tabulek, kdy v každé byla polovina informací, 
avšak nikde žádný korektní způsob (cizí klíč), jak tyto tabulky spojit. Avšak díky tomu již bylo 
možné konečně dokončit autentizaci. Databáze nebyla udělaná ideálně, dokonce se nabízí slovo 
špatně. Při komunikaci se zaměstnanci v Praze, kteří měli přístup i do dalších tabulek bylo často 
naráženo na neochotu a dostávány odpovědi „udělej si sám“. Po nějakém čase ztraceném touto 
komunikací, která nikam nevedla, bylo vymyšleno řešení, tzv. počáteční inicializací uživatelského 
účtu, která spočívala v tom, že se vytvořila tabulka a do té se staticky doplnily všechny údaje, které 
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byly potřeba pro přihlášení a pro veškerý pohyb v systému. Toto řešení mělo velkou výhodu, že 
zabezpečovalo, že 100% uživatelů tam tuto informaci mít bude.  
Následovalo vytvoření nástroje pro prohlížení jízd, které již do systému byly zadány. Byly 
zadány i filtry, podle kterých má systém umět tyto výstupy filtrovat. Až ve fázi testování byl přidán 
požadavek na přidání dalšího filtru. Další problém se ukázal velmi rychle a to ten, že uživatelé byli 
identifikování pomocí id, které mělo souvislost pouze se starou databází jízd a s databází 
zaměstnanců ji nešlo nikterak spojit. Proto byla tabulka přepracována a zaměstnanec je v systému 
identifikován vždy jen svým osobním číslem, které je použito všude v celém systému a z pohledu 
databáze plní to hlavní – je zaručena jeho jedinečnost. Zákazník několikrát změnil specifikaci, jak má 
toto prohlížení vypadat. Přesněji, nepodal žádné stanovisko, jak by to mělo vypadat. Potom, co bylo 
nějaké řešení vymyšleno a implementováno programátorem, teprve podával požadavky na změny. 
Bylo velmi těžké pochopit celou agendu. Pochopit, jak uložit celou koncepci do databáze (myšlenka 
ER diagramu, zobrazující data v klidu), co je potřeba mít v jakých chvílích, co je nutné kdy 
kontrolovat, avšak tyto informace byly mnohdy dodány, až potom, co po vymyšleném řešení někdo 
řekl „takhle to být nemůže, vždyť tu musí být ještě tohle“. Nějaké základní specifikace byly sepsány 
ještě s bývalou zaměstnankyní, která odešla na mateřskou a ty byly obeslány na všechny kraje 
s čekáním na vyjádření. Mnohdy to dopadlo tak, že každý kraj chtěl něco jiného a požadavky byly 
někdy protichůdné. Byly také požadovány další specifikace, co by systém měl umět. Vždy tedy musel 
programátor vymyslet nějaké řešení, které by částečně vyhovovalo všem a k tomuto řešení teprve 
přijímat připomínky, což bylo mnohdy nesmírně složité. 
Jednou se vývoj dostal do fáze, kdy bylo řečeno, že projekt se zastavuje a řešení se koupí 
hotově od některé firmy. Vývoj systému byl tedy na několik týdnů zastaven a čekalo se na konečné 
stanovisko. Nakonec se ukázalo, že žádné řešení nemůže být tak přizpůsobené interním potřebám, než 
software na klíč. Vývoj tedy mohl pokračovat. 
V další části bylo poměrně rychle vyvinuto nové řešení pro rezervaci vozidel, kdy během pár 
kliknutí zaměstnanci mohou vyplnit žádost o rezervaci, která se pak zobrazí vedoucímu ke schválení. 
Po schválení zaměstnanec rovnou vidí tisk žádanky o přepravu. V zadání práce bylo minimalizovat 
použití aut soukromých, tudíž návrh na rezervaci vozidla byl podle toho koncipován. Velmi rychle to 
však narazilo u zaměstnanců. Řešení tedy muselo být přepracováno ve stylu takovém, že „pokud pan 
Novák chce na služební cestu soukromým autem, tak jím také pojede“ – samozřejmě po celé agendě 
se schvalováním. Avšak musela být odstraněna možnost, která uživateli nejprve nabízela prostředky 
hromadné dopravy, poté spolujízdu popř. služební vůz a až v poslední řadě soukromý vůz, což byla 
škoda, ale muselo být vyhověno požadavkům zákazníka.  
Další z hlavních částí, kterou byl cestovní příkaz, bylo rovněž celé řešení vymyšleno 
programátorem včetně veškerého rozdělení na fáze, poněvadž nikdo předtím žádné ucelené 
informace, jak by to mělo vypadat, nedodal. Pouze tři papírové formuláře, které je potřeba vyplnit. Při 
vyplňování takového příkazu bylo vše minimalizováno, aby zákazník nemusel v žádné mezifázi nic 
tisknout. Byl k tomu rovněž vytvořen datový sklad, ve kterém se přehledně zobrazují všechny 
dokumenty, které s daným příkazem souvisí. Jakmile byl cestovní příkaz celý hotov, což byla jedna 
z nejtěžších fází, objevil se při testování zaměstnanci nový formulář, kde bylo řečeno, že nejsou 
zohledněny vícedenní cesty, bez spojitosti, na což prý byli zaměstnanci zvyklí, avšak tato informace 
se k programátorovi dostala až ve chvíli testování již vytvořeného a navrhnutého řešení. Ve fázi 
testování bylo rovněž požadováno, aby se prozatím nepoužíval formulář, do kterého se píše spotřeba 
pohonných hmot, poněvadž tento formulář tu nyní nikdo nevyplňuje. Což bylo také řečeno až ve fázi 
testování, a výstupy, které by toto poskytlo, by se analyzovaly v kartě vozu a v celkových výstupech 
za jednotlivá auta, takže pro jiné části systému byly nezbytné. Avšak tomuto řešení bylo přislíbeno, 
že může být zviditelněno v produkčním režimu po nějaké době.  
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Ohledně výstupů do účetních programů se na části zúčtování služebních cest a aut používají 
excel tabulky, jejich výstupy analyzují někteří zaměstnanci ručně. Spotřebu vozidel rovněž dělají 
ručně pouze někteří zaměstnanci v Praze, a k možnosti, že by toto počítal systém, se prozatím kladně 
nevyjádřili. Další výstupy jsou plánovány pro externí systém, avšak prozatím nebyl dodán formát, 
které by tyto výstupy měly splňovat. Výstupy je tedy možné stáhnout ve formě csv nebo xls, což byl 
požadavek zákazníka. 
Mezi tím byly implementovány také různé nástroje pro správu řidičů, oprávnění, schvalování 
apod. Další částí byla tvorba administrace vozového parku. Navrhnuté a vytvořené řešení se 
zákazníkovi líbilo a již pouze doplňoval další možnou funkcionalitu.  
5.2 Vývoj 
Systém je od začátku vyvíjen na development serveru s operačním systémem Microsoft 
Windows XP. Jako vývojové prostředí bylo vybráno prostředí Netbeans ve verzi 7.2.1 s rozšířením 
pro Nette framework. Instalace a konfigurace Apache serveru pomocí programu XAMPP proběhla 
rovněž úspěšně. Na serveru byl rovněž aktivován ftp server, který využívalo netbeans pro ukládání 
souborů. Následně byla nainstalována databáze Oracle a grafické prostředí pro správu databáze 
Oracle SQL Developer, které mnohdy zjednodušilo spoustu testování. Databáze byla vyexportována 
ze stávajícího systému a importována na vývojovém serveru. Na tento server má přístup jen velmi 
malá část uživatelů, kteří mohou být v přímé interakci s vyvíjeným systémem a rovnou uplatňovat 
veškeré požadavky a poznámky.  
Jelikož se systémem bude pracovat spousta zaměstnanců s dřívějším datem narození, bylo 
potřeba přizpůsobit tomu veškeré ovládání. Mnohdy bylo intuitivní řešení spíše na škodu, poněvadž 
dříve narození uživatelé zvyklí interagovat pouze s šedými webovými formulářovými tlačítky měli 
problém s funkčními tlačítky jiného „intuitivního“ vzhledu. Jako nejlepší se tedy ukazuje vytvořit 
písemný návod, kde je krok za krokem popsáno řešení a všechny kroky, jak ho docílit. Celý systém 
byl sice vyvíjen, aby grafika byla nezávislá na rozlišení, avšak přišly od uživatelů stížnosti, že některé 
tabulky „přetékají“ obrazovku. Po bližším prozkoumání uživatelského prostředí bylo na vině rozlišení 
obrazovky některých zaměstnanců v lepším případě 800x600, na čemž daní zaměstnanci nechtěli nic 
měnit. Proto tedy přizpůsobit prostředí univerzálně všem nebyla zrovna jednoduchá záležitost.  
5.3 Testování 
Jelikož by nebylo vhodné provádět testování na vývojovém serveru, byl pro tuto činnost 
uvolněn jeden ze serverů v Brně. Na server byl nainstalován linux debian, který je také nainstalován 
na produkčním systému v Praze, kde poběží systém v produkčním režimu. Pro účely testování byli 
vybráni uživatelé nejblíže vývoji, tedy zaměstnanci odboru dopravy v Brně. Celkem bylo osloveno 
zhruba 35 uživatelů, z nichž asi týden po jejich oslovení vstoupila do systému zhruba třetina z nich, 
což se však postupem času zlepšovalo.  
Pro účely testování byl rovněž vytvořen zvlášť systém připomínek, do kterého uživatelé 
zapisují svoje připomínky a požadavky na systém. Tyto položky můžou následně hodnotit i další 
zaměstnanci a hodnocením tak zvedat nebo snižovat jednotlivým požadavkům rank a ovlivňovat tak 
kdy bude požadavek promítnut do systému. Připomínkový systém je vytvořen v Oracle APEX.  
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5.4 Produkce 
V době psaní této diplomové práce prozatím systém neběžel v produkčním režimu, poněvadž 
čím více uživatelů systém začalo testovat, tím více se objevovalo nových požadavků na různé změny, 
někdy i velmi komplikovaných. Poměrně nemalá část různých dalších požadavků se objevila teprve 
při testování, přičemž o vývoji systému jsou zaměstnanci vyrozuměni již dlouhou dobu.  
Systém by však měl přejít do produkčního režimu v červenci 2013, kdy ho začnou využívat 
stovky uživatelů a začne tak konečně plnit svoji funkci a tím ušetří nemalé peníze, spoustu času a 
spoustu papíru.  
 
6 Závěr 
Implementovaný informační systém bude zajisté praktickým pomocníkem při plánování 
služebních cest a akcí s tím spojených. Bude možné rovněž spravovat řidiče, vozidla, oprávnění a 
exportovat důležitá data ze systému. Rozhodně bude také šetřit finanční prostředky, jak již časové, 
které jsou potřebné pro veškerou agendu kolem plánování služebních cest a její vyhodnocování a 
další zpracovávání. Systém bude také šetřit prostředky chytrým plánováním služebních cest celkovým 
snížením časových nároků a velkým zjednodušením celého procesu. 
6.1 Dosažené výsledky 
Se systémem v testované verzi se uživatelům pracovalo dobře. Ovládání bylo jednoduché a 
intuitivní, po uživatelích je oproti předešlé agendě vyžadováno o dost méně informací, poněvadž jsou 
formuláře mnohdy provázány a neustále se kopírují a předvyplňují potřebné vstupy. Systém však 
ještě nebyl nasazen v reálném provozu, jak již bylo vysvětleno v kapitole 5.4 a proto by bylo velmi 
předčasné hovořit o nějakých výsledcích. Databáze je však již od začátku kopií produkční verze a 
proto je celý systém již od začátku vyvíjen na reálných datech. Veškeré změny v databázi musely 
tedy být podrobně kontrolovány, zda se nedostanou do kolize a nenastane tak nějaká nepředpokládaná 
situace systému. 
6.2 Možná rozšíření 
 
Informační systém je velmi praktickým nástrojem pro plánování služebních cest a akcí s tím 
spojených a je předpokládáno, že vývoj systému bude i nadále pokračovat nad rámec diplomové 
práce. Mezi hlavní cíle pro rozšíření patří pořízení GPS modulů do každého auta a jeho synchronizace 
se systémem. Bylo by tak možné zjistit aktuální polohu auta, vypočíst trasu služební cesty a tyto 
údaje zanést automaticky do systému. V plánu je také převedení většiny signálů na AJAX bez 
obnovení stránky a podobná drobná vylepšení. 
Celkově je informační systém navržen a postaven velmi robustně. Je tedy možné neomezené 
rozšíření téměř jakýmkoliv směrem a myšlenka rozšíření byla při každém kroku brána v úvahu.  
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6.3 Závěrečné neformální zhodnocení autorem 
Návrh a implementace takového systému v reálném prostředí byla opravdová výzva. Práce to 
byla opravdu náročná a poskytla velmi mnoho zkušeností s vývojem pro reálné zákazníky, které se 
budou hodit v životě. Zákazník je s prací spokojen a je otevřený k dalšímu vývoji tohoto systému nad 
rámec diplomové práce, který určitě bude dále pokračovat. Za tuto příležitost jsem velmi vděčný a 
děkuji.  
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Seznam příloh 
Příloha1: CD se zdrojovým kódem celého informačního systému. 
