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PHP Hypertext Preprocessor skriptni programski jezik
SQL Structured Query Language strukturirani povprasˇevalni je-
zik
HTML Hyper Text Markup Language jezik za oznacˇevanje nadbese-
dila
CSS Cascading Style Sheets kaskadne stilske predloge
AJAX Asynchronous JavaScript and
XML
asinhroni JavaScript in XML
HTTP Hypertext Transfer Protocol protokol za prenos hiperteksta




XML Extensible Markup Language razsˇirljiv oznacˇevalni jezik
JSON JavaScript Object Notation objektna notacija JavaScript
SVG Scalable Vector Graphics umerljiva vektorska grafika
PNG Portable Network Graphics prenosljiva spletna grafika
PDO PHP Data Object podatkovni objekt PHP

Povzetek
Naslov: Razvoj spletne platforme za vizualizacijo in deljenje medicinskih
algoritmov
Avtor: Nermin Jukan
Vizualizacija postaja vse bolj pomemben aspekt moderne znanosti. Medi-
cina, tako kot ostale veje znanosti, zelo hitro napreduje in kolicˇina informa-
cij, ki jih je potrebno obdelati, da ohranimo stabilno in produktivno delovno
okolje, narasˇcˇa iz dneva v dan.
Vizualizacija medicinskih algoritmov je zelo uporabna metoda za po-
spesˇevanje odlocˇitvenega procesa diagnosticiranja in zdravljenja bolnikov.
Zdravnikom in ostalim koncˇnim uporabnikom omogocˇa boljˇse razumevanje
zapletenih procesov, ki jih algoritmi prikazujejo. Cilj te diplomske naloge je
bil izdelati vizualizacijsko orodje, ki uporabnikom omogocˇa preprost nacˇin
izgradnje vizualizacije medicinskih algoritmov, ter spletno platformo za de-
ljenje teh vizualizacij znotraj znanstvenoraziskovalne stroke in znotraj sˇirsˇe
javnosti.
Platforma je razvita po modelu MVC, kjer zaledni del temelji na jeziku
PHP in uporablja podatkovno bazo MySQL. Zacˇelni del izvrsˇujejo tehnolo-
gije kot so HTML5, CSS, JavaScript in AJAX. Naloga je nadaljevanje dela,
nastalega v okviru projekta Genetska diagnostika krvnih bolezni (DiaGen-
KRI), ki je bil sofinanciran v okviru razpisa Sˇtudentski inovativni projekt za
druzˇbeno korist (SˇIPK), in je nadgradnja predhodno preizkusˇenih funkcional-
nosti. Predstavlja prvi poizkus formiranja spletne skupnosti za ustvarjanje
in deljenje vizualizacij medicinskih algoritmov.
Kljucˇne besede: vizualizacija, medicinski algoritmi, spletne tehnologije,
zdravstvo in medicina.
Abstract
Title: Development of web platform for visualization and sharing of medical
algorithms
Author: Nermin Jukan
Visualization has become a very important aspect in modern science. Medi-
cine, like all other branches of science, is rapidly progressing and the amount
of information that needs to be analysed in order to maintain a stable and
productive environment is increasing day by day.
Visualization of medical algorithms can be very useful for speeding up
the decision making process of diagnosing and treating patients. It also helps
doctors and other end-users to better understand the complex processes that
the algorithms represent. The goal of this thesis was to develop a visual-
ization tool that would allow for a simple way of building visualizations of
medical algorithms and to develop a web-based platform that would support
the sharing of these visualizations amongst scientists, researchers and the
general public.
The platform is designed upon a MVC model, where the back end was
created using the PHP language and the MySQL database. The front end is
executed by technologies such as HTML5, CSS, JavaScript and AJAX. This
thesis is a continuation of the work done on the project Genetic diagnosis of
blood disorders, funded by Sˇtudentski inovativni projekt za druzˇbeno korist
(SˇIPK), and is an upgrade of the already tested functionalities. It presents a
first atempt of forming a web comunity for creating and sharing visualisations
of medical algorithms.




V sodobnem svetu znanosti je vse tezˇje pridobiti pomembne informacije iz
razlicˇnih podatkovnih virov. Vizualizacija ima pri tem kljucˇno vlogo, saj nam
omogocˇa, da podatkom dodamo kontekts. S pomocˇjo dodanega konteksta
omogocˇimo bolj poglobljeno razumevanje podatkov in tvorjenje informacij,
hkrati pa pri tem ne popacˇimo kakovosti podatkov in ne izgubimo prvotne
podatkovne vrednosti. Preko boljˇsega razumevanja pridobljenih podatkov
lahko sprejemamo hitrejˇse ter bolj ucˇinkovite odlocˇitve.
Zdravniki, laboratorijski raziskovalci in znanstveniki se srecˇujejo s pro-
blematiko posredovanja podatkov in deljenja informacij tako z drugimi stro-
kovnjaki kot tudi s pacienti. V sˇirsˇi uporabi je namrecˇ vecˇ mozˇnih nacˇinov
zapisovanja in prikazovanja podatkov, ki so opisani v [1] in [2]. Zaenkrat
sistemska resˇitev, ki bi omogocˇala tako deljenje informacij kot posodabljanje
podatkov, hkrati pa bi bila uporabljena tako s strani zdravnikov, znanstve-
nikov in raziskovalcev kot tudi s strani sˇirsˇe javnosti, sˇe ne obstaja.
Velik delezˇ strokovnih vsebin je sˇe vedno dostopen le preko cˇlankov ob-
javljenih v znanstvenih revijah. Znanstveni cˇlanki so v najboljˇsem primeru
razprsˇeni po razlicˇnih spletnih straneh in nimajo poenotenega nacˇina pred-
stavitve podatkov. Ravno zaradi vse vecˇjega sˇtevila podatkov na medicinskih
ter znanstvenih podrocˇjih nasploh pa postajajo cˇlanki vse manj primerni za
deljenje tovrstnih vsebin. Cˇlanki niso dostopni kot na primer spletna stran,
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niso primerni za vsebine, ki se neprestano spreminjajo in posodabljajo ter ne
podpirajo interaktivnosti med posredovanimi podatki in uporabnikom.
V literaturi se za ponazoritev izvedbe sekvencˇnih procesov pogosto po-
javljajo diagrami poteka (angl. flow charts). S pomocˇjo taksˇnih diagramov
lahko na vizualen nacˇin predstavimo tudi zapletene medicinske ali znanstvene
procese. Zadevo sˇe nekoliko izpopolnimo, cˇe te procese zapiˇsemo v obliko al-
goritmov, torej kot natancˇno dolocˇeno, nedvoumno in izvedljivo zaporedje
koncˇnih korakov, ki nas obicˇajno pripelje do nekega rezultata.
Diplomska naloga je bila usmerjena v izdelavo spletne platforme za obliko-
vanje in deljenje medicinskih algoritmov. S pomocˇjo taksˇne spletne platforme
bi omogocˇili znanstveni skupnosti ter sˇirsˇi javnosti dostop do velike kolicˇine
vizualno predstavljenih podatkov, ki bi se lahko pogosto posodabljali. Plat-
forma bi podpirala tudi interaktivnost med posredovanimi podatki in upo-
rabnikom, kar pomeni, da vizualna predstavitev ne bi bila staticˇna, ampak
bi nad vizualizacijo lahko vrsˇili razlicˇne ukaze, ki bi vsebino sˇe dodatno obo-
gatili.
Platforma, ki jo predlagamo v tem delu, je sestavljena iz dveh delov,
tj. dela namenjenega neregistriranemu in dela namenjenega registriranemu
uporabniku. Neregistrirani uporabnik lahko dostopa do podatkovnih vizua-
lizacij, ki so po vsebini namenjene in dostopne javnosti. Registrirani uporab-
nik ima dolocˇene uporabniˇske pravice, ki definirajo, katere funkcionalnosti
platforme lahko koristi. V splosˇnem lahko vsi registrirani uporabniki dosto-
pajo do vseh dodanih vizualizacij ter dodajajo in urejajo lastne vizualizacije.
Dolocˇeni uporabniki imajo nadzor nad urejanjem in potrjevanjem vizualizacij
ter imajo mozˇnost spreminjanja uporabniˇskih pravic ostalih uporabnikov.
Predstavljena platforma omogocˇa poenoteno, centralizirano ter sˇiroko do-
stopno resˇitev za prikazovanje ter hranjenje medicinskih algoritmov. Pricˇa-
kujemo, da bo kot taka v blizˇnji prihodnosti omogocˇila enostavno deljenje




Algoritmi so natancˇno dolocˇena, nedvoumna in izvedljiva zaporedja koncˇnih
korakov, ki nas v dolocˇenem sˇtevilu korakov pripeljejo do nekega koncˇnega
rezultata. Uporabljamo jih za resˇevanje racˇunskih problemov, procesiranja
podatkov in avtomaticˇnega sklepanja. Algoritme lahko zapiˇsemo oziroma
predstavimo na vecˇ nacˇinov: v naravnem jeziku, s pomocˇjo psevdokode, kot
program v enem od programskih jezikov ali pa graficˇno s pomocˇjo diagrama
poteka.
Vsaka izmed omenjenih metod prikazov algoritmov ima dolocˇene predno-
sti in pomanjkljivosti. V naravnem jeziku lazˇje predstavimo potek dogodkov,
vendar imamo probleme z ohranjanjem nedvoumnosti. Zapis kode v enem
izmed programskih jezikov lahko natancˇno dolocˇi posamezne korake, vendar
zamegli splosˇno razumevanje postopka. S pomocˇjo diagramov poteka lahko
ohranimo tako nedvoumnost posameznih korakov, kakor tudi celostno razu-
mevanje postopka.
2.1 Uporaba medicinskih algoritmov
V medicini so algoritmi potrebni za prikaz kompleksnih procesov na podrocˇju
diagnostike, zdravljenja in preprecˇevanja bolezni ali bolezenskih stanj. Me-
dicinski algoritmi, zaradi jasne, vizualne predstavitve podatkov in predaje
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informacij, pripomorejo k bistveno hitrejˇsi interpretaciji nekega medicinskega
pojava in hitrejˇsemu odlocˇanju o nadaljnem ukrepanju. Namen medicinskih
algoritmov je tudi izboljˇsati in standardizirati odlocˇitve, ki jih zdravstveno
osebje sprejema ob izvajanju zdravstvene oskrbe. S pomocˇjo algoritmicˇnega
avtomatizma pa se lahko preprecˇi oziroma zazna tudi marsikatera potencialna
cˇlovesˇka napaka. Medicinski algoritmi so uporabljeni tudi kot pripomocˇki za
izobrazˇevanje in raziskovalno delo in pripomorejo k nizˇanju strosˇkov zdra-
vljenja, saj omejijo uporabo nepotrebnih testiranj in terapij.
2.2 Pregled obstojecˇih platform za deljenje
medicinskih algoritmov
V literaturi in na spletu lahko najdemo veliko virov in platform, ki ponu-
jajo medicinske algoritme v razlicˇnih oblikah predstavitve. Mnoge izmed
teh platform so ponujene v obliki mobilnih aplikacij, so placˇljive ali pa ne
omogocˇajo centraliziranega shranjevanja algoritmov. Osredotocˇili se bomo
na dve razsˇirjeni platformi, ki sta dostopni preko spletnega brskalnika.
2.2.1 Platforma American Academy of Family Physi-
cians (AAFP)
Na spletni strani American Academy of Family Physicians (AAFP) [3] lahko
najdemo obsezˇen seznam povezav do specificˇnih znanstvenih cˇlankov, ki vse-
bujejo medicinske algoritme. Ob kliku na dolocˇeno povezavo smo preusmer-
jeni na novo stran, kjer se prikazˇe znanstveni cˇlanek, ki vsebuje izbrane al-
goritme. Algoritmi so predstavljeni v obliki diagramov poteka in so staticˇni
ter nimajo poenotene vizualne predstavitve. Iz primera na sliki 2.1 je razvi-
dno, da lahko s pomocˇjo vecˇje kolicˇine besedila dobro predstavimo vsebino
algoritma. Cˇe je vsebina algoritma zelo obsezˇna in posledicˇno vsebuje veliko
besedila, vizualizacija izgubi na preglednosti.
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Slika 2.1: Primer medicinskega algoritma iz cˇlanka [4] na strani AAFP.
Spletna stran nudi dostop do algoritmov le preko cˇlankov, ki so bili v
preteklosti objavljeni v znanstvenih revijah. Dolocˇeni cˇlanki niso javno do-
stopni, kar onemogocˇa splosˇen dostop do algoritmov, ki so v njih vsebovani.
Poleg tega vizualizacije niso poenotene, saj razlicˇni avtorji prispevkov vi-
zualizacije tudi razlicˇno oblikujejo. Obstojecˇih algoritmov ni mozˇno urejati
oziroma posodabljati, prav tako pa ni mozˇno dodajati lastnih algoritmov.
2.2.2 Platforma The Medical Algorithm Project (ME-
DAL)
The Medical Algorithm Project [5] je drugi primer spletne platforme za de-
ljenje medicinskih algoritmov. Algoritmi so predstavljeni v obliki interak-
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tivnega vprasˇalnika (primer take vizualizacije prikazuje slika 2.2) ali pa kot
spletni kalkulatorji. Oba nacˇina predstavitve imata skupno pomanjkljivost,
saj uporabnik dejanskega algorima ne vidi. Uporabnik lahko spremlja le
vstopne parametre algoritma ter koncˇni rezultat.
Slika 2.2: Primer medicinskega algoritma iz strani [6] projekta MEDAL.
Pomankljivost te platforme je tudi v tem, da se mora uporabnik registri-
rati in prijaviti, cˇe zˇeli dostopati do algoritmov. Med drugim je platforma
v procesu uvajanja licenc, kar pomeni, da dolocˇene funkcionalnosti v blizˇnji
prihodnosti ne bodo vecˇ brezplacˇne. Kot v prvem primeru tudi tu obicˇajni
uporabniki ne morejo prispevati svojih algoritmov, niti ne morejo posoda-
bljati obstojecˇih.
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2.3 Dobre prakse in problemi obstojecˇih plat-
form
Iz prejˇsnjih dveh primerov lahko vidimo, da imajo dolocˇene metode vizuali-
zacije in deljenja medicinskih algoritmov slabosti, ki pa bi jih lahko odpravili
z vzpostavitvijo lastne platforme. Platforme omogocˇajo dostop do vsebin z
ali brez postopka registracije. V kolikor je algoritem po vsebini dovolj pre-
prost ali celo namenjen uporabi za sˇirsˇo javnost, je dostop preko obveznega
postopka registracije negativna lastnost. Zagotovo pa je potrebno strokovno
zahtevnejˇse ali morda celo avtorske vsebine omejiti na uporabnike, ki izvedejo
postopek registracije.
Vizualno je algoritem najbolje predstaviti s pomocˇjo diagrama poteka,
saj so tako vsi koraki algoritma jasno in nedvoumno prikazani. Pri taksˇnih
vizualizacijah je potrebno omejiti prikazano kolicˇino besedila, saj lahko zaradi
visoke gostote in pomanjkanja prostora algoritem hitro postane nejasen.
Dinamicˇne vizualizacije algoritmov so bolj pregledne in informativne ter
nudijo veliko vecˇ funkcionalnosti kot staticˇne vizualizacije. Med drugim mo-
ramo biti pozorni na to, da algoritme oblikujemo in vizualiziramo v eno-
tnem formatu, saj s tem pripomoremo k bolj informativnim in razumljivim
odlocˇitvam, ki jih sklepamo na podlagi vizualiziranih algoritmov. Dinamicˇne
in po formatu poenotene vizualizacije je tudi precej lazˇje dodajati, spre-
minjati in hraniti znotraj istega vira. Dodajanje algoritmov pri obstojecˇih
platformah za navadne uporabnike ni mozˇno. Algoritme lahko urejajo le
odgovorni uredniki. Zazˇeleno je, da bi lahko algoritme dodajali vsi uporab-
niki. Preden bi taki algoritmi bili vidni splosˇni javnosti pa bi morali iti skozi




Predlagana platforma naj bi omogocˇala preprost nacˇin za izgradnjo vizuali-
zacij medicinskih algoritmov. Te vizualizacije naj bi bile v dolocˇenem obsegu
prosto dostopne sˇirsˇi javnosti, dolocˇen del pa bi bil namenjen le registrira-
nim uporabnikom. Platforma naj bi posledicˇno zajemala tudi registracijski
postopek za uporabnika. Vizualizacije naj bi bile hranjene v poenotenem for-
matu ter tako tudi predstavljene. Vizualizacije bi morale biti dinamicˇne, da
bi nad njimi lahko izvajali razlicˇne funkcionalnosti. Platforma naj bi o vizu-
alizacijah hranila tudi dolocˇene podatke, kot so na primer ime, opis in namen
algoritma. Omogocˇen naj bi bil sistem potrjevanja oblikovanih algoritmov s
strani pooblasˇcˇenega uporabnika.
Pred zacˇetkom implementacije nove platforme je bilo potrebno skrbno
preucˇiti hibe ter izlusˇcˇiti pozitivne lastnosti obstojecˇih platform. Platforma
mora biti razdeljena na dva segmenta. Prvi segment je dostopen javnosti, to-
rej vsakemu neregistriranemu uporabniku. Nuditi mora vpogled v javno do-
stopne vizualizacije ter enostaven pregled teh vizualizacij. Omogocˇati mora
tudi postopek registracije na uporabnikovo zˇeljo. Drugi segment platforme je
namenjen registriranim uporabnikom. Omogocˇati jim mora preprost nacˇin za
dodajanje vizualizacij medicinskih algoritmov, urejanje algoritmov, pregled
obstojecˇih algoritmov, administrativnim uporabnikom pa mora omogocˇati
tudi urejanje uporabniˇskih pravic ostalih uporabnikov. Registrirani uporab-
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niki morajo imeti dolocˇene uporabniˇske pravice, ki jim omogocˇajo upravljanje
z razlicˇnimi deli platforme.
Vizualizacije algoritmov morajo biti izvedene s pomocˇjo diagramov po-
teka. Uporabnik mora imeti na voljo preprosto orodje, ki omogocˇa gradnjo
taksˇnih diagramov. Koncˇna vizualizacija mora biti dinamicˇna, kar pomeni,
da lahko nad njo vrsˇimo razne funkcionalnosti, ki pripomorejo k boljˇsemu
prenosu informacij.
3.1 Opis uporabljenih tehnologij
Danes poznamo zˇe vrsto razlicˇnih nacˇinov oblikovanja, izgradnje ter vzdrzˇevanja
spletnih platform. Vsak dan lahko opazimo novosti na podrocˇju spletnih
tehnologij, ki jih moramo pozorno spremljati, saj nam precej olajˇsajo delo
in nam omogocˇajo dodajanje novih funkcionalnosti, hkrati pa uporabniku
nudijo boljˇso uporabniˇsko izkusˇnjo. Za izdelavo predlagane platforme je bilo
potrebno uporabiti veliko razlicˇnih spletnih tehnologij, knjizˇnic in orodij.
Vse uporabljene komponente izdelane platforme so odprtokodne in prosto
dostopne na spletu.
3.1.1 Spletni strezˇnik Apache
Apache je brezplacˇen in odprtokoden spletni strezˇnik za deljenje spletnih
strani [7]. Zˇe od leta 1996 predstavlja najbolj popularen strezˇnik HTTP.
Njegov razvoj podpira odprta skupnost razvijalcev Apache Software Foun-
dation, ki stremi k temu, da strezˇnik neprestano posodablja in mu dodaja
novejˇsim tehnologijam primerne funkcionalnosti. Prav tako skrbijo, da je
strezˇnik skladen z novimi razlicˇicami protokola HTTP.
3.1.2 PHP
Odprtokodni programski jezik PHP (angl. Hypertext Preprocessor) se upora-
blja za strezˇniˇsko obdelovanje oziroma razvoj dinamicˇnih spletnih vsebin [8].
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Koncˇni uporabniki spletnih strani jezika PHP ne zaznajo, saj se v celoti
izvaja na strezˇniku, vidni pa so rezultati njegovega delovanja. S pomocˇjo
programskega jezika PHP lahko vzpostavimo povezavo s podatkovno bazo.
3.1.3 Podatkovna baza MySQL
Odprtokodna implementacija relacijske podatkovne baze MySQL predstavlja
sistem za upravljanje s podatkovnimi bazami [9]. Za delo s podatki uporablja
jezik SQL. Je prenosljiva med operacijskimi sistemi in zaradi vecˇopravilnosti
bistvenih programskih niti mrezˇe tudi zelo ucˇinkovita. Kot je za relacijske
podatkovne baze znacˇilno, se podatki shranjujejo v tabele, kjer vrstice pred-
stavljajo podatkovne vnose, stolpci pa predstavljajo atribute vnosov.
3.1.4 MVC
Prezentacijski razvijalski vzorec Model-Pogled-Krmilnik (angl. Model-View-
Controller) je eden izmed pogosteje uporabljenih razvijalskih vzorcev sple-
tnih aplikacij. Vzpostavljen je bil v 70. letih prejˇsnjega stoletja. Predstavlja
osnovo za vse ostale razvijalske vzorce, njegov namen pa je jasno locˇiti za-
dolzˇitve posameznega sloja glede na to, kaj kateri sloj pocˇne. Model oskrbuje
pogled s podatki, lahko pa vsebuje tudi podatkovno logiko. Pogled je pre-
dloga formata HTML, ki pridobi podatke od modela. Pogled je omejen na
prikazovanje in zajemanje podatkov. Krmilnik koordinira model s pogledom,
zadolzˇen je za kontroliranje toka dogodkov in orkestracijo danega procesa za
dano akcijo - glej sliko 3.1 [10].
3.1.5 HTML 5
Oznacˇevalni jezik HTML (angl. Hyper Text Markup Language) je namenjen
izdelavi spletnih strani v obliki, ki se prikazˇe koncˇnemu uporabniku. Struk-
turno je jezik sestavljen iz znacˇkovnih parov, ki dolocˇajo elemente. Vsaka
znacˇka ima tako zacˇetno in koncˇno znacˇko, vmes pa lahko vpisujemo poljubno
besedilo ali pa gnezdimo druge znacˇke. Trenutna standardizirana razlicˇica, ki
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Slika 3.1: Delovanje prezentacijskega razvijalskega vzorca MVC.
omogocˇa preprostejˇso prikazovanje novejˇsih multimedijskih vsebin ter ostalih
naprednih funkcionalnosti, je HTML 5.2. HTML 5.2 podpira tudi moderne
API-je kot na primer geo lokacijo, zgodovino brskanja in nalaganje ter branje
uporabnikovih lokalnih datotek [11].
3.1.6 CSS
Kaskadne stilske predloge CSS (angl. Cascading Style Sheets) so predloge, ki
preko preprostega slogovnega jezika skrbijo za prezentacijo spletnih strani.
Uporabljamo jih za definicijo stila dokumentov HTML v obliki pravil, ki
definirajo prikaz elementov HTML na spletni strani. Preko predlog CSS
lahko elementom spreminjamo barvo, obliko, velikost, odmike, postavitev na
strani in mnogo drugih atributov. Predloge CSS so bile razvite z namenom,
da se struktura strani, ki jo podaja jezik HTML, locˇi od njene predstavitve,
za katero skrbijo predloge CSS [12].
Bootstrap
Brezplacˇna in odprtokodna knjizˇnica Bootstrap temelji na kaskadnih stilskih
predlogah CSS in oznacˇevalnemu jeziku HTML [13]. Namenjena je obliko-
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vanju cˇelnega dela spletne aplikacije s pomocˇjo predpripravljenih predlog, ki
urejajo izgled raznih elementov ter njihove postavitve. Med pomembnejˇse
lastnosti knjizˇnice Bootstrap sodi odziven spletni dizajn, ki omogocˇa, da se
elementi HTML prilagajajo velikosti zaslona uporabnikove naprave. S tem
omogocˇimo boljˇso uporabniˇsko izkusˇnjo na razlicˇnih napravah.
3.1.7 JavaScript
Skriptni jezik JS (angl. JavaScript) je odprtokodni, visokonivojski, inter-
pretiran in sˇibko tipiziran jezik za ustvarjanje dinamicˇnih in interaktivnih
spletnih strani. Razvit je neodvisno od programskega jezika Java, vendar si
z njim deli sˇtevilne lastnosti in strukture. JavaScript lahko sodeluje s kodo
HTML in s tem dinamicˇno ureja njene elemente, lahko pa spreminja tudi atri-
bute predlog CSS. Preko posebne znacˇke lahko jezik JavaScript vgnezdimo
tudi v dokument HTML. Jezik JavaScript se vecˇinoma uporablja oziroma
izvaja v spletnih brskalnikih na strani odjemalca, najdemo pa ga tudi na
strezˇniˇski strani v spletnih strezˇnikih in podatkovnih bazah.
jQuery
Knjizˇnica jQuery je brezplacˇna in odprtokodna knjizˇnica skriptnega jezika
JavaScript [14]. Namenjena je poenostavitvi uporabe skriptnega jezika Java-
Script na strani odjemalca. Vsebuje vnaprej napisane funkcije Javascript, kar
pomeni, da nam uporaba te knjizˇnice omogocˇa dosecˇi boljˇse rezultate z manj
programske kode. S pomocˇjo knjizˇnice jQuery lahko lazˇje navigiramo po
spletnih straneh, izbiramo elemente spletne strani z uporabo objekta DOM
(angl. Document object model), ustvarjamo animacije, urejamo odzive na
dogodke ter ustvarjamo aplikacije AJAX.
Raphae¨l.js
Knjizˇnica Raphae¨l je majhna razsˇiritev skriptnega jezika JavaScript [15]. Na-
menjena je delu z vektorskimi spletnimi grafikami. Preko preprostega nabora
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ukazov omogocˇa dodajanje in spreminjanje vektorskih gradnikov, ki so za-
pisani v formatu SVG ali formatu VML. Vsebovalnik vektorskih gradnikov
je element knjizˇnice Raphae¨l.js imenovan platno (angl. canvas). Gradni-
kom lahko dodajamo odzivnike na dogodke ter s tem ustvarimo interaktivne
vektorske grafike. S pomocˇjo knjizˇnice Raphae¨l lahko ustvarjamo tudi na-
prednejˇse animacije.
Notify.js
Vticˇnik Notify.js je razsˇiritev knjizˇnice jQuery [16]. Omogocˇa preprosta in
prilagodljiva obvestila, ki se sprozˇajo ob razlicˇnih dogodkih ali pa so vezana
na elemente HTML.
3.1.8 AJAX
Set spletnih razvijalskih tehnik AJAX (angl. Asynchronous JavaScript And
XML) izrablja funkcionalnosti mnogih spletnih tehnologij za kreiranje asin-
hronih spletnih aplikacij. Izvaja se na strani odjemalca. Tehnologija AJAX
nam omogocˇa pridobivanje podatkov s strezˇnika ter njihovo prikazovanje na
spletni strani, ne da bi morali to spletno stran ponovno nalozˇiti. Tehnologija
AJAX podpira tudi asinhrono posˇiljanje podatkov na strezˇnik. Asinhronost
dosezˇe preko posebnih zahtevkov XMLHttpRequest, ki jih s pomocˇjo jezika
JavaScript v ozadju posˇilja na strezˇnik. Zahtevki XMLHttpRequest so lahko
zapisani v formatu XML ali formatu JSON, kar je bolj pogosto. Tehnologija
AJAX izboljˇsa uporabniˇsko izkusˇnjo, saj za prikaz novih podatkov strani ni
potrebno ponovno nalagati.
3.1.9 Format JSON
Format datotek JSON (angl. JavaScriptObjectNotation) uporablja zapis v
naravnem jeziku oblike kljucˇ in vrednost za prenos podatkovnih objektov.
Najvecˇkrat se uporablja kot format v zahtevkih XMLHttpRequest tehnolo-
gije AJAX in kot format za shranjevanje objektov.
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3.1.10 Format SVG
Format SVG (angl. Scalable Vector Graphics) je slikovni format, ki temelji
na jeziku XML. Uporablja se za prikazovanje dvodimenzionalih vektorskih
slik. Ker temelji na jeziku XML, lahko posamezne elemente slike SVG na-
slavljamo, iˇscˇemo in stiskamo. Slike SVG je mozˇno urejati s pomocˇjo ureje-
valnika besedil ali s pomocˇjo specializirane programske opreme za risanje.
3.1.11 Format PNG
Slikovni format PNG (angl. Portable Network Graphics) je relativno nov
in nepatentiran format rastrskih slik. Razvit je bil z namenom posˇiljanja
slik preko spleta, zato podpira samo barvne prostore RGB. Podpira tudi
brezizgubno kompresijo podatkov.
3.1.12 Git
Tehnologija Git je sistem za nadzor in upravljanje z izvorno kodo. Preko
belezˇenja oddanih razlicˇic omogocˇa povrnitev trenutnega stanja na starejˇso
razlicˇico. Podpira resˇevanje konfliktov, ki nastanejo ob sokratnem spreminja-
nju datotek. S pomocˇjo tehnologije Git lahko hitreje razvijamo potek dela,
ohranjamo integriteto podatkov ter nudimo distribuirano podporo nelinear-
nim potekom dela.
3.2 Opis strukture platforme
3.2.1 Model platforme
Platforma je zgrajena po modelu odjemalec-strezˇnik. Na strani odjemalca
je platforma dostopna preko spletnega brskalnika, kar omogocˇa neposredno
mozˇnost uporabe aplikacije brez potrebe po dodatnih predhodnih namesti-
tvah programske ali strojne opreme. Uporabnik s pomocˇjo spletnega brskal-
nika in vmesnih protokolov, predvsem zahtevka GET in POST protokola
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HTTP, preko spleta operira s podatki, ki so na strezˇniku Apache. Strezˇniˇski
del platforme je zgrajen na podlagi paradigme MVC, ki omogocˇa jasno in
ucˇinkovito strukturo ter preprost dostop do podatkov in strezˇniˇske funkcio-
nalnosti platforme. Strezˇniˇski del ima preko razreda PDO (angl. PHP Data
Object) dostop do podatkovne baze MySQL, ki se nahaja na istem gostitelj-
skem sistemu kot strezˇnik.
3.2.2 Podatkovna baza
Podatkovna baza je zgrajena iz sˇestih tabel. Tabela ’user’ hrani osebne po-
datke o uporabniku, tabela ’user-profile’ hrani podatke o uporabniˇskem pro-
filu in uporabniˇskih pravicah, taleba ’user-confirm’ pa hrani potrditveni kljucˇ
za zakljucˇek postopka registracije uporabnika. Tabela ’graph’ hrani vizualiza-
cije algoritmov ter njihove metapodatke, tabela ’graph-edits’ hrani evidenco
sprememb algoritmov, tabela ’graph-curation’ pa hrani zahtevke za kuracijo
algoritmov. Relacijske povezave med tabelami so prikazane na sliki 3.2.
Slika 3.2: Podatkovna baza platforme.
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3.2.3 Neregistriran uporabnik
Na strani odjemalca je platforma razdeljena na dva segmenta. Prvi segment
je namenjen neregistriranemu uporabniku. Na domacˇi strani se na vrhu
strani nahaja navigacijska vrstica s povezavami do strani za izpis seznama
medicinskih algoritmov, strani za registracijo in strani za prijavo v platformo.
Na skrajni levi strani navigacijske vrstice je logotip platforme, ki je hkrati
tudi povezava na domacˇo stran. Na sredini telesa strani so povezave do strani
za prikaz podrobnega predstavitvenega opisa platforme, seznama medicinskih
algoritmov ter povezava do strani za diagnosticiranje bolnikov, ki pa ni del
te diplomske naloge. Domacˇa stran je prikazana na sliki 3.3.
Slika 3.3: Domacˇa stran platforme.
Na strani za prikaz opisa platforme je predstavljen namen razvoja plat-
forme, zastavljeni cilji ter dosezˇeni rezultati. Na strani za izpis seznama
medicinskih algoritmov prikazanega na sliki 3.4 se neregistriranemu uporab-
niku izpiˇsejo vsi algoritmi, ki so namenjeni javnemu dostopu. Uporabnik
ima mozˇnost filtriranja algoritmov preko vecˇnivojskega filtra za iskanje po
tabeli. Filter ni izkljucˇujocˇ, kar pomeni da lahko algoritme iˇscˇemo na pod-
lagi razlicˇnih parametrov.
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Slika 3.4: Izpis seznama medicinskih algoritmov.
Na strani za registracijo lahko neregistrirani uporabnik izpolni prikazan
obrazec. Obrazec vsebuje vnosna polja za ime, priimek, e-posˇtni naslov ter
geslo in ponovitev gesla. Po koncˇanem izpolnjevanju obrazca, posˇlje plat-
forma uporabniku potrditveno e-posˇto ter preusmeri uporabnika na stran
za ponovni vnos e-posˇtnega naslova. Stran za registracijo je prikazana na
sliki 3.5.
Slika 3.5: Stran za registracijo.
3.2.4 Registriran uporabnik
Registriran uporabnik se lahko na strani za prijavo v sistem prijavi z e-
posˇtnim naslovom in geslom. Drugi segment platforme predstavlja funkcio-
nalnosti, ki so na voljo registriranemu in prijavljenemu uporabniku.
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Uporabniˇske pravice
Vsak registriran uporabnik ima dolocˇene uporabniˇske pravice. Te pravice
lahko spreminja le administrator platforme, ki ima v ta namen prav tako
dolocˇeno uporabniˇsko pravico. Uporabniˇskih pravic je sˇest. Hranijo se v
podatkovni bazi, podrobneje v tabeli ’user-profile’. Vsaka omogocˇa izvajanje
dolocˇenih funkcionalnosti znotraj platforme. Pravica ’read’ omogocˇa pregle-
dovanje objavljenih algoritmov. Pravica ’add’ omogocˇa gradnjo in dodajanje
novih vizualizacij algoritmov. Pravica ’edit’ omogocˇa spreminjanje obstojecˇih
algoritmov. Pravica ’delete’ omogocˇa brisanje obstojecˇih algoritmov. Pra-
vica ’curate’ omogocˇa potrditev ali zavrnitev prosˇnje za kuracijo algoritma.
Pravica ’admin’ omogocˇa urejanje uporabniˇskih pravic ostalih uporabnikov,
ne omogocˇa pa dostopa do ostalih funkcionalnosti.
Orodje za gradnjo vizualizacij
Prijavljenemu uporabniku, ki ima uporabniˇsko pravico ’add’, se v navigacijski
vrstici izpiˇse povezava do strani za gradnjo vizualizacij ’create algorithm’.
Taksˇna povezava je vsebovana tudi v telesu domacˇe strani. Stran za gradnjo
vizualizacij je sestavljena iz treh komponent (glej sliko 3.6). Na levi strani
se nahaja orodna vrstica (angl. toolbar), na sredini je glavno platno ter na
desni strani okno z nastavitvami (angl. settings).
Slika 3.6: Stran za gradnjo vizualizacij.
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Orodna vrstica vsebuje osnovne elemente za gradnjo vizualizacij. Struk-
turna elementa sta osnovno vozliˇscˇe, ki je predstavljeno s pravokotnikom,
in odlocˇitveno vozliˇscˇe, ki je predstavljeno z rombom. V orodni vrstici se
nahaja sˇe gumb za povezovanje elementov, gumb za brisanje povezav, gumb
za brisanje elementov ter gumb za shranjevanje vizualizacije, ki odpre pogo-
vorno okno za vnos metapodatkov algoritma. Centralno platno je polje, kjer
se gradijo algoritmi s pomocˇjo elementov iz orodne vrstice. Velikost platna
je 3000 × 3000 slikovnih tocˇk. Za ozadje platna je nastavljena mrezˇa, ki
omogocˇa lazˇjo poravnavo elementov na platnu. Okno z nastavitvami vsebuje
atribute elementov, ki se nahajajo na platnu. Ti atributi so kratek opis, dolg
opis, barva ter skrivanje barve. V nastavitvenem oknu se nahajata sˇe gumb
za pomocˇ in gumb za shranjevanje vsebine platna v slikovnem formatu PNG.
Filter za iskanje algoritmov in pregledovalnik vizualizacij
Prijavljen uporabnik, ki ima nastavljeno uporabniˇsko pravico ’view’, lahko
preko povezave ’list of algorithms’ dostopa do seznama, kjer se mu v tabeli
izpiˇsejo vsi vnesˇeni algoritmi. Prikazani podatki o algoritmih so identifika-
cijska sˇtevilka algoritma, avtor algoritma, stanje kuracije, namen algoritma,
tip algoritma, datum izgradnje algoritma ter gumbi za pregled, urejanje ali
brisanje algoritma, ki so seveda prikazani le, cˇe ima uporabnik nastavljene
ustrezne uporabniˇske pravice. Nad tabelo se nahaja polje z iskalnimi filtri.
Prvi del filtra je namenjen besedilnemu iskanju imen algoritmov, vsebuje pa
tudi potrditveno polje za prikazovanje algoritmov, ki so bili preko postopka
kuracije potrjeni. Drugi del filtra dolocˇa prikazovanje algoritmov glede na
njihov namen. Tretji del filtra prikazˇe algoritme, ki so dolocˇenega tipa. Fil-
ter ni izkljucˇujocˇ, kar pomeni, da se koncˇni rezultat prikazˇe na podlagi vseh
treh delov filtra. Filter si lahko predstavljamo kot cevovod, ki ima tri dele.
Vsak del izlocˇi dolocˇene algoritme in ostale posˇlje do naslednjega dela.
Uporabnik, ki ima nastavljeno uporabniˇsko pravico ’view’, lahko v ta-
beli algoritmov izbere pogled dolocˇenega algoritma. Izvede se preusmeritev
na pregledovalnik algoritmov, kjer se algoritem nalozˇi na osnovno platno.
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Uporabnik tukaj algoritmov ne more urejati, lahko pa uporablja dolocˇene in-
teraktivne funkcionalnosti algoritmov, ki jih nudi platforma. Na desni strani
prikazovalnika ima uporabnik prikazane sˇe vse ostale algoritme, tako da lahko
menja prikazan algoritem, ne da bi pred tem moral zapustiti prikazovalnik.
Uporabniˇski profil
Na desni strani navigacijske vrstice se nahaja ime prijavljenega uporabnika
ter spustni seznam, ki vsebuje sliko uporabniˇskega profila, ime in priimek
uporabnika, uporabnikov e-posˇtni naslov, povezavo do uporabnikovega upo-
rabniˇskega profila in gumb za odjavo iz sistema. Uporabniˇski profil je stran,
kjer se uporabniku izpiˇsejo njegovi podatki, torej ime in priimek, e-posˇtni
naslov s katerim je registriran, podrocˇje delovanja ter uporabniˇske pravice.
Na levi strani je prikazana profilna slika uporabnika. Uporabnik lahko s kli-
kom na gumb ’edit’ uredi svoje podatke ali pa nalozˇi novo uporabniˇsko sliko.
Uporabniˇski profil je prikazan na sliki 3.7.
Slika 3.7: Stran uporabniˇskega profila.
Urejanje uporabniˇskih pravic
Uporabnik z uporabniˇsko pravico ’admin’ ima dostop do nadzorne plosˇcˇe, kjer
lahko ureja uporabniˇske pravice ostalih uporabnikov. V tabeli ima prikazane
vse uporabnike urejene po padajocˇem abecednem vrstnem redu. Ob kliku na
gumb ’edit’ lahko za posameznega uporabnika spremeni uporabniˇske pravice,
ki jih nato shrani ob kliku na gumb ’save’ v vrstici tega uporabnika. Pri-
javljeni administrativni uporabnik ne more spreminjati svojih uporabniˇskih
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pravic. S tem zagotovimo, da ima sistem vsaj enega uporabnika z upo-
rabniˇsko pravico ’admin’.
Potrjevanje algoritmov
Dolocˇeni uporabniki imajo nastavljeno uporabniˇsko pravico ’curate’, ki jim
omogocˇa kuriranje algoritmov. V navigacijski vrstici imajo povezavo do
strani za urejanje kuracij, poleg povezave pa se dinamicˇno izpisuje sˇe sˇtevilo
odprtih zahtevkov za kuracijo. Na strani za kuriranje se uporabniku v tabeli
izpiˇsejo posamezni zahtevki. Vsak zahtevek vsebuje identifikacijsko sˇtevilko
algoritma, ime algoritma, ime avtorja zahtevka, datum nastanka zahtevka,
status zahtevka, odgovorni urednik zahtevka ter gumba za ogled algoritma
in odziva na kuracijski zahtevek. Vsak kurator se lahko odzove na vse ku-
racijske zahtevke. Zahtevek lahko odobri ali zavrne, odlocˇitev pa pojasni
v odzivu na zahtevek. Po zakljucˇenem urejanju zahtevka je avtor zahtevka
preko e-posˇte obvesˇcˇen o spremenjenem statusu zahtevka.
3.3 Implementacija platforme
3.3.1 Postavitev razvojnega okolja
Prva naloga implementacije platforme je bila priprava razvojnega okolja. Na
operacijski sistem Windows 10 smo namestili brezplacˇni, odprtokodni pa-
ket XAMPP, ki vsebuje skupek odprtokodne programske opreme. Paket
XAMPP sestavlja spletni strezˇnik Apache, podatkovna baza MySQL ter pro-
gramski jezik PHP. Namestili smo tudi integrirano razvojno okolje JetBrains
PhpStorm 2018, ki nudi podporo programskim jezikom PHP, HTML, Java-
Script ter CSS. Omogocˇa tudi sinhronizacijo s podatkovno bazo. Na spletnem
poratalu GitHub smo inicializirali nov repozitorij za nalaganje in spremljanje
sprememb programske kode.
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3.3.2 Implementacija modela MVC
Za osnovni model MVC nismo izbrali nobenega obstojecˇega ogrodja, zato
smo model MVC ustvarili sami. Najprej smo izdelali hierarhicˇno strukturo
direktorijev. Dodali smo direktorije za jedro aplikacije, krmilnike, poglede,
modele, podatkovno bazo ter ostale vire. Nato smo napisali jedro platforme,
ki omogocˇa navigacijo po drevesni strukturi na podlagi prejetega naslova
URL, ter osnovni razred
”
Kontroler“. S pomocˇjo datoteke
”
.htaccess“ smo
omejili dostop do jedra aplikacije preko brskalnika. Izdelali smo razsˇiritev
razreda
”
Kontroler“ za dostop do domacˇe strani ter osnovni pogled domacˇe
strani. Osnovno postavitev domacˇe strani smo oblikovali z jezikoma HTML
in CSS ter knjizˇnico Bootstrap. Ustvarili smo navigacijsko vrstico, levi in
desni stranski razdelek ter osrednje telo strani. Vse elemente smo napolnili
z zacˇasno vsebino, ki smo jo kasneje nadomestili z ustreznimi slikami ter
povezavami za navigiranje po platformi.
3.3.3 Postavitev podatkovne baze
S pomocˇjo brezplacˇne spletne programske opreme phpMyAdmin smo ustva-
rili novo podatkovno zbirko. Dolocˇili smo pravice za dostop do podatkovne
zbirke ter ustvarili prazno tabelo za testiranje dostopa. Za povezovanje s
podatkovno bazo smo uporabili razred PDO (angl. PHP Data Object), ki
predstavlja konsistencˇen vmesnik za dostop do podatkovne baze. Razredu
PDO smo nastavili parametre za avtentikacijo ter ustrezen gonilnik za po-
datkovno bazo MySQL. V vsakem trenutku lahko obstaja samo eno instanca
razreda PDO. S tem smo omogocˇili le eno odprto povezavo do podatkovne
baze in boljˇsi izkoristek virov na strezˇniku. Nastavili smo persistencˇne pove-
zave do podatkovne baze, kar prav tako izboljˇsa delovanje platforme.
3.3.4 Izdelava sistema za registracijo in prijavo
Na strezˇniku smo izdelali nov krmilnik za usmerjanje na strani, povezane s
postopkom registracije. Dodali smo osnovni pogled za registracijo, ki vsebuje
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obrazec za vnos uporabniˇskih podatkov. Obrazec sestavljajo polja za vnos
imena, priimka, e-posˇtnega naslova, gesla, ponovitve gesla ter spustni seznam
za izbiro podrocˇja delovanja. Platforma preko zahtevka POST vnesˇene po-
datke dostavi do krmilnika za registracijo. Na strezˇniku smo uredili validacijo
uporabniˇskih vnosov ter dodali ustrezne odgovore na nepravilno izpolnjen
obrazec. Strezˇnik v primeru napak vnosa uporabnika preusmeri nazaj na
osnovno stran za registracijo ter mu izpiˇse obvestilo. Krmilniku za registra-
cijo smo dodali funkcionalnost posˇiljanja e-posˇte na uporabnikov e-posˇtni
naslov. V podatkovni bazi smo ustvarili tabelo
”
user“, ki hrani uporabni-
kove podatke. Ustvarili smo sˇe tabelo
”
user-profile“, ki hrani podatke o upo-
rabniˇskem profilu ter tabelo
”
user-confirm“, ki hrani kljucˇ za aktivacijo upo-
rabniˇskega racˇuna. Dodali smo pogled za potrditev aktivacije uporabniˇskega
racˇuna ter vnosno polje za ponoven vnos uporabnikovega e-posˇtnega naslova.
V krmilniku smo dodali funkcijo za posˇiljanje potrditvene e-posˇte, ki vsebuje
unikaten kljucˇ za aktivacijo racˇuna. Dodali smo sˇe poizvedbo za posodobitev
atributa active v tabeli user.
Za prijavo v sistem smo dodali nov krmilnik ter pogled, ki vsebuje obrazec
za prijavo. Obrazec sestavljajo vnosna polja za uporabnikov e-posˇtni naslov,
geslo ter izbirno polje za ohranitev uporabnikovih podatkov za prijavo. Stran
za prijavo vidimo na sliki 3.8. Ohranjanje podatkov za prijavo smo omogocˇili
z uporabo piˇskotkov. Nastavili smo validacijo uporabnikovih vnosov z upo-
rabo funkcije htmlspecialchars ter odgovore na neuspesˇne prijave v sistem. V
navigacijsko vrstico smo dodali povezavi na stran za registracijo in stran za
prijavo. Ob uspesˇni prijavi v sistem smo uredili vzpostavitev seje, ki hrani
podatke o trenutno prijavljenem uporabniku ter njegove uporabniˇske pra-
vice. Prijavljenemu uporabniku smo iz navigacijske vrstice skrili povezavi do
strani za registracijo in prijavo ter s pomocˇjo seje onemogocˇili dostop do teh
dveh strani. Nastavili smo tudi preusmeritev na domacˇo stran. V navigacij-
sko vrstico prijavljenega uporabnika smo dodali spustni seznam, ki prikazuje
podatke o prijavljenem uporabniku ter gumb za odjavo iz platforme.
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Slika 3.8: Stran za prijavo v platformo.
3.3.5 Izdelava uporabniˇskega profila
Dodali smo krmilnik za navigiranje po straneh uporabniˇskega profila ter dva
pogleda uporabniˇskega profila. Prvi pogled prikazuje podatke o prijavljenem
uporabniku. Podatke smo prikazali v obliki tabele. Poleg tabele smo prika-
zali uporabnikovo profilno sliko. Nastavili smo privzeto profilno sliko, ki jo
lahko uporabnik nadomesti s svojo sliko. Na dno strani smo postavili gumb
s povezavo na pogled za urejanje profila. Drugi pogled omogocˇa spreminja-
nje uporabniˇskih podatkov. Vnosna polja so vmesˇcˇena v tabelo, s tem smo
ohranili konsistencˇnost izgleda strani. Omogocˇili smo spreminjanje imena,
priimka ter podrocˇja delovanja, ne pa tudi e-posˇtnega naslova, ker je upo-
rabljen kot unikatni identifikator uporabnika. Pod sliko smo postavili gumb
za nalaganje nove profilne slike. Gumb je preko unikatnega identifikatorja
in knjizˇnice jQuery vezan na dogodek, ki v locˇeni datoteki JavaScript sprozˇi
izbiro in nalaganje nove slike. V spustni seznam navigacijske vrstice smo
dodali uporabnikovo profilno sliko ter gumb s povezavo do uporabniˇskega
profila.
3.3.6 Izdelava orodja za gradnjo vizualizacij
Ustvarili smo krmilnik ter pogled orodja za gradnjo vizualizacij. V naviga-
cijsko vrstico smo dodali povezavo na osnovni pogled. Stran smo razdelili na
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tri segmente. Na levo smo postavili vsebovalnik za
”
orodno vrstico“ (angl.
toolbar), na sredini smo inicializirali vsebovalnik za glavno platno (angl. can-









poteg vsebine znacˇke na platno. V znacˇko
”




<svg>“ pa smo dodali osnovni gradnik vizualizacij
”
pro-
ces“, ki je ponazorjen s pravokotnikom. Identicˇen postopek smo ponovili za
gradnik
”
odlocˇitveno vozliˇscˇe“, ki ga ponazarja romb. Obema elementoma
smo nastavili tudi identifikator ter omogocˇili poteg z atributom draggable.
Elementoma smo pripojili tudi rokovalnik dogodkov za dogodek ondragstart,
ki ob pricˇetku potega elementa v atribut dataTransfer doda unikatni iden-
tifikator elementa. Orodni vrstici smo dodali sˇe pet namenskih gumbov.
Prvi gumb ustvari povezavo med dvema elementoma na platnu. Drugi gumb
zbriˇse povezavo med dvema elementoma na platnu. Tretji gumb zbriˇse ele-
ment iz platna. Cˇetrti gumb prikazˇe pogovorno okno za shranjevanje algo-
ritma. Peti gumb sprozˇi prenos vsebine platna v slikovnem formatu PNG.
Za pretvorbo platna v slikovni format PNG smo v orodno vrstico dodali
skrito platno in vsebovalnik za sliko formata PNG. Dodali smo tudi skripto
Raphae¨l.Export [17], ki skrbi za pretvorbo iz formata Raphae¨l.paper v format
PNG.
Nastavitvena vrstica je namenjena spreminjanju atributov posameznih
elementov na platnu. Vsak element na platnu ima definirane lastne vredno-
sti, ki se prikazˇejo v vnosnih oziroma izbirnih poljih nastavitvene vrstice.
V nastavitveno vrstico smo dodali dve vnosni polji za besedilo. V prvem
polju smo sˇtevilo besedilnih znakov omejili na 100. V drugo polje smo do-
dali znacˇko
”
<pre>“, ki ohranja format besedila. Drugemu vnosnemu polju
nismo omejili sˇtevila znakov. Pod vnosnimi polji za besedilo smo dodali po-
govorno okno za izbiro barve, potrditveno polje za dodajanje atributa hide
in gumb, ki prikazˇe pogovorno okno z vsebino za pomocˇ uporabniku. Vsa
vnosna polja smo nastavili tako, da so ob prihodu na stran onemogocˇena.
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Po postavitvi orodne in nastavitvene vrstice smo na spletu poiskali knjizˇnico
JavaScript, ki omogocˇa interaktivno gradnjo grafik SVG. Nasˇli smo knjizˇnico
Raphae¨l.js, ki je dobro dokumentirana in vsebuje velik nabor funkcional-
nosti. Knjizˇnico smo prenesli v direktorij za vire ter uvozili v pogled za
gradnjo vizualizacij. V vsebovalniku glavnega platna smo ustvarili instanco
Raphae¨lovega platna. Dimenzije smo dolocˇili na 3000 × 3000 slikovnih tocˇk.
Ker je platno segalo izven okvirjev vsebovalnika, smo vsebovalnik prilagodili
tako, da smo mu v datoteki main.css dodali dva drsnika. En drsnik premika
pogled na platnu v smeri osi X, drugi pa v smeri osi Y. V predlogi CSS smo
platnu za ozadje nastavili mrezˇo. Na platno smo s pomocˇjo skripte Raphae¨l
Pan-Zoom Plugin [18] dodali funkcionalnost priblizˇevanja in oddaljevanja.
Na vsebovalnik platna smo pripojili rokovalnik dogodkov za dogodek on-
drop. Rokovalnik zazna dogodek, ko cˇez platno potegnemo element iz oro-
dne vrstice in ga spustimo na platno. Rokovalnik zabelezˇi tocˇne koordinate,
kjer smo element spustili ter zazna identifikator elementa, ki smo ga spustili
na platno. Preko zabelezˇenih koordinat in identifikatorja elementa lahko s
knjizˇnico Raphae¨l.js izriˇsemo element na platno.
Knjizˇnica Raphae¨l.js omogocˇa zdruzˇevanje elementov v mnozˇice (angl.
sets). Ob izrisu smo tako osnovnemu elementu dodali sˇe vecˇ drugih elemen-
tov, ki tvorijo mnozˇico. Raphae¨love mnozˇice so v jeziku JavaScript pred-
stavljene kot tabele, zato je pomembno na katero mesto v tabeli vstavimo
kateri element. Vsak inicializiran Raphae¨lov element ima dodeljen unika-
tni identifikator. S pomocˇjo funkcije canvas.getById (id) se lahko sklicu-
jemo na elemente katerih identifikatorje poznamo. Mnozˇice nimajo identi-
fikatorja, zato smo ustvarili navidezni identifikator oziroma sˇtevec ter ga s
pomocˇjo Raphae¨love funkcije element.data (key, value) zapisali v prvi ele-
ment mnozˇice, torej ali v pravokotnik ali v romb. Vse mnozˇice shranjujemo
v tabelo. Nahajajo se na indeksu, ki je bil enak vrednosti nasˇega sˇtevca
ob inicializaciji mnozˇice. Na podlagi identifikatorja elementa za izris smo




odlocˇitveno vozliˇscˇe“ dodamo Raphae¨lov besedilni
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element, ki hrani kratek opis vsebine elementa, elementu
”
proces“ pa smo
dodali sˇe dodaten podatkovni zapis element.data (”description”, ”default”),
ki hrani podroben opis vsebine elementa.
Knjizˇnica Raphae¨l.js podpira rokovalnike za razlicˇne dogodke. Elemen-





odlocˇitveno vozliˇscˇe“ imata ve-
zana rokovalnika mouseup in click. Tip dogodka shranimo v spremenljivko
dragging-set, ki definira kateri rokovalnik naj se odzove. Oba rokovalnika
najprej sprozˇita funkcijo setActive(this), ki oznacˇi element kot trenutno ak-
tiven. Funkcija elementu spremeni barvo obrobe na rdecˇo ter napolni nasta-
vitvena polja s podatki, ki jih hrani element. Rokovalnik mouseup se odziva
na dogodke potega elementa. Ob potegu elementa se sprozˇi funkcionalnost
premika celotne mnozˇice elementa. Klik na element
”
proces“ sprozˇi prikaz
pogovornega okna, kjer se izpiˇse elementov podatkovni zapis ”description”,
primer zapisa lahko vidimo na sliki 3.9. Besedilni elementi imajo vezane tri
rokovalnike. Prvi je rokovalnik za mouseover dogodek, ki povecˇa velikost
fonta. Drugi je rokovalnik za mouseout dogodek, ki velikost fonta zmanjˇsa.
Tretji rokovalnik je namenjen click dogodku. Rokovalnik nastavi kurzor na
konec besedila v prvo vnosno polje za besedilo v nastavitveni vrstici. Tudi na
platno smo vezali rokovalnik namenjen click dogodku. Ob kliku na prazen
del platna, torej del, kjer ni nobenega elementa, se active element ponastavi
na vrednost null, kar elementu spremeni obrobo nazaj na cˇrno. Ponasta-
vijo se tudi vnosna polja v nastavitveni vrstici. Rokovalnike dogodkov smo
dodali tudi vnosnim poljem nastavitvene vrstice. Ob spreminjanju besedila
vnosnega polja se dinamicˇno spreminja tudi besedilo v izbranem elementu,
za kar je odgovoren rokovalnik za onkeyup dogodek. Elementom gradnika
”
proces“ se sˇirina dinamicˇno prilagaja glede na sˇirino vsebovanega besedila.
Pogovorno okno za izbiro barve spremeni barvo polnila aktivnemu elementu.







+“ simbol smo vezali rokovalnik za click dogodek. Roko-
valnik sprozˇi rekurzivno skrivanje elementov, ki so enake barve kot element,
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ki je sprozˇil dogodek. Rokovalnik skrije tudi vhodne in izhodne povezave
skritih elementov. Funkcionalnost dodajanja povezav smo ustvarili tako, da
smo po kliku na gumb Add connection v posebno spremenljivko zabelezˇili,
da gre za dogodek dodajanja povezave. To spremenljivko smo nato dodali v
telo rokovalnika za click dogodek. Rokovalnik pocˇaka, da uporabnik izbere
dva razlicˇna elementa na platnu ter nato med njima ustvari povezavo. Ob
dodajanju povezav smo onemogocˇili odpiranje pogovornega okna za podro-
ben opis elementa. Brisanje povezave ali elementa deluje na enak nacˇin kot
dodajanje povezave, najprej je potrebno klikniti na ustrezen gumb ter nato
izbrati element na platnu.
Slika 3.9: Pogovorno okno dolgega opisa elementa.
Na gumb Help smo vezali odpiranje pogovornega okna za prikaz pomocˇi.
V pogovorno okno smo vnesli kratke opise elementov ter funkcionalnosti
orodja za gradnjo vizualizacij. Gumb Save odpre pogovorno okno za vnos
metapodatkov algoritma ter shranjevanje algoritma. V oknu se nahajajo
vnosna polja za ime ter opis algoritma, izbirni gumbi za dolocˇitev dosto-
pnosti in namena algoritma, izbirno polje za dolocˇitev vsebine algoritma ter
potrditveno polje za posˇiljanje potrditvenega zahtevka. Shranjevanje algo-
ritmov smo implementirali s pomocˇjo skripte Raphae¨l.JSON [19], ki objekte
na Raphae¨lovem platnu pretvori v format JSON. Elementom smo morali pri-
peti dodatne atribute, ki omogocˇajo uspesˇno povratno pretvorbo iz formata
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JSON. Algoritme in njihove metapodatke shranimo v podatkovno bazo v ta-
belo graph. S knjizˇnico Notify.js smo na strani omogocˇili prikaz informativnih
obvestil.
3.3.7 Prikaz, filtriranje in urejanje algoritmov
Za prikaz vseh algoritmov, ki so shranjeni v podatkovni bazi in so javno
dostopni, smo implementirali nov pogled in uporabili tabelo s stilskimi do-
datki knjizˇnice Bootstrap. V celice smo nastavili zapis podatkov o avtorju
algoritma, imenu algoritma, statusu potrditve, namenu ter tipu algoritma,
datumu nastanka in datumu zadnjih popravkov. Dodali smo sˇe gumbe za
pogled, urejanje in brisanje algoritma. Za pridobitev vseh podatkov smo
napisali zapleteno poizvedbo SQL, ki zdruzˇi podatke iz sˇtirih razlicˇnih tabel
podatkovne baze. Algoritmom, ki so zasebni in katerih lastnik je trenutno
prijavljen uporabnik, smo vrstice obarvali z rumeno barvo.
Za lazˇje iskanje algoritmov smo izdelali vecˇnivojski filter, ki si ga lahko
predstavljamo kot cevovod. Filter je napisan v jeziku JavaScript in dinamicˇno
prikazuje koncˇne rezultate, brez da bi posˇiljal poizvedbe na strezˇnik. Filter
v zanki preveri vsako vrstico tabele, cˇe izpolnjuje iskane kriterije. Prvi nivo
filtra predstavlja iskanje po imenu algoritma ter prikaz tistih algoritmov,
katerih status potrditve je odobren. Besedilni iskalnik preveri imena algorit-
mov v celicah in prikazˇe vrstico, cˇe celica vsebuje iskan podniz. Naslednji
nivo filtrira algoritme po namenu. Dodali smo tri mozˇne izbire, prva izbira
prikazˇe vse algoritme, druga in tretja pa prikazˇeta algoritme, ki ustrezajo
nastavljenim atributom. Tretji nivo filtrira algoritme po njihovem tipu. Na
tem nivoju je algoritem prikazan, cˇe tip algoritma vsebuje vsaj eno od iz-
branih mozˇnosti. Po prehodu cˇez vse tri nivoje filtra se nam prikazˇe koncˇna
tabela z ustreznimi algoritmi.
Za vizualni pregled algoritmov smo ustvarili nov pogled imenovan view.php.
Pogled je sestavljen iz Raphae¨lovega platna ter stranske tabele z imeni osta-
lih algoritmov, vidimo ga lahko na sliki 3.10. Ob preusmeritvi na ta pogled
posˇljemo na strezˇnik zahtevek GET ter identifikacijsko sˇtevilko algoritma,
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ki ga zahtevamo. S skriptami JavaScript obdelamo odgovor in pretvorimo
algoritem iz formata JSON v Raphae¨love elemente. V glavni skripti smo za
ta pogled nastavili spremenljivko viewOnly na resnicˇno. S tem smo zago-
tovili omejeno nalaganje funkcionalnosti algoritma. Elementom dodamo le
dolocˇene rokovalnike dogodkov. Elementom smo onemogocˇili premikanje ali
spreminjanje besedila. Onemogocˇeno je tudi brisanje ali dodajanje elemen-
tov. Omogocˇili smo, da se ob kliku na gradnik
”
proces“ odpre pogovorno
okno, ki vsebuje podroben opis elementa. Prav tako smo omogocˇili funkcio-
nalnost skrivanja vozliˇscˇ glede na njihove barve in povezave.
Slika 3.10: Stran za vizualni pregled algoritma.
Urejanje algoritmov smo omogocˇili preko orodja za gradnjo algoritmov.
Na naslov za gradnjo algoritmov posˇljemo zahtevek GET ter identifikacij-
sko sˇtevilko algoritma, ki ga zˇelimo urediti. Skripta JavaScript poskrbi za
pretvorbo algoritma in formata JSON v Raphae¨love elemente. Na elemente
dodamo vse rokovalnike dogodkov. Uredili smo tudi, da se pogovorno okno za
shranjevanje algoritmov napolni s prejetimi podatki algoritma. Spremembe
algoritmov se zabelezˇijo v podatkovno bazo v tabelo graph-edits.
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3.3.8 Uporabniˇske pravice in administracija uporabni-
kov
Uporabniˇskih pravic je sˇest: administrator, dodajanje, pogled, urejanje, bri-
sanje, potrjevanje. Pravice ob prijavi uporabnika v sistem shranimo v sejo.
Vsakemu novemu uporabniku smo dodelili pravico dodajanja algoritmov. To
pomeni, da lahko uporablja orodje za gradnjo algoritmov in algoritme shra-
njuje. Prav tako smo omogocˇili pregled, urejanje in brisanje lastnih algorit-
mov. Brez pravice za pregled uporabnik ne more odpirati tujih algoritmov.
Brez pravice za urejanje uporabnik ne more urejati tujih algorimov. Brez
pravice za brisanje uporabnik ne more brisati tujih algoritmov. Zahtevane
pravice smo definirali pred nalaganjem pogleda. V kolikor uporabnik nima
ustreznih pravic, se na strezˇniku zgodi preusmeritev na drugo stran. Zaradi
preprecˇevanja nepotrebnih preusmeritev smo v tabeli algoritmov skrili gumbe
za izvedbo dolocˇenih funkcionalnosti. Prav tako smo v navigacijski vrstici
skrili povezave na strani, do katerih uporabnik nima dovoljenja za dostop.
Slika 3.11: Stran za administracijo uporabnikov.
Uporabniku z uporabniˇsko pravico admin smo omogocˇili administracijo
drugih uporabnikov na posebni strani. Najprej smo izdelali nov krmilnik
ter dodali dva nova pogleda. Oba pogleda v tabeli prikazujeta seznam upo-
rabnikov in njihove uporabniˇske pravice prikazane kot potrditvena polja. Na
prvem pogledu smo polja onemogocˇili, nad tabelo pa smo dodali gumb za pre-
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usmeritev na drugi pogled, kjer lahko administrator uporabnikom spreminja
pravice. Pred preusmeritvijo na drugo stran smo dodali sˇe pogovorno okno,
ki opozori uporabnika na morebitne nevarnosti spreminjanja uporabniˇskih
pravic. Na strani, kjer lahko uporabniˇske pravice spreminjamo, smo v za-
dnjo celico vsake vrstice dodali gumb Save. Na tej strani smo omogocˇili
spreminjanje potrditvenih polj, zato lahko uporabnik spreminja uporabniˇske
pravice ostalih uporabnikov. Na vsak gumb Save smo vezali funkcijo, ki
preko zahtevka POST tehnologije AJAX zabelezˇi spremembe v podatkovno
bazo. Onemogocˇili smo spreminjanje lastnih uporabniˇskih pravic. S tem smo
zagotovili, da bo vedno obstajal vsaj en administrativni uporabniˇski racˇun.
Zmanjˇsali smo tudi verjetnost zlorab administrativnega dostopa. Stran za
spreminjanje uporabniˇskih pravic je vidna na sliki 3.11.
3.3.9 Potrjevanje algoritmov
Platformi smo dodali sistem za potrjevanje algoritmov. Najprej smo v po-
datkovni bazi ustvarili tabelo graph-curations. Nato smo na strani orodja
za gradnjo algoritmov v pogovorno okno za shranjevanje dodali potrditveno
polje za ustvarjanje zahtevka za potrditev algoritma. Ustvarili smo nov po-
gled, kjer se v tabeli prikazujejo zahtevki za potrditev algoritmov. Dostop
do te strani smo omogocˇili le uporabnikom, ki imajo uporabniˇso pravico za
potrjevanje. Stran je vidna na sliki 3.12. V navigacijsko vrstico smo dodali
povezavo do te strani. Poleg povezave smo v navigacijsko vrstico dodali sˇe
polje s sˇtevilko. Ustvarili smo novo skripto JavaScript ter s pomocˇjo knjizˇnice
jQuery in tehnologije AJAX napisali funkcijo, ki na dolocˇen cˇasovni inter-
val posˇilja na strezˇnik zahtevke za pridobitev sˇtevila odprtih zahtevkov za
potrditev algoritmov. Na strani za prikaz zahtevkov smo dodali sˇe enosta-
ven filter za iskanje po imenu algoritma ter prikaz samo tistih zahtevkov,
katerih status je
”
odprt“. V tabelo smo dodali sˇe gumb za odpiranje pre-
gleda algoritma ter gumb Curate za obdelavo zahtevka, ki odpre pogovorno
okno in ga napolni s podatki zahtevka. V pogovorno okno smo dodali iz-
birno polje za dolocˇitev novega statusa zahtevka in vnosno polje za besedilo,
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kamor mora urednik zahtevka zapisati kratko obrazlozˇitev. Gumb Confirm
sprozˇi posˇiljanje e-posˇte avtorju zahtevka. E-posˇta vsebuje naslov algoritma
na katerega se je zahtevek nanasˇal, odlocˇitev urednika ali zahtevek potrdi
ali zavrne ter urednikovo obrazlozˇitev in kontakne podatke. V kolikor je bil
zahtevek odobren s strani urednika, se v podatkovni bazi posodobi atribut
algoritma curated v tabeli graph.
Slika 3.12: Stran za pregled potrditvenih zahtevkov algoritmov.
Poglavje 4
Primer uporabe
V tem poglavju opiˇsemo primer uporabe aplikacije pri izdelavi novih in pri-
kazovanju obstojecˇih algoritmov. Uporabo aplikacije predstavimo iz vidika
koncˇnega uporabnika.
4.1 Izdelava novega algoritma
Za ustvarjanje novega algoritma mora imeti uporabnik v platformi aktiviran
uporabniˇski racˇun ter nastavljene ustrezne uporabniˇske pravice.
4.1.1 Registracija in prijava
Uporabnik mora najprej izvesti dvodelni postopek registracije. Prvi del po-
stopka zahteva, da uporabnik izpolni vsa vnosna polja na strani za registra-
cijo. Vnesti mora ime, priimek, e-posˇtni naslov, geslo, ponovitev gesla ter
podrocˇje delovanja. Stran za registracijo je prikazana na sliki 3.5. Po oddaji
obrazca aplikacija preveri, cˇe so bila vsa polja ustrezno izpolnjena. V kolikor
je priˇslo do kaksˇne napake, aplikacija preusmeri uporabnika nazaj na stran
za registracijo in izpiˇse katera polja more uporabnik ponovno izpolniti. Cˇe
aplikacija ne zazna nobene napake, posˇlje uporabniku na e-posˇtni naslov po-
trditveno povezavo, ki vsebuje unikaten kljucˇ, in preusmeri uporabnika na
stran za aktivacijo uporabniˇskega racˇuna. Sledi drugi del postopka registra-
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cije, kjer mora uporabnik v svojem e-posˇtnem nabiralniku odpreti povezavo,
ki jo je prejel od platforme. V kolikor uporabnik ni od platforme prejel no-
bene e-posˇte, lahko s ponovnim vnosom e-posˇtnega naslova sprozˇi ponovno
posˇiljanje nove aktivacijske povezave. Ko uporabnik odpre povezavo, plat-
forma aktivira uporabniˇski racˇun in uporabnik se lahko na strani za prijavo
prijavi v platformo. Stran za prijavo vidimo na sliki 3.8.
4.1.2 Gradnja algoritma
Vsak uporabnik ima ob aktivaciji racˇuna nastavljeno uporabniˇsko pravico
’add’, ki mu omogocˇa gradnjo novih algoritmov. Uporabnik lahko dostopa
do orodja za gradnjo vizualizacij preko povezave Create algorithm v naviga-
cijski vrstici ali v telesu domacˇe strani. Stran za gradnjo vizualizacij vidimo
na sliki 3.6. Orodje ima tri komponente. Na levi strani lahko uporabnik iz
orodne vrstice na platno povlecˇe gradnike algoritmov. Na desni strani se izpi-
sujejo vrednosti atributov izbranega elementa. Izbrani element je na platnu
predstavljen z rdecˇo obrobo. Na sredini se nahaja centralno platno, kamor
uporabnik iz orodne vrstice povlecˇe gradnike. Obstajata dve vrsti gradnikov.
Prvi je
”
proces“, ki ponazarja proces, stanje ali neko dolocˇeno vsebino v delu
algoritma. Drugi gradnik je
”
odlocˇitveno vozliˇscˇe“, ki predstavlja odsek v al-
goritmu, kjer se potek algoritma razdeli na vecˇ mozˇnih delov, ki so odvisni od
dolocˇenih vstopnih parametrov. Uporabnik lahko na platno doda poljubno
sˇtevilo gradnikov. S klikom na gumb Add connection lahko povezˇe dva ele-
menta, tako da po kliku na gumb izbere dva elementa na platnu. Vrstni red
izbire elementov je pomemben, saj so povezave usmerjene. Uporabnik lahko
izbriˇse povezave s klikom na gumb Delete connection ter klikom na povezavo.
Prav tako lahko izbriˇse elemente s klikom na gumb Delete vertex in klikom na
element, ki ga zˇeli izbrisati. Uporabnik lahko izbranemu elementu spremeni
barvo, kratek opis, dolg opis ali pa mu, cˇe vrsta gradnika to dovoljuje, doda
element za skrivanje vozliˇscˇ. S klikom na gumb Save uporabnik odpre pogo-
vorno okno za shranjevanje algoritma. Vnesti mora ime algoritma, dolocˇiti
dostopnost algoritma, dodati opis in namen algoritma ter dolocˇiti vsebino
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algoritma. Uporabnik lahko z oznacˇitvijo potrditvenega polja zahteva tudi
potrditev algoritma s strani pooblasˇcˇenega urednika.
4.2 Prikaz algoritma
Vsi shranjeni algoritmi, ki niso zasebni, so prikazani v tabeli na strani za
prikaz algoritmov, do katere lahko uporabnik dostopa preko povezave List
of algorithms. Stran za izpis seznama medicinskih algoritmov vidimo na
sliki 3.4. Tukaj lahko s pomocˇjo vecˇnivojskega filtra iˇscˇe algoritme. Al-
goritme lahko sortiramo po statusu potrditve, imenu, namenu ter vsebini
algoritma. Filtri niso izkljucˇujocˇi, zato vsi vplivajo na koncˇen prikaz v ta-
beli. V kolikor uporabnik nima pravic za pregled, urejanje ali brisanje drugih
algoritmov, lahko te operacije izvaja samo nad svojimi algoritmi. Ob kliku
na gumb View dolocˇenega algoritma se uporabniku odpre novo okno, kjer se
mu na platnu izriˇse algoritem. Stran za vizualni pregled algoritma vidimo na
sliki 3.10. Tukaj uporabnik algoritma ne more spreminjati, lahko pa skriva
posamezne segmente algoritma ali pa odpira pogovorna okna s podrobnimi
opisi elementov. Na desni strani pogleda lahko uporabnik v tabeli izbere drug
algoritem, ki se nato nalozˇi na platno. Ob kliku na gumb Edit dolocˇenega
algoritma je uporabnik preusmerjen na stran za gradnjo algoritmov, kjer se
mu izriˇse izbrani algoritem. Tukaj lahko algoritem poljubno spreminja ter
ponovno shrani, spremeni pa lahko tudi metapodatke algoritma. Primer iz-
seka algoritma za zdravljenje kronicˇne mieloicˇne levkemije prikazuje slika 4.1.
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Slika 4.1: Izsek algoritma za zdravljenje kronicˇne mieloicˇne levkemije.
Poglavje 5
Zakljucˇek
Izdelana platforma predstavlja prvo spletno aplikacijo za vizualno gradnjo
interaktivnih algoritmov ter njihovo deljenje tako znotraj znanstvenorazisko-
valne skupnosti kakor tudi s sˇirsˇo javnostjo. Dostopna je preko spletnega
brskalnika, kar omogocˇa uporabnikom preprost dostop do vsebine platforme.
Platforma podpira enotne in interaktivne vizualizacije algoritmov. Medtem
ko druge spletne platforme niso namenjene pogostemu spreminjanju ali do-
dajanju vsebine, razvita platforma omogocˇa enostavno posodabljanje ter do-
dajanje algoritmov. Algoritme prikazuje na dinamicˇen nacˇin, kar pomeni
da ima lahko uporabnik prikazan celoten algoritem ali pa dolocˇene segmente
algoritma skrije. Preko pogovornega dialoga lahko uporabnik pridobi po-
drobnejˇsi opis posameznih delov algoritma, kar ohrani vizualizacijo pregle-
dno, poleg tega pa ne omejuje kolicˇine podatkov shranjene v posameznem
vozliˇscˇu algoritma. S pomocˇjo sistema za potrjevanje algoritmov lahko upo-
rabnik hitro locˇi med vsebinsko verificiranimi in neverificiranimi algoritmi.
Sistem za potrjevanje algoritmov posredno tudi izboljˇsuje njihovo kakovost.
Platforma ima velik potencial in veliko mozˇnosti za nadaljni razvoj. V
orodju za gradnjo vizualizacij bi lahko spremenili izris povezav, saj trenuten
izris ni optimalen. Predlagana resˇitev bi vkljucˇevala deljene povezave, ki bi
jih uporabnik lahko na platnu razporejal sam. Besedilnim poljem bi se lahko
dodala funkcionalnost dodajanja nove vrstice oziroma rocˇnega nastavljanja
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velikosti elementov. S tem bi uporabnik lazˇje razporedil elemente ter obliko-
val algoritme. V urejevalnik algoritmov bi lahko dodali zgodovino urejanja.
S tem bi uporabnik lahko razveljavil dolocˇene spremembe. Poleg dodajanja
novih funkcionalnosti in nastavitev v orodje za gradnjo algoritmov, se lahko
dopolni sˇe funkcionalnost obvesˇcˇanja uporabnikov. Uporabniˇski profili bi
lahko sluzˇili kot nekaksˇne vizitke, ki bi omogocˇale povezovanje uporabnikov
in deljenje idej oziroma predlogov. Osnovni model MVC bi se dalo izboljˇsati
in ga narediti bolj odpornega na napake oziroma napade. Platformo je vse-
kakor potrebno spremljati ter uposˇtevati uporabniˇske izkusˇnje in predloge.
Dobro bi bilo zagotoviti podporo uporabnikom ter nadgrajevati platformo z
uporabo prihajajocˇih, novejˇsih tehnologij.
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