The Idea behind Modelling
Modelling is a concept that has been around for years. Any project of significant size is usually planned using some sort of model. This can be an architect's blueprint of a building, a solicitor's text template for a legal document or an engineer's drawing of a car. The main advantages of a modelling stage preceding implementation are the better planning, reduction of risk & cost and enhanced communication between a client and contractor.
The same holds for the development of software. It increases communication among all stakeholders, guarantees better planning of the system to be built and therefore reduces risk and cost. In addition to the generic advantages, modelling has additional benefits in a software engineering environment:
• Modelling helps to find and reveal abstractions
• Modelling provides a platform independent means to express software designs • Modelling provides a means to express and plan software architectures 
Roles
There is a wide range of roles in any software development process which will make use of modelling facilities.
Figure 1: Roles of Software Engineering
There exists a wide range of software engineering roles in a project. On smaller projects certain roles are taken on by a single person. For example, a software architect might be covering the roles of the analyst and the designer. Different roles are involved at different stages in the software engineering life-cycle and therefore make use of different (object-oriented) modelling functionality. As a consequence, different roles will make use of different UML functionality.
However, there exist a range of drawbacks, which have been overcome by objectorientation:
• Reusability of code is hard
• Building of large systems in a team requires a large amount of communication and is prone to errors • System maintenance is hard since elements are not independent
• Procedural systems are hard to understand for non-technical people
The idea behind object-orientation is that a system is seen as a collection of individual units, or objects, that act on each other, as opposed to a traditional view in which a program may be seen as a collection of procedures. Each object is capable of receiving messages, processing data and sending messages to other objects.
The next generation of software engineering paradigm will be model-driven. The approach focuses first on what is being achieved in a computing system and then on how it is being achieved. It's the responsibility of a software subsystem to translate the what to how using code generation. However, these systems are immature and it will take some more time until these systems will become mainstream.
We have shed some light behind the objectives of software modelling and have shown the advantages of object-orientation.
