Movement control of an industrial robot model by Smrčka, Jiří
 VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ 
BRNO UNIVERSITY OF TECHNOLOGY 
 
 
 
 
 
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH 
TECHNOLOGIÍ 
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY 
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION 
DEPARTMENT OF CONTROL AND INSTRUMENTATION 
 
 
 
 
 
ŘÍZENÍ POHYBU MODELU PRŮMYSLOVÉHO 
ROBOTA 
MOVEMENT CONTROL OF AN INDUSTRIAL ROBOT MODEL  
DIPLOMOVÁ PRÁCE 
MASTER‘S THESIS 
 
AUTOR PRÁCE   Bc. JIŘÍ SMRČKA 
AUTHOR 
 
VEDOUCÍ PRÁCE  prof. Ing. FRANTIŠEK ZEZULKA, CSc. 
SUPERVISOR 
 
BRNO 2011 
 
 2
 
 
 3
Abstrakt 
Cílem této diplomové práce je realizovat řídicí jednotku modelu průmyslového 
robota ROB 2-6. Řídicí jednotka je realizována s použitím procesoru z rodiny ARM 
STM32F100. Spolu s řídicí jednotkou má být realizováno HMI, které umožní nahrávání 
programu a obsluhu řídicí jednotky. V rámci této práce je realizován vizualizační model 
a algoritmus plánování dráhy v programu Matlab.  
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Abstract 
The thesis aims to put in practice control unit of industrial robot ROB 2-6. The 
control unit is put in practice with the use of processor from the ARM STM32F100 
family. Altogether with the control module it is supposed to be also realized HMI which 
will enable program loading and servicing of the control unit. The visualization model 
and algorithm of track planning is also realized within this work. 
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1 ÚVOD 
Robotické manipulátory a zakladače se prosazují v průmyslu čím dál víc, s tím 
jak klesá cena průmyslové automatizace a stoupá cena lidské práce. Celou řadu úkonů 
vykonávají průmysloví roboti s přesností strojům vlastní. Mezi další výhody 
průmyslových robotů patří možnost nasadit je v prostředí nevhodném či dokonce 
neslučitelném s lidským zdravím. 
Cílem této diplomové práce je navržení a realizování hardwarové a softwarové 
části řízení modelu průmyslového robota ROB 2-6. Tato diplomová práce navazuje a 
dále rozvíjí semestrální projekty jedna a dva, které se zabývaly vizuálním modelem a 
popisem kinematiky. Základním kamenem hardwarové části této práce je procesor 
z rodiny STM32F100xx. Další část této práce je HMI, které bude realizováno v jazyce 
#C. Poslední částí této práce je software vyšší úrovně umožňující plánování dráhy 
v prostředí s překážkami. 
Pro splnění cílů této práce je nutné nejdříve navrhnout vhodný hardware 
umožňující řízení modelu průmyslového robota ROB 2-6. Navržení vhodného softwaru 
nižší i vyšší úrovně. Software vyšší úrovně bude realizován ve skriptovacím jazyku 
Matlab, který umožňuje snadnou implementaci složitých matematických operací pro 
plánování dráhy a vizualizační model. Software nižší úrovně bude ovládat řídicí 
jednotku. 
Teoretická část této práce se věnuje popisu použitého modelu průmyslového 
robota včetně přímé a nepřímé úlohy kinematiky. Pro nepřímou úlohu kinematiky je zde 
navrženo vhodné zjednodušení, které nepřímou úlohu kinematiky zjednodušuje, ale 
současně příliš neomezuje možnosti pohybu modelu průmyslového robota. Dále jsou 
zde zmíněny základní vlastnosti OpenGL, které byly použity pro realizaci 
vizualizačního modelu průmyslového robota. 
Druhá část této práce se věnuje návrhu řídicí jednotky. V úvodu této části se 
zabývám popisem použitých součástek při návrhu a následné realizaci řídicí jednotky 
modelu průmyslového robota ROB 2-6.  Dále se věnuji popisu navrženého softwaru pro 
řídicí jednotku a popisu HMI. 
V poslední části této práce se zaměřuji na popis algoritmu pro plánování dráhy 
modelu průmyslového robota ROB 2-6 a realizaci vizuálního modelu. Obě tyto části 
byly vytvořeny v programu Matlab, který umožňuje snadnou realizaci nejrůznějších 
matematických operací. 
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2 MODEL PRŮMYSLOVÉHO ROBOTA 
ROB2-6 
V této kapitole se budeme zabývat popisem použitého modelu průmyslového 
robotu. Jedná se o laboratorní model průmyslového robota s šesti stupni volnosti z 
produkce firmy Hobbyrobot. 
 
Obrázek 1: Laboratorní model průmyslového robota ROB 2-6 
 
Jak je patrné z obrázku jedna, je model průmyslového robota osazen 
stejnosměrnými servomotorky z produkce firmy Hi-Tec. Tyto pohony provádějí rotační 
pohyb s jednotlivými stupni volnosti modelu. Následujcí kapitoly jsou zaměřeny 
zejména na použité servomotorky a popis kinematického řetězce tohoto modelu 
průmyslového robota. 
2.1 Servomotorky [2],[3] 
Model průmyslového robota je osazen dvěma typy servomotorků jedná se o HSS-
311 a HS-81. Jsou to jednoduché servomotorky určené pro ovládání RC modelů. Tyto 
servomotorky jsou ovládány pomocí PWM modulace. Jejich základní vlastnosti jsou 
shrnuty v tabulce níže. 
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Tabulka 1: Vybrané parametry servomotorků 
 HSS-311 HS-81 
Napájecí napětí 4,8 – 6 V 4,8 – 6 V 
Klidový proud při 6V 7,7 mA 9,1 mA 
Maximální proud při 6V 700 mA 280 mA 
Čas otočení o 60° při 6V  0,15 s 0,09 
Krouticí moment při 6V 4,5 kg/cm 3 kg/cm 
 
Oba použité typy servomotorků používají stejné napájecí napětí a řídicí signály. 
Požadované úhlové natočení je servomotorkům předáváno jako proměnná střída pulzně 
šířkové modulace. Doporučená frekvence signálu je 50Hz. Tato frekvence nemusí být 
přesně dodržena, ale závisí na ní klidový přídržný moment a maximální krouticí 
moment servomotorků. Úhlové natočení hřídele servomotorků je přímo závislé na šířce 
řídicích impulzů, rozsah natočení hřídele je od -90° do 90°. Přičemž šířka impulzů se 
pohybuje od 0,6 do 2,4 ms, hodnota 1,5 ms odpovídá nulovému natočení hřídele.   
 
 
Obrázek 2: Polohování servomotorku [4] 
2.2 Popis kinematiky [7] 
Při navrhování všech algoritmů řízení robotického systému je vhodné znát vztah 
mezi pozicí jednotlivých os a výslednou pozicí jednotlivých částí robota v základním 
souřadném systému. Přímá úloha kinematiky se zabývá přepočtem kloubových 
souřadnic na souřadnice základního souřadného systému. Takže pokud známe kloubové 
souřadnice, jsme schopni vypočítat pozici jednotlivých částí robota v prostoru. Naopak 
pokud chceme znát kloubové souřadnice potřebné pro dosažení bodu v prostoru, 
použijeme inverzní úlohu kinematiky. Výsledkem obou úloh kinematiky jsou rovnice, 
které nám umožní vypočítat neznámé parametry. 
Model průmyslového robotu ROB 2-6 se skládá z otočné základny, tří ramen a 
otočného efektoru. Z hlediska kinematiky se stačí zabývat pouze otočnou základnou a 
třemi rameny. Z hlediska pohybu robota v prostoru jsou poslední 2 stupně volnosti 
nezajímavé, protože otočení či otevření svěráku nehraje v pozici robota v prostoru roli. 
 Obrázek 
2.2.1 Přímá úloha kin
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K získání MHT mezi rámem a efektorem použijeme součin MHT podle pravidla 
kompenzace pohybu. Vhodné přidělení souřadných systému je provedeno podle Denvit-
Hartenbergovy konvence. 
 
)(34)(23)(12)(1),,,(4 δγβαδγβα HHHHH RR =
 
(2.7) 
 
Vzhledem k tomu, že poslední dva stupně volnosti nemění pozici efektoru 
v prostoru, nejsou do matice homogenní transformace zahrnuty. Každý z členů v rovnici 
2.7 v sobě obsahuje rotaci kolem stupně volnosti a posunutí k následujícímu stupni 
volnosti. Protože posunutí k dalšímu kloubu není dalším stupněm volnosti, zahrnul jsem 
je pro větší přehlednost do matice reprezentující stupeň volnosti.  Pro získání souřadnic 
koncového bodu v kartézské soustavě souřadnic vynásobíme výslednou matici 
homogenní transformace sloupcovým vektorem. 
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   0,5cos        cos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  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   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     (2.11) 
 
2.2.2 Inverzní úloha kinematiky 
Pokud známe polohu efektoru v prostoru, pak můžeme určit kloubové 
souřadnice modelu robotického manipulátoru právě pomocí inverzní úlohy kinematiky. 
Inverzní úloha kinematiky může mít více řešení či nekonečně mnoho řešení. Inverzní 
úloha kinematiky je také podstatně složitější na výpočet nežli přímá úloha kinematiky, 
nalezení řešení nebývá totiž vždy triviální. Z těchto důvodů bylo zavedeno při výpočtu 
inverzní úlohy kinematiky zjednodušení. Nejdříve si představíme typickou úlohu 
manipulátoru. Manipulátor má z výchozí pozice přemístit efektor do bodu A následně 
do bodu B poté se má vrátit opět do výchozí pozice. Pokud je manipulátor ve výchozí 
pozici může se volně otáčet kolem prvního stupně volnosti bez obav z kolize. Pokud 
vrátíme po dosažení bodu A manipulátor do výchozí pozice, bude úloha popsaná 
následujícím schématem. 
 
 
Obrázek 4: Schéma typické úlohy robotického manipulátoru 
 
Tímto zjednodušením se nám snížil rozměr prostoru, ve kterém se manipulátor 
pohybuje při dosažení bodů o jeden řád. Pro dosažení libovolného bodu 
v dvojrozměrném prostoru stačí dva stupně volnosti. Pokud budeme používat druhý a 
třetí stupeň volnosti, můžeme obsáhnout typické úlohy robotického manipulátoru a 
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současně si značně zjednodušit inverzní úlohu kinematiky. Tato úprava také značně 
zjednoduší plánování dráhy robotického manipulátoru v prostředí s překážkami, protože 
dráhu efektoru bude potřeba plánovat pouze v jedné rovině prostoru. V prostředí, ve 
kterém se bude model robotického manipulátoru pohybovat, budou překážky krabice 
ležící na zemi. Jedná se o podobnou situaci, na jakou jsou robotické manipulátory běžně 
užívané v průmyslu. Podobný úkol plní zakladače obrobků do strojů.  
Takto zjednodušenou úlohu kinematiky lze řešit pomocí sinovy a kosinovy věty. 
Na následujícím obrázku je schéma zjednodušeného kinematického řetězce. 
 
 
Obrázek 5: Zjednodušené schéma kinematického řetězce 
 
Pokud budeme předpokládat, že první stupeň volnosti je umístěn v počátku 
soustavy souřadnic, určíme vzdálenost efektoru od prvního stupně volnosti podle 
vztahu. 
        (2.12) 
 
Další vztahy ukazují počet řešení inverzní úlohy kinematiky. 
 
       nemá řešení      právě jedno řešení      (2.13)                                            dvě řešení 
  
 Pomocí kosinovy věty určíme úhel γ. 
   cos  !"#$%"$$%"$"#"$ & (2.14) 
 
Pomocí sinovy věty určíme úhel α. 
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' sin  !"$" sin& (2.15) 
 
 Použitím funkce sinus a kosinus bychom dostali pouze jedno řešení inverzní 
úlohy kinematiky, a proto musíme obě funkce přepočítat na funkci tangens.  Toho 
docílíme pomocí následujícího vztahu. 
 ()*+$  tan 
 (2.16) 
 
Potom budou oba úhly dány následujícími vztahy. 
 
γ  tan 
/
0123 
4#$54$$64$$4#4$
4#$54$$64$$4#4$ 7
89  (2.17) 
 
 
α  tan ; 4$4 ()*<2= !4$4 ()*<&$> (2.18) 
 
Výsledné kloubové souřadnice se dají poté vypočítat pomocí následujících vztahů 
s použitím souřadnic koncového bodu xk a yk. 
 q  sin !@A" &   (2.19) 
 
  q  sin !@A" &     (2.20) 
 
Při tomto řešení bude muset být poslední stupeň volnosti kolmý na požadovanou 
trajektorii. Při výpočtu by se vlastní trajektorie posunula o délku posledního stupně. 
Dalším možným řešením při použití stejné logiky inverzní úlohy kinematiky by bylo 
procházet celý rozsah prvního stupně volnosti a vypočítávat inverzní úlohu kinematiky 
pro zbylé dva stupně volnosti. Pro každé možné nastavení prvního stupně volnosti by 
pak požadovaný cílový bod nemusel být dostupný. Následující rovnice udává vztah pro 
výpočet neznámé l v rovnici 2.13, výsledný počet řešení inverzní úlohy kinematiky by 
platil vždy pro jedno konkrétní nastavení prvního stupně volnosti. 
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     cosB     sinB (2.21) 
 
Ze všech možných nastavení prvního stupně volnosti by se potom dalo vybrat 
takové, které by splňovalo vhodná kritéria pro danou aplikaci. Tím by mohl být 
například minimální pohyb jednotlivých stupňů volnosti nebo minimum spotřebované 
energie.  
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3 VÝVOJOVÝ KIT STM32VLDISCOVERY 
Pro realizaci řídicí jednotky jsem se rozhodl použít procesor z rodiny ARM, 
konkrétně procesor STM32F100  vyráběný firmou STMicroelectronics. Pro tento 
procesor vyrábí firma STMicroelectronics vývojový kit. Tento kit obsahuje všechno 
potřebné pro vývoj aplikací s tímto procesorem. Jedná se zejména o přítomnost 
debuggeru i programátoru přímo na kitu.  V dalších podkapitolách se budu zabývat 
stručným popisem použitého procesu i vývojového kitu. 
 
Obrázek 6: Kit STM32VLDISCOVERY [5] 
3.1 ARM [6] 
Architekturu procesorů ARM vyvinula firma Acorn RISC Machine. První 
procesor z rodiny ARM nesl označení ARM1. Jednalo se o prototyp, který byl rychle 
nahrazen procesorem ARM2. Procesorů ARM1 bylo vyrobeno řádově 100 ks. 
Procesory ARM byly původně založeny na polovodičích GaAs, které dovolovaly na 
tehdejší dobu vysoké taktovací frekvence. Procesor ARMv2 měl taktovací frekvenci 8 
MHz. Dalším pozitivem architektury ARM byla 32 bitová délka slova, která v době 
vzniku procesoru nebyla samozřejmostí. Firma Acorn RISC Machine následně vyrobila 
celou řadu dalších procesorů. Postupně se část firmy zabývající se vývojem ARM 
procesorů osamostatnila pod názvem AdvancedRISC Machine. Nyní se jmenuje ARM 
Limited.  
V procesoru STM32F100 je použito jádro Cortex M3, toto jádro je vyráběno 
technologii 0,18 um. Jádro založeno na Harwardské architektuře se třístupňovým 
zřetězením. Použitá instrukční sada Thumb-2 je inovovanou sadou Thumb. Jádro 
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dosahuje dobrého výkonu 1,25 DMIPS/MHz při testu Dhrystone a spotřeba je 
0,19mW/MHz. 
3.2 Mikrokontrolér STM32F100RB [9] 
Mikrokontrolér z rodiny STM32F100 jsou postaveny na jádře ARM 32-bit 
Cortex™-M3 CPU. Tyto mikrokontroléry jsou schopny pracovat s maximální frekvencí 
24MHz a mají dva wait stavy. Jádro pracuje s tříúrovňovým pipline se spekulativním 
vykonáváním skokových instrukcí. Přímo na čipu je velké množství periférií, jako 
například 12 bitový A/D převodník. Mikrokontrolér je vybaven dvanácti 16 bitovými 
časovači, každý časovač má 16 bitový UP/DOWN čítač, před kterým je zařazen 
16bitový programový dělič. Každý čítač má 4 jednotky „input capture/output 
compare/PWM“. Dále je mikrokontrolér vybaven sedmi řadiči přímého přístupu do 
paměti. 
 
Obrázek 7: Blokový diagram řady mikrokontrolérů STM32F100xx [9] 
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4 OPENGL [8] 
Knihovna OpenGL byla navržena jako aplikační rozhraní k akcelerovaným 
grafickým kartám firmou Silicon Graphics Inc. Knihovna OpenGL byla navržena tak, 
aby ji bylo možné používat bez ohledu na použitý grafický akcelerátor i v případě, že 
žádný grafický akcelerátor nebude nainstalován. V takovém případě se přítomnost 
grafického akcelerátoru softwarově simuluje. V dnešní době je možné knihovnu 
OpenGL použít na celé řadě platforem, jako jsou například Microsoft Windows, různé 
verze unixových systémů včetně Linux a OS/2. 
Programátorské rozhraní knihovny OpenGL bylo navrženo s ohledem na to, aby 
bylo možné použít OpenGL v téměř libovolném programovacím jazyce. Přičemž 
použití OpenGL se ve své podstatě nemění. OpenGL se chová z programátorského 
hlediska jako stavový automat, během zadávání příkazů lze měnit vlastnosti 
vykreslovaných primitiv nebo celé scény. Nastavení zůstávají zachována, dokud nejsou 
explicitně změněna. Tento přístup má zásadní výhodu v menším počtu parametrů 
jednotlivých funkcí a možnosti pomocí jednoho příkazu změnit celou vykreslovanou 
scénu. 
Výsledkem volání jednotlivých funkcí OpenGL je rastrový obrázek. Tento 
obrázek je uložen v paměti takzvaném framebuffru. V framebuffru je každému pixelu 
přiřazena barva, alfa složka, hloubka, atd.  
 
 
Obrázek 8: Schéma vykreslovacího řetězce OpenGL [8] 
 
OpenGL ovšem nezaručuje, že při spuštění stejného programu na různých 
platformách či různých grafických akcelerátorech dostaneme shodný výsledek. Pokud 
bychom porovnávali oba výsledné rastrové obrazy pixel po pixelu, narazili bychom na 
drobné rozdíly. Toto bývá zpravidla zapříčiněno různou přesností reprezentace čísel 
v grafickém akcelerátoru, jinou bitovou hloubkou Z-bufferu, odlišnou interpolací barev 
a tak dále.  
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Většina funkcí použitých v OpenGL používá poměrně důmyslnou syntaxi, díky 
které je možné již ze jména funkce zjistit kolik má parametrů a jakého jsou datového 
typu. Jméno každé funkce OpenGL začíná prefixem gl, stejně tak všechny funkce 
z navazujících knihoven začínají prefixem té které knihovny. Třeba funkce z knihovny 
GLU začínají prefixem glu. Dále pak následuje tělo funkce, které většinou začíná 
názvem vytvářeného objektu či vlastnosti, následuje počet a typ argumentů. Toto je 
zobrazeno na následujícím obrázku. 
 
 
Obrázek 9: Typický příkaz OpenGL 
 
Aby bylo dosaženo co největší přenositelnosti mezi platformami a grafickými 
akcelerátory, definuje OpenGL vlastní datové typy. Tyto datové typy by se měly 
používat při volání funkcí z knihoven rodiny OpenGL místo datových typů 
definovaných vlastním použitým programovacím jazykem. Pomocí OpenGL lze 
vykreslovat pouze základní geometrické prvky. Při vykreslování složitějších obrazců se 
musí tyto obrazce složit ze základních obrazců. Vhodné algoritmy mají v sobě již 
implementovány rozšiřující knihovny jako například knihovna GLU. Základní 
geometrické prvky implementované v samotném OpenGL se nazývají primitiva. 
Primitiva jsou: 
• Izolovaný bod 
• Úsečka zadaná dvěma krajními body 
• Řetězec úseček 
• Smyčka vytvořená z úseček 
• Rovinný čtyřúhelník 
• Pás rovinných čtyřúhelníků 
• Rovinný konvexní polygon 
• Trojúhelník 
• Řetězec trojúhelníků 
• RTS trojúhelník 
• Pás trojúhelníků 
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5 ŘÍDICÍ JEDNOTKA MODELU 
PRŮMYSLOVÉHO ROBOTA ROB2-6 
Tato kapitola se zabývá popisem návrhu řídicí jednotky pro model 
průmyslového manipulátoru ROB 2-6. V prvních podkapitolách jsou popsány použité 
komponenty při návrhu této řídicí jednotky a výsledná HW realizace celé řídicí 
jednotky. Jednotlivé části HW návrhu lze rozdělit do tří částí podle úkolů, které mají 
plnit v řídicí jednotce modelu. První částí je popsán použitý konvertor mezi USB a 
duplexním UART FT232RL, jedná se o komunikační podsystém řídicí jednotky.  Dále 
jsem se věnoval použitému LCD displeji, který je součástí rozhraní mezi obsluhou a 
řídicí jednotkou. Poslední částí je optické oddělení mezi procesorem a servomotorky. 
Použitému vývojovému kitu byly věnovány již předchozí kapitoly, tento kit všechny 
části spojuje do řídicí jednotky modelu průmyslového robota. 
V druhé části této kapitoly popisuji software navržený pro tuto řídicí jednotku. 
Včetně způsobu použité komunikace mezi řídicí jednotkou a grafickým rozhraním 
v PC. 
Vybrané komponenty použité při konstrukci řídicí jednotky, byly vybírány 
s ohledem na realizovatelnost celé řídicí jednotky v domácích podmínkách, protože 
realizace řídicí jednotky je jednou částí této práce.      
5.1 FT232 [11],[12] 
FT232 je převodník mezi USB a UART vyráběný firmou Future Technology 
Devices International Ltd. Existuje celá řada těchto převodníků, FT232R je vylepšenou 
verzí tohoto převodníku. Oproti předchozím verzím je práce s ním ještě snazší, protože 
v čipu integruje podpůrné obvody, které bylo nutné v předchozích verzích tohoto 
převodníku připojit pro správnou funkci. Jedná se o EEPROM paměť, obvod hodin a 
ochranné rezistory USB portu. Na následujícím obrázku je blokové schéma použitého 
převodníku. 
 25
 
Obrázek 10: Blokové schéma převodníku FT232R [11] 
 
Tento obvod je oblíbený u celé řady výrobců komerčně prodávaných převodníků 
mezi USB a UART zejména díky následujícím vlastnostem: 
 
• Vnitřní generátor hodin 6MHz, 12MHz, 24MHz a 48MHz 
• Kompatibilní s USB 1.1 a 2.0 
• Možnost napájení přímo z USB (napájecí napětí 4,35-5,25 V) 
• Možnost práce s logikou 1.8V,  2.2V, 3.3V a 5V 
• Integrovaný obvod Power-On-Resetu 
• Výstupní hodiny pro řízení externích MCU nebo FPGA 
• Integrovaný zdroj hodinového signálu 
• Integrovaná 1024 bitová paměť EEPROM  
 
Při návrhu modulu převodníku jsem vycházel z doporučeného zapojení výrobce 
uvedeného v datasheetu[12]. Výsledné zapojení obvodu FT232 je na následujícím 
obrázku. 
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Obrázek 11: Schéma zapojení obvodu FT232RL 
 
 V řídicí jednotce jsem použil pouze vývody TXD a RXD, které jsou připojeny 
na stejné vývody UART1 na vývojovém kitu s logikou 3,3V. Dále je možné z USB 
portu převodníku napájet celou nevýkonovou část řídicí jednotky.  
5.2 LCD displej [14] 
AMC2004AR-B-G6NRN je čtyřřádkový LCD displej vyráběný technologií 
STN. Na každém řádku lze zobrazit dvacet znaků. Displej je žluto/zeleně podsvícený, 
použitá technologie výroby zaručuje velký kontrast a široký pozorovací úhel. Displej je 
vybaven řadičem SPLC780D, který se používá ve velké části LCD displejů.  
 
 
Obrázek 12: Displej AMC2004AR-B-G6NRN [13] 
 
STN technologie výroby LCD displejů byla původní technologií používanou 
k výrobě obrazovek notebooků. Zdrojem podsvícení je světelný systém skládající se z 
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fluorescentních trubic, světlo je rovnoměrně rozvedeno pomocí světlovodných panelů. 
Světlovodné panely jsou vybaveny horizontálními polarizačními filtry, kterými mohou 
proniknout pouze horizontálně uspořádané částice světla. Další vrstvou po polarizačním 
filtru je vrstva tekutých krystalů, která natočí procházející světlo o 90˚ v případě, že 
mezi elektrodami není elektrické pole. Následuje vertikální polarizační filtr. Z toho 
vyplývá, že pokud je na elektrody jednotlivých buněk tekutých krystalů přivedeno 
elektrické pole nemohou světelné paprsky projít. 
Displej je vybaven dvěma řadiči SPLC780D, přičemž řadiče mají spojeny 
všechny datové i příkazové vodiče, takže se s oběma řadiči komunikuje po téže sběrnici. 
Sběrnice se skládá z osmi datových vodičů, vodič RS který přepíná zápis instrukcí a dat, 
vodič R/W kterým se přepíná mezi režimem čtení a zápisu a vodič E je hodinový vstup. 
Pro komunikaci je možné volit mezi osmi a čtyř bitovým módem. Pro připojení displeje 
byla zvolena čtyřvodičová varianta. Při komunikaci s displejem budou data pouze 
zapisována, proto je vodič R/W trvale uzemněný. Řadiče ovládají displej tak, že první 
řadič řídí liché řádky a druhý řádky sudé.  
Při zvoleném způsobu komunikace s displejem jsou využívány čtyři horní bity 
z datové sběrnice. Data jsou poté vysílána nadvakrát. Nejdříve se na čtyřvodičovou 
sběrnici pošle horní polovina vysílaného bajtu, která se potvrdí vodičem E. Poté se 
pošle spodní polovina bajtu, která se opět potvrdí vodičem E. Takto probíhá veškerá 
komunikace po sběrnici. Výjimkou je první instrukce, tato instrukce inicializuje displej 
pro čtyřvodičovou komunikaci. Při první instrukci se nejprve pošle jenom horní 
polovina instrukce a potvrdí se. Následně se odešle instrukce znovu, ve standardním 
čtyřvodičovém režimu. Jednotlivé instrukce jsou shrnuty v instrukční tabulce displeje. 
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Tabulka 2: Instrukční tabulka displeje SPLC780D [14] 
 
 
5.3 Popis HW návrhu řídicí jednotky  
Řídicí jednotku modelu robotického manipulátoru ROB 2-6 jsem navrhnul ze tří 
samostatných částí. Jedná se o ovládací panel, převodník s FT232 a procesor s optickým 
oddělením servomotorků. V následujícím textu se budu zabývat ovládacím panelem a 
procesorovou částí, převodník FT232 byl popsán v kapitole zabývající se tímto 
převodníkem. 
Ovládací panel je určen k ručnímu ovládání řídicí jednotky, jsou zde dva 
inkrementální enkodéry sloužící k nastavení rychlosti pohybu robotického manipulátoru 
a ručnímu ovládání jednotlivých stupňů volnosti. Mezi jednotlivými stupni volnosti se 
přepíná pomocí mikrospínačů. První z nich umožňuje nastavit rychlost pohybu modelu 
robotického manipulátoru v rozsahu 0-100% z rychlosti programu či z rychlosti ručního 
ovládání. Jedná se o mechanické rotační snímače polohy P-RE24, které generují 24 
impulzů na otáčku. Schéma zapojení rotačních snímačů polohy je na následujícím 
obrázku. 
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Obrázek 13: Schéma zapojení rotačního snímače polohy P-RE24 
  
Dalším obvodem použitým v ovládacím panelu je čtyřřádkový LCD displej 
popsaný v kapitole 5.2 a podpůrné obvody pro něj. Tento displej slouží zejména 
k zobrazení aktuální pozice jednotlivých stupňů volnosti v jejich kloubových 
souřadnicích. Podpůrné obvody zajišťují nastavení kontrastu a jasu displeje. 
 Poslední součástí ovládacího panelu jsou tlačítka a signalizační diody určené 
k přepínání ručně ovládaného stupně volnosti, ovládání menu a přepínání mezi režimem 
ručního ovládání či vykonávání programu. Na následujícím obrázku je realizovaný 
ovládací panel. Schéma ovládacího panelu a návrh desky plošných spojů ovládacího 
panelu jsou přiloženy v příloze. 
 
 
Obrázek 14: Ovládací panel řídicí jednotky 
 
Procesorová část se skládá z optického oddělení servomotorků, které zajišťuje 
ochranu celé řídicí jednotky. Dalším úkolem procesorové části je fyzicky propojit 
použitý vývojový kit STM32VLDISCOVERY se zbylými částmi řídicí jednotky. 
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Všechny části by bylo možné samozřejmě realizovat na jedné desce, ale 
v domácích podmínkách není výroba oboustranné desky plošných spojů snadná. 
Z tohoto důvodu byla řídicí jednotka rozdělena na dílčí části. 
 
5.4 Popis programu řídicí jednotky 
Program řídicí jednotky se dá rozdělit na tři logické části. Zaprvé se jedná o část 
zajišťující komunikaci s HMI. Komunikace probíhá po RS232, která je na straně HMI 
emulována obvodem FTDI. Druhou částí je řízení jednotlivých stupňů volnosti 
robotického manipulátoru, ať se již řídicí jednotka nachází ve stavu ručního ovládání 
nebo vykonávání posloupnosti kloubových souřadnic. Poslední částí je správa vstupně 
výstupních částí řídicí jednotky, která umožňuje přímé řízení jednotky operátorem. 
Jedná se o dvojici inkrementálních snímačů polohy určené k ovládání polohy os a 
rychlosti pohybu os. Dále se jedná o čtyřřádkový LCD displej určený k zobrazování 
aktuální pozice os a prohlížení uložené posloupnosti kloubových souřadnic v řídicí 
jednotce. Poslední skupinou ovládacích prvků na řídicí jednotce jsou mikrospínače a 
signální LED diody. Na následujícím schématu je znázorněna výměna dat mezi 
jednotlivými částmi. 
 
 
Obrázek 15: Schéma výměny dat mezi jednotlivými částmi programu v řídicí jednotce 
 
Díky rozdělení programu na tři dílčí části, které spolu pouze sdílejí informace, se 
značně zjednoduší vývoj celého programu. V dalších kapitolách se budeme zabývat 
jednotlivými částmi programu podrobněji. 
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5.4.1 Přenos dat mezi HMI a řídicí jednotkou 
Mezi HMI a řídicí jednotkou je potřeba provádět výměnu dat. Tato data mohou 
představovat jednotlivé příkazy od HMI pro řídicí jednotku. Jedná se například o příkaz 
zastavení pohybu ramene podle programu kloubových souřadnic. Dále je potřeba 
předávat kloubové souřadnice, ať už se jedná o celý blok kloubových souřadnic nebo o 
aktuální nastavení jednotlivých kloubových souřadnic. Poslední oblastí dat, kterou je 
potřeba předávat mezi řídicí jednotkou a HMI je aktuální pozice os. 
Pro komunikaci mezi HMI a řídicí jednotkou je použit převodník FT232. HMI je 
spuštěno na osobním počítači s operačním systémem Windows. Zde je nainstalován 
virtuální port COM, který umožňuje komunikaci mezi HMI a řídicí jednotkou. Toto 
uspořádání má celou řadu výhod, převodník FT232 je připojen k počítači pomocí USB. 
USB je moderní sériová sběrnice, pomocí které je možné zařízení napájet i s ním 
komunikovat. Další výhodou USB je jeho větší ochrana proti poškození špatným 
zapojením vodičů na straně zařízení než je tomu u portu COM. Poslední 
nezanedbatelnou výhodou USB je přítomnost této sběrnice téměř ve všech dnes 
prodávaných osobních počítačích na rozdíl od sběrnice COM. Následujícím schéma 
znázorňuje komunikační řetězec mezi HMI a řídicí jednotkou. 
 
 
Obrázek 16: Schéma komunikačního řetězce mezi HMI a řídicí jednotkou 
 
 Komunikace je navržena tak, že HMI je mastr a řídicí jednotka je slave. Tento 
způsob komunikace byl zvolen z následujících důvodů. Většina potřeby komunikovat je 
na straně HMI, řídicí jednotka předává HMI pouze informace o aktuální pozici os a to 
pouze v případě, že si o ně HMI požádá. Druhým důvodem je, že řídicí jednotka pracuje 
i bez HMI. Řídicí jednotka se díky tomuto uspořádání nesnaží komunikovat v době, kdy 
není připojeno HMI, protože čeká na příkazy od HMI. Komunikace je jednosměrně 
potvrzovaná tak, že řídicí jednotka potvrzuje všechna přijatá data jejich opětovným 
odesláním HMI. HMI nepotvrzuje příjem dat řídicí jednotce z důvodu významu 
přijímaných dat. Pokud by došlo k chybě při komunikaci od řídicí jednotky, pak by 
pouze zobrazené aktuální pozice os v HMI nebyly správné. Tato chyba by byla 
napravena při dalším cyklu načítání pozice os a také nemůže vést k poškození robota 
ani prostředí, ve kterém se model průmyslového manipulátoru pohybuje. Na rozdíl od 
komunikace z HMI, kde by chyba při přenosu kloubových souřadnic mohla vést 
k opaku.  
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Komunikaci lze rozdělit na pouhé příkazy od HMI do řídicí jednotky, na příkazy 
obsahující data a na přenosy dat do řídicí jednotky. Všechny příkazy shrnuje následující 
tabulka příkazů, které posílá HMI řídicí jednotce. 
 
Tabulka 3: Příkazy od HMI do řídicí jednotky 
Příkaz: Typ: Popis 
A Prostý příkaz Resetuju komunikaci do výchozího stavu 
O Prostý příkaz Žádost o aktuální pozici jednotlivých os 
S Prostý příkaz Start programu ovládajícího manipulátor 
R Prostý příkaz Stop programu ovládající manipulátor 
D Přenos dat Přenos programu do řídicí jednotky 
P Příkaz s daty Přenos aktuálně požadovaného nastavení os 
 
Prosté příkazy jsou realizovány jako jednotlivé znaky odeslané řídicí jednotce, 
řídicí jednotka následně vrátí příkaz zpět, aby bylo potvrzeno správné přijetí příkazu. 
Poté je vykonán kód zajištující provedení příkazu. Jediný prostým příkazem vracejícím 
data je příkaz vracející aktuální pozici os. Ten pošle 6 bajtů představujících aktuální 
pozici 6 os. Příkaz přenosu dat začíná jedním bajtem identifikujícím příkaz. Pokud 
řídicí jednotka tento příkaz obdrží, připraví se na přijetí dvou bajtů obsahujících délku 
pole dat. Následuje pole dat. Následující obrázek znázorňuje uspořádání odeslaných 
bajtů při přenosu programu. 
 
 
Obrázek 17: Uspořádání posloupnosti odesílaných bajtů při přenosu programu z HMI do řídicí 
jednotky 
 
Posledním příkazem je nastavení os do požadované polohy, jedná se o 
jednorázový příkaz s předem známou délkou dat. Díky tomuto příkazu je možné z HMI 
ovládat robota v čase, kdy není aktivní program kloubových souřadnic. Tento příkaz má 
známou délku dat, a proto není potřeba přenášet informaci o jejich množství. Na 
následujícím obrázku je posloupnost bajtů při přenosu jednorázového příkazu. 
 
 
Obrázek 18: Uspořádání posloupnosti přijatých bajtů při přenosu příkazu jednorázového 
nastavení os 
 
 Celý příjem dat je v řídicí jednotce vyřešen jako stavový automat, kde jsou 
rozlišovány čtyři stavy. První stav je čekání na identifikátor příkazu. Při přijetí 
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identifikátoru příkazu může automat přejít do dalšího stavu nebo může setrvat v tomto 
stavu, a to v případě přijetí prostého příkazu, protože nebudou následovat žádná data. 
Při přenosu programu kloubových souřadnic přejde automat po přijetí identifikátoru 
tohoto příkazu do druhého stavu, ve kterém čeká na přijetí délky odesílaných dat. Poté 
přejde do třetího stavu, kde čeká na příjem všech dat, po přenesení všech dat přejde 
automat opět do výchozího stavu. Posledním možným typem komunikace je přenos 
jednoho příkazu, po přijetí identifikátoru tohoto příkazu přejde automat do stavu čtyři, 
kde čeká na příjem šesti bajtů dat. Po jejich přijetí přejde automat opět do výchozího 
stavu. Ze všech stavů je možné přejít ihned do výchozího stavu jednorázovým příkazem 
určeným k restartování komunikace. Následující vývojový diagram popisuje 
komunikační část programu řídicí jednotky. 
 
 
Obrázek 19: Vývojový diagram zpracování příchozích dat 
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5.4.2 Řízení pohybu os  
Řízení os se skládá z následujících částí, generování signálu pro řízení 
jednotlivých efektorů vykonávajících pohyb s osami a řízení os v manuálním nebo 
automatickém režimu. Přičemž řízení v automatickém režimu je interpretací 
posloupnosti kloubových souřadnic uložených jako program řídící robotický 
manipulátor. 
Žádaná pozice je servomotorkům předávaná pomocí proměnné střídy signálu, 
tomuto se věnujeme v kapitole 2.1. Použitý procesor je vybaven dostatečným počtem 
PWM kanálů pro řízení všech sedmi servomotokrů. Díky tomu se nemusím programově 
starat o generování PWM signálu pro jednotlivé os, což značně zjednodušuje řízení os. 
Stačí pouze nastavovat střídu jednotlivých PWM kanálů a tím je generování signálu pro 
řízení servomotorků vyřešeno. Každá osa má přidělenu proměnou, ve které je uložena 
aktuální žádaná pozice osy. Ta je pro každou novou periodu PWM signálu přepočtena 
na odpovídající střídu. Díky tomu se v části programu pro ruční či automatické řízení 
nemusím o toto starat. Stejně tak po přijetí příkazu od HMI pro nastavení jiné aktuální 
pozice os stačí pouze tyto proměnné přepsat na požadovanou hodnotu. 
Při ručním řízení je rovněž měněna hodnota jednotlivých proměnných, velikost 
změny je závislá na aktuálním nastavení rychlosti pohybu. V automatickém režimu 
řízení jsou postupně načítány jednotlivé řádky posloupnosti kloubových souřadnic. 
Přičemž v závislosti na zvolené rychlosti, je jedna sada kloubových souřadnic vykonána 
v jedné či více periodách změny aktuální pozice os. Díky tomu je pohyb ramene modelu 
robotického manipulátoru plynulejší.  Jednotlivé kloubové souřadnice je možné měnit 
v menších krocích. Pokud počet kroků zdvojnásobíme, je rychlost pohybu ramene 
poloviční. Z tohoto důvodu je rychlost možno nastavovat v řadě 100%, 50%, 33%, 
25%, 20% a 10%. Pomocí časovače je periodicky spouštěna část programu obstarávající 
automatický režim. Nejdříve se načte první řádek kloubových souřadnic robota 
z posloupnosti kloubových souřadnic, poté se podle zvolené rychlosti rozdělí na 
příslušný počet dílčích změn aktuální pozice kloubových souřadnic. V případě, že je 
zvolena rychlost 100%, je dílčí změna pouze jedna, v případě rychlosti 10% je změn 
deset. Poté je při dalším spuštění této části kódu vykonána jedna změna aktuálních 
kloubových souřadnic. Toto se opakuje, dokud nejsou všechny změny provedeny, poté 
následuje načtení dalšího řádku kloubových souřadnic a postup se opakuje stejně, jako u 
první kloubové souřadnice. Při změně požadované rychlosti pohybu ramene se tato 
změna projeví až při dalším načtení kloubových souřadnic ze seznamu. Aktuálně 
prováděná kloubová souřadnice bude vykonána rychlostí, která byla zvolena při jejím 
načtení. Následuje vývojový diagram části programu, který provádí výše popsané 
načítání kloubových souřadnic. 
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Obrázek 20: Vývojový diagram řízení os v automatickém režimu 
 
Pro řízení modelu průmyslového robota bylo zvoleno rozlišení jednotlivých 
stupňů volnosti 1 stupeň. Díky tomu je možné každou kloubovou souřadnici uložit v 8 
bitech paměti procesoru. Pro řízení modelu průmyslového robota a návrh principu 
algoritmů je tato přesnost dostatečná. Pro řízení reálného robotického manipulátoru by 
bylo potřeba volit větší počet bitů na uložení pozice jednotlivé osy. 
5.4.3 Rozhraní pro ovládání obsluhou 
Tato část programu se stará o obsluhu vstupně výstupních částí určených pro 
komunikaci s obsluhou. Jedná se zejména o čtyřřádkový LCD displej, dva enkodéry, 
mikrospínače a LED diody. LCD displej je popsán v kapitole 5.2, která se zabývá jeho 
inicializací pro komunikaci s čtyřvodičovou datovou sběrnicí. Pro obsluhu LCD displeje 
byla implementována knihovna. Tato knihovna řeší základní funkce pro práci s LCD 
displejem. Jedná se o funkci inicializace displeje, vymazání displeje, zapsání jednoho 
znaku na displej, zapsání řetězce na displej a přesunutí kurzoru na zadanou pozici. Při 
 36
implementaci těchto funkcí jsem vycházel z instrukční tabulky displeje, která je rovněž 
umístěna v kapitole zabývající se popisem tohoto displeje. 
Dalším ovládacím prvkem jsou dva enkodéry, prvním se ovládají jednotlivé osy 
v ručním režimu a druhým se nastavuje rychlost vykonávání programu i ručního řízení. 
Enkodéry jsou připojené jako zdroje externího přerušení. Časové průběhy signálů od 
enkodérů při otáčení jedním nebo druhým směrem jsou na následujícím obrázku. 
 
 
Obrázek 21: Princip vyhodnocení směru otáčení inkrementálního snímače[15] 
 
Jak je patrné z časových průběhů, stačí vyhodnocovat nástupné a sestupné hrany 
signálu z prvního kanálu od enkodéru. Podle toho jestli se jedná o nástupnou či 
sestupnou hranu, se dá již snadno zjistit směr otočení o jeden inkrement.   
Posledním ovládacím prvkem jsou mikrospínače sloužící k přepínání ručního 
řízení os, zapnutí či vypnutí řízení manipulátoru programem kloubových souřadnic a 
práci s LCD displejem. Tyto mikrospínače jsou doplněné o signální LED diody, které 
slouží k identifikaci právě ručně ovládané osy a k signalizaci vykonávání programu 
kloubových souřadnic. Stav tlačítek je periodicky testován v části programu main. Pro 
obsluhu každého tlačítka je použita jedna proměnná, která je použita pro uchování stavu 
tlačítka v předchozím cyklu programu. Při vyhodnocování stisku tlačítka se jednak 
posuzuje samotný stav tlačítka a současně i stav tlačítka v minulém cyklu programu. 
Díky tomu jsou události reakce na stisk tlačítka generovány pouze při náběžné hraně. 
Diody se ovládají jako standardní výstupy procesoru. 
 
Ovládání všech vstupně výstupních částí řídicí jednotky určených pro řízení 
jednotky obsluhou je vykonáváno v části programu main. Jedinou výjimkou jsou 
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enkodéry, jejichž vstupní signál je vyhodnocován jako externí přerušení. Část programu 
pro obsluhu tlačítek, LED diod a LCD displeje je vykonávána periodicky. Všechny 
ostatní části programu jsou vykonávány v přerušeních. Následující obrázek znázorňuje 
jednotlivé kroky programu, které jsou periodicky vykonávané. 
 
 
Obrázek 22: Vývojový diagram periodicky vykonávané obsluhy tlačítek, LED diod a LCD displeje 
 
5.4.4 Popis vlastností softwaru řídicí jednotky 
Software řídicí jednotky byl navržen tak, aby splnil všechny body zadání. Jedná 
se hlavně o možnost řízení modelu průmyslového manipulátoru v manuálním i 
automatickém režimu podle programu kloubových souřadnic a přenos programu 
kloubových souřadnic do řídicí jednotky. Možnost přenosu jednotlivých příkazů 
obsahujících požadované kloubové souřadnice. 
Přímo v řídicí jednotce je možné procházet aktuálně nahranou posloupnost 
kloubových souřadnic. Dále je na displeji zobrazena aktuální požadovaná pozice 
jednotlivých os. Program řídicí jednotky splňuje zadání. Jedinou výjimkou je měření 
aktuální pozice os, protože použité servomotorky neumožňují měřit aktuální pozici. 
Možným řešením by bylo připevnit ke každému stupni volnosti enkodér, který by 
umožnil měřit aktuální pozici osy. Bohužel konstrukční řešení modelu robotického 
manipulátoru neumožňuje snadnou realizaci. Možná řešení by značně omezila možnosti 
pohybu jednotlivých stupňů volnosti. Z tohoto důvodu nebylo externí měření 
realizováno. Proto řídicí jednotka odesílá zpět do HMI pouze nastavenou pozici 
servomotorů, která díky vnitřní zpětné vazbě odpovídá v ustáleném stavu pozici 
požadované. 
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6 HMI 
Tato kapitola se zabývá popisem realizace HMI. HMI bylo naprogramováno 
v jazyce #C. Jedná se objektově orientovaný programovací jazyk vyvinutý společností 
Microsoft. C Sharp je jazyk odvozený z C++ a Javy. Úkolem HMI je nahrávání 
programu do řídicí jednotky, zobrazování polohy os modelu robotického manipulátoru a 
předávání jednotlivých příkazů. Na následujícím obrázku je zobrazeno grafické rozhraní 
HMI. 
 
 
Obrázek 23: Grafické rozhraní HMI 
 
Pro splnění všech požadavků na HMI je klíčovou částí komunikace mezi HMI a 
řídicí jednotkou. Realizace komunikace v řídicí jednotce je popsána v kapitole 5.4.1, v 
ní jsou také popsány jednotlivé typy přenášených zpráv. Proto se tato kapitola ne 
zabývá jednotlivými zprávami, ale pouze realizací jejich odesílání. Jazyk  #C byl 
vyvinut současně s platformou .NET Framework, proto jsem použil pro komunikaci 
třídu SerialPort z této platformy. Virtuální COM port simuluje sériové rozhraní na 
počítači. Data, která jsou na toto rozhraní posílána, jsou převedena obvodem FT232R na 
RS232. Díky tomu je možno celou komunikaci na straně HMI realizovat třídou 
SerialPort, pokud je řídicí jednotka připojena pomocí USB sběrnice. 
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Mezi řídicí jednotkou a HMI jsou pravidelně vyměňovány požadavky na zaslání 
aktuální pozice os. Na tyto požadavky odpovídá řídicí jednotka aktuální pozicí os. 
Intervaly, ve kterých jsou vysílány požadavky na zaslání aktuální pozice os, jsou 
generovány časovačem. Díky tomu je perioda obnovování pozice os v HMI relativně 
pravidelná. Pokud není připojeno HMI k řídicí jednotce není zbytečně zatěžovaná řídicí 
jednotka pravidelným vysíláním aktuální pozice os.  
Všechna vyslaná data k řídicí jednotce jsou ověřena jejich zasláním zpět do 
HMI, pokud dojde k přijmutí jiných dat než dat, která byla vyslána, je o tom obsluha 
informována ve výpisu komunikace. Při vysílání příkazů obsahujících data je z důvodu 
realizace příjmu dat v řídicí jednotce nutné zastavit časovač spouštějící požadavek o 
zaslání aktuální pozice os. Kdyby došlo k současnému vysílání proudu dat a požadavku 
na aktuální pozici os, byl by tento požadavek mylně přiřazen k datům. To by mohlo vést 
ke kolizi modelu robotického manipulátoru. 
Grafické rozhraní umožňuje sledovat aktuální pozici jednotlivých os robotického 
manipulátoru a nahrát program kloubových souřadnic ze souboru do řídicí jednotky 
robotického manipulátoru. Cestu k souboru je potřeba zadat absolutně. Nahrávání 
programu je spuštěno příslušným tlačítkem a je možné pouze v čase, kdy řídicí jednotka 
nevykonává žádný program kloubových souřadnic. To by vedlo k přepsání právě 
probíhajícího programu novými daty. Data jsou sice do řídicí jednotky odeslána, ale 
nejsou uložena. Dále je možné odesílat jednorázové příkazy. Ty jsou vykonány i za 
běhu programu kloubových souřadnic. Jedinou výjimkou je příkaz na změnu aktuální 
polohy os, ten je řídicí jednotkou také ignorován. 
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7 PLÁNOVÁNÍ POHYBU MANIPULÁTORU 
Algoritmus plánování dráhy modelu průmyslového robota ROB 2-6 byl 
implementován pomocí  programovacího jazyku Matlab. Tento skriptovací jazyk je 
vhodný pro navrhování algoritmů zejména díky snadnému přístupu ke všem 
používaným datům, snadnému grafickému znázornění dat a celé řadě již 
implementovaných matematických funkcí. Algoritmus se dá rozdělit na dvě části. První 
část se zabývá samotným naplánováním pohybu koncového bodu ramene manipulátoru 
v prostoru, druhá část algoritmu poté vypočítá požadované kloubové souřadnice 
potřebné pro pohyb koncového bodu manipulátoru po této dráze. Vzhledem k tomu, že 
je manipulátor tvořen pouze stupni volnosti vykonávajícími rotační pohyb s rozsahem 
180˚, je jeho pracovní prostor omezen na polokouli. Nulový bod byl umístěn tak, aby se 
zde protínaly osy hřídelí servomotorků z prvního a druhého stupně volnosti. Dalším 
omezením pracovního prostoru je podložka, na které je celý manipulátor umístěn. Ta je 
vzdálená -75mm na ose z a je na tuto osu kolmá. Na následujícím obrázku je znázorněn 
pracovní prostor modelu robotického manipulátoru.  
 
Obrázek 24: Pracovní prostor modelu robotického manipulátoru 
 
Červená oblast znázorňuje nedosažitelnou část pracovního prostoru, jedná se o 
prostor, který zabírá samotná konstrukce robotického manipulátoru. Zeleně je 
znázorněna oblast pracovního prostoru manipulátoru při zjednodušení inverzní úlohy 
kinematiky popsané v kapitole 2.3. Modře je znázorněna pracovní oblast manipulátoru 
bez zjednodušení. Z obrázku se může zdát, že zavedené zjednodušení omezí pracovní 
oblast manipulátoru značně, ale vzhledem k běžnému uspořádání zásobníků obrobků je 
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vliv zjednodušení menší. V zásobnících, jak ukazuje následující obrázek, jsou obrobky 
umístěny tak, že k manipulaci s nimi by stejně tento stupeň volnosti musel být použit.  
 
 
Obrázek 25: Zásobník obrobků ve stroji TTB Evolution [10] 
 
Stejně tak by musel být použit při manipulaci za překážkou. V následujících 
podkapitolách se budu zabývat nejdříve plánováním dráhy koncového bodu 
manipulátoru a následně výpočtem kloubových souřadnic. 
7.1 Plánování dráhy koncového bodu ramene manipulátoru 
Základní nástin algoritmu plánování dráhy koncového bodu ramene 
manipulátoru v prostředí s překážkami byl učiněn v kapitole zabývající se popisem 
inverzní úlohy kinematiky. V této kapitole byly překážky definované jako objekty ležící 
na podložce. Libovolný objekt bude pro potřeby algoritmu ohraničen kvádrem, který 
bude definován pomocí dvou párů souřadnic x y a výškou kvádru.  
 Nejdříve se určí, jestli všechny cílové body leží v pracovním prostoru 
manipulátoru. Následně se zvětší všechny překážky o 30 mm do všech stran. Díky 
tomuto zvětšení, je možno uvažovat v dalších částech algoritmu rameno složené pouze 
z čar, aniž bychom riskovali střet ramene s překážkou. Dalším krokem algoritmu je 
určení natočení celého ramene manipulátoru kolem osy z, potažmo kloubové souřadnice 
prvního stupně volnosti. Poté se najdou všechny překážky, které leží mezi 
manipulátorem a cílovým bodem. Výsledek části algoritmu popsané v tomto odstavci je 
znázorněn na následujícím obrázku, kde je omezení pracovního prostoru modelu 
robotického manipulátoru znázorněno modře. Překážky jsou znázorněny červenou 
barvou, čárkovaně je znázorněna skutečná velikost překážek a plně velikost překážek 
zvětšená o 30 mm. Na hranách překážek jsou znázorněny jednotlivé průsečíky 
s překážkami červenými body. Zeleně je znázorněna trajektorie ramene robotického 
manipulátoru. U každé trajektorie je vypsáno požadované natočení prvního stupně 
volnosti. 
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Obrázek 26: Zobrazení prostoru s překážkami 
 
Díky možnosti uvažovat manipulátor složený pouze z čar vedených v osách 
jednotlivých stupňů volnosti, můžeme dráhu od výchozí pozice k cílovému bodu 
plánovat v rovině. Nyní se naplánuje trajektorie koncového bodu od výchozí pozice 
ramene manipulátoru k cílovému bodu, jak ukazuje obrázek nad tímto odstavcem. Poté 
se posune trajektorie koncového bodu v ose z. Tím se umožnil průchod části ramene, 
které má být kolmé na trajektorii nad překážkami. Nyní se ověří, jestli posunutá trasa 
nevystupuje z pracovní oblasti robotického manipulátoru. Toto ovšem nezaručuje, že 
cílový bod musí být dostupný. K ověření dostupnosti cílového bodu se musí provést 
inverzní úloha kinematiky. Poté se ověří, že všechny kloubové souřadnice jsou 
v rozsahu, který umožňuje model manipulátoru. 
 
7.2 Výpočet kloubových souřadnic 
Výpočet kloubových souřadnic lze díky použitému algoritmu plánování dráhy 
rozdělit na 3 části. Nejdříve se celé rameno manipulátoru otočí do požadované polohy 
kolem osy z. Při tomto kroku se bude měnit pouze kloubová souřadnice prvního stupně 
volnosti, všechny ostatní zůstanou neměnné odpovídající výchozí pozici ramene. 
Dalším krokem je dosažení cílového bodu v rovině pohybu ramene. Při této etapě se 
budou měnit kloubové souřadnice druhého, třetího a čtvrtého stupně volnosti. 
Posledním krokem je návrat ramene z cílového bodu zpět do výchozí pozice. Poslední 
krok je složen z kloubových souřadnic předchozí etapy v opačném pořadí. K výpočtu 
kloubových souřadnic ve druhém, potažmo třetím kroku budou použity vztahy z první 
části kapitoly popisující inverzní úlohu kinematiky. Následující blokové schéma 
znázorňuje rozdělení inverzní úlohy kinematiky do jednotlivých kroků, u kterých jsou 
napsány měnící se kloubové souřadnice. 
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Obrázek 27: Blokové schéma jednotlivých kroků inverzní úlohy kinematiky 
 
Otočení ramene kolem prvního stupně volnosti je realizováno v počtu kroků 
odpovídajících maximální změně o tři stupně na krok. Poté je potřeba naplánovat 
trajektorii v rovině. Protože předpokládáme překážky položené na zemi, bude se je 
rameno snažit obejít ze shora. Vzhledem k zvolenému zjednodušení budeme muset 
výslednou trajektorii posunout v ose y o délku třetího ramene. Na následujícím obrázku 
je vidět výsledek plánování dráhy ramene v rovině. 
 
 
Obrázek 28: Zobrazení jedné roviny pohybu manipulátoru v prostoru 
 
 
Překážka je znázorněna červeně. Trajektorie koncového bodu ramene je 
znázorněna zeleně. Omezení pracovního prostoru manipulátoru je znázorněno modře. 
Nyní je provedena inverzní úloha kinematiky, která byla popsaná v kapitole 2.2. Takto 
získané kloubové souřadnice se použijí pro pohyb ramene k cílovému bodu i nazpět.  
Na následujícím obrázku je výsledná GUI aplikace pro plánování dráhy modelu 
robotického manipulátoru. Seznam překážek i cílových bodů se načítá ze souborů *.xls. 
GUI bylo vytvořeno programovací metodou Sched Board v programovacím jazyku 
Matlab. Programovací jazyk Matlab byl zvolen z důvodu snadné optimalizace 
navržených algoritmů, dobré implementace matematických funkcí a snadné tvorby 
uživatelských aplikací. Mezi zápory použitého programovacího jazyku bych zmínil, 
rozdílné adresování v polích od jazyka C a také výpočetní náročnost běhu programu, 
která je způsobena tím že Matlab je jazyk skriptovaný nikoliv překládaný. 
 
 44
 
Obrázek 29: GUI aplikace plánování dráhy 
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8 VIZUÁLNÍ MODEL MANIPULÁTORU 
Vizuální model manipulátoru je realizován pomocí knihovny OpenGL, tato 
knihovna je do prostředí Matlabu importována pomocí Tao Frameworku. Rozhraní .Net 
je k dispozici na platformě Windows, pomocí tohoto rozhraní se dají volat funkce 
potřebné pro vizuální model. Matlab podporuje rozhraní NET Framework verze 2.0 
nebo vyšší. Bohužel nejsou všechny vlastnosti .NET v Matlabu podporované, kompletní 
seznam nepodporovaných vlastností je na stránkách firmy MathWorks. 
Pro práci s .NET Framework aplikací je potřeba aby byly assembly viditelné pro 
Matlab. Toho je možné dosáhnout dvěma způsoby: 
Assembly je možné nainstalovat do společného adresáře Global Assembly 
Cache (GAC), tento adresář je společné uložiště pro všechny aplikace. Druhou možností 
je použít soukromé assembly, potom jsou používány právě a jenom jednou aplikací. 
Model používá pro načtení Tao Frameworku druhou možnost, proto je potřeba 
znát plnou cestu k assembly. Poté je možné načíst assembly pomocí příkazu 
NET.addAssembly, jehož jediným parametrem je cesta k assembly, následně je již 
možné používat jednotlivé součásti Frameworku. Dále pro vytvoření okna, ve kterém se 
bude vizuální model vykreslovat je použit Framework System. Tento Framework je 
standardně nainstalován v GAC, není potřeba znát žádnou cestu.  
Nyní je možno nastavit jednotlivé parametry vykreslovaného okna, jako jsou 
šířka výška a viditelnost. Je potřeba vyrobit jednoduché OpenGL ovládání tohoto okna, 
k tomu je použita součást Tao Frameworku. 
Dále je potřeba ošetřit možné události okna, jako je minimalizace, 
maximalizace, zavření okna atd. Další věcí, na kterou je potřeba reagovat, jsou události 
myši a klávesnice uvnitř okna. K tomu je v Matlabu určena funkce addlistener, tato 
funkce vytvoří posluchače události daného objektu. Prvním parametrem této funkce je 
handle objektu, který je zdrojem události. Druhým parametrem této funkce je název 
akce, která spustila zpětné volání. Posledním parametrem je název funkce, která bude 
zavolána v reakci na událost. Všechny funkce reagující na události jsou 
implementovány v jediném m-souboru, který realizuje jednak práci s oknem a zároveň 
obsluhu zobrazení modelu manipulátoru. Tato funkce pouze v reakci na jednotlivé 
události upravuje parametry okna nebo parametry OpenGL scény. Následně zavolá 
funkci, která připraví scénu a funkci, která vykreslí model.  
Poté již stačí napsat funkci, která bude generovat model manipulátoru 
z jednotlivých OpenGL objektů a následně celou scénu vykreslit. Scéna bude 
periodicky vykreslována s proměnnými parametry kloubových souřadnic. Na 
následujícím obrázku je vývojový diagram celého procesu vykreslování scény i s reakcí 
na události od OpenGL scény. 
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Obrázek 30: Vývojový diagram vykreslování scény 
 
Jak je patrné z vývojového diagramu, scéna se periodicky překresluje podle 
kloubových souřadnic jednotlivých os. Parametrem rotační osy je úhel natočení osy, 
parametrem translační osy je posunutí od počátku této soustavy. Každá osa se tedy 
vykresluje ve své soustavě souřadnic okolo počátku této soustavy. Pomocí funkce 
glTranslatef se posune začátek soustavy souřadnic vzhledem k předchozí soustavě 
souřadnic, stejně tak pomocí funkce glRotatef se otočí soustava souřadnic podle 
jednotlivých os předchozí soustavy souřadnic. K změně souřadných systémů používá 
OpenGL homogenní transformaci, která byla popsána v kapitole o přímé úloze 
kinematiky. Protože se OpenGL chová jako stavový automat, je každý příkaz 
vykonáván zvlášť. Takže záleží na pořadí translace a rotace jednotlivých objektů, pokud 
je provedena rotace dříve, nežli translace je nutné myslet na to, že translace bude 
provedena již v novém souřadném systému s odlišným bázovým vektorem. Na 
následujícím obrázku je vykreslena kostra modelu robotického manipulátoru ROB 2-6.  
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Obrázek 31: Vizuální model manipulátoru ROB 2-6 bez zobrazených 
servomotorků 
 
Díky tomu, že OpenGL využívá homogenní transformaci stejně tak jako přímá 
úloha kinematiky, dá se při vykreslování postupovat stejně, jako kdybychom postupně 
přecházeli při přímé úloze kinematiky od jednoho stupně volnosti k druhému. Nejdříve 
se změní souřadný systém, poté se vykreslí část ramene, pak se opět změní souřadný 
systém. Toto umožní snadno vizualizovat pohyb modelu robotického manipulátoru 
v prostoru. 
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9 ZÁVĚR 
Cílem této diplomové práce bylo navrhnout a realizovat řídicí jednotku pro 
řízení modelu průmyslového robota ROB 2-6. Realizovat HMI pro spolupráci s řídicí 
jednotkou a realizovat rovněž vizualizační model robota, navrhnout a implementovat 
algoritmus pro plánování pohybu ruky modelu robota v prostředí s překážkami. 
V teoretické části této práce se věnuji použitému modelu průmyslového robota, s 
cílem seznámit s principem řízení servomotorků. Při řízení těchto servomotorků není 
možné získávat informace o aktuálním natočení hřídele servomotorku. Dále se v této 
kapitole věnuji inverzní a přímé úloze kinematiky, s cílem navrhnout vhodné 
zjednodušení inverzní úlohy kinematiky. Poslední část teoretického úvodu této práce se 
věnuje popisu použitého vývojového kitu STM32VLDISCOVERY a popisu 
multiplatformního rozhraní pro tvorbu počítačové grafiky OpenGL. 
Navržení a realizace řídicí jednotky modelu průmyslového robota a 
spolupracujícího HMI je klíčovou částí této práce. Pro realizaci byl zvolen vývojový kit 
STM32VLDISCOVERY, který je osazen mikrokontorlérem STM32F100RB. Použitý 
mikrokontrolér obsahuje velké množství periferií, které značně zjednodušují celý návrh 
řídicí jednotky.  Navržená řídicí jednotka spolupracuje s HMI, kterému předává 
informace o aktuálním natočení jednotlivých stupňů volnosti a přijímá jednotlivé 
příkazy. Dále je možné pomocí HMI do řídicí jednotky nahrát celou programovou 
posloupnost kloubových souřadnic. Pro komunikaci mezi řídicí jednotkou a HMI byl 
použit obvod FT232, který vytváří v počítači virtuální COM port. 
Při plánování dráhy pohybu robotického manipulátoru v prostředí s překážkami 
bylo zvoleno vhodné zjednodušení inverzní úlohy kinematiky, protože nalezení inverzní 
úlohy kinematiky nebývá vždy triviální. Pohyb ruky je rozdělen do etap, které umožňují 
využívat omezený počet stupňů volnosti. Algoritmus plánování dráhy byl realizován v 
programu Matlab.  
Poslední část této práce se zabývá realizací vizuálního modelu robotického 
manipulátoru. Pro realizaci vizuálního modelu v Matlabu byla použita knihovna 
OpenGL, která umožňuje plynulé vykreslování tohoto modelu. 
 Výsledkem této práce je realizovaná řidicí jednotka, která umožňuje ruční řízení 
modelu robotického manipulátoru, vykonávat programovou posloupnost kloubových 
souřadnic a přijímat jednotlivé příkazy od HMI. Realizovaný algoritmus plánování 
dráhy v prostředí s překážkami a vizuální model robotického manipulátoru. Výhodou 
tohoto řešení, oproti řízení robotického manipulátoru pomocí RT toolboxu v programu 
Matlab, které bylo uvažováno v rámci semestrálního projektu jedna, je zejména nižší 
cena výsledného řešení a možnost provozovat řídicí jednotu bez použití počítače. 
Funkce řídicí jednotky byla vyzkoušena na modelových úlohách při testování 4 z 
celkem 6 stupňů volnosti. Dva poslední stupně volnosti nemohly být odzkoušeny na 
fyzickém manipulátoru vzhledem k trvalé závadě na elektromechanické části robota. 
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Poslední dva výstupy řídicí jednotky byli proto odzkoušeny připojením na jiné stupně 
volnosti. 
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Příloha A: Schémata zapojení řídicí jednotky 
 
Obrázek A.1: Schéma zapojení ovládacího panelu řídicí jednotky 
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Obrázek A.2: Schéma zapojení procesorové části řídicí jednotky 
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Obrázek A.3: Schéma zapojení převodníku FT232RL 
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Příloha B: Návrhy desek plošných spojů řídicí 
jednotky 
 
 
Obrázek B.1: Návrh desky plošných spojů ovládacího panelu řídicí jednotky  
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Obrázek B.2: Návrh desky plošných spojů procesorové části řídicí jednotky 
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Obrázek B.3: Návrh desky plošných spojů převodníku FT232RL 
 
