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V dobi razvoja in avtomatizacije vsa industrijska podjetja stremijo k boljši učinkovitosti 
in hitrejši proizvodnji izdelkov. Za realizacijo tega cilja so potrebni dobro programsko orodje 
in sodobne elektronske naprave, ki to omogočajo. Eden glavnih dejavnikov za avtomatizacijo 
je upravljanje elektronskih naprav s programsko kodo. 
Od zagona do uporabe temeljnih funkcionalnosti vsakega elektronskega instrumenta skrbi 
gonilnik naprave. To je programska oprema, ki z dobro grajenim programskim vmesnikom 
omogoča komuniciranje in upravljanje naprave z računalnikom. Gonilniki se uporabljajo 
predvsem pri standardnih napravah, kot so monitor, računalniška miška, tiskalnik, lahko pa jih 
izvedemo tudi na bolj specifičnih oziroma nestandardnih napravah, med katere uvrščamo 
laboratorijsko in posebno testno opremo.  
Izvedba gonilnika mora biti skrbno načrtovana, saj lahko vsaka sprememba v programski 
kodi kritično vpliva na njegovo delovanje. Je kot steber v zgradbi; če je slabo načrtovan, je le 
vprašanje časa, kdaj se bo zgradba porušila. Vsebuje vsa temeljna opravila, kot so – v primeru 
močnostnega vira in etalonskega merilnika pogreška – povezovanje, pisanje v napravo in 
branje iz nje, nastavljanje in tudi prekinitev komunikacije. Na tem se lahko gradijo vse druge 
funkcije, ki pripomorejo k bolj specifičnim nalogam in zagotavljajo, da delo poteka na 
daljavo, hitro in brez človekovega posega, saj je to tudi namen avtomatizacije. 
 





In the era of development and automation, all industrial companies strive for better 
efficiency and faster production of their products. For making this goal happen, however, a 
good and adequate software framework and modern electronic devices are needed. One of the 
factors that are of quintessence is the management of these instruments with program code. 
The device driver takes care of booting and all the applications of the basic 
functionalities. It is a software that, with a well-built software interface, allows users to 
communicate and manage a distinct device with a computer. Device drivers are mostly used 
for standard devices such as: monitors, computer mouse, printers, etc., but we can also 
implement its functionalities on more specific non-standard devices such as laboratory and 
special test equipment. 
The implementation of such project must be meticulously and thoughtfully designed, 
since any further changes in the main-code can cause error in its operation . It is like a pillar 
in the building, if it is poorly designed, it is just a matter of time before it collapses. The 
driver contains all basic functions (in this case a power supply and standard error meter) such 
as: connection, data transfer to the device itself, data receiving, setting values from the 
devices buffer and also closing its ports and breaking communication. All other functions 
stem from this concept and contribute to more specific tasks and allow us to communicate 
with these devices remotely, quickly and without human intervention, as this is also the point 
of automation. 
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THD  angl. Total Harmonics Distortion; celotno harmonsko popačenje 









Podjetje Iskraemeco omogoča študentom elektrotehnike zaposlitev v oddelku za razvoj in 
raziskave, kjer lahko pridobimo znanje na področju programiranja in elektronskih naprav. S 
pomočjo mentorja v podjetju, se lahko tudi piše diplomsko delo ob opravljanju strokovne 
prakse. Pisanje gonilnika v programskem jeziku C# je edinstvena priložnost za osvojitev 
osnovnih konceptov o delovanju elektronskih instrumentov in delovanju programske kode. S 
tem osnovnim znanjem je nadaljnjo izobrazbo mogoče nadgraditi, bodisi v prostem času 
bodisi v podjetju. 
1.2 Cilji zaključnega dela 
Nekateri močnostni viri in merilniki že vsebujejo gonilnike. Napisani so v programskem 
jeziku C++ in so slabo kompatibilni z drugo programsko opremo, pri kateri je težava 
razhroščevanje1, saj je večina programske kode napisana v programskem jeziku C#. Poleg 
tega je koda na različnih repozitorijih2 na strežniku TFS (angl. Team Foundation Server) in 
zato manj pregledna. Poglavitna cilja diplomskega projekta sta centralizacija kode v en sam 
projekt in rešitev težav z razhroščevanjem za poenostavljeno upravljanje kode. Poleg tega je 
tudi cilj diplomskega dela avtomatizacija programskih testov. Ker je testiranje števcev 
električne energije relevanten postopek, nam ti gonilniki omogočajo testiranje števcev z 
napetostno-tokovnim virom in etalonskim merilnikom pogreška brez človeškega nadzora ter s 
tem prihraniti pri času in denarju. 
1.3 Metodologija dela 
Zaradi nalog, ki so zahtevale različne rešitve, delo s programsko opremo in obrobnimi 
enotami, so bili pristopi k nalogam različni in s tem tudi metodologija dela. Prva oziroma 
osnovna naloga sta bili priprava sheme postavitve in realizacija sheme, da sta bila merjenje in 
izvedba danega problema najbolj učinkovita. S tem je bila omogočena komunikacija med 
2 Uvod 
 
ustrezno izhodno enoto in računalnikom, v katerem je bil zasnovan temelj gonilnika. S 
pravilnim načrtom je bila ustvarjena delujoča programska koda. Celotna programska koda je 
bila napisana v programskem okolju Visual Studio (jezik C#). Kot pomoč je služil prejšnji 
gonilnik, ki je pomagal pri razumevanju in poteku vseh glavnih funkcij naprav. Ker morajo 
naprave delovati enako kot pri starejšem gonilniku, je bil ta pristop ustrezen, kar se je 
pokazalo pri uporabi programskih aplikacij in avtomatiziranih testih, saj je bilo delovanje 
pravilno in brez napak. 
1.4 Pregled vsebine 
Diplomsko delo je sestavljeno iz treh glavnih delov. Prvi je poglavje Opis izbranih 
komponent, v katerem so opisane vse uporabljene naprave. V njem bomo spoznali zgradbo 
elektronskega števca električne energije AM 550 (napredni števec 550). Na kratko bodo 
opisani njegova zunanjost in notranja zgradba ter nekateri standardi, ki morajo biti 
upoštevani, da je števec sploh lahko na trgu. Nato bodo predstavljeni močnostni viri PPS 60.3, 
PPS 3.3C in EPS 5-3, njihova sestava in delovanje ter na koncu še družina etalonskih 
merilnikov pogreška TEMP-100. Z vsemi predstavljenimi elementi bomo analizirali 
postavitev in njihovo vezavo, ki se je uporabila pri pisanju gonilnika naprave. Za boljše 
razumevanje bomo opisali, kako poteka umerjanje števcev, kaj je razred točnosti ter kako se 
mu števci podrejajo.  
V drugem delu diplomskega dela (3. poglavje) najprej prikažemo nekatere razlike med 
programskim jezikom C++ in C# ter opišemo programsko okolje Visual Studio, v katerem je 
bila celotna naloga izvedena. Nato predstavimo predinicializacijo in inicializacijo 
posameznega gonilnika ter druge osnovne metode, ki upravljajo funkcije: pisanje in branje iz 
vira/merilnika pogreška, nastavljanje vrednosti in njihovo ponastavitev. Zelo pomemben je 
tudi pojem harmonik. Posvetimo se mu v poglavju, ki sledi poglavju o osnovnih metodah. Na 
koncu so karakterizirane še dodatne metode, ki jih vsebuje gonilnik za TEMP-100.  
V zadnjem delu je predstavljena praktična uporaba napisanega gonilnika v podjetju 
Iskraemeco. Predstavili smo dve najbolj pogosti uporabi: programski pripomoček 
SupplyAndTemp za ročno konfiguracijo naprav prek računalnika in avtomatizirane 





2 Opis izbranih komponent 
2.1 Števec AM 550 
2.1.1 Značilnosti elektronskega števca AM 550 
Družina števcev AM 550 [1] je namenjena za merjenje delovne električne energije v obe 
smeri, ki lahko tolerira dve različni tarifni shemi porabe. Števci omenjene družine AM 550 
torej odčitavajo porabljeno energijo v štirivodnih trifaznih sistemih. Merilne in tehnične 
značilnosti števcev AM550 so v skladu s standardi, ki so navedeni v tabeli 2.1. 
Tabela 2.1: Nekaj standardov za družino števcev AM550. 
Standard Opis 
IEC 62052-11 Predpisuje vrsto testov za merjenje električne energije znotraj in zunaj 
zaprtih prostorov na 50- ali 60-Hz omrežjih do 600 V [2].  
IEC 62053-21 Predpisuje vrsto testov za merjenje delovne električne energije znotraj in 
zunaj zaprtih prostorov na 50- ali 60-Hz omrežjih, vendar se ti testi 
navezujejo le na novo izdelane statične števce točnostnega razreda 1 in 2 [3]. 
IEC 62053-23 Predpisuje vrsto testov za merjenje navidezne električne energije znotraj in 
zunaj zaprtih prostorov na 50- ali 60-Hz omrežjih. Vendar se ti testi 
navezujejo le na novo izdelane statične števce točnostnega razreda 2 in 3 [4]. 
IEC 62052-21 Predpisuje splošne zahteve za novo izdelano opremo, ki temelji na tarifah, in 
bremensko kontrolne naprave, ki se nahajajo znotraj zaprtih prostorov [5]. 
ISO 9001 Mednarodni standard, ki zagotavlja kakovost izdelka. Jamči, da je izdelek 
izpolnil pričakovanja in zadostil potrebam kupcev ter da je v skladu z 
veljavnimi predpisi. 
Iskraemeco Strožji standardi za natančnost merjenja, prebojnost, elektromagnetne 
motnje ipd. 
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Števec AM 550 je, kot smo že navedli, merilnik delovne energije, ki lahko obratuje ne le 
kot trifazni števec, temveč tudi kot enofazni ali dvofazni. Zaradi natančnih in stabilnih 
merilnih elementov je zelo zanesljiv, poleg tega ne potrebuje ponovnega umerjanja v svojem 
življenjskem ciklu, ki znaša približno 20 let. Ena glavnih prednosti je visoka odpornost na 
elektromagnetne motnje (EMI), saj je imun na motnje, ki jih generirajo radiofrekvenčna in 
elektromagnetna polja, ter odporen na elektrostatično razelektritev. 
2.1.2 Zgradba števca AM 550 
Elektronski merilnik električne energije je v splošnem sestavljen iz treh glavnih delov. V 
zgornjem predelu je komunikacijski modul, ki omogoča komunikacijo prek vmesnika P1 
(dopusti le branje podatkov), modemov CDMA (angl. Code-division multiple access), GSM 
(angl. Global System for Mobile communications) ali LTE (angl. Long Term Evolution). 
Poleg tega ima tudi žični ali brezžični M-bus za branje do štirih števcev za vodo, plin ali 
toploto. Srednji del je na zunanji strani sestavljen iz dveh tipk, ki omogočata menijsko 
krmarjenje, pomikanje po različnih podatkih in meritvah ter vzpostavitev povezave.  
 
Slika 2.1: Tipka za pomikanje (spodnja) in tipka za povezovanje (zgornja). 
Nad tipkama se nahaja zaslon s tekočimi kristali (LCD), ki služi kot prikazovalnik 
podatkov. Na levi strani poleg zaslona je meroslovna svetleča dioda (LED), ki je namenjena 
preverjanju natančnosti merjenja. Impulzna konstanta je odvisna od verzije števca iz družine 






Slika 2.2: Primer meroslovne svetleče diode. 
V srednjem delu števca se nahaja infrardeči (IR) optični vmesnik, ki omogoča dodatno 
komunikacijo s števcem. S tem vmesnikom nastavljamo števec, beremo in programiramo 
tarifne sheme. Infrardeči optični vmesnik je električno izoliran in tako nudi dodatno varnost 
pri prenosu oziroma pošiljanju podatkov. Prenos podatkov v celoti poteka lokalno s pomočjo 
računalnika. Pri optičnem prenosu podatkov se aplicirata dva komunikacijska profila: IEC 
62056-21 in HDLC (angl. High-Level Data Link Control), kjer se berejo COSEM/DLMS 
(angl. Device Language Message Specification) objekti. Prvi je nekoliko starejši in zato tudi 
manj pogost, bolj razširjen je protokol HDLC. Bolj nazorno je prikazan na sliki 2.3. 
 
 
Slika 2.3: Komunikacijski profil HDLC [6]. 
Doslej smo opisali zunanji del osrednjega dela števca, njegove bistvene komponente pa 
so v notranjosti. Družina števcev AM550 za merjenje električne energije uporablja tuljavice 
Rogowski, kjer sta vedno dve na posamezno fazo. Namen tega je, da je meritev bolj natančna 
Fizična plast predpisuje prenosni 
medij, prek katerega se prenašajo 
podatki. 
Skupek komunikacijskih protokolov, 
za prenos podatkov med omrežnimi 
točkami. 
Omogoči soobstoj več omrežnih 
protokolov na skupnem večtočkovnem 
omrežju in souporabo prenosnega 
medija. 
Programski razredi in sistem za 
identifikacijo objekta (OBIS), koda 
objektov COSEM. 
Razširjeni mednarodni standard za 
izmenjavo podatkov pri merilnikih 
porabe (števcih). 
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in da se nevtralizirajo motnje homogenega izmeničnega magnetnega polja, povrhu vsega pa 
galvansko loči električne vόde in linije za obdelavo signalov. Znotraj števca je še 
mikrokontroler, ki upravlja večino komponent, analogno-digitalni pretvornik, ura, napajalnik, 
odklopnik in drugi elementi. 
Spodnji razdelek se imenuje terminal in omogoča delovanje števca. Tu je doveden tok za 
obratovanje, kateremu je tudi izmerjena električna energija in s tem poraba uporabnika. Vsi 
vhodi so pod pokrovom, na spodnji strani je še detektor odpiranja, ki se proži ob dvigu 
pokrova. Opisano je prikazano na sliki 2.4. 
 
Slika 2.4: Pokrov in detektor števca AM550. 
Osnovni pregled zgradbe števca nam omogoča boljše razumevanje njegovega delovanja 
in uporabe, ki bo sledila v nadaljevanju. Na sliki 2.5 je prikazan celotni števec z označenimi 






Slika 2.5: Števec AM550. 
2.2 Napetostno-tokovni vir 
2.2.1 Osnovno delovanje napetostno-tokovnega vira 
Napetostni in tokovni viri so sestavljeni iz raznih interpretacij vezja, pri čemer so 
bistvene komponente diode, upori, ojačevalniki in tranzistorji (tranzistor z učinkom polja – 
FET, bipolarni tranzistor – BJT idr.). S temi elektronskimi elementi je mogoče doseči 
natančen referenčni tok oziroma napetost. Ob pravilni izdelavi instrumenta deluje v delovni 
točki, ki se nahaja na linearnem delu obratovalne karakteristike, kjer je stabilen, in s tem 
tranzistorski elementi ne preidejo v zasičenje ali v tako imenovano regijo Cut-off. To zagotovi 
večjo natančnost, ponovljivost, izboljšamo temperaturno stabilnost, preprečimo zdrs delovne 
točke ob dolgotrajnem delovanju, povišamo izhodno impedanco in povečamo pasovno širino 
ter signalno območje [7]. 
2.2.2 Napetostno tokovni vir PPS 60.3 
PPS 60.3 je elektronski napetostno-tokovni vir, ki je zgrajen iz šestih neodvisnih 
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močnostnih ojačevalnikov z analogno efektivno vrednostno (RMS) prilagoditvijo napetostne 
frekvence in faznega kota, računala za izračun nastavitvene točke in komunikacijskega 
modula za interakcijo z uporabnikom. To nam omogoča popolni nadzor nad konfiguracijo 
toka in napetosti za testiranje elektronskih števcev [8]. 
Vsi načini za vzpostavitev komunikacije se nahajajo na zadnji strani vira, kjer je tudi 
terminal, zaradi katerega vir lahko funkcionira. Za komuniciranje z virom so potrebne 
naslednje nastavitve:  
 hitrost prenosa podatkov (angl. Baud-Rate): 9200 Baud; 
 pariteta:      brez paritete (OFF); 
 Stop-Bit:     1 Stop-Bit; 
 rokovanje (angl. Handshake):   brez (Handshake OFF); 
 X-ON/X-OFF:     X-ON/X-OFF; 
 7 Bit/8 Bit:     8-bitni prenos. 
 
Na sprednji strani je vir sestavljen iz uporabniškega vmesnika (zaslon, tipke), prek 
katerega nastavljamo vrednosti. Sprednji del PPS-ja 60.3 je prikazan na sliki 2.6. 
 
Slika 2.6: Uporabniški vmesnik pri PPS 60.3. 
Ker je za nastavitev vrednosti treba poznati pomen in uporabnost tipk, si lahko pri tem 
pomagamo s tabelo 2.2, v kateri je za vsako tipko funkcijski opis. 
Tabela 2.2: Funkcijski opis tipk pri viru PPS 60.3. 
Tipka Funkcijski opis tipke 
FT Funkcija (angl. function). Ob pritisku tipke FT se iz navadnega menija premaknemo 
v tako imenovan posebni meni. Tukaj tipke od 0 do 9 dobijo drugačne uporabnosti. 
0–9 Številke za nastavljanje vrednosti, premiki po zaslonu in prehajanje med različnimi 
funkcionalnostmi vira. 
Δ Če je tipka aktivirana, pomeni, da uporabljamo trikotno vezavo. 
U Vpis napetosti. 
I, 𝐼1-𝐼3 Vpis toka na vseh ali na posamezni fazi. 
PH Vpis faznega kota. 
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PRG Program. Ob pritisku te tipke se vrnemo v glavni meni. 
E Potrdi (angl. enter). Potrdimo vpis določene vrednosti. 
R S to tipko se vir ponastavi (angl. Reset) na začetne nastavitve, brez izklopa. 
ST Nastavi (angl. set). S to tipko nastavimo vse vpisane vrednosti. S tipko enter se vse 
nastavitve le vpišejo v pomnilnik, pozneje jih dokončno nastavimo s pritiskom na 
tipko ST. 
 
V tabeli 2.2 so navedene nekatere funkcije, ki omogočajo ročni vnos podatkov, vendar je 
to pri avtomatskem testiranju elektronskih števcev časovno potratno, zato obstajajo ukazi, ki 
izvajajo enake funkcionalnosti, ukaze pa lahko pošiljamo prek komunikacijskega vmesnika 
RS232. Ker je gonilnik sestavljen iz programske kode, je to več kot dobrodošlo in nam nudi 
hitro ter odročno komunikacijo, tudi ko nismo v bližini. Ta programska koda bo opisana v 
nadaljevanju. V dodatku B je specifikacija vira PPS 60.3.  
2.2.3 Napetostno tokovni vir PPS 3.3C 
PPS 3.3C je novejša in izboljšana različica že omenjenega vira PPS 60.3, ki je tudi 
prenosen. Zagotavlja dodatno stabilnost in natančnost, poleg tega ima barvni zaslon ter lahko 
generira 31 harmonikov. Harmonike podrobno opisujemo v samostojnem poglavju. 
Pri PPS 3.3C sta uporabniški vmesnik in terminal za tok, napetost in komunikacijo na 
zgornji strani vira, kot je prikazano na sliki 2.7 [9]. 
 
 
Slika 2.7: Močnostni vir PPS 3.3C. 
Ker je ta napetostno-tokovni vir veliko bolj kompleksen, ponuja mnogo možnosti 
uporabe. Poleg nastavitev napetosti, toka in harmonikov nudi posebne signale za nadzor 
valovanja. Zaradi bolj preglednega uporabniškega vmesnika sta nastavitev in prehajanje med 
stanji ter meniji zelo hitra in tudi bolj učinkovita, saj lahko hranimo podatke že narejenih 
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meritev, prilagajamo nastavitve ter jih shranjujemo v baze. Kljub vsem izboljšavam so ukazi 
enaki kot pri prejšnjih različicah (dodane so le nekatere funkcije). To pomeni, da je 
programiranje precej preprosto, saj so med seboj kompatibilni in je gonilnik za osnovno 
delovanje, vse funkcionalnosti napetosti, toka in faznih kotov, enak. V dodatku C so navedene 
tehnične lastnosti močnostnega vira PPS 3.3C. 
2.2.4 Napetostno tokovni vir EPS 5-3 
Elektronski močnostni vir EPS 5-3 je prenosna naprava, ki generira različne izmenične 
napetosti in tokove. Tudi ta je namenjen testiranju števcev električne energije, izmeničnih 
voltmetrov, ampermetrov in vatmetrov. Izdelan je bil v sosednjem podjetju Iskra Merilne 
naprave (Iskra AMS) za hkratno množično testiranje števcev oziroma tako imenovani 
poligon. Njegova izhodna moč zadošča za sočasno napajanje do pet enofaznih ali trifaznih 
števcev električne energije, za bolj podroben opis nam je v pomoč dokument v dodatku D. 
Naprava ustreza standardu IEC 60736 (1982-01) in omogoča merjenje skladno z naslednjimi 
standardi za števce: IEC 62053-11, IEC 62053-21, IEC 62053-22 in IEC 62053-23 [10]. 
 
Slika 2.8: Močnostni vir EPS 5-3. 
Po zunanjem izgledu je EPS 5-3 večji od obeh predhodno omenjenih močnostnih virov, 
po videzu pa je bolj podoben starejšemu modelu PPS-ja, saj je razdeljen na sprednji 
(uporabniški vmesnik) in zadnji del (terminal, komunikacija), posebnost so tri LED-diode, ki 




Tabela 2.3: Pomen svetlečih diod. 
Oznaka na tipkovnici Pomen Barva LED-diode 
Err Napaka (angl. error)  Rdeča 
Sby Mirovanje (angl. standby)  Rumena 
On Delovanje  Zelena 
 
Slika 2.9: Tipkovnica močnostnega vira EPS 5-3. 
Tipkovnica vira EPS 5-3 je zelo podobna tipkovnici vira PPS 60.3, razlika je v tem, da 
lahko na tipkovnici EPS 5-3 samodejno določimo natančnostni razred zapisa enote in s tipko 
H prehajamo v oziroma iz menija harmonikov. Ker je EPS zasnovan in izdelan v podjetju 
Iskra Merilne naprave, so tudi programski ukazi nekoliko drugačni, a bistvenih razlik ni 
mogoče zaslediti. 
2.3 Etalonski merilnik pogreška 
2.3.1 Etalon 
Etalon je v splošnem merilna naprava, opredmetena mera, referenčni material ali merilni 
sistem, katerega namen je realizacija , definicija ali le konstantno ohranjanje neke enote 
oziroma veličine, ki služi kot referenca, zato je pomembno, da izberemo primerno napravo ali 
mero, ki dovolj natančno opravlja svojo nalogo. Ker se v industrijskih podjetjih večinoma 
uporabljajo delovni etaloni in ne nacionalni, nam to ne zagotavlja popolne natančnosti, kljub 
temu pa je pogrešek pri merjenju v optimalnem območju. Ker je področje merjenja 
pogreškov, točnosti in umerjanja zelo kompleksno, bomo v naslednjih poglavjih le na kratko 
opisali in predstavili, kako in za kaj se ti postopki uporabljajo v podjetju Iskraemeco. 
2.3.2 Družina etalonskih merilnikov pogreška TEMP 
V omenjenem podjetju je bila zaradi specifičnih testov in merjenj pri elektronskih števcih 
električne energije zasnovana posebna družina etalonskih merilnikov pogreška, imenovana 
TEMP. Ti merilniki pogreška so namenjeni merjenju in registraciji električne energije v 
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enofaznih ali trifaznih (tri- ali štirivodnih) sistemih. Ti nam omogočajo dvo- ali trisistemsko 
merjenje in registracijo delovne ter jalove energije, vendar ne hkrati. Iz primerjalnih meritev 
lahko izračunamo pogreške enega do osem merjencev, odvisno od modela merilnika TEMP. 
Vse meritve delovne in jalove moči ter njuni izračuni potekajo po principu časovne 
porazdelitve (TDM), medtem ko se napetost in tok merita po principu True-RMS3, pri čemer 
lahko iz dobljenih rezultatov izračunamo tudi navidezno moč in faktor moči [12].  
 
Slika 2.10: Merilnik TEMP-100 (osnovna izvedba). 
Vse različice merilnikov družine TEMP so si po zunanjem videzu skoraj enake. Vsi ti 
merilniki imajo plastično ohišje, vsi komunikacijski kanali in terminal so na zadnji strani, 
medtem ko sta tipkovnica in zaslon na sprednji strani, kot je razvidno iz slike 2.10. 
 
Slika 2.11: Sprednja stran merilnika TEMP-100. 
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Svetleče diode, ki jih lahko vidimo na sliki 2.11 na levi strani, kažejo stanje 
pripravljenosti, impulze merjenca in morebitno prekoračitev napetostnega ali tokovnega 
območja. Večina tipk omogoča osnovna prehajanja med meniji, nastavitve in možnosti 
osnovnih funkcij, kot so ponovni zagon, potrditev nastavitev območij idr. Vsebuje tudi 
nekatere dodatne možnosti, na primer: vpis konstante merjenca (tipka Cz), vklop in izklop 
zvočnega signala, tipko za vnos časa meritve v sekundah ali merjenje impulzov in še mnogo 
drugih, ki uporabniku omogočajo hitro in natančno upravljanje meritvenega instrumenta. 
Kot smo že navedli, obsega družina merilnikov TEMP različne izvedbe etalonov: TEMP-
100, TEMP-100E, TEMP-100M in TEMP-108. Njihove bistvene razlike so prikazane v tabeli 
2.4, vse druge so navedene v dodatku E. 
Tabela 2.4: Lastnosti različic družine merilnikov TEMP. 
Ime Točnost Tokovni doseg Enofazni/trifazni Štev. merjencev 
TEMP-100 (osnovna 
izvedba) 
0,05 % 10 A ali 100 A Trifazni 1 
TEMP-100E 0,05 % 10 A ali 100 A Trifazni 1 
TEMP-100M 0,05 % 10 A ali 100 A Enofazni 1 
TEMP-108 0,05 % 10 A ali 100 A Trifazni 8 
2.4 Postavitev in vezava elementov 
V času, ko sta potekala zasnova in preizkus delovanja gonilnika, so bili vsi instrumenti 
vgrajeni v prenosno kovinsko ogrodje, kot je prikazano na sliki 2.12. 
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Osnovni princip delovanja opisujemo v nadaljevanju. Močnostni vir dovaja tok in 
napetost na vseh treh fazah merilnika pogreška in elektronskega števca, kjer se ustvari 
tokokrog, začenši z virom, ki gre prek števca na etalon in ponovno nazaj na izhodišče. Bistvo 
te vezave je merjenje natančnosti števca in njegovega pogreška. V tem primeru etalonski 
merilnik pogreška deluje kot referenčno merilo točnosti. Na njegovem zaslonu se prikazujejo 
vse napetosti, tokovi, moč in energija zelo natančno. Sočasno se na zaslonu števca AM550 
izpiše meritev porabe električne energije. Kot je bilo že omenjeno, števec AM550, v tem 
primeru merjenec, ima na armaturi meroslovno svetlečo diodo, ki z utripanjem ponazarja 
porabo delovne energije. Na diodo je pripet optični čitalnik, ki je povezan na merilnik, v tem 
primeru etalonski merilnik pogreška. Tako merilnik dobi meritve števca in jih primerja s 
svojimi ter na zaslon izpiše odstotek napake merjenca. 
 
Slika 2.13: Postavitev elementov (zadaj). 
Na sliki 2.13 se ne vidi števca. Ta se nahaja pod napetostno-tokovnim virom v sprednjem 
delu. Ker števec AM550 nima ločenih sponk za napetost in tok, so te na skupni sponki za 









Slika 2.14: Sponke na števcu AM550. 
2.5 Umerjanje števca 
Da bi bili vsi rezultati in merjenja na števcu pravilni, je bilo treba pred začetkom 
načrtovanja gonilnika merjenec kalibrirati. S tem odpravimo napake in netočnosti, ki se lahko 
pojavijo pozneje pri dejanski realizaciji zasnovanega gonilnika. 
Umerjanje v splošnem poteka v štirih korakih s pomočjo programskega orodja, ki je bilo 
izdelano v podjetju Iskraemeco. V prvem koraku števcu nastavimo vse amplitude toka in 
napetosti na vseh fazah. Ko so te vrednosti ustaljene, jih etalonski merilnik pogreška TEMP 
prebere in primerja z dejanskimi, pravimi vrednostmi, ki se nato ponastavijo na števcu v 
raznih konstantah. V drugem koraku se popravijo fazni koti. Ti ponovno nekoliko poslabšajo 
prej omenjene amplitudne vrednosti, zato se v naslednjem koraku ponovno umerijo, vendar so 
tokrat popravki bistveno manjši. V zadnjem, četrtem koraku se popravi konstante (Cross Talk 
Comensation – CTC), ki predstavljajo presluh. Ta nastopi kot nekakšna motnja ob večfaznih 
povezavah, saj med njimi pride do sovpliva oziroma presluhov. Kalibracija enofaznih števcev 
je popolnoma enaka, izpusti se le zadnji korak. Da merjenec pravilno meri porabljeno 
električno energijo, je zelo pomembno, zato to nekoliko bolj natančno opisujemo v 
naslednjem poglavju. 
2.6 Razred točnosti 
Natančno merjenje električne energije je zelo pomemben dejavnik v današnjem času, saj 
se elektrika uporablja skoraj povsod, in zato je merjenje porabljene električne energije ključno 
tudi s finančnega vidika. V poglavju 2.1.1 izpostavljamo standarde IEC, ki so predpisani za 
mednarodno uporabo za delovno in jalovo energijo. Pišemo o točnostnih razredih oziroma 
natančneje, o točnostnima razredoma 1 in 2. Ta števila predstavljajo meje dovoljenega 
pogreška pri merjenju energije, torej 1% in 2% pogrešek. Poleg tega poznamo še točnostne 
razrede 0,5, 0,2, 0,1 in še natančnejše. Razred točnosti je določen na količino pretoka 
električne energije, torej večji kot je pretok, večja je natančnost, zato so elektronski števci v 
L1-in L1-out L2-in L2-out L3-in L3-out N-in N-out 
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razredu 1 ali 2, naprave s superiorno funkcionalnostjo (npr. transformator) pa v bolj natančnih 






3.1 Programski jezik C# 
Programski jezik C# je zelo uporaben in hkrati dokaj preprost. Ta programski jezik se 
večinoma uporablja za izdelavo aplikacij. Vsebuje vse glavne značilnosti programskega jezika 
C++ in odstrani nekatere njegove neskladnosti ter ga zato naredi bolj preglednega, saj je 
programska koda bolj pregledna. Druga pomembna lastnost programskega jezika C# je 
uporaba objektno orientiranega programiranja (OOP). S tem preslikamo predmete iz realnosti 
v objekte in razrede v programskem modelu, kar nam omogoča lažjo predstavo in upravljanje 
pri kompleksnih programih, saj je programski jezik C# visokonivojski jezik in zato zelo 
abstrakten. Koncept zasnove nekega projekta je preprost, ker nam ta programski jezik s 
svojimi značilnostmi približa računalniško kodo kar se da blizu resničnemu življenju. 
3.2 Visual Studio 
Celotni gonilnik vseh elektronskih naprav je bil izdelan v programskem okolju Visual 
Studio. To je napredno programsko okolje, ki omogoča hitrejše programiranje zaradi svojih 
lastnosti. IntelliSense nam pomaga pri zaključevanju kode in nam pokaže informacije o 
parametrih in listah. Funkcija CodeLens prikaže vse spremembe, ki so bile narejene v kodi, in 
tudi reference, avtorje in druge informacije. Poleg tega Visual Studio nudi še lahko in hitro 
razhroščevanje in navigacijo, testiranje kode ter uporabo raznih že narejenih predlog [13]. 
3.3 Razlike med C++ in C#  
Ker pri avtomatiziranih testih potrebujemo hitro in masovno testiranje, ki poteka brez 
prisotnosti človeka, so bili v preteklosti že zasnovani gonilniki starejših etalonskih merilnikov 
pogreška in nekaterih močnostnih virov v programskem jeziku C++. Zato je bilo treba kodo 
pretvoriti v programski jezik C#. Kot že navedeno v uvodu, so vsi avtomatizirani testi 
napisani v programskem jeziku C#. To pomeni, da bi gonilnik, ki je napisan v katerem koli 
drugem jeziku, težje razhroščeval program. 
Oba programska jezika, C# in C++, primarno izhajata iz programskega jezika C, C# je 
najmlajši. Bistvena razlika med njima je v prevajanju kode. Od tu izhajata termina managed 
18 Gonilnik 
 
in unmanaged code. Slednja se uporablja pri programskem jeziku C++ in poteka na ravni 
strojne kode. Ta koda se prevede na samem procesorju, kjer se prekinejo druge operacije, ki 
jih upravlja operacijski sistem. Ker je koda na tako nizki ravni, je za procesor zelo preprosta 
in zato tudi hitra. Koda managed je uporabljena za vse jezike, ki spadajo pod .NET4, torej 
Java, VB in C#. Prevede se na nizko raven, podobno kot pri kodi unmanaged, vendar te 
instrukcije niso specifično strojne. Ta koda loči program od naprave, kjer se prevaja in ustvari 
varno področje s pomnilnikom, ki je lociran posredno. Tako nam je onemogočen dostop do 
pomnilnika in računalniških vhodov. Vse na varen način naredi že program sam. 
Navedena programska jezika se razlikujeta tudi v drugih lastnostih. V C++ se lahko 
izdelajo samostojne aplikacije, ki ne potrebujejo nobenega drugega programa, medtem ko v 
C# to ni mogoče. C++ uporablja tudi tako imenovane programske kazalce in je uporabljen v 
vseh operacijskih sistemih, medtem ko se C# večinoma uporablja le v operacijskem sistemu 
Windows. Vendar je treba zato ročno nadzirati uporabljanje spomina, medtem ko je pri C# to 
zagotovljeno avtomatsko v navidezni napravi. 
Za lažje razumevanje razlik v kodi sta prikazana spodnja primera. 
   
Primer kode C++: 
 
class Skatla { 
public:  
 Skatla(int dolzina = 5, int sirina = 3, int visina = 3) { 
  l = dolzina; 
  b = sirina; 
  h = visina; 
 } 
 
 int Prostornina() { 
  return l * b * h; 
 } 
private: 
 int l; 
 int b; 
 int h; 
}; 
 
int main(void)  
{ 
 Skatla Skatla1(4, 4, 4); 
 Skatla *ptrSkatla; 
 cout << "Prostornina: " << ptrSkatla->Prostornina() << endl; 
 
 return 0; 
} 
 
Razlaga. V razredu Skatla definiramo konstruktor5 z istim imenom, kjer je ustvarjena 
instanca tega objekta v glavni (main) metodi. Temu objektu je podana vrednost 4 za vse 
atribute (dolzina, visina, sirina), kjer je tudi deklariran kazalec na razred Skatla s sintakso *, 
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torej *ptrSkatla. Z znakom & shranimo naslov tega objekta, kjer dostopamo do metode 
Prostornina z znakom ->. 
 
Primer kode C#: 
 
    public class Skatla 
    { 
       
        public int l { get; private set; } 
        public int b { get; private set; } 
        public int h { get; private set; } 
        public Skatla(int dolzina = 5, int sirina = 3, int visina = 3) 
            { 
                l = dolzina; 
                b = sirina; 
                h = visina; 
            } 
 
            public int Prostornina() 
            { 
                return l * b * h; 
            } 
                 
        } 
    } 
static int Main() 
{ 
    Skatla Skatla1 = new Skatla(4, 4, 4); 
 
    Console.Write("Prostornina: " + Skatla1.Prostornina() + "\n"); 
 
    return 0; 
} 
 
Razlaga. Funkcionalnost te programske kode je enaka, opazimo lahko le nekatere 
sintaktične spremembe. Ponovno naredimo instanco objekta Skatla, a tu z besedo new. V 
jeziku C# nam ni treba locirati prostora za ustvarjene objekte, spremenljivke, saj je to 
narejeno avtomatsko, zato le dostopimo do metode Prostornina s piko, torej 
Skatla1.Prostornina(). 
3.4 Zasnova gonilnika 
Gonilnik naprave mora biti zasnovan tako, da so njegove posodobitve in dodatki 
preprosto izvedljivi brez težav pri spreminjanju kode. Ker smo pri tem projektu imeli 
gonilnike več naprav, je bilo smiselno ustvariti skupno povezovalno enoto, ki določi praviln i 




Slika 3.1: Zasnova gonilnika. 
Kot vidimo, je zgradba projekta razdeljena na več glavnih delov, vsi močnostni viri 
izhajajo iz primarnega objekta Vir (angl. Supply). Etalonski merilnik pogreška izhaja iz 
objekta TEMP. Ker so ukazi za vse merilnike družine TEMP-100 enaki, ni bilo treba dodajati 
novih razredov, prisotne so le manjše spremembe znotraj metod. Zaradi razdeljenosti kode je 







Na sliki 3.1 je prikazan potek programske kode, vendar ne v celoti. Pred kreiranjem prvih 
objektov in primarne inicializacije se izvede še predinicializacija. Za zagon programov in 
testov, ki uporabljajo te gonilnike, je treba namreč pridobiti še dodatne informacije in ustvariti 
potrebne spremenljivke, ki so vedno prisotne. To so prazni objekti ali prostori za vse tri faze 
R, S in T. Ti vsebujejo glavne informacije, kot so tok, napetost, koti, frekvenca. Poleg tega so 
zelo pomembne tudi komunikacija in nekatere druge značilnosti posameznih naprav. V 
gonilnik v predinicializacijo vedno posredujemo podatek o tipu vira ali merilnika pogreška in 
naslov vrat, kamor je instrument povezan. 
V ta namen so ustvarjene tako imenovane datoteke eXtensible Markup Language (XML). 
To je pravzaprav metaprogramski jezik, ki je kodiran tako, da je preprost za branje za 
računalnik in za človeka. Večinoma se uporablja za izdelovanje spletnih strani in tudi pri 
zasnovi podatkovnih baz. S to vrsto datoteke ustvarimo bazo podatkov o določenem števcu, 
viru, merilniku pogreška. Na začetku gonilnika se ustvarijo objekti vseh treh faz s kodo 
 
SupplyData = new IeSupplyData 
            { 
                R = new IeSupplyPhaseData(), 
                S = new IeSupplyPhaseData(), 
                T = new IeSupplyPhaseData() 
       }; 
 
in v konstruktorju predinicializacije še podatek o naslovu vrat ter vrsta naprave: 
 
public IeSupplyDriverEx() : base(UserSettings.Get<string>("SupplyDevice1SerialPort"), 
                                    PolygonManager.Get().SupplyDevice) 
        { 
 
        }, 
 
kjer je v dokumentu XML koda navedena tako: 
 
<Key Type="System.String"> 
      <string>SupplyDevice1SerialPort</string> 
</Key> 
    <Value Type ="System.String"> 
      <string>COM10</string> 









V inicializaciji se izvršijo vse glavne priprave, ki omogočajo pravilno delovanje ne le 
naprave, ampak tudi vseh drugih funkcionalnosti pri drugih projektih, saj je inicializacija 
ključni korak tovrstnih nalog. V našem primeru se v tej metodi ustvari vez oziroma 
komunikacija, kjer se nastavijo vsi parametri. 
Glavne zahteve za komunikacijo med napravo in računalnikom so: hitrost prenosa 
podatkov (baudrate), rokovanje (handshake), pariteta (parity), bitni prenos (databits), stop bit, 
tip naprave in vhodna vrata. Zadnja parametra le prenesemo prek argumentov iz 
predinicializacijske metode, medtem ko druge definiramo glede na funkcijski opis 
posameznega instrumenta. 
Baudrate oziroma hitrost prenosa je, kot beseda pove, hitrost prenosa. Ta termin se 
pogosto uporablja v telekomunikacijah in v elektroniki. Baudrate lahko predstavlja število 
prenesenih bitov v sekundi (bps) ali število prenesenih simbolov v eni sekundi (baud). Najbolj 
pogosti vrednosti v tem projektu sta 9600 baud in 19200 baud. 
Handshake (sl. rokovanje) je nekakšen sporazum med napravama, kjer določimo, kateri 
protokol se bo uporabljal, ali je sta napravi pripravljeni na sodelovanje, začetek prenosa. 
Rokovanje je pri vseh napravah, uporabljenih v sklopu diplomskega dela, negirano. 
Parity oziroma pariteta je najenostavnejše preverjanje pravilnosti prenosa. Paritetni bit je 
dodan bitni besedi, njegova naloga pa je štetje vseh bitov, ki so postavljeni na 1, pri čemer 
poznamo pravilo sode paritete in pravilo lihe paritete. Če je število enic pri pravilu sode 
paritete liho število, se bit postavi na 1, saj je sodo število enic. Obratno velja za liho pariteto. 
Databits oziroma bitni prenos nam pove število bitov v prenosu ene besede. V našem 
primeru vse naprave pošiljajo bitne besede, ki so dolge po osem bitov. 
Stop bit je zadnji bit v preneseni besedi, ki ponazarja konec prenosa. To se opazi kot 
visok potencial na osembitnem mestu, kjer je potem start bit (bit, ki označuje začetek prenosa) 
na nizkem potencialu. 




Slika 3.2: Inicializacija vira PPS 60.3. 
Ker se konstruktor vsakega objekta kliče le ob njegovem kreiranju, se v njem nahajajo 
tudi vsi parametri za inicializacijo. Da si dela ne bi otežili pri pisanju podatkov na vir ali 
merilnik pogreška, je bil uporabljen objekt SerialPort, ki je že narejen v prostoru 
System.IO.Ports. Ta prostor (angl. namespace) vsebuje spisano programsko kodo za nadzor 
serijskih vrat. Najpomembnejši je seveda SerialPort, ki omogoča delo s sinhronimi in 
dogodkovnimi procesi ter zagotavlja dostop do pinov [14]. 
Zelo pomemben del kode je razred PortManager. Vsebuje tri metode, ki se uporabljajo 
skoraj povsod. Prva je RS232Connection in odpre serijska vrata s posredovanimi podatki. 
Metoda IsPortOpen preverja, ali so serijska vrata odprta. Če niso, se kliče prva metoda. 
Zadnja metoda se imenuje End, ki opravlja nasprotno nalogo, to je, da zapre uporabljena vrata 
ter počisti vhodni ter izhodni medpomnilnik. Na zgornjem (slika 3.2) primeru vidimo, da pred 
prenosom podatkov uporabimo metodo End, da zapremo uporabljena vrata, če so nenačrtno 
že odprta, šele potem odpremo in na koncu nazaj zapremo iz varnostnih razlogov. Vse spisane 
metode so zasnovane po podobnem principu organizacije serijskih vrat. 
Pri vseh inicializacijah naprav lahko opazimo nekatere edinstvene posebnosti, ki so 
potrebne za idealno funkcioniranje instrumentov ob zagonu. Pri močnostnem viru EPS 5-3 po 
začetnem povezovanju pošljemo še ukaz CLA, ki izbriše vse predhodne vrednosti napetosti, 
toka, kotov, harmonike in zvočnofrekvenčne signale. Pri viru PPS 60.3 pošljemo ukaz 
MODE1. S tem omogočimo avtomatsko generiranje odgovora oziroma sporočanje o prejetju 
ukazov ali generaciji napak. Posebnost pri napetostno-tokovnem viru PPS 3.3C je ta, da je 
njegov konstruktor popolnoma prazen. Ker je večina ukazov popolnoma enaka predhodnemu 
viru (PPS-ju 60.3), tudi celoten razred izhaja iz njega in s tem podeduje njegovo inicializacijo, 
metode ter druge atribute. 
Kot že navedeno, se v inicializaciji zgodi še ena bistvena naloga, to je določitev vrste vira 
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ali merilnika pogreška, kjer se potem ustvari instanca pravega tipa objekta. Ta korak se naredi 
že v razredu Supply in v razredu Temp. Na sliki 3.3 je podana koda funkcije DefineSupply. 
 
Slika 3.3: Metoda za določanje vrste vira (DefineSupply). 
Preprosti stavek »if« odloči o pravilni izbiri in vrne vrednost, ki je tipa interface oziroma 
vmesnik. Vedno ko imamo več možnosti izhoda pri neki metodi, v tem primeru več stavkov 
»else-if«, je dobro imeti še dodatno možnost, ki se izvede, če noben od naslednjih ne drži. S 
tem ustvarimo izjemo (angl. exception) in zagotovimo, da ob kreaciji nezaželenih napak lažje 
določimo njihove razloge in izvor. 
Programska koda je pri določanju etalonskega merilnika pogreška podobna. Trenutno je 
gonilnik podprt le za funkcionalnosti družine TEMP-100, vendar se v inicializaciji pri 
določanju tipa merilnika pošlje ukaz ID, kjer se prebere ime merilnika. Pri močnostnih virih 
smo informacijo o tem dobili v dokumentu XML. Koda je zato tu zelo fleksibilna, saj nam 
omogoča preprosto vključevanje potencialnih objektov v prihodnje. 
Z inicializacijo smo nastavili glavne atribute za medsebojno komunikacijo in napravili 
prvi korak, ki je tudi najpomembnejši, do dobro zasnovanega gonilnika, ki se bo uporabljal pri 







3.7 Osnovne metode 
Z vzpostavitvijo povezave pri vseh napravah je treba zasnovati osnovne metode, ki so 
večinoma prisotne pri omenjenih instrumentih. Vsi instrumenti morajo vsebovati funkcije, ki 
pošiljajo vrednosti in jih berejo oziroma spremljajo ter omogočajo njihovo nastavljanje ali 
njihovo prekinitev. V naslednjih podpoglavjih bomo opisali vse glavne metode močnostnih 
virov, ki so uporabljene tudi v vmesniku (interface), in analogije teh metod, če obstajajo, pri 
etalonskih merilnikih pogreška. 
3.7.1 Metoda »Write« 
Metoda Write (slov. pisanje) vpiše vrednosti osnovnih parametrov na medpomnilnik 
močnostnega vira. Na sliki 3.4 vidimo, da funkcija kot parameter vsebuje objekt 
IeSupplyData, kjer je prostor za podatke vseh treh faz (R, S, T), ki smo jih ustvarili že v 
predinicializaciji. Sami lahko v ta objekt posredujemo vrednosti toka, napetosti in kotov. S 
pomočjo slovarja (angl. dictionary) vsem fazam pripišemo številsko vrednost, saj bo tako 
potek iteracije v zanki »for« bistveno bolj preprost. Prva faza dobi vrednost 0, druga 1, tretja 
2. Nastavljene vrednosti v objektu IeSupplyData sedaj pripišemo v lokalne spremenljivke v 
funkciji, kjer nam zanka »for« določi prave faze s pomočjo omenjenega slovarja. Ob pravilno 
napisani sintaksi se vstavijo vse vrednosti v vsaki fazi, ki se na koncu tudi vpišejo v 




Slika 3.4: Metoda »Write« za PPS 60.3 in PPS 3.3C. 
Metoda ReadOk je zelo pogosto uporabljena, saj je ena ključnih. Z njo preberemo 
odgovor iz naprave in se s tem prepričamo, da se je želena vrednost res nastavila. Naprava 
nam vedno vrne potrditev, ki ponazarja pravilni vnos ukaza. Primer: na vir PPS60.3 ali PPS 
3.3C vpišemo vrednost napetosti na prvi fazi, ki znaša 230 V. To storimo z ukazom »U1, 
230,\r«, kjer \r pomeni konec prenosa (angl. carriage return) in novo vrstico. Z naprave lahko 
preberemo vrednost, to je U1, 230 = O ali U1, 230 = E. Znak O pomeni v redu, vrednost se je 
napisala, E pa error, ki pomeni napako in da vrednosti ni bilo mogoče napisati zaradi 
sintaktično napačnega vpisa, prevelike vrednosti ali drugih nepravilnosti. Ker metoda ReadOk 
kot parameter sprejme dejanski ukaz, ki smo ga poslali, lahko preverimo njegovo 
verodostojnost. Poslanemu podatku dodamo znak »=O« in odstranimo znak »\r«. Če sta po 
tem popravku spremenljivki enaki, je bil podatek zanesljivo vpisan na močnostni vir.  
Metoda Write je pri močnostnem viru EPS 5-3 zgrajena po istem principu, razlikuje se le 
v ukazih za vrednosti faznih kotov toka in napetosti. Fazni kot električnega toka je v družini 
PPS predstavljen z ukazom W in PH za kot med faznimi napetostmi, pri EPS 5-3 sta ukaza FI 
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in FU. Gonilnik za etalonski merilnik pogreška ne vsebuje funkcije pisanja, saj se tam 
vrednosti le berejo in primerjajo z dejanskimi.  
3.7.2 Metoda Get 
Naslednja metoda, ki se pogosto pojavlja v gonilnikih, je metoda Get (slov. dobiti). Je 
zelo podobna metodi Write, le da pri tej vrednosti ne pošiljamo podatkov na močnostni vir, 
ampak jih s specifičnimi ukazi dobimo. Ponovno nas zanimajo vsi primarni podatki o vseh 
treh fazah, zato s pomočjo iteracije pošljemo ukaze za branje različnih vrednosti in jih 
zapišemo v lokalno matriko (angl. array). 
 
string readData; 
float[] voltageVolts = new float[3]; 
 
  //U 
                PortConfig.Write("U\r"); 
                for (int i = 0; i < 3; i++) 
                { 
                    readData = PortConfig.ReadLine(); 
                    readData = readData.Remove(0, 3); 
                    voltageVolts[i] = float.Parse(readData); 
           } 
 
Vsak podatek (napetost, tok, koti) je pridobljen na zgornji način. Pozneje se v isti metodi 
vsi podatki prepišejo v globalne spremenljivke razreda IeSupplySettings. Ta objekt 
instanciramo in ga na koncu metode tudi vrnemo, saj je ta funkcija istega tipa (tipa 
IeSupplySettings). Tako lahko vse podatke o trenutno prebranih vrednostih shranimo v 
spremenljivko za nadaljnjo uporabo. Postopek je prikazan v nadaljevanju. 
 
IeSupplySettings settings = new IeSupplySettings()            
            { 
  //prepišemo vrednosti 
                VoltageVolt = voltageVolts, 
                CurrentAmpere = currentAmp, 
                CurrentPhaseDegree = phaseDegree, 
                Frequency = frequency, 
                VoltagePhaseDegree = voltagePhaseDegree 
            }; 
IeSupplyData supplyData = new IeSupplyData(settings);  
return supplyData;     //tu vrnemo objekt tipa IeSupplyData 
 
Programska koda pri družini TEMP-100 je nekoliko bolj kompleksna, vendar je 
sestavljena le iz dveh delov, branja napetosti in branja vrednosti električnega toka. Vse 
vrednosti se shranijo v objekt, imenovan Temp100RmsData, kjer je instanca tega objekta 
shranjena v spremenljivki RmsData. Branje napetosti v metodi Temp100_get_rms je 




Slika 3.5: Branje napetosti na TEMP-100. 
Na merilnik pogreška pošljemo ukaz LIN in preberemo vrednost, ki nam jo sporoči 
merilnik. Vse to se zgodi v tako imenovanem stavku »try-catch«. Stavek je zelo uporaben pri 
odkrivanju napak, saj se v prvem delu (»try«) poskuša izvršiti koda. Če nastanejo kakršne koli 
izjeme (angl. Exception), se te ulovijo, mi pa natančno vemo, kje je prišlo do napake. S 
pomočjo že napisanega objekta Regex (regular expression) razdelimo vrednosti iz merilnika 
pogreška v tri ločene spremenljivke, saj TEMP-100 pošlje podatke o napetosti v treh fazah 
hkrati. 




Slika 3.6: Branje električnega toka na TEMP-100. 
Prvi del, ki na sliki 3.6 ni prikazan, je enak kot pri LIN-u, le da je uporabljen ukaz LIT. 
Prebrani niz znakov se nato prešteje in se določi, na katerih mestih se nahajajo vrednosti 
posameznih faz. Postopek je tukaj drugačen, saj so podatki lahko v osnovnih enotah, amperih 
ali v miliamperih, odvisno od velikosti trenutnega toka. Ta podatek moramo upoštevati, da je 
pripisani koeficient (scaler) pravi in vrednost zanesljiva. Poleg tega preverimo, ali se 
uporablja 10- ali 100-A terminal. Ko so vsi koeficienti nastavljeni, ponovno ločimo vrednosti 
v tri ločene spremenljivke in vrnemo objekt tipa Temp100RmsData.  
Ta metoda je zelo uporabna, saj je branje napetosti in toka bistvenega pomena. Iz teh 
podatkov lahko izračunamo tudi moč in trenutni pogrešek. Če to funkcijo kličemo vsako 
sekundo, lahko dobimo zanesljive podatke v vsakem trenutku. Na tak način preverjamo 
delovanje elektronskih števcev. 
3.7.3 Metoda Set 
Ko so vsi podatki vpisani v medpomnilnik vira, je treba vrednosti nastaviti. Pri tem 
uporabimo metoda Set. Programsko je zelo preprosta, saj je treba poslati le specifični ukaz. To 
je prikazano na sliki 3.7; metoda Set za EPS 5-3 je na levi, družina PPS na desni. Različni so 
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le ukaza SET in ON ter preverjanje vpisa.  
 
Slika 3.7: Metoda Set za EPS 5-3 (levo) in družina PPS (desno). 
3.7.4 Metoda Off 
V prejšnjem poglavju smo opisali, kako poteka zagon vira (napetost, tok), tu je situacija 
obratna, s to metodo ustavimo napajanje na viru. V ta namen je bila ustvarjena metoda Off, ki 
omogoča takojšnjo blokado napetosti in električnega toka iz vira. Vir se s tem ukazom ne 
ugasne, le postavi vse vrednosti toka in napetosti na 0. Programska koda je skoraj popolnoma 
enaka, kot je pri metodi Set. Razlikuje se le v poslanem ukazu, ki pa je tokrat pri EPS-u in 
PPS-ju enak. Ukaz je »Off«. Ker merilnik pogreška nima ne metode Set ne Off, je najbolj 
sorodna funkcija Temp100_reset, ki ponastavi vse nastavitve na privzete vrednosti. 
3.8 Harmoniki 
Električna omrežja delujejo na frekvenčnem območju med 50 in 60 Hz, vendar nekatera 
priključena bremena proizvajajo napetosti in tokove s frekvencami, ki so večkratne primarni. 
Višje frekvence onesnažujejo električno omrežje. Za pojav višjih frekvenc v omrežju 
uporabljamo termin harmoniki elektroenergetskega sistema. Električni harmoniki niso nov 
pojav, vendar še vedno ustvarijo veliko težav. V današnjih časih jih večina izvira iz 
elektronskih močnostnih bremen in preklopnih močnostnih virov. Ker elektronska bremena 
vsebujejo veliko diod, tranzistorjev, relejev, se sinusni signal velikokrat seka ali se izmenični 
tok pretvori v enosmernega, kar povzroči omenjeno popačenje [15]. 
Zaradi teh napak mora elektronski števec električne energije te distorzije zaznati in jih 
pravilno izmeriti. Merilo popačenja je popolno harmonsko popačenje (THD). Prikazuje se v 
odstotkih ali kot količnik in je definirano kot razmerje moči višjih harmonskih komponent 
proti moči osnovnega harmonika. Da pa se delovanje te funkcionalnosti v števcu preveri, 
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moramo popačenja vnesti z elektronskim virom. 
V gonilniku napetostno-tokovnega vira je bil ustvarjen poseben objekt, imenovan 
SupplyHarmonics, ki vsebuje vse podatke o harmonikih: indeks, fazo, tip, kot in vrednost. V 
metodi SetCustomHarmonics se lahko nastavijo vsi ti podatki za vse harmonike, ki jih 
vsebujejo močnostni viri. Kot parameter sprejme listo objektov SupplyHarmonics. Primer:  
 
    SupplyHarmonics harm = new SupplyHarmonics(0.1f, 0, "U", "5", "1"); 
           SupplyHarmonics harm1 = new SupplyHarmonics(5f, 60, "I", "8", "3"); 
           SupplyHarmonics harm2 = new SupplyHarmonics(8f, 0, "U", "18", "2"); 
           SupplyHarmonics harm3 = new SupplyHarmonics(0.8f,0,"I", "11", "1"); 
 
      List <SupplyHarmonics> harmList = new List<SupplyHarmonics> {harm, harm1, 
harm2, harm3 }; 
 
Nato se z zanko »foreach« iterira čez celostno listo in prebere vse objekte tega tipa. Z 
dvojnim stavkom »switch« in s stavki »elseif« se pregleda vsak objekt posebej, določi se mu 
tip harmonika (U kot napetost, I kot tok) in izračuna seštevek vrednosti v posameznih fazah 
med drugim in šestim harmonikom ter sedmim in dvajsetim ali enaintridesetim harmonikom, 
odvisno od vira. Pri pripisovanju vrednosti harmonikom velja pravilo, da je seštevek med 
drugim in šestim harmonikom omejen na 40 odstotkov, medtem ko je med sedmim in 
dvajsetim pri PPS 60.3 in EPS 5-3 oziroma sedmim in enaintridesetim pri PPS 3.3C 
maksimalna vrednost 10 odstotkov. Poleg tega skupni seštevek ne sme presegati 40 
odstotkov. Sumacije veljajo za vsako fazo posebej. To je v programskem jeziku napisano na 
spodnji sliki 3.8. Opomba: enaka programska koda je za določanje tokovnih harmonikov, le 




Slika 3.8: Prvi del metode SetCustomHarmonics. 
Zelo pomembno je preverjanje vpisanih podatkov, saj bi naprava javila napako, če bi 
poslali napačno vrednost. Zato sledi v drugem delu preverjanje vseh vpisanih spremenljivk, 
ali so vpisani legitimni indeksi in ali seštevki ne presegajo omenjenih vrednosti, ter vpis 




Slika 3.9: Drugi del metode SetCustomHarmonics. 
Za preverjanje indeksov in njihovih vrednosti v prvem delu metode SetCustomHarmonics 
je bila uporabljena dodatna metoda tipa Tuple za vračanje več vrednosti različnih vrst.  
 
public virtual Tuple<string,float> harmonicFromToIndexSet(float res ,string 
harmonicIndex, SupplyHarmonics supplyHarmonic) //return the value and 2to6 or //7to20 
string 
        { 
            int HarmonicIndex = int.Parse(harmonicIndex); 
 
            if(2 <= HarmonicIndex && HarmonicIndex < 7) 
            { 
                res = supplyHarmonic.Value; 
 
                string value = "2to6"; 
                return Tuple.Create(value,res); 
            } 
 
            if (7 <= HarmonicIndex && HarmonicIndex < 21) 
            { 
                res = supplyHarmonic.Value; 
 
                string value = "7to20"; 
                return Tuple.Create(value, res); 
            } 
 
            else { return Tuple.Create("",0f); } 
 
 
Obstajata tudi metodi za pisanje le enega harmonika in metoda, ki vsem harmonikom 
vpiše želeno vrednost, če je v skladu s pravili seštevkov vrednosti indeksov. Poleg pisanja 
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harmonikov na vir jih z naslednjo metodo lahko tudi beremo. 
 
Slika 3.10: Metoda GetHarmonics za branje harmonikov. 
Na vsaki fazi preberemo vse elemente, ki jih z nekaj vrsticami kode pravilno shranimo v 
spremenljivke, ki se nahajajo v razredu SupplyHarmonics. Nato jih dodamo na listo, ki jo na 
koncu tudi vrnemo. Zasnovana je bila tudi metoda, ki ne prebere vseh harmonikov, ampak le 
enega. Prek argumentov posredujemo indeks, fazo in tip harmonika, ki se v sami funkciji prek 
dodatnih preverjanj posreduje na vir. 
3.9 Dodatne metode za etalonski merilnik pogreška 
Metode, ki so bile narejene za močnostne vire, smo opisali v predhodnih poglavjih, ostale 
so še nekatere dodatne metode in funkcionalnosti za etalonski merilnik pogreška. Daleč 
najbolj pomembna metoda je Temp100_get_rms (poglavje 3.7.2). Poleg tega so za pravilna 
odčitavanja potrebne še nekatere nastavitve. Ena izmed njih je nastavitev tokovnega 
terminala. Ker lahko uporabljamo 10-A ali 100-A sponke, je določanje teh nujno. To storimo 
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z metodo Temp100_set_current_terminal (slika 3.11), za branje pa uporabimo primerljivo 
metodo, ki namesto ukaza TD pošlje TD?. 
 
 
Slika 3.11: Metoda Temp100_set_current_terminal. 
Skoraj ves čas na TEMP-u opazujemo trenutne vrednosti toka, napetosti, moč in 
pogrešek, zato je prek menijske navigacije treba do tja priti. SetUsage je izdelana funkcija, ki 
to nudi. Z ukazi s predpono UP vstopamo v različne funkcijske module, to so: meritev 
pogreška, registracija, doziranje. Večina funkcij je mogoča za celotno družino TEMP-100, 




Slika 3.12: Metoda SetUsage. 
Zadnja bolj pomembna metoda je Temp100_set_optimum_area. Ker močnostni vir lahko 
napaja elektronski števec z napetostmi in tokovi, ki po svoji absolutni vrednosti zelo variirajo, 
je treba pred vsako meritvijo nastaviti optimalno območje merjenja, da vrednosti ne presežejo 
maksimalne vrednosti trenutnega območja oziroma niso neprimerljivo manjše, saj bi bila 
natančnost tako bistveno manjša. Prvi korak, ki se naredi v tej metodi, je branje trenutnega 
terminala, da je tok prepoznan pravilno. 
 
Temp100CurrentTerminals terminal = Temp100_get_current_terminal(); 
if (terminal == Temp100CurrentTerminals.CurrentTerminal10A) 
             { 
               imax *= 10; 
        } 
 
V drugem delu se programska koda razcepi na dva dela, na napetostni in tokovni, ki 
vsebuje veliko elseif stavkov za opredelitev vrednosti. 
 
Temp100CurrentArea i_area; 
else if (imax >= 25.0) 




Za napetosti so optimalna območja: 480 V, 240 V, 120 V in 60 V, za tokovna območja 
pa: 100 A, 25 A, 6,25 A, 1,5625 A, 0,390625 A. V zadnjem delu se prek metod 
Temp100_set_voltage_area in Temp100_set_current_area vpišejo v merilnik pogreška. 
Ker je metod še veliko in programske kode še nekaj 100 vrstic, so ostale na kratko opisane v 
tabeli 3.3. 
Tabela 3.1: Dodatne metode za etalonski merilnik pogreška. 
Ime metode Ukaz Funkcionalnost 
SetBeep PI Izklop ali vklop zvočnih signalov. 
Temp100_set_constant in 
Temp100_get_constant 
CZ, CZ? Branje konstante elektronskega števca prek 




MEx Vrsta meritve:  
x = ? beri 
x = 1 vpiši P33; delovna energija 3vodno 
3sistemsko omrežje 
x = 2 P32; delovna energija 3vodno 2sistemsko 
omrežje  
x = 3 QU3; jalova umetna energija 3sistemsko 
omrežje 
x = 4 QU2; jalova umetna energija 2sistemsko 
omrežje 
x = 5 QN3; jalova naravna energija 3sistemsko 
omrežje 
 
Temp100_set_refresh_rate COx Čas računanja napetosti, toka, moči in faktorja 
moči: 
x = ?: 
 beri, x = 1:   
vpiši 0.5 s,  
x = 2: 1 s,  
x = 3:  2 s,  
x = 4: 4 s, 
 x = 5: 8 s 
Temp100_get_powers_stat LIM Branje delovne oziroma jalove moči, odvisno od 
izbire vrste meritve. 
Temp100_get_err_stat LIE Branje napake za meritev pogreška. 
Temp100_save_settings SA Shrani trenutne nastavitve. 
Temp100_set_meas_len in 
Temp100_get_meas_len 









4 Praktična realizacija gonilnika 
V prejšnjem poglavju smo opisali gonilnike za močnostne vire in etalonske merilnike 
pogreške. Opisali smo temeljno »konstrukcijo« celotnega načrta in razložili kodo ter njeno 
nalogo pri posameznih metodah. Ostal je še zadnji del, realizacija gonilnika v praksi na 
konkretnih primerih. Izdelani gonilniki se skoraj vedno uporabljajo v avtomatskih testih, ki so 
napisani za elektronske števce. Poleg tega se uporabljajo tudi pri umerjanju števcev ter v 
posebnem aplikacijskem programu, imenovanem SupplyAndTemp Tool. 
4.1 Programski pripomoček SupplyAndTemp 
SupplyAndTemp Tool je programski pripomoček, ki omogoča hitro in odročno 
komunikacijo z virom in merilnikom pogreška. Sestavljen je iz treh glavnih delov: upravljanja 
z vrednostmi na viru in branje iz merilnika, shranjevanja meritev in pripomočka za 
nastavljanje harmonikov. 
Prvi zavihek (na sliki 4.1) omogoča nastavitev napetosti in toka za posamezno ali vse 
faze. Vrednosti so že določene na tipkah (230 V in 5 A), lahko jih definiramo tudi sami in jih 
s klikom na Set Supply tudi nastavimo. Pred zagonom je treba vir in merilnik inicializirati. Na 
desni strani se v sivih okvirčkih ob zagonu izpisujejo meritve iz TEMP-a. Vidimo lahko tudi 
dodatne meritve, npr. trenutni, povprečni, minimalni in maksimalni pogrešek. 
Drugi zavihek (Continuous Readings) vsebuje zapisnik pogreškov. Pred zagonom tega 
pomnilnika zgodovine določimo čas proženja oziroma shranjevanja pogreška, ki se nato 
zapiše v tabelo. S tem nadziramo in spremljamo vse čase in vrednosti pogreškov.  
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Slika 4.1: Prvi zavihek pripomočka SupplyAndTemp. 
Prva dva zavihka sta bila že izdelana, tretji zavihek, Supply Harmonics, pa je bilo treba 
dodati, saj pred tem stari gonilnik, ki je bil napisan v programskem jeziku C++, ni vseboval 
možnosti nastavitev harmonikov.  
 




Uporaba harmonskega dela tega pripomočka je zelo preprosta. Prek gumbov Set All 
Voltage Harmonics in Set All Current Harmonics lahko vpišemo poljubno vrednost toka in 
kota vsem harmonikom, medtem ko z gumbom New line dodajamo vrstice (obkrožena z rdečo 
barvo) in nastavljamo poljubne harmonike, ki jim pripišemo vse nastavitve. Vrstic je lahko 
poljubno število, napišejo se vse naenkrat s klikom na gumb Set Custom Values. 
Celoten zavihek smo izdelali s pomočjo knjižnice Windows Forms, ki je zelo uporabna 
za izdelavo grafičnih uporabnih vmesnikov. Možnost za nastavitev poljubnih harmonikov je 
konstruirana na osnovi skupinskega polja (angl. group box), v katerem so vsi elementi, torej 
tekstovna polja in kombinirana polja prikazana kot kontrole objekta GroupBox. Z zanko 
»Foreach« pregledamo celoten panel v tem zavihku in vse kontrolne objekte v skupinskem 
polju, kot je prikazano na sliki 5.3. Ker je v Sloveniji znak za začetek decimalnih mest vejica, 
je bila uporabljena posebna metoda decimalSeparatorMethod, ki za kratek čas spremeni 
kulturne informacije in zamenja vejico s piko, da sta pretvorba decimalnih števil in njihov 
vnos pravilna. 
 
Slika 4.3: Delovanje gumba Set Custom Values. 
New line vedno generira novo polje z vsemi elementi, zato je treba ob vsakem kliku 
ustvariti nove instance teh objektov, saj ti hranijo vse podatke. 
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        GroupBox groupBox2 = new GroupBox(); 
            TextBox tbDegree = new TextBox(); 
            Label lbDegree = new Label(); 
            TextBox tbValue = new TextBox(); 
            Label lbValue = new Label(); 
            Label lbHarmonic = new Label(); 
            TextBox tbHarmonic = new TextBox(); 
            ComboBox cbPhase = new ComboBox(); 
            Label lbPhase = new Label(); 
            ComboBox cbType = new ComboBox(); 
            Label lbType = new Label(); 
 
Vsem objektom se ob njihovem zagonu poda ime, velikost, lokacijo in druge lastnosti, 
kot je razvidno v tem primeru: 
 
        lbValue.AutoSize = true;  
            lbValue.Location = new System.Drawing.Point(362, 22); 
            lbValue.Name = "lbValue"; 
            lbValue.Size = new System.Drawing.Size(48, 13); 
            lbValue.TabIndex = 29; 
            lbValue.Text = "Value[%]"; 
 
S tem programom je možno preprosto krmiljenje vira iz samega računalnika, vendar vse 
poteka ročno, kar ni ugodno za testiranje masovnih količin števcev in na stotine različnih 
testov, zato je uporaba gonilnikov v večini uporabljena v testnih programih. 
4.2 Avtomatski test 
Avtomatski test je programska koda, napisana za različne funkcionalnosti elektronskega 
števca. Ob razvoju novih modelov števcev, operacijskih sistemov, posodobitvah programske 
opreme in odstranjevanju napak, je treba to družino števcev ponovno testirati, ali ustreza vsem 
zahtevam kupcev. V podjetju Iskraemeco za testiranje napišejo različne avtomate stanj tega, 
kako mora števec delovati. Primer: delovanje števca v stanju x ne dopušča branja podatkov, 
medtem ko je v stanju y to mogoče. V kolikor števec ni odklenjen uporabniku, prehod na 
stanje x ni podprto. Če je elektronski števec v stanju z, je branje omogočeno, mogoč je tudi 
prehod v stanje x. 
Pogojev za pravilno delovanje števca je mnogo, zato je tudi mnogo avtomatskih testov. 
Področja, kjer so prisotni testi so: komunikacija, delovanje odklopnika, pravilno branje in 
pisanje podatkovnih registrov, varnost, zaslon, energijski registri ter mnoga druga. Področje 
energijskih registrov uporablja gonilnike močnostnih virov in merilnikov pogreška najbolj 
pogosto, saj se tu merijo registri energije, trenutne vrednosti toka in napetosti ter 
prepoznavanje harmonskih motenj. V projektu Firmware testing v Visual Studiu je množica 
testov, ki so videti tako: 
 




 [Timeout(10800000), TestMethod] 
        [TestState(TestState.Immature)] 
        [TestType(TestType.Functional)] 
        [TestCategory("Power Supply")] 
        [Version(1)] 
        [TestLog("avcu300")] 
        [UseCase("Average current with power down")] 
        [Tag("average current")] 
        public void ActualValues_AverageCurrentWithPowerDown_Avcu300() 
        { 
            
ActualValues_ReadingAverageCurrent_Avcu300(MeasurementPeriodLenght.FiveMi
nutes, 1); 
   } 
 
Vsak test je opisan z imenom, kategorijo, značko in kratkim opisom ter vsebuje le eno 
metodo, saj je tako razred, v katerem so testi določenega tipa shranjeni, zelo pregleden. 
Metoda ActualValues_ReadingAverageCurrent_Avcu300 je sestavljena v drugem razredu, 
prav tako vse druge, ki so v tem objektu. Tako ločimo posamezne teste in njihovo sestavo. Ti 
testi uporabljajo programsko kodo: 
Supply.Set(SupplyData); 




ki pa je pravzaprav sklic na metode, ki so napisane v novem gonilniku C#. S tem 
avtomatskim testiranjem je produktivnost veliko boljša, saj se izvaja skupina testov (tudi do 
nekaj sto) na več števcih hkrati dan in noč, brez premora.  
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5 Zaključni komentar in načrti za 
nadaljnje delo 
Skozi diplomsko delo smo ugotovili, da je treba poleg oblikovanja gonilnikov za 
elektronske naprave poznati tudi nekatere njihove lastnosti, saj nam to zelo poenostavi celoten 
postopek. Predstavili smo osnovne zgradbe posameznih elementov,  njihovo skupno vezavo in 
medsebojno komunikacijo in  končali s samim bistvom tega projekta, gonilnikom. Večino 
časa smo porabili za pripravo  na začetku, saj je prvi korak bistven, najbolj težaven in časovno 
najbolj potraten. Z dobrim načrtom in proučevanjem starejšega gonilnika smo ustvarili temelj 
postopka, ki je nato potekal vse hitreje, ker je princip delovanja pri vseh instrumentih zelo 
podoben. Če prepoznamo interoperabilnost posameznih funkcij, nam to pomaga pri 
opravljanju drugih nalog. 
Izgradili smo temeljni del za osnovno uporabo naprav in je izhodišče za nadaljevanje. 
Omogočena je odročna komunikacija prek programskega pripomočka SupplyAndTemp in 
prakticiranje kode za testiranje elektronskih števcev. S preprosto in urejeno kodo ter 
pripisanimi komentarji se ta programska koda lahko posodablja in se ji lahko dodajo dodatne 
naprave prek različnih izvajalcev. 
Diplomsko delo nam je omogočilo vpogled v pravzaprav različna področja tehnoloških 
panog: od arhitekture instrumentov za merjenje električne energije do programskih načel 
programskega orodja. Pri tem smo naleteli na številne težave in jih s poglobljenim 
razmislekom uspešno odpravili. Spoznali smo kako poteka razvijanje samostojne naloge in s 
tem pridobili veliko izkušenj, porajala pa so se tudi nova vprašanja, ki nas vodijo do novih 






6 Terminološki slovar 
1.  razhroščevánje  
razhroščevanje aplikacij, programov 
 
2.  repozitórij  
 prostor na strežniku za shranjevanje in dostopanje do dokumentov, datotek 
 
3. True-RMS 
Sl. prava efektivna vrednost. Način merjenja izmeničnega toka in napetosti, ki se 
uporablja za sinusno valovanje kot tudi za ne-sinusna valovanja. 
 
4. .NET 




Angl. constructor. Metoda, ki ima isto ime kot je ime razreda. Generira se 
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A Specifikacija števca AM550 
 AM550-E AM550-T 
Pregled tipa števca 
Omrežje  Nizko 
napetostno 
    
Vrsta povezave  1P2W    
3P4W    
Komunikacija Optična, RJ12 port (aktivni ali pasivni), M-Bus (žični 
ali brezžični), PLC (komunikacija po električnem 
vodu) (PLC G2/G3), od točke do točke (2G/3G/4G) 
Vhodi in izhodi Izhod 5A/230V stikalo, SSD (trdi disk) izhod (stikalo) 
0.1A/230V, univerzalni S0 vhod 
Tehnične specifikacije 
Nazivna napetost 110 – 230 V 3 x 230/400 V, 3x 110/190 
V 
Napetostno območje 0.8 – 1.15 Un 
Nazivna frekvenca 50 Hz ali 60 Hz 
Tok Nazivni tok 5, 10 A 10 A 1 A 
Maksimalni 
tok 
85, 100 A 100, 120 A 6 A 
Razred točnosti Delovna 
energija 
Razred 2 ali 1 
Jalova 
energija 
Razred 3 ali 2 
Navidezna 
energija 
Umerjeno do 3% 
Ura Točnost < 5ppm ali < 3 min/leto 
 Rezervno 
napajanje 
Super-Cap: < 7 dni; življenjska doba 15 let, izmenljiva 





-25 °C… +70 °C 
Temperatura 
skladiščenja 
-40 °C… +80 °C 
Osnovne funkcionalnosti 
Merjenje Delovna energija in moč, 4Q jalova energija in moč, navidezna energija in 
moč, trenutna vrednost napetosti, močnostni koeficient, frekvenca in moč, 
absolutna meritev delovne energije in moči 






2 profila obremenitve z drugačnimi dnevnimi in urnimi registracijskih 
period z 32-imi objekti, 4 ločeni profili za pod-merjenje (M-Bus), 7 ločenih 
zapisnikov za različne objekte 
[11] 
 






B Specifikacija vira PPS 60.3 
Priključna napetost 230 V ± 10 %, 50 Hz ± 10 % ali 60 Hz ± 10 % 
Priključna moč Max. 350 VA 
 
Napetostni izhodi 0 V do 300 V fazne sinusne napetosti 
Interna napetostna območja 0 … 150 V; 150 … 300 V 
Nastavljivost S korakom 0.05 V 
Točnost nastavitve 0.1 % od nazivnega območja 
Faktor popačenja  ≤ 1 % 
Časovna stabilnost 0.1 %/s, 0.02 %/h 
 
Tokovni izhodi 0 A do 60 A sinusni tok 
Interna tokovna območja 0 A … 0.06 A; 0.06 A …0.6 A; 0.6 A … 6.0 A; 6.0A … 
60.0 A 
Nastavljivost  S korakom 0.05 A 
Točnost nastavitve  0.1 % od nazivnega območja 
Faktor popačenja ≤ 1 % 
Časovna stabilnost 0.1 %/s, 0.02 %/h 
 
Frekvenca izhodov 45…65 Hz 
Točnost frekvence 0.1 Hz 
Fazni kot 0° … 360° 
Točnost nastavitve faznega kota 0.1° 
Temperatura obratovanja 0…+ 40 °C 
Dimenzije 530 x 180 x 570 mm (širina x višina x globina) 
Masa Približno 25 kilogramov 




C Specifikacija vira PPS 3.3C 
Splošno Opis 
Priključna napetost 88 VACmin … 264 VACmax, 47 … 63 Hz 
Poraba 400 VAmax 
Dimenzije 465 x 245 x 365 mm(širina x višina x globina) 
Teža Približno 18 kilogramov 
Temperatura obratovanja -10 °C … + 50 °C 
Temperatura skladiščenja -20 °C … + 60 °C 
Napetostni vir  
Napetostno območje 3 x 0.1 / 0.17 V … 480 / 831 V 
Izhodna moč (na posamezno fazo) 30 VA 
Interna napetostna območja 300 V … 480 (600) V; 150 V … 300 V; 75 V … 150 
V; 30 V … 75V 
Točnost nastavitve 0.1 V 
Faktor popačenja < 0.8% 
Časovna stabilnost  0.03 % (30 min) / 0.1 % (1h) 
Pasovna širina 30 … 2000 Hz (3 dB) 
Tokovni vir  
Tokovno območje 3 x 1 mA … 3 x 120 A 
Izhodna moč (na posamezno fazo) 60 VA 
Interna tokovna območja 10 A … 120 A; 1 A … 10 A; 1 mA … 1A 
Točnost nastavitve 1 mA 
Faktor popačenja < 0.8% 
Časovna stabilnost  0.03 % (30 min) / 0.1 % (1h) 
Pasovna širina 30 … 1000 Hz (3 dB) 
Fazni kot  
Območje -180.0 °… + 180 ° 
Točnost nastavitve 0.1 ° (45 … 100 Hz) / 1 ° (>100 Hz) 
Frekvenca  
Območje 45 Hz … 400 Hz 
Točnost nastavitve 0.1 ° (45 … 100 Hz) / 1 ° (>100 Hz) 




D Specifikacija vira EPS 5-3 
Priključna napetost 230 V ~, 50 ali 60 Hz ± 10 % 
Priključna moč 600 VA 
 
Napetostni izhodi 20 V do 320 V fazne sinusne napetosti 
Interna napetostna območja 80 V; 160 V; 320 V 
Nastavljivost S korakom 0.01 V 
Izhodna moč 3 x 60 VA 
Točnost nastavitve Boljša od 0.1 % od nazivnega območja 
Faktor popačenja  ≤ 0.5 % 
Časovna stabilnost Boljša od 0.1 %/h, po 30min delovanja od začetnega 
zagona in pri konstantnih referenčnih pogojih. 
 
Tokovni izhodi 1 mA do 60 A sinusni tok 
Interna tokovna območja 0.045 A; 0.3 A; 1.8 A; 12 A; 60 A 
Nastavljivost  Do 0.1 A s korakom 0.01 mA, nad 1 A s korakom 0.01 A 
Izhodna moč 3 x 60 VA 
Točnost nastavitve  Boljša od 0.1 % od nazivnega območja 
Faktor popačenja ≤ 0.5 % 
Časovna stabilnost Boljša od 0.1 %/h, po 30min delovanja od začetnega 
zagona in pri konstantnih referenčnih pogojih. 
 
Frekvenca izhodov 45…65 Hz, s korakom po 0.01 Hz 
Točnost frekvence ± 0.01 Hz 
Fazni kot 0° … 359.99°, s korakom 0.01° 
Točnost nastavitve faznega kota Boljša od ± 0.1° 
Izkoristek elektronskega vira Boljši kot 85% pri polnem bremenu 
Temperatura obratovanja 0…+ 40 °C 
Dimenzije Voziček : 750 x 800 x 575 mm (širina x višina x globina) 
Masa Približno 45 kilogramov (z vozičkom) 




E Specifikacija družine TEMP-100 
Splošno Opis 
Ohišje Termoplastično za namizno izvedbo ali standardno 
kovinsko za vgradnjo 
Napajanje 230 V ± 10 %, 45 Hz do 65 Hz 
Dimenzije 508 x 178 x 300 mm(širina x višina x globina) 
Teža Približno 11 kilogramov (kovinsko ohišje) 
Temperatura obratovanja 0 °C … + 50 °C 
Temperatura skladiščenja -20 °C … + 60 °C 
Merilna točnost  
Delovna moč p < ± 0.05 % 
Jalova moč p < ± 0.05 % 
Navidezna moč p < ± 0.2 % 
Merjenje napetosti p < ± 0.1 % 
Merjenje toka p < ± 0.1 % 
Napetostna merilna območja  
Interna napetostna območja 60 V; 120 V; 240 V; 480 V 
Tokovna merilna območja TEMP-100 (108), M TEMP-100E 
Interna tokovna 
območja 
Imax 100 A; 25 A; 6.25 A; 
1.5625 A; 0.390625 A 
200 A; 50 A; 12.5 A; 3.125 
A; 0.78125 A 
Imin 10 A; 2.5 A; 0.625 A; 
0.15625 A; 0.0390625A 
10 A; 2.5 A; 0.625 A; 
0.15625 A; 0.0390625A 
Električni podatki vhodov  
Vhodna upornost 100 kOhm 
Dopustna vhodna napetost 3 V do 24 V 
Max. vhodna frekvenca  10 kHz(TEMP-100,M,E,TEMP-108-merjenje enega 
pogreška), 1kHz(TEMP-108-merjenje 8 pogreškov)  
Tabela 0.5:  Tehnični podatki merilnikov družine TEMP-100. 
