Application development in the Internet of Things (IoT) is challenging because it involves dealing with a wide range of related issues such as lack of separation of concerns in multiple layers and lack of high-level abstractions to address both the large scale and heterogeneity. Moreover, stakeholders involved in the application development have to address issues spanning to multiple life-cycles. Therefore, a critical challenge is to enable IoT application development with minimal effort from various stakeholders involved in the development process.
INTRODUCTION
The Internet of Things [9, p. 6] applications will involve interactions among extremely large numbers of heterogeneous devices, many of them directly interacting with their physical surroundings. Therefore, a critical challenge is to enable IoT application development with minimal effort from various stakeholders 1 involved in the development process. Similar challenges have already been addressed in the closely related fields of Wireless Sensor Networks (WSNs) [34, p. 11] and ubiquitous and pervasive computing [34, p. 7] , regarded as precursors to the modern day IoT. While the main challenge in the former is the large scale -hundreds to thousands of largely similar devices, the primary concern in the latter has been the heterogeneity of devices and the major role that the user's own interaction with these devices plays in these systems (cf. the classic "smart home" scenario where a user controls lights and receives notifications from his refrigerator and toaster.). It is the goal of our work to enable the development of such applications. In the following, we discuss one of such applications.
Application example
To illustrate the characteristics of IoT applications, we consider the building automation domain [34, p. 361 ]. This building system might consist of several buildings, with each building in turn consisting of one or more floors, each with several rooms that have a large number of heterogeneous devices equipped with sensors, actuators, storage, and user interfaces. Figure 1 describes such a building automation system. Many applications can be developed using the inbuilt devices, one of which we discuss below.
Personalized HVAC application. This application aims to regulate temperature for workers' productivity and personal comfort. To accommodate the workers' preference in the room, a database is used to keep the profile of each worker, including his preferred temperature level. A badge reader in the room detects the worker's entry event and queries the database for the worker's preference. Based on 1 Throughout this paper, we use the term stakeholders as used in software engineering to mean -people, who are involved in the application development. Examples of stakeholders defined in [32] are software designer, developer, domain expert, technologist, etc. this, the thresholds used by the room's devices are updated. To reduce electricity waste when a person leaves the room, detected by badge disappeared event, heating is automatically set to the lowest level or according to the building's energy target.
IoT application development challenges
This section reviews the application development challenges as gleaned from our analysis of applications such as the one discussed above. These challenges are as follows: Heterogeneity. IoT applications execute on a network consisting of heterogeneous devices in terms of types (e.g., sensing, actuating, storage, and user interface devices), interaction modes (e.g. periodic [17] , publish/subscribe [11] , request/response [3] , command [1] ), different platforms (e.g., Android mobile OS, Java SE on laptops), as well as different runtime system (e.g., MQTT, DDS). The heterogeneity largely spreads into the application code and makes the portability of code to a different deployment difficult. Large number of devices. IoT applications may execute on distributed systems consisting of hundreds to thousands of devices, involving the coordination of their activities. Requiring the ability of reasoning at such levels of scale is impractical in general, as has been largely the view in the WSN community. Different life cycle phases. Like any other application development, the IoT application development is attributed to different-life cycle phases [29] . At the design phase, the application logic has to be analyzed and separated into a set of distributed tasks for the underlying network consisting of a large number of heterogeneous entities. At implementation phase, the tasks have to be implemented for the specific platform to a device. At the deployment phase, the application logic has to be deployed onto a large number of devices. Moreover, stakeholders have to keep in mind evolution issues both in the development (change in functionality of an application such as the smart building application is extended by including fire detection functionality) and deployment phase (e.g. adding/removing devices in deployment scenarios such as more temperature sensors are added to sense accurate temperature values in the building). Manual effort in all above phases for a large number of heterogeneous devices is a time-consuming and error-prone process.
Contributions
As evident above, an important challenge that needs to be addressed in the IoT is to enable the IoT application development with minimal effort by the various stakeholders. To address this challenge, many approaches have been proposed. Although existing approaches provide a wide range of features, stakeholders have specific application development requirements and choosing an appropriate approach requires thorough evaluations on different aspects. To date, this aspect has been investigated to a limited extend for IoT applications, given heterogeneity at different life-cycle phases. Largely, the metric used to asses the stakeholders' productivity in existing approaches is the number of lines of code [17, p. 45] [31, p. 22] and it provides a little guidance to stakeholders to select an appropriate approach given application requirements in hand. In view of these, this paper provides an extensive set of evaluations based on previous work [20] [21] [22] on IoT application development framework, we call it as IoTSuite 2 . We believe that the following reported assessments not only be helpful for our research, but might provide the research community with insights into evaluating, selecting, and developing useful IoT frameworks and applications.
• Development effort: In order to measure effort to develop an application using our approach, we evaluate a percentage of a total number of lines of code generated by our approach (Section 3.1). Moreover, we measure development effort for an application that involves a large number of devices (Section 3.2). The results of both these experiments conclude that there is a drastic reduction in development effort.
• Reusability : We evaluate reuse of specifications and implementations across applications using our approach. We consider different scenarios and demonstrate the development effort using our approach to handle them. The results of these experiments conclude that there is a drastic reduction in development effort for subsequent application development (Section 3.3).
• Expressiveness: We evaluate the scope of our approach. More specifically, we answer the question:
What are the characteristics of IoT applications that can be modeled by our approach?. We presents various characteristics of IoT applications. Then, we map the representative IoT applications into identified characteristics using our approach (Section 3.4). Such an explicit evaluation may not only be helpful as a framework for discussing coordinated research (e.g., avoiding duplicate work) in the IoT field, but may provide a basis for the development of software framework to meet different IoT application requirements.
• Memory metrics: We measure the code size and memory consumption of device-specific code that is deployed on devices. These two metrics are important because they give approximate indication of the amount of memory a device need to run an application (Section 3.5).
• Comparison with state of the art: We begin by various dimensions that characterize IoT application development approaches. Then, we map existing approaches back to the dimensions, which does not only provide a comprehensive view of state of the art, but also guides developers in selecting an approach given application requirements in hand (Section 3.6).
Outline. The remainder of this paper is organized as follows: Section 2 summarizes our IoT application development process. This includes a brief on modeling languages and automation techniques. Section 3 evaluates the development framework in a quantitative manner. Section 4 concludes this paper.
IOT APPLICATION DEVELOPMENT PRO-CESS
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(2) To provide the reader necessary background, this section summarizes our IoT application development process (a complete tour is available in our previous publication [20] ), illustrated in Figure 2 . It separates IoT application development into different concerns and integrates a set of high-level languages to specify them. It is supported by compiler, mapper, and linker modules at various phases of IoT application development process to provide automation. Stakeholders carry out the following steps in order to develop an IoT application using our approach.
Domain concern
This concern is related to concepts that are specific to a domain (e.g., building automation, transport) of an IoT application. It consists of the following steps: Specifying domain vocabulary. The domain expert specifies a domain vocabulary (step 1 in Figure 2 ) using vocabulary language (VL). The vocabulary specification includes concepts specific to a target application domain. For example, the building automation domain is reasoned in terms of rooms and floors, while the transport domain is expressed in terms of highway sectors. Furthermore, the vocabulary includes specification of resources, which are responsible for interacting with entities of interest (EoI). This includes sensors (sense EoI), actuators (control EoI), and storage (store information about EoI). Compiling vocabulary specification. Leveraging the vocabulary, the development framewotk generates (step 2 in Figure 2 ): (1) a vocabulary framework to aid the device developer, (2) a customized architecture grammar according to the vocabulary to aid the software designer, and (3) a customized deployment grammar according to the vocabulary to aid the network manager. The key advantage of this customization is that domain-specific concepts defined in the vocabulary are made available to other stakeholders and can be reused across applications of the same application domain.
Functional concern
This concern is related to concepts that are specific to functionality of an IoT application. An example of a functionality is to open a window when an average temperature value of a room is greater than 30
• C. It consists of the following steps:
Specifying application architecture. Using a customized architecture grammar, the software designer specifies an application architecture (step 3 in Figure 2 ) using architecture language (AL). He specifies computational services and interactions with other components. Computational services are fueled by sensors and storage (defined in the vocabulary). They process inputs data and take appropriate decisions by triggering actuators (defined in the vocabulary specification).
Compiling architecture specification. The development framework leverages an architecture specification to support the application developer (step 4 in Figure 2 ). To describe the application logic of each computational service, the application developer is provided an architecture framework, pre-configured according to the architecture specification of an application, an approach similar to the one discussed in [7, 8] .
Implementing application logic. To describe the application logic of each computational service, the application developer leverages a generated architecture framework (step 5 in Figure 2 ). It contains abstract classes 3 , corresponding 
Deployment concern
The concepts that fall into this concern describe information about device and its properties, placed in deployment scenario. It consists of the following steps: Specifying target deployment. Using a customized deployment grammar, the network manager describes a deployment specification (step 6 in Figure 2 ) using deployment language (DL). The deployment specification includes the details of each device, including its regions (in terms of values of the regions defined in the vocabulary), resources hosted by devices (a subset of those defined in the vocabulary), and the type of the device. Ideally, the same IoT application could be deployed on different target deployments (e.g., the same inventory tracking application can be deployed in different warehouses). This requirement is dictated by separating a deployment specification from other specifications. Mapping. The mapper produces a mapping from a set of computational services to a set of devices (step 7 in Figure 2 ). It takes as input a set of placement rules of computational services from an architecture specification and a set of devices defined in a deployment specification. The mapper decides where each computational service will be deployed. The current version of algorithm [19] selects devices randomly and allocates computational services to the selected devices. A mapping algorithm aware of heterogeneity, associated with devices of a target deployment, is a part of our future work.
Platform concern
This concern specifies the concepts that fall into this are computer programs that act as a translator between a hardware device and an application. It consists of the following steps:
Implementing device drivers. Leveraging the vocabulary, IoTSuite generate a vocabulary framework to aid the device developer (step 8 in Figure 2 ). The vocabulary framework contains a set of interfaces and concrete classes corresponding to resources defined in the vocabulary. The concrete classes contain concrete methods for interacting with other software components and platform-specific device drivers. We have integrated existing open-source sensing frameworks 4 for Android devices. So, the device developer has to only implement interfaces, connecting integrated sensing framework and generated vocabulary framework.
Linking
The linker combines and packs code generated by various stages into packages that can be deployed on devices (step 9 in Figure 2 ). This stage supports the application deployment phase by producing device-specific code to result in a distributed software system collaboratively hosted by individual devices, thus providing automation at the deployment phase.
The final output after linking is composed of three parts: (1) a runtime-system runs on each individual device and provides a support for executing distributed tasks, (2) a device specific code generated by the linker module, and (3) a wrapper separates generated code from the linker module and underlying runtime system by implementing interfaces. The main advantage of separating wrapper and runtime system is that developers has to implement given interfaces, discussed in [30] , in order to integrate a new runtime system. The current implementation of development framework implements the MQTT 5 and iBICOOP [2] runtime system, which enables interactions among Android devices and JavaSE enabled devices.
Evolution
Evolution is an important aspect in IoT application development where sensors, actuators, and computational services are added, removed, or extended. To deal with these changes, we separate IoT application development into different concerns and allow an iterative development for these concerns. This iterative development requires only a change in evolved specification and reusing dependent specifications/implementation in compilation process, thus reducing effort to handle evolution, similar to the work in [8] .
EVALUATION
The goal of this section is to describe how well the proposed approach addresses our aim. Unfortunately, quality measures are not well-defined and they do not provide a clear procedural method to evaluate development approaches in general. We established a set of measures and metrics that are vital for the productivity of stakeholders. The set of measures is non-exhaustive. However, they reflect principal quantitative advantages that our approach provides to stakeholders involved in IoT application development. We evaluate our approach in terms of development effort, reusability,expressiveness, memory metrics, and comparison with state of the art.
Development effort
In order to measure effort to develop an application using our approach, we evaluate a percentage of a total number of lines of code generated by our approach. This section is organized as follows: Section 3.1.1 describes two applications to evaluate the development effort. Section 3.1.2 shows results we obtained that indicates the effort required to create these two applications.
Applications for evaluating development effort
To evaluate development effort using our approach, we consider representative IoT applications. Figure 3 describes the building automation domain with various devices. Many applications can be developed using these devices. We describes two applications: (1) a personalized HVAC application (discussed in Section 1.1) and (2) a fire detection application. It aims to detect fire by analyzing data from smoke and temperature sensors. Figure 4 shows a layered architecture of both applications. In the fire detection application, a fire state is computed based on a current average temperature value and smoke presence. Finally, the fire controller decides whether alarms should be activated or not.
Evaluation
We have implemented two IoT applications discussed in Section 3.1.1 using our approach. These applications are implemented independently. We did not reuse specifications and implementations of one application in other application.
We deploy these two applications on simulated devices, running MQTT middleware that simulates network, on a single PC.
We measured the lines of code using Eclipse EclEmma 2.2.1 plug-in 6 . This tool counts actual Java statement as lines of code and does not consider blank lines or lines with comments. Our measurements reveal that the percentage of handwritten lines of code, produced by stakeholders, is very low in both applications (see Figure 5) . The measure of lines of code is only useful if the generated code is actually executed. We measured code coverage of the generated programming frameworks (i.e., mapping framework, vocabulary framework, architecture framework) of two applications (see Figure 5 ) using the EclEmma Eclipse plug-in. Our measures show that more than 80% of generated code is actually executed, the other portion being error-handling code for errors that did not happen during the experiment and/or unused features such as getter and setter. This high value indicates that most of the execution is spent in generated code and that, indeed, our approach reduces development effort by generating useful code.
Development effort for a large number of devices
The experiments, described in the previous sections, was conducted for a small number of devices. It does not demonstrate development effort for a large number of devices. Therefore, the primary aim of this section is to evaluate effort to develop an IoT application involving a large number of devices.
In order to achieve the above aim, we have developed the road traffic monitoring & control application [16] , depicted in Figure 6 , that aims to maximize the flow of vehicles on the road. This kind of system is divided in disjoint sectors. Each sector is controlled depending on the current status of the sector. In each sector, data is first collected from speed sensors and presence sensors and measurements such as average speed of vehicles and average queue length on a ramp are derived. The aggregated information is fed to an algorithm to determine the best actions to achieve the system objective -maximize the flow of vehicles on the highway in each sector. The actions are then communicated to the ramp signals.
The application is developed on a set of simulated devices, running real MQTT middleware, on a single PC. The assessments were conducted over an increasing number of devices. The first development effort assessment was conducted on 6 devices instrumented with sensors and actuators. In the next subsequent assessments, we kept increasing the number of devices equipped with sensors and actuators. In each assessment, we have measured lines of code to specify vocabulary, architecture, and deployment, application logic, and device drivers. Figure 7 illustrates the assessment results containing a number of devices involved in the experiment and hand-written lines of code to develop the road traffic & monitoring application.
In Figure 7 , we have noted the following two observations and their reasons:
• As the number of devices increases, lines of code for vocabulary and architecture specification, device drivers, and application logic remain constant, even for a deploy- ment consisting a large number of devices. The reason is that our approach provides the ability to specify an application at a global level rather than individual nodes. It means one entity description for many implementations and instances. Thus, development effort does not depend on the number entities.
• As the number of devices increases, lines of code for a deployment specification increase. The reason is that the network manager specifies each device individually in the deployment specification. This is a limitation of deployment language. Our future work will be to investigate how a deployment specification can be expressed in a concise and flexible way for a network with a large number of devices. We believe that the use of regular expressions is a possible technique to address this problem.
Reusability
This section demonstrates the reusability of software artifacts using our approach. We consider two scenarios to demonstrate it: (1) evolving deployment (detailed in Section 3.3.1). (2) evolving functionality (detailed in Section 3.3.2). The results of these experiments conclude that there is a drastic reduction in development effort for subsequent applications.
Evolving deployment
This scenario demonstrates the reusability of specifications and implementations when the same application is deployed to different deployment scenarios. To illustrate it, we consider the home scenario shown in Figure 3 and take the fire detection application (discussed in Section 3.1.1). The application is initially deployed in the bedroom. Latter for the safety reason, it is decided to deploy the same application in the kitchen and meeting room. Figure 3 shows both the kitchen and meeting room have all necessary sensors and actuators to deploy the fire detection application.
To measure the effort for developing the same fire management application for different deployment scenarios, we have simulated it on a set of simulated devices, running MQTT middleware that simulates network, on a single PC. Initially, when the application is developed using our approach in the bedroom, we have written the vocabulary, deployment, and architecture specification, device drivers, and application logic from scratch. Table 1 shows the lines of code for developing the fire detection application in the bedroom. However, the reusability of specifications and implementations become apparent when we deploy it in the kitchen and meeting room. To develop subsequent applications, we only need to specify deployment specification and can reuse other software artifacts. Table 1 shows the drastic reduction in development effort for the kitchen and meeting room. We conclude that the primary reason of drastic reduction of development effort in the next two deployment scenarios using our approach is separation of concerns. Our approach separates the IoT application development into well-defined concerns. Therefore, stakeholders achieve high reusability of specifications and implementations across applications of a same application domain. Thus, it reduces the development effort.
Evolving functionality
This section demonstrates the reusability of specifications and implementations when functionality is evolved. To illustrate this scenario, we consider the home scenario shown in Figure 3 . Apart from two applications, described in Section 3.1.1, we consider a scenario of implementing the following two new functionality:
• Safety in kitchen [4] raises an alarm if the stove is switched on and when nobody in the kitchen. Figure 8 shows a layered architecture of it. The motion sensor detects the presence of moving objects. The smart stove senses if it is turned on or off. Based on these inputs, the system takes appropriate decisions.
• Heating control system [6] regulates the temperature in the meeting room depending on the room occupancy. Figure 8 shows a layered architecture of it. The system receives motion detection events to detect the occupancy. Thus, if a person enters into the meeting room and the average temperature is below the certain threshold, the heating control system automatically controls the temperature.
We have simulated the above applications on a set of simulated devices, running iBICOOP that simulates network, on a single PC. Initially, when the personalized HVAC, fire detection, safety in kitchen applications are developed using our approach, we have written vocabulary specification, architecture specification, deployment specification, application logic, and device driver. The labels (a1), (b1), (c1) in Figure 9 show the lines of code for developing these three applications and the corresponding labels (a2), (b2), and (c2) describe the components specified in the vocabulary specification.
The reusability of previously written components becomes apparent when we develop the heating control application. The components specified in the previous three applications are reused to write vocabulary specification and the device driver. The label (d2) in Figure 9 indicates the reusability of the previously written temperature sensor, heater, and motion sensor components with similar patterns and colors. The (d1) in Figure 9 shows the drastic reduction in the lines of code for the heating control application. More specifically, the lines of code for the vocabulary specification and device driver remains zero. We conclude that the primary reason of drastic reduction of development effort for the heating control system using our approach is separation of concerns. Since, our approach separates the IoT application development into well-defined concerns. Therefore, stakeholders achieve high reusability of specifications and implementations across applications. Thus, it reduces the development effort.
Expressiveness
This section evaluates the scope of our approach. More specifically, it answers the question: What are the characteristics of IoT applications that can be modeled by our approach? In order to answer this question, we map the IoT applications (discussed in Section 1.1,3.1,3.2) into identified characteristics using our approach. Table 2 indicates the subset of IoT application characteristics that can be modeled using our development framework. It notes the following observations about our approach.
Heterogeneous components. An IoT application may execute on a network consisting of different types of components. For example, the smart building application consists of components, including sensing (e.g., temperature sensor, badge reader), actuating (e.g., heater, light), storage (e.g., proïň Ale storage on different database systems such as MySQL or MongoDB). As indicated in Table 2 , our approach supports components commonly found in IoT applications .
Heterogeneous platforms. An IoT application may execute on a network with heterogeneous platforms. These platforms are operating system-specific. For instance, a device could be running Android mobile OS, Java SE on laptops, or a server OS such as GNU/Linux etc. Table 2 shows the supported platforms in the current version. It generates code for JavaSE and Android platforms. However, our approach is flexible to generate code for different platforms, as discussed in our previous work [30] .
Heterogeneous runtime system. An IoT application may consist of devices, running heterogeneous runtime system that are responsible for a distributed execution of an application. Table 2 shows the supported runtime systems in the current version. It implements the MQTT and iBICOOP runtime system. However, the framework does not restrict the stakeholders to a specific runtime systems and it is flexible to integrate different runtime systems, as discussed in our previous work [30] .
Heterogeneous interaction modes. The devices could be different in terms of how data can be accessed from them. Table 2 shows four interactions modes supported by our approach, largely found in the IoT applications: periodic [17] , publish/subscribe [11] , request/response [3] , command [1] .
Topology. It indicates whether an application is characterized by static or dynamic topology. In static topology, devices do not move once they are deployed. In dynamic topology, devices (e.g., smart phone) move autonomously. Table 2 shows that applications with static topology is supported. Our immediate future work will be to provide mobility support in our framework.
Network size. It indicates a number of devices participating in an application [26] . The participating devices could be sensing, actuating, computational, and/or user interface devices. Table 2 shows our approach can cover an application from a small to large number of devices. The labels (a1), (b1), (c1), and (d1) show the lines of code for developing the personalized HVAC, fire detection, safety kitchen, and heating control system applications and the corresponding labels (a2), (b2), (c2), and (d2) describe the components specified in the vocabulary specification.
such as current temperature or energy usage 7 of the building on dashboard placed on a central location of a building.
• Sense-Compute-Actuate loops. This behavior is seen in applications where smart things interact with each other at either the local level or through the Internet, and provide information that can be used as new knowledge 8 . They may also take corrective actions [15] with no human originator, recipient, or intermediary, and may notify or prompt users as required.
Memory metrics
Increasing stakeholdersâȂŹ productivity often comes at a cost [28] . To precisely evaluate this aspect, we measure the average code size and memory consumption of device-specific packages that are deployed on devices. These two metrics are important because they give approximate indication of the amount of memory a device needs to run an application. A device with less memory is not able to run the application implementation. Code size. IoT devices possess the limited amount of program memory. So, the code size is an important metric to measure for IoT applications [18] . Memory consumption. RAM is a severely limited resource in devices. So, it is important to be know memory consumption of a device. We measure the average amount of heap space used by device-specific packages using VisualVM 9 : a tool that reports the heap allocated of a running application. To get precise results, we separately asses the virtual machine with each package code loaded and when the whole application running. Table 3 shows an average code size and heap allocated for the applications. These results give not very precise, but approximate, indicate the amount of memory a device needs to run an application, thus guiding stakeholders to choose an appropriate device run to device-specific code generated as final package using our approach.
Comparison with state of the art
This section takes a snapshot of the current approaches available for the IoT application development and compares them with our approach. We begin by presenting various dimensions that characterize application development approaches. Then, we map existing approaches back to the dimensions in Table 4 , therefore providing not only a complete view of the state of the art with respect to our approach, but also useful insights for selecting the most appropriate approach given an application requirement at hand. Table 4 shows the comparative analysis with our approach. Due to similarity, we pick one representative system in some cases. For instance, TinyDB and Cougar have adopted SQL-based interface for collecting data. So, we take only TinyDB as a representative example.
Classification. We see application development approaches for the IoT are classified into four broad categories: node- Whether it is just a prototype or it has been released as product.
CONCLUSION
An important challenge that needs to be addressed in the IoT is to enable the IoT application development with minimal effort by the various stakeholders. To address this challenge, many approaches have been proposed. Although existing approaches provide a wide range of features, stakeholders have specific application development requirements and choosing an appropriate approach requires thorough evaluations on different aspects. This paper is an attempt to address the above issue partially. It presents a set of evaluations based on our previous work on IoT application development framework. This paper evaluate our approach in terms of development effort, reusability, expressiveness, memory metrics, and comparison with the state of the art in IoT application development one various dimensions. The set of measures is non-exhaustive. However, they reflect principal quantitative advantages that our approach provides to stakeholders. Moreover, these measures provide the research community with insight into evaluating, selecting, and developing useful IoT frameworks and applications.
