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Re´sume´
L’illumination d’une sce`ne est tre`s importante pour son re´alisme. Dans le cas d’un terrain
cette illumination est assez complexe, puisqu’elle provient du soleil, du ciel, des ombres des
nuages, des inter-reflections du terrain sur lui-meˆme ou de l’interaction entre le terrain et les
nuages. Le tout se de´roulant dans un milieu qui diffuse plus ou moins la lumie`re dans toutes les
directions : l’atmosphe`re.
Notre travail concerne l’e´tude du rendu de terrains, qui sont conside´re´s comme des objets
naturels. Ne´anmoins, la qualite´ visuelle qu’ils offrent est tre`s souvent associe´e a` une complexite´
dans la prise en charge des aspects mode´lisation.
Dans ce me´moire, nous avons fait une e´tude globale sur le domaine de la mode´lisation et
du rendu de terrains. Nous avons ensuite propose´ une approche de mode´lisation de terrain et le
rendu associe´, avec placage de texture et illumination temps re´el.
Nos contributions essentielles se situent pour la mode´lisation dans hybridation des tech-
niques diamond square avec celle de Perlin, et pour le rendu, nous avons propose´ une technique





I E´tat de l’art 3
Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
1 Mode´lisation de terrain 6
1.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.2 Outils servant a` la mode´lisation des terrains . . . . . . . . . . . . . . . . . . . 7
1.2.1 Le concept fractales . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
1.2.2 Les cartes hauteurs et les terrains . . . . . . . . . . . . . . . . . . . . 9
1.3 Quelques algorithmes de ge´ne´ration de terrain . . . . . . . . . . . . . . . . . . 10
1.3.1 L’algorithme de subdivision en triangles . . . . . . . . . . . . . . . . . 10
1.3.2 L’algorithme Diamond-Square . . . . . . . . . . . . . . . . . . . . . . 11
1.3.3 Mode´lisation des terrains par transforme´e de fourier . . . . . . . . . . 15
1.3.4 Technique de multiplication . . . . . . . . . . . . . . . . . . . . . . . 17
1.3.5 Technique de Mid Point Displacement . . . . . . . . . . . . . . . . . 17
1.3.6 L’algorithme Fault Formation . . . . . . . . . . . . . . . . . . . . . . 19
1.3.7 Le Circles Algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
1.3.8 La triangulation de Delaunay . . . . . . . . . . . . . . . . . . . . . . . 20
1.3.9 La mode´lisaton des terrains par l’algorithme de Perlin . . . . . . . . . 24
1.4 Bilan . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
1.5 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
2 Ge´ne´ration de textures de terrain 39
2.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
i
TABLE DES MATIE`RES ii
2.2 Utilisation de larges textures . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
2.3 Le me´lange de textures de base . . . . . . . . . . . . . . . . . . . . . . . . . . 40
2.3.1 Calcul de la hauteur h . . . . . . . . . . . . . . . . . . . . . . . . . . 42
2.3.2 Calcul de la couleur du pixel . . . . . . . . . . . . . . . . . . . . . . . 43
2.3.3 Taille de la texture . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
2.4 Le multi-texturing . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
2.5 Geo-mip-mapping et texture splatting . . . . . . . . . . . . . . . . . . . . . . 47
2.6 Me´lange de texture de terrain par le materiel . . . . . . . . . . . . . . . . . . . 49
2.7 Les de´tails textures . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
2.8 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
3 Illumination temps re´el de terrain 52
3.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
3.2 Pre´sentation de l’ l’illumination en plein air . . . . . . . . . . . . . . . . . . . 52
3.3 Notations et terminologie de l’illumination . . . . . . . . . . . . . . . . . . . . 53
3.4 Calcul analytique temps re´el de l’illumination en plein air . . . . . . . . . . . 54
3.5 Me´thodes de calcul d’ombres pour les terrains . . . . . . . . . . . . . . . . . . 60
3.5.1 Me´thode de coefficient par diffe´rence entre les hauteurs . . . . . . . . 60
3.5.2 Limitations de la premie`re me´thode . . . . . . . . . . . . . . . . . . . 62
3.5.3 Me´thode de produit scalaire : L dot N . . . . . . . . . . . . . . . . . . 64
3.5.4 Me´thode de lanceur de rayon . . . . . . . . . . . . . . . . . . . . . . . 67
3.6 Bilan . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 71
3.7 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 72
II Contributions 73
4 Contributions 74
4.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 74
4.2 Motivations pour de nouvelles approches . . . . . . . . . . . . . . . . . . . . . 74
4.3 Approche propose´e pour la mode´lisation . . . . . . . . . . . . . . . . . . . . . 75
4.3.1 Principe . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
4.3.2 Ame´lioration de la technique propose´e . . . . . . . . . . . . . . . . . 81
4.3.3 Ame´lioration de l’approche propose´e par la technique de Perlin . . . . 82
TABLE DES MATIE`RES iii
4.3.4 Le proble`me des deux techniques ame´liore´es et sa re´solution . . . . . . 82
4.4 Contributions pour l’illumination du terrain . . . . . . . . . . . . . . . . . . . 83
4.4.1 Une premie`re version de l’approche propose´e . . . . . . . . . . . . . . 83
4.4.2 Version finale de l’approche propose´e . . . . . . . . . . . . . . . . . . 88
4.5 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 93
5 Re´sultats et perspectives 94
5.1 introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 94
5.2 Ge´ne´ration de terrain . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 94
5.3 Placage de texture . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.4 Illumination . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96
5.4.1 Re´sultats . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96
5.4.2 Mode´lisation de lumie`re de la nuit . . . . . . . . . . . . . . . . . . . . 98
5.5 Mode´lisation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 98
5.6 Exemple d’exploitation des re´sultats (simulateur de vol) . . . . . . . . . . . . . 104
5.7 Perspectives . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 105
5.8 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 106
Conclusion ge´ne´rale 107
Table des figures
1.1 Fractales de´terministes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
1.2 FBm avec des valeurs de H e´gales a` 0.8, 0.6, 0.4, 0.3 et 0.2. . . . . . . . . . . . 8
1.3 Un relief fractal ge´ne´re´ par fBm repre´sente´ par facettes . . . . . . . . . . . . . 9
1.4 Fractalisation d’un triangle . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.5 Technique de subdivision . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
1.6 Subdivision en triangles r = 1.0 . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.7 Subdivision en triangles r = 1.5 . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.8 Matrice initiale . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
1.9 La matrice apre`s la phase du carre´ . . . . . . . . . . . . . . . . . . . . . . . . 12
1.10 La matrice apre`s la phase du diamant . . . . . . . . . . . . . . . . . . . . . . . 12
1.11 La matrice finale . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
1.12 Le carre´ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
1.13 Le losange . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
1.14 Lissage a` 0.1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
1.15 Lissage a` 0.5 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
1.16 Lissage a` 0.9 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
1.17 DiamondSquare lisse . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
1.18 DiamondSquare rude . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
1.19 fourier r = 2.5 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.20 fourier r = 2.0 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.21 DiamondSquare2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.22 Fourier2 r = 1.7, 2.5 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.23 Technique de Mid Point Displacement en 3D . . . . . . . . . . . . . . . . . . 18
1.24 Ite´rations du Fault Algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
1.25 Ite´rations du Circles Algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . 20
iv
TABLE DES FIGURES v
1.26 Les cercles circonscrits . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
1.27 Un coˆte´ le´gal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
1.28 Un coˆte´ ille´gal (gauche), le flip (droite) . . . . . . . . . . . . . . . . . . . . . . 24
1.29 Terrain purement ale´atoire . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
1.30 Meˆme terrain dans le viewer de terrain de Fearyourself [STE96] . . . . . . . . 25
1.31 Interpolation biline´aire . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
1.32 Interpolation line´aire . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
1.33 Interpolation non line´aire . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
1.34 Re´sultat incohe´rent . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
1.35 Re´sultat cohe´rent . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
1.36 Re´sultat lisse´ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
2.1 Image de niveaux . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
2.2 Affichage de terrain 3D en filaire . . . . . . . . . . . . . . . . . . . . . . . . . 40
2.3 Trois images de base . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
2.4 Texture ge´ne´re´e a` partir des trois images de base . . . . . . . . . . . . . . . . . 41
2.5 Terrain texture´ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
2.6 De´grade´ des images de base . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
2.7 Influence de la taille de la texture . . . . . . . . . . . . . . . . . . . . . . . . . 47
2.8 Geo-mip-mapping . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
2.9 splatting . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
3.1 Angle horizon . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
3.2 horizon effectif . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
3.3 Visibilite´ du soleil . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
3.4 Comparaison de calculs d’ombre . . . . . . . . . . . . . . . . . . . . . . . . . 60
3.5 Suivie de vecteur lumie`re . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61
3.6 De´fauts de la premie`re me´thode . . . . . . . . . . . . . . . . . . . . . . . . . 62
3.7 Patch de taille e´gal a` 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63
3.8 Premie`re me´thode apre`s l’application du filtre . . . . . . . . . . . . . . . . . . 64
3.9 Deuxie`me me´thode (L dot N) utilisant un filtre . . . . . . . . . . . . . . . . . . 67
3.10 principe lanceur de rayon . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68
3.11 Me´thode du lanceur de rayon . . . . . . . . . . . . . . . . . . . . . . . . . . . 70
TABLE DES FIGURES vi
4.1 Mode`le mixte . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80
4.2 Mode`l Diamond-Square . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
4.3 Principe de cylindre . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84
4.4 Re´sultat de la premie`re version . . . . . . . . . . . . . . . . . . . . . . . . . . 87
4.5 Proble`me de la premie`re solution . . . . . . . . . . . . . . . . . . . . . . . . . 88
4.6 Principe de coˆne . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 89
4.7 Solution de la version finale . . . . . . . . . . . . . . . . . . . . . . . . . . . 92
4.8 solution de la me´thode de lanceur de rayon . . . . . . . . . . . . . . . . . . . 92
5.1 Terrain de perlin en mode filaire . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.2 Terrain de perlin texture´e . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
5.3 Re´sultats de l’illumination sans utiliser le filtre . . . . . . . . . . . . . . . . . 96
5.4 Re´sultats de l’illumination avec l’utilisation du filtre . . . . . . . . . . . . . . . 96
5.5 Illumination sans utiliser le filtre . . . . . . . . . . . . . . . . . . . . . . . . . 97
5.6 illumination avec l’utilisation du filtre . . . . . . . . . . . . . . . . . . . . . . 97
5.7 Lumie`re de nuit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 98
5.8 Mode`le mixte . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 99
5.9 Mode`le Diamond-Square . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 99
5.10 Mode`le mixte a` texture de faible de´tail . . . . . . . . . . . . . . . . . . . . . . 100
5.11 Mode`le Diamond-Square a` texture de faible de´tail . . . . . . . . . . . . . . . . 100
5.12 Re´sultats de Perlin . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 101
5.13 Re´sultats de Diamond-Square . . . . . . . . . . . . . . . . . . . . . . . . . . . 102
5.14 Re´sultats du mode`le mixte . . . . . . . . . . . . . . . . . . . . . . . . . . . . 103
5.15 Principe de simulateur de vol . . . . . . . . . . . . . . . . . . . . . . . . . . . 105
Introduction ge´ne´rale
Il y a de´ja` 35 ans que les premiers dessins par ordinateur ont e´te´ produits notamment pour
le syste`me de de´fense et de controˆle ae´rien SAGE et au M.I.T. avec l’ordinateur TX1. Pendant
plus de 25 ans, certains scientifiques ont utilise´ la capacite´ des ordinateurs pour produire des
diagrammes et des graphes dans leurs rapports, the`ses et articles. Pendant toute cette pe´riode,
le public, meˆme le public averti tel que la communaute´ universitaire, ignorait litte´ralement les
possibilite´s graphiques de l’ordinateur. Il faut tout de meˆme convenir que le mate´riel e´tait encore
cher, pas toujours tre`s maniable et les re´sultats pas toujours tre`s spectaculaires [DAN03].
Aujourd’hui, la situation a radicalement change´, tous les micro-ordinateurs personnels ont
des capacite´s graphiques. Les millions de te´le´spectateurs des pays occidentaux sont envahis par
les ge´ne´riques et logos produits par ordinateur. On est d’ailleurs parfois e´bahi par le re´alisme
et la perfection de certaines images ge´ne´re´es par ordinateur. Que ce soit dans le domaine tech-
nique, me´dical ou simplement artistique, ces images forcent notre admiration et nous ques-
tionnent. Dans le domaine de la synthe`se d’images re´alistes, en moins de dix ans, on a assiste´
a` des progre`s spectaculaires, autant du point de vue mate´riel que du point de vue logiciel.
Il faut d’ailleurs remarquer que leur e´volution est intimement lie´e. Il serait difficilement conce-
vable de produire des images re´alistes sans disposer d’un terminal graphique de haute re´solution
avec au moins quelques centaines de couleurs affichables simultane´ment [DAN03].
Plus re´cemment, c’est le domaine du multime´dia qui s’est de´veloppe´ graˆce aux progre`s
fulgurant dans les te´le´communications. Avec Internet et World Wide Web, on peut consulter ou
e´changer des images cre´e´es a` l’autre bout du monde. Par la re´alite´ virtuelle, on peut plonger
aussi dans des mondes virtuels et de nouveau, graˆce aux te´le´communications rapides comme
les re´seaux ATM, il est meˆme possible de partager les mondes virtuels entre des participants du
monde entier [DAN03].
Le progre`s spectaculaires de mate´riel ne suffit pas il faut aussi un progre`s logiciel. La
conception d’une application graphique a` affichage 3D suit plusieurs e´tapes :
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– de´termination des sce`nes devant eˆtre repre´sente´es,
– mode´lisation ge´ome´trique de ces sce`nes,
– placement des textures et des lumie`res,
– programmation.
Pour avoir ce progre`s logiciel, il faut apporter des optimisations dans les algorithmes uti-
lise´s dans chaque e´tape de conception. L’optimisation ge´ne´ralement re´duit l’efficacite´, alors
il faut chercher des compromis.
Objectif : Notre travail concerne l’e´tude du rendu de terrains qui sont conside´re´s comme des
objets naturels, cette proble´matique inte´resse de plus en plus les laboratoires de recherche en
synthe`se d’images. Ne´anmoins, la qualite´ visuelle qu’ils offrent est tre`s souvent associe´e a` une
complexite´ dans la prise en charge des aspects mode´lisation.
Notre objectif principal est de proposer des algorithmes optimise´s et efficaces (temps re´el) et
d’aboutir a` un aspect simulation la plus naturelle possible.
Axes du me´moire : Pour assurer les objectifs de notre travail, nous organisons ce me´moire
en cinq chapitres :
– Chapitre 1 ” Mode´lisation de terrain ” : Dans ce chapitre, nous allons examiner quelques
algorithmes pour la ge´ne´ration des terrains, ces algorithmes permettent de produire un
mode`le nume´rique pour notre terrain.
– Chapitre 2 ” Ge´ne´ration de textures de terrain ” : Dans ce chapitre nous allons exposer
un ensemble de techniques d’habillage de terrain, qui consiste a` colorer le terrain en
espe´rant obtenir un re´sultat suffisamment re´aliste.
– Chapitre 3 ” Illumination temps re´el de terrain ” : Dans ce chapitre nous allons
pre´senter quelques techniques d’illumination et de calcul des ombres pour le terrain, pour
bien montrer le relief, et les effets des ombres.
– Chapitre 4 ” Fondements de la me´thode ” : dans ce chapitre, nous allons essayer d’in-
troduire de nouvelles me´thodes pour l’illumination et la mode´lisation qui re´pond aux
crite`res (obtimalite´, efficacite´).
– Chapitre 5 ” Re´sultats et perspectives ” : Ce chapitre est consacre´ a` la pre´sentation des
re´sultats permettant d’e´valuer les perfermences des nouvelles me´thodes propose´es.
Ces cinq chapitres seront suivis par une conclusion qui pre´sente le bilan de ce travail et





Les terrains jouent un roˆle fondamental dans la cre´ation d’une sce`ne naturelle. Les tech-
niques de ge´ne´ration automatique ont de nombreuses applications comme les simulateurs de
vol, les effets spe´ciaux au cine´ma ou les jeux vide´os. L’augmentation de la puissance de calcul
combine´e a` des me´thodes de visualisation de plus en plus performantes ont permis de cre´er des
terrains re´alistes.
Trois techniques de ge´ne´ration de terrains existent : les mode`les fractals, les me´thodes de
simulation d’e´rosion et les algorithmes de synthe`se a` partir d’exemples.
La synthe`se proce´durale consiste a` ge´ne´rer un terrain automatiquement par des construc-
tions ge´ome´triques ou des combinaisons de fonctions de bruit [MAN82, MKM89, ST89, JS06],
un e´tat de l’art est pre´sente´ dans [EMP*98]. Ces me´thodes produisent de tre`s grands terrains
qui manquent parfois de re´alisme. Plusieurs proble`mes ressortent de ces me´thodes. L’utilisation
de me´thodes automatiques ne permet pas de controˆler la forme finale du terrain. L’utilisation de
cartes d’e´le´vation [AND03] de donne´es limite fortement la topologie et la ge´ome´trie du terrain.
Gamito et Musgrave [GM01] ame´liorent les cartes d’e´le´vation a` l’aide de courbes de profills
pour ge´ne´rer proce´duralement des terrains avec des surplombs. Leur approche ne permet cepen-
dant pas la cre´ation de toutes les formes volumiques comme les grottes ou les arches [AEJS08].
Les me´thodes de simulation d’e´rosion permettent de ge´ne´rer des terrains physiquement
plausibles [MKM89, NWD05, KMN88, RPP93, CMF98]. Ces me´thodes s’appuient sur des
simulations plus ou moins pre´cises pour de´terminer le transport et le de´poˆt de matie`re sur des
cartes d’e´le´vation de donne´es. Plusieurs me´thodes [NWD05, MDH07] ont e´te´ porte´es sur GPU
pour acce´le´rer les temps de calcul couˆteux de la simulation. Pour simuler l’e´rosion sur des ter-
rains tridimensionnels, Ito [IFMC03] et Beardall [BFO07] utilisent des grilles de voxels mais
la taille du terrain reste limite´e sur a` cause du couˆt de la structure de donne´es. L’utilisation d’au
plus deux mate´riaux (la roche et les se´diments) pour simuler l’e´rosion est une autre limitation
de ces approches [AEJS08].
Pour controˆler la ge´ne´ration du terrain, Zhou [ZSTR07] a mis en place une proce´dure s’ap-
puyant sur la synthe`se de textures. Cette me´thode permet de controˆler globalement la forme
finale du terrain, mais s’appuie e´galement sur une repre´sentation a` base de cartes d’e´le´vation de
donne´es.
Ces me´thodes ont deux principales limitations. Elles utilisent essentiellement des cartes
d’e´le´vation de donne´es limitant la topologie et la ge´ome´trie du terrain en ne permettant pas
5de mode´liser des surplombs, des falaises, des arches ou des grottes. D’autre part, le terrain
est souvent conside´re´ comme un unique mate´riau homoge`ne ce qui diminue le re´alisme et les
possibilite´s de mode´lisation.
Dans notre e´tude on s’inte´resse aux mode`les fractals ou (mode`les a` synthe`se proce´durale)




Il n’est pas surprenant que les objets les plus faciles a` construire par ordinateur soient juste-
ment ceux que l’humain a invente´s : les maisons, les voitures, les avions. Par contre, les objets
de la nature et les phe´nome`nes naturels en ge´ne´ralement donne des casses teˆtes aux chercheurs.
Les sce`nes naturelles offrent un domaine d’e´tude extreˆmement vaste et complexe, ne serait- ce
par la diversite´ des formes y prenant place : plantes, terrains, fourrures, nuages, feu, fluides, etc.
Un des objectifs premiers de la synthe`se d’images e´tant de reproduire l’apparence de la re´alite´,
on dispose ici d’un vaste terrain de jeu ou` quelques jalons ont e´te´ pose´s, mais ou` il reste encore
beaucoup a` faire.
On distingue souvent deux aspects dans la complexite´ d’une sce`ne naturelle : les objets na-
turels et les phe´nome`nes naturels. Les objets naturels sont concrets et solides, ils interagissent
avec la lumie`re par des mode`les matie`re lumie`re, ce sont par exemple les terrains, les ve´ge´taux,
etc. Les phe´nome`nes naturels ne sont pas tangibles, leur surface n’est pas clairement de´finie,
ce sont par exemple le brouillard, le feu, le vent, etc. Si les objets naturels sont tangibles, les
me´canismes entrant en jeu dans leur mode´lisation et leur apparence sont extreˆmement com-
plexes. Par exemple, la richesse en eau du terrain, la quantite´ de lumie`re rec¸ue, etc.
La ge´ne´ration de terrain est souvent un sujet qui inte´resse et passionne. Lorsqu’on affiche
un terrain en 3 dimensions, il faut arriver a` colorer ou utiliser une texture pour le rendu des
triangles. Pour un rendu plus re´el, la texture doit eˆtre applique´e correctement. Dans ce chapitre,
nous allons essayer d’entamer quelques techniques de mode´lisation des terrains.
L’importance de la mode´lisation des terrains ouvre une grande porte vers la recherche
6
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des techniques pour ge´ne´rer les terrains. Les paragraphes ci dessous sont consacre´s a` de´crire
quelques techniques pour avoir une vision ge´ne´rale concernant la ge´ne´ration de terrain. ces
me´canismes sont base´s beaucoup plus sur la notion de fractales.
1.2 Outils servant a` la mode´lisation des terrains
1.2.1 Le concept fractales
Principe et the´orie Une approche intuitive consiste a` conside´rer qu’une fractale [BEN77]
est la transformation re´cursive d’un objet par n copies de lui meˆme a` l’e´chelle r (avec r < 1).
Cette proprie´te´ est appele´e l’autosimilarite´. On a coutume de caracte´riser un objet fractal a` partir
d’un parame`tre nume´rique ge´ne´ralement note´ D appele´ dimension fractale.
D est e´gal a` log (n)
log ( 1r )
. Il caracte´rise la manie`re selon laquelle une fractale e´volue dans l’espace ou`
elle est dessine´e. Plus D est grand plus l’e´volution est ”chaotique”.
Fractales de´terministes On appelle fractale de´terministe une fractale dont le mode de re´plic-
ation ne fait pas intervenir de composante ale´atoire.
FIG. 1.1 – Fractales de´terministes
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Fractales non de´terministes Les fractales stochastiques, par opposition aux fractales de´ter-
ministes, permettent de ge´ne´rer des dessins non re´guliers. Pour ge´ne´rer une fractale stochas-
tique, on n’a plus un seul mode de re´plication, mais deux ou plusieurs choisis ale´atoirement.
On obtient de bons re´sultats avec D voisin de 1,2 pour ge´ne´rer des rivages oce´aniques (lignes)
et avec D voisin de 2,2 pour la ge´ne´ration de montagnes (surfaces).
Plus D croıˆt plus la ligne ou la surface devient chaotique et irre´aliste.
Historiquement les fractales sont issues des travaux de Mandelbrot et Van Ness sur le ”mou-
vement Brownien fractionnaire” (fractional Brownian motion, fBm).
Il s’agit de caracte´risation une famille de processus stochastiques Gaussiens unidimensionnels
VH(t) (H : re´el compris entre 0 et 1, t : le temps).
Plus H est proche de 0 plus la courbe est bruite´e. Une valeur de H e´gale a` 0,5 quantifie une
mouvement Brownien normal.
Autoaffinite´ Le principe de l’autoaffinite´ correspond aux faits suivants :
1. Deux morceaux quelconques de la courbe repre´sentative se ressembleront,
2. Si on effectue une mise a` l’e´chelle d’un facteur r sur le temps et d’un facteur rH sur VH(t),
la courbe garde toujours le meˆme aspect.
FIG. 1.2 – FBm avec des valeurs de H e´gales a` 0.8, 0.6, 0.4, 0.3 et 0.2.
L’extension multidimensionnelle des fBm permet de mode´liser un large e´ventail de phe´nom-
e`nes naturels.
Pour les reliefs, le parame`tre temps t est transforme´ en un couple (x,y) indiquant une position
dans le plan, VH(x,y) donne l’altitude du point P.
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FIG. 1.3 – Un relief fractal ge´ne´re´ par fBm repre´sente´ par facettes
Un objet fractal de dimension fractale D apparaıˆt comme un fBm de coefficient H tel que
D = E + 1 - H ou` E est le nombre de variables de la fonction fBm, c’est a` dire la dimension
euclidienne de l’objet construit. Cet objet n’est e´videmment pas strictement autosimilaire mais
seulement autoaffine.
Implantation des fractales stochastiques La programmation exacte des lois mathe´ma-
tiques requiert une quantite´ de calcul tre`s importante. Les implantations sont essentiellement
des approximations du mouvement Brownien fractionnaire
Soit par des techniques spatiales (subdivision re´cursive),
FIG. 1.4 – Fractalisation d’un triangle
Soit par des techniques spectrales (par filtrage de Fourier).
1.2.2 Les cartes hauteurs et les terrains
La repre´sentation la plus utilise´e pour mode´liser un terrain est la carte d’e´le´vation[AND03].
Avec cette repre´sentation, un terrain est stocke´ sous forme d’un tableau a` deux dimensions, ou`
chaque case contient la hauteur du terrain. De plus on peut associer une couleur a` chaque case,
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ce qui revient a` associer une texture au terrain. La souplesse de cette repre´sentation provient
de la possibilite´ de conside´rer ces cartes comme des images 2D dont la manipulation est tre`s
intuitive :
– mode´lisation possible avec des outils de dessin 2D,
– facilite´ de ge´ne´ration de niveaux de de´tails,. . .etc.
1.3 Quelques algorithmes de ge´ne´ration de terrain
1.3.1 L’algorithme de subdivision en triangles
L’algorithme de subdivision en triangles [FB91] prend un terrain triangle, et dans chaque
ite´ration on subdivise chaque triangle en quatre triangles plus petit, puis on applique un facteur
de perturbation a chaque nouveau sommet cre´e´. La proce´dure de ge´ne´ration est la suivante :
1. Commencer par un triangle. Choisir une altitude ale´atoire pour les points finaux.
2. Pour chaque areˆte de triangle. On de´termine le point milieu et on applique une pertur-
bation ale´atoire. La perturbation est distribue´e entre −kr et kr , ou` k est la longueur de
l’arreˆte subdivise´e et r est un parame`tre de rudesse.
3. Diviser le triangle en quatre plus petit triangles par la connexion des points milieu, re´pe´ter
le processus pour chaque petit triangle.
FIG. 1.5 – Technique de subdivision
On re´pe`te le processus jusqu’au niveau de de´tail de´sire´. A chaque ite´ration la perturbation
ale´atoire se re´duit car les areˆtes serons plus petit.
Cet algorithme posse`de un parame`tre rudesse qui controˆle le terrain re´sultat. avec un grand r la
perturbation de´croıˆtre plus rapidement apre`s chaque ite´ration qu’avec un petit r.
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Alors avec un grand r, la perturbation devient petit dans le haut niveau de de´tail. Le re´sultat
est un terrain lisse. Contrairement avec un petit r le re´sultat est un terrain rude pour cela r est
appele´ parame`tre de rudesse.
L’algorithme peut eˆtre applique´ a` une grille carre´e par division au diagonal en deux triangles.
FIG. 1.6 – Subdivision en tri-
angles r = 1.0
FIG. 1.7 – Subdivision en tri-
angles r = 1.5
Un de´faut clair de cet algorithme est l’apparence des rainures entre les areˆtes des triangles.
Ceci est plus clair quand le terrain est plus lisse, comme dans la figure pre´ce´dente il y a une
rainure qui forme une diagonale principale. Ce re´sultat est duˆ a` la ge´ome´trie de l’algorithme.
La raison pour la quelle cette rainure apparaıˆt est que l’altitude de chaque point se de´termine en
fonction de deux points seulement et les autres points ne sont pas pris en conside´ration [FB91].
1.3.2 L’algorithme Diamond-Square
L’algorithme DiamondSquare [FB91, GJE84], comme son nom l’indique, se base sur 2
phases : la phase du carre´ et la phase du diamant. Il s’agit d’ite´rer ces 2 phases jusqu’a` calculer
tous les points de la matrice repre´sentant le terrain 3D.
En effet, la largeur de la matrice repre´sente les abscisses, la longueur correspond aux ordonne´es
et enfin chaque ”case” de la matrice repre´sente la hauteur relative du point dont on vient de
de´crire les 3 composantes pour le situer dans un repe`re : pour acce´der a` une case de la matrice
on fait tab[x][y] = z; ce qui indique que les 3 coordonne´es sont pre´sentes.
Pour mieux comprendre le fonctionnement, prenons un exemple simple pour expliquer l’algo-
rithme. Soit une matrice 5X5 :
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FIG. 1.8 – Matrice initiale
La phase du carre´ consiste a` e´lever le centre du carre´ d’une valeur ale´atoire (le point en
rouge) :
FIG. 1.9 – La matrice apre`s la phase du carre´
La phase du diamant consiste a` e´lever le centre de chaque losange forme´ par le centre et
les coins du carre´ pre´ce´dent d’une valeur ale´atoire (les points en bleu). On peut constater de´ja`
qu’on se retrouve confronte´ a` un proble`me : il n’y a pas quatre points complet pour former le
diamant. Il faut donc tenir compte du cas particulier des bords :
FIG. 1.10 – La matrice apre`s la phase du diamant
On re´ite`re avec les carre´s obtenus (vert), puis les diamants (orange) et ainsi de suite jusqu’a`
parcourir l’ensemble de la matrice :
FIG. 1.11 – La matrice finale
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On obtient donc l’algorithme suivant :
→ espace = Largeur ;
→ tant que espace > 1 f aire
→ {
→ espace = espace/2;
→ pour chaque carre de largeur espace f aire
→ {
→ etape du carre;
→ }
→ pour chaque diamant de largeur espace f aire
→ {
→ etape du diamant;
→ }
→ }
La phase du carre´ calcule la moyenne des 4 points formant le carre´. Lors de cette phase, on
est positionne´ sur le centre ayant pour coordonne´es (x, y). Sur un carre´ (a, b, c, d), on retrouve
les coordonne´es suivantes :
FIG. 1.12 – Le carre´
a = (x− espace, y− espace)
b = (x− espace, y+ espace)
c = (x+ espace, y+ espace)
d = (x+ espace, y− espace)
Mais il faut faire attention aux limites de la matrice. Il faut tester les coins du carre´ pour que
leurs coordonne´es soient comprises entre 0 et (largeurMatrice− 1).
La phase du diamant calcule la moyenne des 4 points formant le losange (repre´sentant le dia-
mant). on est positionne´ sur le centre qui a pour coordonne´es : (x, y). Sur un diamant (a, b, c, d),
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on retrouve les coordonne´es suivantes :
FIG. 1.13 – Le losange
a = (x− espace, y)
b = (x, y+ espace)
c = (x+ espace, y)
d = (x, y− espace)
Il faut encore faire attention aux limites de la matrice !
Comme le terrain est ale´atoire, la hauteur d’un point doit eˆtre choisit au hasard. Ne´anmoins,
pour ne pas avoir n’importe quoi, il faut quand meˆme controˆler sa valeur. On parle alors de
hauteur pseudo ale´atoire car cela n’est pas totalement duˆ au hasard.
Tout d’abord, la hauteur d’un point est calcule´e en fonction de la moyenne de la hauteur des
points que l’algorithme a utilise´ pour l’obtenir.
On y ajoute une valeur ale´atoire , a` laquelle on applique un coefficient de lissage pour ne
pas avoir un terrain en dents de scie. Ensuite, on multiplie a` cette valeur ale´toire, l’espace entre
le point cible et les points sources, afin de garder la cohe´rence du terrain. Voici donc la formule
pour obtenir la hauteur :
hauteur = moyenne() + random() ∗ espace ∗ lissage
Le coefficient de lissage est fractionnaire et donc infe´rieur a` 1. Plus la valeur est e´leve´e, moins
le terrain sera lisse :
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FIG. 1.14 – Lissage a` 0.1 FIG. 1.15 – Lissage a` 0.5 FIG. 1.16 – Lissage a` 0.9
Les figures suivantes repre´sentent deux terrains ge´ne´re´s par l’algorithme du DiamondSquare :
FIG. 1.17 – DiamondSquare lisse FIG. 1.18 – DiamondSquare rude
Le de´faut pose´ par l’algorithme de´composition en triangles ; l’apparence des rainures entre
les areˆtes des triangles, a e´te´ re´gle´ ici par la de´pendance de chaque point des autres points dans
les quatre directions, mais pour un terrain lisse on aura le proble`me d’apparition des petites
creˆtes (sommets) [FB91]. Cet algorithme est mieux que le pre´ce´dent mais le terrain obtenu
n’est pas vraiment ale´atoire.
1.3.3 Mode´lisation des terrains par transforme´e de fourier
La transforme´e de fourier [FB91] est base´e sur l’ide´e qu’une fonction peut eˆtre repre´sente´e
sous la forme d’une somme de sinus et de cosinus dans les diffe´rentes fre´quences. La trans-
forme´e de fourier repre´sente une fonction sous cette forme dans le domaine fre´quentiel.
La transforme´e de fourier discre`te (DFT) est une transforme´e de fourier applique´e a un
ensemble de valeurs discre`tes. Le re´sultat est un ensemble de nombres complexes qui posse`de
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la meˆme taille que l’ensemble original, les valeurs en re´sultat peuvent eˆtre conside´re´es comme
des amplitudes pour les diffe´rentes fre´quences de l’ensemble original. Le processus peut eˆtre
inverse´ sans aucun changement de l’ensemble de de´part. La DFT peut eˆtre ame´liore´e parO(n−
log(n)) en utilisant la transforme´e de fourier rapide (FFT), ou` n est la taille de l’ensemble de
valeurs.
L’ide´e de la transforme´e de fourier est de conside´rer le terrain comme un ensemble d’on-
dulation a` fre´quences diffe´rentes. L’amplitude de ces ondulations de´croıˆt avec la fre´quence.
C’est la meˆme chose comme l’algorithme pre´ce´dent ; la perturbation de´croıˆtre avec le degrie
d’ite´ration.
L’algorithme de la transforme´e de fourier est diffe´rent par rapport aux algorithmes pre´ce´-
dents, car il n’est pas un processus ite´ratif. Il peut eˆtre re´sume´ par les e´tape suivante :
1. Cre´er une grille 2-dimensionnelle de valeurs ale´atoires,
2. Appliquer la FFT 2-dimensionnelle,
3. Ajuster chaque valeur dans la transforme´e par 1f r , ou` f est la fre´quence repre´sente´e par sa
valeur et r le parame`tre de rudesse,
4. Appliquer la FFT inverse. Le re´sultat est un terrain fractal.
Le terrain re´sultat ne contient ni rainures artificielles ni creˆtes, a l’inverse des algorithmes pre´ce´-
dents. Ilposse`de la proprie´te´ qu’un cote´ est similaire au cote´ en face.
FIG. 1.19 – fourier r = 2.5 FIG. 1.20 – fourier r = 2.0
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1.3.4 Technique de multiplication
A ce stade les terrains ge´ne´re´s par les algorithmes pre´ce´dents ne sont pas re´alistes. Les
terrains ge´ne´re´s contiennent des creˆtes et des valle´es qui posse`dent les meˆmes caracte´ristiques.
Dans le monde re´el les valle´es sont plus lisses que les creˆtes, ceci est le re´sultat de l’e´rosion
qui rend les valle´es plus lisses.
La solution est de simuler le processus de l’e´rosion, par la modification de l’algorithme
de DiamondSquare ou subdivision en triangles pour re´soudre le proble`me des valle´es lisses et
creˆtes rudes.
Une solution rapide et simple consiste a` multiplier deux terrains entre eux. Pour cela il suffit
de ge´ne´rer deux terrains avec des altitudes entre 1 et 0, puis multiplier ces altitudes pour cre´er
le nouveau terrain.
Toutes les altitudes se re´duisent mais les plus basses plus que les plus hautes. Le terrain re´sultant
est conforme, a` ce qu’on recherche, e´tant donne´e qu’il contient des valle´es lisses et des cre`tes
rudes.
Les deux figures suivantes repre´sentent deux terrains ge´ne´re´es par la technique de multipli-
cation [FB91] la premie`re par la me´thode de DiamondSquare et la deuxie`me par la transforme´e
de fourier.
FIG. 1.21 – DiamondSquare2 FIG. 1.22 – Fourier2 r = 1.7, 2.5
1.3.5 Technique de Mid Point Displacement
Le Mid Point Displacement [AND03] ou MPD est base´ sur les fractales, il fonctionne donc
de manie`re re´cursive. Pour mieux comprendre son fonctionnement on va e´tudier le cas 2D.
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Le principe est donc de prendre un segment, de trouver son milieu et de lui appliquer une
transformation ale´atoire.
Segment Transformation du milieu
Une fois cette e´tape acheve´e, on re´ite`re le processus sur les 2 segments de part et d’autre du
milieu, et ainsi de suite.
Transformation des milieux de chaque segment
Passons maintenant a` ge´ne´ralisation dans le cas 3D, au lieu de travailler sur un segment on
va travailler sur un carre´, notre heightmap, dont chaque cellule est initialise´ a` 0, on revient alors
a` la technique de subdivision re´curssive qui travail sur les carre´s au lieu des triangles.
FIG. 1.23 – Technique de Mid Point Displacement en 3D
Avantage : Le principal avantage de cette me´thode est le fait que l’on est certain du pay-
sage que l’on va repre´senter, e´tant donne´ qu’il est fige´ sur fichier. On peut aussi le retou-
cher afin de l’ame´liorer ou alors, on a la possibilite´ d’ajouter facilement des de´cors selon nos
envies[AND03].
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Inconve´nient : Le principal inconve´nient est que le terrain ge´ne´re´ consomme beaucoup d’es-
pace me´moire pour eˆtre stocke´, un terrain d’une taille de 1024× 1024, avec les altitudes stocke´s
sur 16 bits, prend effectivement 2 Me´ga octets, sans compter les informations comple´mentaires
que l’on de´sire y ajouter[AND03].
1.3.6 L’algorithme Fault Formation
L’Algorithme Fault Formation [AND03] fonctionne de manie`re tre`s simple. Il trace une
ligne sur notre heightmap, tous les points d’un coˆte´ de la ligne sont e´leve´s d’une valeur ale´atoire
et tous les points de l’autre coˆte´ sont rabaisse´s de cette meˆme valeur. On choisit le nombre
d’ite´rations que l’on souhaite effectuer pour obtenir un re´sultat plus ou moins pre´cis.
De meˆme que pour le MPD on peut appliquer un facteur de rugosite´ qui diminue a` chaque
ite´ration pour controˆler la valeur ale´atoire. Une fois termine´, on peut appliquer un filtre de
lissage pour que les courbures du relief soient plus douces.
(1) (2) (3)
FIG. 1.24 – Ite´rations du Fault Algorithm
(1) :Fault Formation (ite´ration n◦1)
(2) :Fault Formation (ite´ration n◦5)
(3) :Fault Formation (apre`s lissage)
1.3.7 Le Circles Algorithm
Le Circles Algorithm [LAU93] fonctionne lui aussi de manie`re tre`s simple. Le principe est
de disposer ale´atoirement sur le terrain des cercles de rayon ale´atoire. Chaque point se trouvant
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dans un cercle est e´leve´ de manie`re a` former un doˆme. Les points en dehors du cercle quant a`
eux gardent leur hauteur.
Alte´ration de la hauteur des points dans le cercle
FIG. 1.25 – Ite´rations du Circles Algorithm
1.3.8 La triangulation de Delaunay
Il existe plusieurs algorithmes qui ge´ne`rent, de fac¸on incre´mentale, la triangulation de De-
launay [STE96]. Lorsqu’on part d’une triangulation et, en ajoutant un point, on veut recalculer
les triangles. on va mettre en place deux algorithmes : la Destruction-Construction et le Flip
Algorithme.
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FIG. 1.26 – Les cercles circonscrits
Un des proble`mes dans ces algorithmes est de trouver le triangle dans lequel se trouve le
point qui sera ajoute´. En choisissant d’inse´rer le point dans le triangle qui a la plus grande aire.
La position du point est le barycentre des sommets du triangle (e´ventuellement ponde´re´s). Les
listes des triangles seront trie´es en fonction de leur aire (de fac¸on de´croissante pour que le plus
grand triangle soit en de´but de liste).
Triangulation par Destruction/Construction Partant de quatre points de de´part formant
deux triangles, on utilise un triangle et un point choisi comme indique´ ci-dessus, puis tous les
triangles dont le cercle circonscrit contient le point conside´re´ sont de´truits. Une fois les triangles
ille´gaux de´truits, on construit ceux qui sont engendre´s par ce nouveau point, en ajoutant des
areˆtes reliant au point inse´re´ les extre´mite´s de celles qui n’appartenaient qu’a` un seul triangle
pre´sent dans la liste de ceux qui ont e´te´ supprime´s.
On utilise donc principalement deux me´thodes : une fonction re´cursive qui de´termine les





→//On choisit le plus grands triangles
→ Triangle t = PremierTriangle();
→//Choisir un point dans le triangle
→ Point p = ChoisirPoint(t);
→//Initialiser une liste vide pour la destruction
→ Liste ld = InitialiseListeVide();
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→ lc = InitialiseListeVide();
→//On detruit les triangles qui posent problemes
→ detruireTriangles(p, t, ld);
→//On construit les triangles
→ construireTrianges(p, ld, lc);
→//On ajoute les triangles
→ AjouteTriangles(lc, lt);
→}
Destruction des triangles :
→ Fonction detruireTriangles(Point p, Triangle t, Liste ld)
→ {
→//Ajoute le triangle t a la liste l
→ AjouteTriangle(l, t);
→//On regarde les triangles voisins
→ Pour chaque triangle tv voisin de t
→ Si le triangle tv n′appartient pas a ld alors
→ Si p est inclu dans le cercle circonscrit de tv alors




Construction des triangles :
→ Fonction construireTriangles(Point p, Liste ld, Liste lc)
→ {
→ Pour chaque triangle t de la liste ld
→ Pour chaque voisin tv du triangle t
→ Soit p1, p2 les deux points du coˆte´ en commun avec t et tv
→ nouveaut = CreerTriangle(p, p1, p2)
→ //On met a jour l’adjacence entre les triangles tv et nouveaut
→ GererAdjacence(tv, nouveaut)
→ //Ajouter le triangle nouveaut dans une liste lc




→//Gerer les adjencences entre les triangles
→ GererAdjencenceEntreTriangles(lc)
→}
L’algorithme est assez simple. la plus grande difficulte´ est de ne pas se tromper avec les
points et les triangles voisins.
Le Flip Algorithm Cet algorithme est plus rapide que le premier puisqu’il ya, en principe,
moins de travail a` faire. C’est une grande fonction re´cursive (qui pourrait eˆtre imple´mente´e en
ite´ratif), qui ve´rifie si les coˆte´s sont le´gaux. Un coˆte´ est de´fini comme e´tant l’areˆte commun a`
deux triangles. Pour savoir s’il est ille´gal, on regarde les points qui ne sont pre´sents que dans
un des triangles (donc les points oppose´s). L’image suivante montre un coˆte´ le´gal entre deux
triangles, comme on le voit, les cercles circonscrits ne contiennent pas le point oppose´.
FIG. 1.27 – Un coˆte´ le´gal
Un coˆte´ est conside´re´ comme e´tant ille´gal si au moins un de ces deux points est contenu
dans le cercle circonscrit du triangle oppose´.
Si c’est le cas, le coˆte´ ille´gal est remplace´ par un coˆte´ relie´ par les deux points oppose´s. Et
on testera les quatre coˆte´s qui restent pour voir si ce changement a provoque´ un autre conflit.
L’image qui suit montre un coˆte´ ille´gal et le flip qui permet de rendre ce coˆte´ le´gal :
CHAPITRE 1. MODE´LISATION DE TERRAIN 24
FIG. 1.28 – Un coˆte´ ille´gal (gauche), le flip (droite)
Donc l’algorithme peut eˆtre de´crit par :
– Inse´rer le point, de´truire le triangle le contenant
– Cre´er trois triangles qui ont ce nouveau point comme sommet
– Ve´rifier chaque coˆte´ externe pour une ille´galite´.
La ve´rification des coˆte´s peut eˆtre donne´ par :
Algorithme de ve´rification
→ Pour les deux points oppose´s, ve´ri f ier s′ils sont dans le cercle circonscrit du triangle oppose´
→ Faire
→ Si le point est inscrit dans le cercle circonscrit du triangle oppose´ alors
→ Inverser le coˆte´.
→ Ve´ri f ier les quatre coˆte´s externes pour une ille´galite´.
→ FinSi
→ FinPour
Comme on voit c’est donc un algorithme assez facile mais il faut faire attention a` la structure
de donne´es qu’on utilise pour l’imple´menter. Si on utilise une structure approprie´ pour cet
algorithme alors le rendu risque d’eˆtre plus difficile. De l’autre coˆte´, utiliser une structure ide´ale
pour le rendu risque de rendre l’imple´mentation de ces algorithmes plus difficiles.
Ne´anmoins, on a choisi de favoriser le rendu du terrain puisqu’une fois le terrain cre´e´, on
n’a plus que le rendu a` ge´rer. Donc l’imple´mentation de la triangulation sera plus difficile a`
comprendre et a` imple´menter.
1.3.9 La mode´lisaton des terrains par l’algorithme de Perlin
Pour ge´ne´rer un terrain ale´atoire, la premie`re ide´e (naı¨ve) qui vient a` l’esprit est de ge´ne´rer
une hauteur ale´atoire pour chaque position du terrain. Ceci donne des re´sultats tre`s inexploi-
tables. En effet, le terrain ge´ne´re´ n’a aucune cohe´rence, il ressemble a` tout sauf a` un terrain.
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En donnant une valeur entie`rement ale´atoire a` chaque position du terrain, on obtient le re´sultat
suivant :
FIG. 1.29 – Terrain purement ale´atoire
FIG. 1.30 – Meˆme terrain dans le viewer de terrain de Fearyourself [STE96]
L’ide´e de l’algorithme de Perlin [KEN02] est d’affiner un terrain par ite´rations successives
tout en interpolant entre les valeurs connues. La ge´ne´ration commence en fixant quelques va-
leurs puis en interpolant tous les autres points a` partir de ces valeurs. A ce stade la`, le re´sultat
commence a` ressembler a` un terrain, mais il n’est pas naturel. Il va falloir ensuite lui ajouter des
”calques” successifs pour affiner la pente du terrain et lui donner un aspect re´aliste [KEN02].
La structure de donne´es utilise´e est celle d’un ”calque”. Un calque va repre´senter une image
en niveau de gris, c’est sur un calque qu’on fera toutes les interpolations. Chaque calque sera
aussi muni d’un attribut note´ persistance qui de´finira un niveau sur les donne´es de calque
[KEN02].
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→ struct calque{
→ int ∗ ∗v;
→ int taille;
→ f loat persistance;
→};
Les donne´es sont stocke´es dans une matrice d’entiers. Seront des entiers compris entre 0 et
255, image en niveau de gris oblige. On a ne´anmoins choisis le type int pour pouvoir ge´rer cor-
rectement les cas ou` les valeurs seraient amene´es a` de´passer 255, pour e´viter les de´passements
de capacite´ et les re´sultats aberrants.
Les terrains ge´ne´re´s seront toujours carre´s, c’est pourquoi on n’a besoin que d’un seul attri-
but taille.
Les fonctions de cre´ation et de destruction de calques sont donne´es par le pseudo-code :
→ struct calque ∗ init calque(int t, f loat p){
→ struct calque ∗ s = malloc(sizeo f (struct calque));
→ s− > v = malloc(t ∗ sizeo f (int∗));
→ int i, j;
→ f or (i = 0; i < t; i++){ / ∗ re´servation de l′espace pours les t ∗ t valeurs ∗ /
→ s− > v[i] = malloc(t ∗ sizeo f (int));
→ f or(j = 0; j < t; j++)
→ s− > v[i][j] = 0; / ∗ initialisation des valeurs par 0 ∗ /
→ }
→ s− > taille = t;
→ s− > persistance = p;
→ return s; }
→ void f ree calque(struct calque ∗ s){
→ int j;
→ f or(j = 0; j < s− > taille; j++)
→ f ree(s− > v[j]);
→ f ree(s− > v);
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→}
Puis l’enregistrement de notre calque dans une image. On aura aussi besoin d’un ge´ne´rateur
de nombres ale´atoires (ou pseudo ale´atoires).
/* ge´ne`re un entier entre 0 et a */
→ unsigned char aleatoire( f loat a){
→ return( f loat)rand()/RAND MAX ∗ a;
→}
On va commencer par ge´ne´rer un calque entie`rement ale´atoire, sans aucune cohe´rence, ce
calque nous servira a` stocker toutes les valeurs ale´atoires.
On va ensuite choisir certains points re´gulie`rement espace´s dans le calque pour prendre
les valeurs ale´atoires associe´es. Toutes les positions entre ces points choisis seront interpole´es
(line´airement ou autrement). On voit de´ja` apparaıˆtre l’un des parame`tres de l’algorithme : le
caracte`re re´gulie`rement espace´ des points choisis.
Ce parame`tre est note´ la fre´quence. Choisir une fre´quence de 2 signifie qu’on prend 9 points
sur notre calque ale´atoire pour commencer les interpolations. En effet, on coupe un segment en
2 parties, on a donc 3 points (le premier, celui du milieu et le dernier). Et comme on se place
en deux dimensions, on a 3× 3 valeurs a` prendre. Une fois que tout le calque aura e´te´ interpole´
entre ces ( f re´quence + 1)2 valeurs, on va cre´er un autre calque avec d’autres interpolations,
plus fines.
Chaque nouveau calque sera cre´e´ exactement de la meˆme manie`re que le premier, a` la
diffe´rence pre`s qu’on prend une fre´quence situe´e un octave au dessus de la fre´quence associe´e
au calque pre´ce´dent. Il faut donc connaıˆtre la fre´quence de chacun des calques et la fre´quence
de de´part. La fre´quence d’un calque e´tant la fre´quence du calque pre´ce´dent x la fre´quence de
de´part.
Ainsi, avec une fre´quence de de´part de 2, le premier calque aura une fre´quence de 2, le
second aura 4, le troisie`me aura 8, puis 16, 32 . . .et ainsi de suite. On voit ici apparaıˆtre un
autre parame`tre de notre algorithme : le nombre de calques a` utiliser. Ce parame`tre est en fait
un nombre d’octaves a` utiliser.
Notons qu’il n’est pas ne´cessaire que toutes les valeurs choisis ale´atoirement sur un calque
le soient aussi sur le suivant. L’essentiel e´tant que les calques correspondent a` des interpolations
de plus en plus fines, meˆme s’ils ne correspondent pas aux meˆme valeurs ale´atoires choisies.
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Et la partie astucieuse de l’algorithme consiste a` additionner tous ces calques de manie`re
ponde´re´e, de sorte a` ce que les calques interpole´s finement influent moins que ceux interpole´s
grossie`rement. C’est justement cette ponde´ration qui permet de ge´ne´rer des montagnes, des
valle´es . . .
On voit apparaıˆtre le dernier parame`tre de notre algorithme : les ponde´rations des calques.
C’est ce que on a appele´ persistance dans la de´finition d’un calque.
Pour avoir un re´sultat correct, la persistance doit eˆtre comprise entre 0 et 1. Une persistance
de 0.4 signifie que le premier calque sera ponde´re´ de 40%, que le suivant sera ponde´re´ de
0.4× 0.4 = 16%, le suivant de 0.4× 0.4× 0.4 = 6.4% . . .
Remarque : Une persistance supe´rieure a` 0.5 ame`nera des incohe´rences si on prend trop
d’octaves. En effet, pour une persistance de 0.9, le premier calque sera ponde´re´ de 90%, le se-
cond de 81%, et leur somme de´passe 100%, d’ou` une valeur supe´rieure a` 255 pour un pixel, d’ou`
aberration. Pour pallier ce proble`me, on a rajoute´ un traitement final pour ramener les valeurs
supe´rieures a` 255 dans un intervalle correct. Mais une persistance supe´rieure a` 0.5 n’ame`nera
pas toujours des incohe´rences, tout de´pend du nombre d’octaves. Bref, il y aura incohe´rence s’il
y a trop d’octaves par rapport a` la persistance (quand elle est supe´rieure a` 0.5).
Cre´ation du calque ale´atoire Pour cre´er un calque on a besoin d’un ge´ne´rateur de nombres
ale´atoires et d’utiliser le pseudo-code suivant :
→ struct calque ∗ random;
→ random = init calque(taille, 1);
→ f or(i = 0; i < taille; i++)
→ f or(j = 0; j < taille; j++)
→ random− > v[i][j] = aleatoire(256); / ∗ valeurs du calque ale´atoire ∗ /
Le calque ale´atoire n’a pas besoin de persistance, la valeur passe´e au constructeur (1) ne
sera jamais utilise´e.
Remplissage des calques Chaque calque agira sur le calque ale´atoire avec sa propre fre´quence,
qui changera d’un octave a` l’autre.
→ f or(n = 0; n < octaves; n++){
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→ f or(i = 0; i < taille; i++)
→ f or(j = 0; j < taille; j++){
→ a = valeur interpolee(i, j, f courante, random);
→ mes calques[n]− > v[i][j] = a; / ∗ valeurs des calques du travail ∗ /
→ }
→ f courante∗ = f requence;
→}
Le traitement effectue´ par ces boucles imbrique´es consiste a` aller re´cupe´rer les valeurs de
chacune des positions du calque en cours de traitement. Ces valeurs viennent d’une interpola-
tion. L’interpolation de´pend du calque ale´atoire (c’est lui qui contient les valeurs de base), de la
fre´quence f courante (pour de´terminer quelles valeurs du calque ale´atoire on va prendre) et de
la position (i, j) en cours.
Interpolation des valeurs On doit choisir certaines valeurs sur le calque ale´atoire, puis
interpoler entre ces valeurs. La fre´quence va de´couper notre calque en plusieurs parties. Tout
d’abord, il faut de´terminer dans quelle partie le point (i, j) est situe´, puis re´cupe´rer les valeurs
du calque ale´atoire aux positions qui de´limitent cette partie, puis interpoler entre ces valeurs.
La de´termination des bornes entourant le point recherche´ se fait par division entie`re en
fonction de la taille d’un intervalle.
→ int valeur interpolee(int i, int j, int f requence, struct calque ∗ r){
→ / ∗ de´terminations des bornes ∗ /
→ int borne1x, borne1y, borne2x, borne2y, q;
→ f loat pas;
→ pas = ( f loat)r− > taille/ f requence;
→ q = ( f loat)i/pas;
→ borne1x = q ∗ pas;
→ borne2x = (q+ 1) ∗ pas;
→ i f (borne2x >= r− > taille)
→ borne2x = r− > taille− 1;
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→ q = ( f loat)j/pas;
→ borne1y = q ∗ pas;
→ borne2y = (q+ 1) ∗ pas;
→ i f (borne2y >= r− > taille)
→ borne2y = r− > taille− 1;
→ / ∗ re´cupe´rations des valeurs ale´atoires aux bornes ∗ /
→ int b00, b01, b10, b11;
→ b00 = r− > v[borne1x][borne1y];
→ b01 = r− > v[borne1x][borne2y];
→ b10 = r− > v[borne2x][borne1y];
→ b11 = r− > v[borne2x][borne2y];
→ int v1 = interpolate(b00, b01, borne2y− borne1y, j− borne1y);
→ int v2 = interpolate(b10, b11, borne2y− borne1y, j− borne1y);
→ int f in = interpolate(v1, v2, borne2x− borne1x, i− borne1x);
→ return f in;
→ }
Une fois les valeurs du calque ale´atoire re´cupe´re´es aux bornes de notre intervalle, on doit
faire une interpolation biline´aire. C’est pourquoi on a 3 appels a` la fonction d’interpolation.
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FIG. 1.31 – Interpolation biline´aire
On connait les valeurs des bornes (elles viennent directement du calque ale´atoire), on inter-
pole entre ces valeurs pour trouver les valeurs v1 et v2, puis on interpole entre v1 et v2 pour
avoir la valeur au point recherche´.
On peux interpoler de la manie`re qu’on veux, line´airement ou pas. Voici le code pour une
interpolation line´aire et pour une non line´aire :
→ int interpolate(int y1, int y2, int n, int delta){
→ i f (n! = 0)




Les valeurs d’entre´e e´tant les valeurs connues entre les quelles on va interpoler (y1 et y2),
l’intervalle entre les valeurs connues (n) et l’intervalle entre la premie`re valeur connue et la
valeur recherche´e (delta).
Cette interpolation donne des re´sultats tre`s rapides, tre`s (trop) re´guliers, les pentes sont
parfaites.
Et voici un code d’une interpolation non line´aire :
→ int interpolate(int y1, int y2, int n, int delta){
→ i f (n == 0)
→ return y1;
→ i f (n == 1)
→ return y2;
CHAPITRE 1. MODE´LISATION DE TERRAIN 32
→ f loat a = ( f loat)delta/n;
→ f loat v1 = 3 ∗ pow(1− a, 2)− 2 ∗ pow(1− a, 3);
→ f loat v2 = 3 ∗ pow(a, 2)− 2 ∗ pow(a, 3);
→ return y1 ∗ v1+ y2 ∗ v2;
→}
Les valeurs d’entre´e sont les meˆmes. Les figures suivante repre´sentent un exemple interpole´
avec ces deux me´thodes. Les points de base sont marque´s en rouge.
FIG. 1.32 – Interpolation line´aire
FIG. 1.33 – Interpolation non line´aire
On remarque tout de suite que cette interpolation non line´aire nous donne de biens meilleurs
re´sultats, meˆme si elle est un peu plus longue a` calculer. Le terrain est beaucoup plus arrondi.
Ajout de tous les calques Une fois que tous les calques ont e´te´ de´termine´s, il nous reste a`
les ajouter en tenant compte de la persistance de chacun. C’est a` ce moment la` que peuvent sur-
gir les incohe´rences. Si l’addition finale de´passe 255, le re´sultat sera aberrant. Voici un exemple
pour bien vous rendre compte du risque :
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FIG. 1.34 – Re´sultat incohe´rent
Les valeurs supe´rieures a` 255 repassent a` 0 lorsqu’elles sont enregistre´es. C’est la raison
pour la quelle il faut surveiller les valeurs obtenues et les corriger si besoin est.
→ / ∗ calcul de la somme de toutes les persistances, pour ramener les valeurs dans
un intervalle acceptable ∗ /
→ sum persistances = 0;
→ f or(i = 0; i < octaves; i++)
→ sum persistances+ = mes calques[i]− > persistance;
→ / ∗ ajout des calques successi f s ∗ /
→ f or(i = 0; i < taille; i++)
→ f or(j = 0; j < taille; j++){
→ f or(n = 0; n < octaves; n++)
→ c− > v[i][j]+ = mes calques[n]− > v[i][j] ∗ mes calques[n]− >
persistance;
→ / ∗ normalisation ∗ /
→ c− > v[i][j] = c− > v[i][j]/sum persistances;
→ }
On obtient donc ce re´sultat re´aliste
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FIG. 1.35 – Re´sultat cohe´rent
Et voici, le code pour lisser ce terrain :
→ / ∗ lissage ∗ /
→ struct calque ∗ lissage;
→ lissage = init calque(taille, 0);
→ f or(x = 0; x < taille; x++)
→ f or(y = 0; y < taille; y++){
→ a = 0;
→ n = 0;
→ f or(k = x− 5; k <= x+ 5; k++)
→ f or(l = y− 5; l <= y+ 5; l ++)
→ i f ((k >= 0)&&(k < taille)&&(l >= 0)&&(l < taille)){
→ n++;
→ a+ = c− > v[k][l];
→ }
→ lissage− > v[x][y] = ( f loat)a/n;
→ }
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FIG. 1.36 – Re´sultat lisse´
1.4 Bilan
Le tableau comparatif suivant, repre´sente un bilan des algorithmes pour la ge´ne´ration des
terrains que nous avons e´labore´s :
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– Me´thode simple a`
imple´menter
– Possibilite´ de con-
troˆle du re´sultat via
le parame`tre de ru-
desse.
– Apparence des rai-
nures entre les areˆtes
des triangles.






– La hauteur d’un
point de´pend des
points voisins.
– Possibilite´ de con-
troˆler le re´sultat via
le coefficient de lis-
sage.











– Base´e sur la FFT 2-
dimensionnelle.
– Algorithme simple
n’est pas un proces-
sus ite´ratif.
– Pas de rainures artifi-
cielles ni des creˆtes.
– Un cote´ est similaire













– Deux fois plus lente
que la technique
choisie.




– Base´ sur une subdivi-
sion re´cursive.
– On est certain du
paysage que l’on va
repre´senter.
– Possibilite´ de retou-
cher et d’ajouter des
de´cors.





– Faites d’une manie`re
ite´rative.

























– L’utilisation de la su-
bdivision re´cursive.
– Possibilite´ de con-
troˆler le niveau de
de´tails.




– Si on pre´fe`re le rendu
l’algorithme se com-
plique.
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Perlin
– Processus ite´ratif par
affinement.
– Base´ sur les interpo-
lations.




sont tre`s couˆteuse en
terme de calculs.
1.5 Conclusion
Nous avons examine´ quelques algorithmes pour la ge´ne´ration des terrains. Certain de ces
algorithmes ge´ne`rent des effets inde´sirables dans le terrain re´sultat, et certains sont lourd et lent ;
l’algorithme de Perlin est lourd en terme de calcul et l’algorithme de Diamond-Square produit
l’effet de L’apparence de petites creˆtes.
Nous allons essayer par la suite d’e´liminer l’effet de l’apparence de petites creˆtes dans l’al-
gorithme de Diamond-Square par l’utilisation d’un seul calque tel qu’il est utilise´ dans l’algo-
rithme de Perlin, et de voir si l’algorithme re´sultat : est plus efficace que Diamond-Square, et
s’il est plus rapide et optimal que l’algorithme de perlin.
Chapitre 2
Ge´ne´ration de textures de terrain
2.1 Introduction
Lorsqu’on affiche un terrain en 3 dimensions, il faut qu’on arrive a` le colorer ou a` utiliser
une texture pour le rendu des triangles ge´ne´re´s dans la phase pre´ce´dente (mode´lisation). Pour
un rendu plus re´el, la texture doit eˆtre applique´e correctement. Le proble`me re´side dans la
ge´ne´ration de cette texture, c’est donc ce que nous allons voir dans ce chapitre.
Cette partie montrera les ide´es ge´ne´rales sur la ge´ne´ration de textures, et servira a pre´senter la
fac¸on avec la quelle un objet (terrain) sera afficher en espe´rant obtenir un re´sultat suffisamment
re´aliste.
L’habillage consiste a` prendre une image (texture) que l’on va ” coller ” sur les polygones
de´ja` calculer.
2.2 Utilisation de larges textures
Une me´thode possible serait l’utilisation d’une large texture [AND03] unique qui couvrirait
tout le paysage. Cette texture pourrait eˆtre une photo ae´rienne du paysage qu’il suffirait de
”plaquer” au sol.
Bien qu’en the´orie l’utilisation de larges textures puisse fournir d’excellents re´sultats, car
cette me´thode est tre`s facile a` mettre en œuvre, l’ide´e a e´te´ tre`s vite oublie´e, car elle ne permet
d’avoir suffisament de de´tails qui seront visibles lors du rendu.
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2.3 Le me´lange de textures de base
Lorsqu’on veut afficher un terrain en 3 dimensions, on utilise ge´ne´ralement une image qui
permet d’avoir la hauteur de chaque point du terrain. Cette image, ge´ne´ralement monochrome,
ressemble a` ceci :
FIG. 2.1 – Image de niveaux
Bien suˆr, la gestion des images de niveaux est une convention entre le programme et l’image
de niveaux. Ge´ne´ralement, une couleur sombre repre´sente une faible altitude dans le terrain et
une couleur claire repre´sente un niveau e´leve´.
Voici ce que donne l’affichage du terrain en 3 dimensions et en mode filaire :
FIG. 2.2 – Affichage de terrain 3D en filaire
Mais comment de´cider de la fac¸on avec la quelle seront colorier les diffe´rentes zones du ter-
rain ? Une premie`re solution serait d’utiliser des couleurs de´pendant des hauteurs des sommets
du terrain. C’est bien suˆr possible , mais ge´ne´ralement cette me´thode ne donne pas de tre`s bons
re´sultats.
Donc l’ide´e est de ge´ne´rer une texture qui sera faite parfaitement par rapport au terrain qui
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sera affiche´. Ce que qu’on veut faire consiste a` utiliser trois textures diffe´rentes pour afficher
correctement le terrain. Voici les trois images qu’on va utiliser :
FIG. 2.3 – Trois images de base
Donc on va calculer un me´lange de ces trois images pour arriver a` ge´ne´rer une texture qui
sera a` l’image de niveaux. On obtient donc ceci :
FIG. 2.4 – Texture ge´ne´re´e a` partir des trois images de base
Et lorsqu’on applique cette texture au rendu 3D, cela donne :
FIG. 2.5 – Terrain texture´
La prochaine section pre´sentera comment on cre´e cette texture.
Un inconve´nient a` la me´thode de me´lange de textures de base [CLI95, AND03] est le fait qu’on
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doit effectuer une passe par texture que l’on module. Il faut ainsi retracer le paysage autant de
fois qu’il y a de textures de base diffe´rentes. Cela signifie que lors de la premie`re passe on trace
le paysage avec la texture qui repre´sente l’herbe, et ensuite on retrace le paysage avec la texture
qui repre´sente les rochers. Heureusement, en pratique, effectuer cette ope´ration n’est pas deux
fois plus lente comme on pourrait le penser.
Pour ge´ne´rer un terrain comme celui-ci, l’algorithme qu’on va utiliser est relativement
simple :
→ Pour chaque pixel de la texture du terrain
→ Faire
→ Soit h la hauteur dans le terrain du pixel associe´
→ Utiliser la valeur de h pour calculer la partie des trois textures de base
→ A f f ecter la couleur au pixel
→ Fin
Il faut donc savoir calculer la hauteur h du pixel associe´ et calculer la couleur du pixel.
2.3.1 Calcul de la hauteur h
Pour calculer la hauteur du pixel associe´, on utilise l’image de niveaux. Pour le cas le plus
simple, la taille de la texture du terrain est la meˆme que l’image de niveaux. C’est donc facile
d’avoir la hauteur du pixel associe´.
Comme le montre ce code, on peut facilement passer de l’e´chelle 0− 255 de l’image de
niveaux a` l’intervalle [a, b].
Avant de montrer l’algorithme ge´ne´ral pour cette transformation, remarquons qu’en utilisant
uniquement une couleur d’une image bitmap de niveaux, on a seulement 256 niveaux.
En utilisant, les trois couleurs a` la fois, on peut ge´rer plus d’un million de niveaux diffe´rents.
Mais dans le cas ge´ne´ral, un seul octet suffit pour faire un joli terrain.
Calcul de la hauteur :
→ / ∗ C′est monochrome, on peut prendre n′importe quelle couleur et c′est une valeur entre 0−
255 ∗ /
→ h = la valeur du pixel (i, j);
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→ h / = 255.0; / ∗ Valeur entre [0, 1] ∗ /
→ h ∗ = b− a; / ∗ Valeur entre [0, b− a] ∗ /
→ h + = a; / ∗ Valeur entre [a, b] ∗ /
On a donc la solution pour re´cupe´rer la hauteur du pixel associe´ et la transformer a` n’importe
quelle e´chelle.
2.3.2 Calcul de la couleur du pixel
Pour avoir la couleur du pixel, on utilise directement la hauteur du pixel. De´pendant de la
hauteur, on va utiliser un me´lange entre les diffe´rentes images de niveaux.
L’image suivante montre le de´grade´ des images de base :
FIG. 2.6 – De´grade´ des images de base
En effet, si la hauteur est assez basse, on utilisera uniquement la couleur de l’image qui
repre´sente de l’herbe. Ensuite, si la hauteur est tre`s haute alors on utilise la couleur de l’image
de neige. Bien suˆr, cela veut dire qu’on peut faire des me´langes entre les trois images. Voici la
fonction qu’on utilise pour donner la couleur du pixel :
La fonction va donc remplir un tableau a` 3 e´le´ments qui donnera la participation de la
couleur de chacune des trois images de base. Si la valeur est a` ze´ro, on n’utilise pas cette image.
Si la valeur est a` 1.0, on utilise entie`rement cette composante.
Calcul de la composition des couleurs :
→ / ∗ Cette f onction remplit le pourcentage que ce pixel doit avoir dependant de l′hauteur associe
→ ∗ Si l′hauteur est f aible, c′est que de l′herbe
→ ∗ Sinon c′est un me´lange herbe − roche
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→ ∗ Plus haut, c′est que de la roche
→ ∗ Ensuite un me´lange roche − neige
→ ∗ Et en f in, c′est que de la neige
→ ∗/
→ void Terrain RemplitPerc( f loat ∗ perc, unsigned char haut)
→ {
→ / ∗ Que de la prairie ∗ /
→ i f (haut < 60)
→ {
→ perc[0] = 1.0 f ;
→ perc[1] = 0.0 f ;
→ perc[2] = 0.0 f ;
→ }
→ / ∗ Me´lange entre prairie et roche ∗ /
→ else i f (haut < 130)
→ {
→ perc[0] = 1.0 f − (haut− 60.0 f )/70.0 f ;
→ perc[1] = (haut− 60.0 f )/70.0 f ;
→ perc[2] = 0.0 f ;
→ }
→ / ∗ Que de la roche ∗ /
→ else i f (haut < 180)
→ {
→ perc[0] = 0.0 f ;
→ perc[1] = 1.0 f ;
→ perc[2] = 0.0 f ;
→ }
→ / ∗ Me´lange entre roche et la neige ∗ /
→ else i f (haut < 220)
→ {
→ perc[0] = 0.0 f ;
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→ perc[1] = 1.0 f − (haut− 180.0 f )/40.0 f ;
→ perc[2] = (haut− 180.0 f )/40.0 f ;
→ }
→ / ∗ Que de la neige ∗ /
→ else
→ {
→ perc[0] = 0.0 f ;
→ perc[1] = 0.0 f ;
→ perc[2] = 1.0 f ;
→ }
→}
Les valeurs utilise´es ont e´te´ trouve´es empiriquement. On joue avec les valeurs pour trouver
de meilleurs re´sultats.
La somme des trois valeurs doit eˆtre e´gale a` 1. Si on de´passe cette limite, on risque d’avoir
des couleurs sature´es.
Supposons pour l’instant qu’on est dans le cas ou` la texture ge´ne´re´e posse`de la meˆme taille
que les trois images de base. Il est donc facile de savoir le pixel associe´ aux images de base.
Une fois qu’on a la participation des couleurs des trois images, on peut calculer la couleur
du pixel. L’algorithme ge´ne´ral est :
Calcul de la couleur :
→ Calcul du pixel (i, j) :
→ Appel de Terrain RemplitPerc(perc, hauteur du pixel(i, j)).
→ Re´cupe´ration du pixel (i, j), nomme´ A, de l′image prairie associe´.
→ Re´cupe´ration du pixel (i, j), nomme´ B, de l′image roche associe´.
→ Re´cupe´ration du pixel (i, j), nomme´ C, de l′image neige associe´.
→ Rendre perc[0] ∗ A+ perc[1] ∗ B+ perc[2] ∗ C.
Ce qui se traduit par :
Calcul de la couleur (en C) :
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→ / ∗ Recuperation des participations des couleurs pour le pixel courant ∗ /
→ Terrain RemplitPerc(perc, ((unsigned char∗)image− > pixels)[tmpi ∗ image− >
w ∗ 3+ tmpj ∗ 3]);
→ / ∗ Recuperation des couleurs par image de base ∗ /
→ b = perc[0] ∗ Terrain GetPixelColor(prairies, tmpi, tmpj, 0);
→ g = perc[0] ∗ Terrain GetPixelColor(prairies, tmpi, tmpj, 1);
→ r = perc[0] ∗ Terrain GetPixelColor(prairies, tmpi, tmpj, 2);
→ b+ = perc[1] ∗ Terrain GetPixelColor(rocheuses, tmpi, tmpj, 0);
→ g+ = perc[1] ∗ Terrain GetPixelColor(rocheuses, tmpi, tmpj, 1);
→ r+ = perc[1] ∗ Terrain GetPixelColor(rocheuses, tmpi, tmpj, 2);
→ b+ = perc[2] ∗ Terrain GetPixelColor(neige, tmpi, tmpj, 0);
→ g+ = perc[2] ∗ Terrain GetPixelColor(neige, tmpi, tmpj, 1);
→ r+ = perc[2] ∗ Terrain GetPixelColor(neige, tmpi, tmpj, 2);
On a bien une composition des trois images de base. La fonction Terrain GetPixelColor
prend en parame`tre un couple (tmpi, tmpj) pour rendre une couleur (0 pour bleu, 1 pour vert et
2 pour rouge) de l’image passe´ en premier parame`tre. Le dernier parame`tre permet de spe´cifier
si on veut le canal rouge, vert ou bleu.
2.3.3 Taille de la texture
Il est e´vident qu’il n’est pas obligatoire que la texture soit de la meˆme taille que les images
de base. Pour re´soudre ce proble`me, on utilise le modulo qui permettera de ne plus avoir
de proble`mes de de´bordement. Cette solution n’est pas parfaite mais elle permet d’avoir un
meilleur re´sultat.
Pourquoi avoir une taille plus grande ? Cela permet d’avoir plus de de´tail dans le terrain.
C’est encore un compromis entre le temps de calcul, la consommation me´moire et les de´tails
qui seront visibles lors du rendu.
Voici une comparaison entre une texture de taille 1024 ∗ 1024(a` droite) et une texture de
taille 4096 ∗ 4096(a` gauche). On voit parfaitement bien la diffe´rence de de´tail.
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FIG. 2.7 – Influence de la taille de la texture
2.4 Le multi-texturing
La me´thode qu’on vient de de´crire, s’appelle le multi-texturing [AND03] qui est supporte´e
sur certaines cartes graphiques. En ge´ne´ral, les cartes graphiques du marche´ supportant cette
extension permettent d’appliquer deux textures en paralle`le.
Ceci permet de re´duire le nombre de passes ne´cessaires a` l’affichage et ame´liore les perfor-
mances du rendu graphique.
Cette me´thode reste toutefois limite´e car seules les valeurs de coordonne´es de textures et les
textures elles-meˆmes peuvent eˆtre diffe´rentes. Plus pre´cise´ment cela signifie qu’un seul niveau
de transparence commun sera utilise´ par les diffe´rentes textures, par exemple. On ne peut pas
utiliser deux politiques diffe´rentes de transparence pour ces deux textures.
Les ombres sont calcule´es a` l’aide d’une me´thode simple, mais offrant des re´sultats tre`s
satisfaisant. En effet, on calcule pour chaque hauteur du terrain une intensite´ lumineuse en
fonction de la pente par rapport au soleil. Ces valeurs sont alors stocke´es dans une texture que
l’on de´nomme ”shadow-map”.
2.5 Geo-mip-mapping et texture splatting
Nous allon dans ce qui suit de´crire le geo-mip-mapping [MGD00]. Il s’agit d’une technique
utilise´e pour cre´er efficacement diffe´rents niveaux de de´tails pour les terrains. Le terrain est
divise´ en un ensemble de carreaux (on nomme cela le tiling) de puissance de deux. Chaque
carreau posse`de 5 niveaux de de´tails diffe´rents avec un nombre de triangle allant de 512 a` 2. Du
fait de la structure efficace des niveaux des LoDs (Niveaux de de´tails). Il peuvent tous utiliser
le meˆme vertex buffer. La figure suivante illustre a` quoi ressemblent les diffe´rents niveaux de
de´tails.
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FIG. 2.8 – Geo-mip-mapping
En fonction de la diffe´rence de hauteur du carreau et de la distance de la came´ra, Ultimate
3D [MGD00] de´cidera quel niveau de de´tails utiliser pour afficher le carreau en question. Cette
grande varie´te´ de LoDs rend le moteur de rendu de terrain incroyablement rapide. Un proble`me
auquel on est fre´quemment confronte´ lorsqu’on affiche un terrain, concerne la fac¸on avec la
quelle on obtient de bonnes textures pour le terrain. Chaque partie du terrain devrait avoir une
couleur diffe´rente, mais une texture qui couvre l’ensemble du terrain serait soit extreˆmement
grande, soit tre`s peu de´taille´e. Aucune des deux solutions n’est inte´ressante. Une technique
pour e´viter cela consiste en l’utilisation d’une carte de de´tails (detail map) [JOH07].
C’est pourquoi il existe une technique nomme´e texture splatting [MGD00]. Lorsque on
utilise cette me´thode, on peux utiliser autant de textures, e´tire´es sur le terrain (cet e´tirement cor-
respond aux tiling mais pour les textures). Il est donc, ensuite possible d’utiliser les maps alpha
pour de´finir des transparences diffe´rentes des textures en diffe´rents points. L’image suivante en
illustre le fonctionnement :
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FIG. 2.9 – splatting
Le texture splatting nous donne la possibilite´ de rendre notre terrain vraiment de´taille´ et
vivant. On peux utiliser une texture de pierre pour les collines et des textures d’herbe ou de
boue pour les plateaux. Ainsi, on peut e´galement mettre la neige sur les monts des montagnes
et en plus, on aura la possibilite´ d’utiliser une texture se´pare´e pour les chemins sur les quels les
personnages peuvent marcher. On remarque que le texture splatting requie`re le support du multi
texturing avec, au moins, deux textures simultane´es.
2.6 Me´lange de texture de terrain par le materiel
Il est possible d’imple´menter les techniques ci-dessus dans le mate´riel [YX09] en utilisant
le pipeline fixe de fonction par DirectX sans besoin d’un GPU programmable. Cependant, le
pipeline fixe de fonction ne tient pas compte de la lecture explicite de diffe´rents canaux de
couleur de texture dans le mate´riel, donc les maps alpha combine´es ne seraient pas possibles
en utilisant l le pipeline fixe de fonction et chaque texture de terrain besoin de posse´der la map
alpha dans la me´moire de texture.
Les GPUs programmables employant un shader Pixel tient compte de la lecture de diffe´rents
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canaux de couleur de texture, c’est a` dire qu’il emploie une map alpha combine´e et la me´moire
de sauvegarde de texture.
Pour re´aliser le re´sultat de´sire´ employant la canalisation fixe´e de fonction l’ope´ration de
texture D3DBLEND INVSRCALPHA doit eˆtre exe´cute´.Cette ope´ration fait ce qui suit :
ResultantColor = Alpha ∗ Texture+ (1− Alpha) ∗ PreviousColor
Cette ope´ration est ce qui doit eˆtre mis en application sur le GPU programmable.
Pour HLSL (High Level Shading Language) [MA98] l’approche ge´ne´rale est comme suit :
– Produire Proceduralement un ensemble de maps alpha pour les textures de´sire´es de terrain
(ou charger des maps alpha pre´ ge´ne´re´es a` partir du disque).
– Charger l’ensemble de textures de terrain qui seront applique´es dans la me´moire.
– Initialiser le shader de Pixel.
– Placer les e´tapes de texture de terrain pour que le shader de Pixel mette en re´fe´rence les
maps alpha et les textures de terrain.
– Rendre la ge´ome´trie en utilisant le shader de Pixel.
2.7 Les de´tails textures
Nous pre´sentons ici une dernie`re me´thode, elle posse`de l’avantage d’eˆtre le´ge`rement plus
rapide et peut eˆtre avantageuse pour des configurations mate´rielles plus limite´es.
Il s’agit de l’utilisation de ”de´tails textures” [AND03]. Derrie`re ce nom se cache en fait une
combinaison de ce que nous avons pre´sente´. Il s’agit effectivement d’une me´thode employant
les larges textures, le me´lange de texture et de multi-texturing (a` condition que celui-ci soit
supporte´ par la carte graphique 3D).
Comme nous l’avons vue, la me´thode des larges textures posse`de comme avantage d’eˆtre
simple a` imple´menter (pour peu qu’on dispose de la texture qu’on souhait appliquer au terrain),
et ne ne´cessite qu’une seule passe pour tracer le paysage. L’inconve´nient majeur est la consom-
mation excessive de ressources me´moire. L’ide´e est de diminuer conside´rablement la taille de
la texture d’habillage en atte´nuant la pre´cision d’e´chantillonnage. On compensera cette perte de
pre´cision par l’adjonction d’une texture de de´tail lorsque l’observateur se rapproche du mode`le
texture´, e´vitant ainsi un flou (”blur”) disgracieux.
Celle-ci sera unique pour tout le paysage et sera de petite taille (par exemple 512x512).
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Elle sera applique´e au paysage soit par simple multi-texturing, soit par une seconde passe. On
effectuera cette ope´ration de fac¸on similaire a` la me´thode de´crite pour le me´lange de texture,
excepte´ que nous ne ferons pas intervenir de valeur de transparence. L’apparence ge´ne´rale sera
ainsi donne´e par la texture d’habillage recouvrant l’entie`rete´ du terrain.
Pour obtenir des re´sultats satisfaisants, la texture de de´tail sera encode´e en tons de gris et
repre´senteras des motifs a` haute fre´quence (craquelures, aspect rugueux, sillons, grains, . . .etc).
Cette texture de de´tail sera re´pe´te´e un certain nombre de fois sur tout le paysage.
2.8 Conclusion
Nous avons vu dans ce chapitre un ensemble de techniques d’habillage de terrains et la
technique la plus utilise´e est la technique de me´lange de textures de base car elle est plus efficace
et plus flexible par sa nature. Dans cette technique la texture ge´ne´re´e de´pend des hauteurs, si on
joue sur le crite`re profondeur, nous pourrons ge´rer le niveau de de´tails (LOD), alors la texture
de terrain change avec le changement de point de vue, on revient alors a la technique de texture
splatting, La combinaison entre les deux techniques est donc possibles.
Chapitre 3
Illumination temps re´el de terrain
3.1 Introduction
Plusieurs jeux ont des sce`nes en plein air. Dans cet environnement l’objet dominant le plus
visible est le terrain. Il y a plusieurs travaux publie´s sur la mode´lisation de la ge´ome´trie des
terrains mais pas sur leur illumination [NK01]. Dans cette section nous allons expliquer les
diffe´rents facteurs qui contribuent dans l’illumination en plein air des terrains dans le monde
re´el, et pre´senter deux techniques pour la simulation de cette illumination sous le changement
des condition de l’illumination [NK01].
3.2 Pre´sentation de l’ l’illumination en plein air
On distingue entre l’illumination directe qui vient directement sur le terrain depuis la source
lumineuse et l’illumination indirecte qui est ge´ne´re´e a` partir des interactions de la lumie`re (des
parties illumine´es du terrain influent sur l’e´clairement des autres). On se concentre sur l’illumi-
nation du jour, cependant des approches similaires sont utilise´es pour la nuit [NK01].
La source lumineuse la plus importante de l’illumination directe est le soleil. Le soleil est
tre`s distant, donc on peut le conside´rer comme une source lumineuse directionnelle, et pas une
source ponctuelle Il posse`de un petit mais non nul diame`tre angulaire (pre`s de demi degre´).
Ceci a conduit que les ombres produits par le soleil ont des frontie`res le´ge`res. L’intensite´ et la
couleur de la lumie`re rec¸u a` partir du soleil varient en fonction de l’heure et la saison. Aussi,
les nuages re´duisent la visibilite´ de soleil.
Le ciel est une autre source de l’illumination directe. Bien sur cette lumie`re a` l’origine est
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provoque´e par le soleil et se diffuse des mole´cules de l’air, des gouˆtes de la pluie, d’autres
impurete´s de l’air, mais il faut le traite´ comme une deuxie`me source lumineuse inde´pendante
du soleil. Le ciel est une source lumineuse a surface tre`s large qui posse`de la couverture d’un
hemisphere. L’intensite´ et la couleur de la lumie`re e´mise du ciel varie sur sa surface a` n’importe
quel instant donne´, l’effet visible du lumie`re du ciel est plus clair sur les ombres quand il ne
sont pas confus par la lumie`re de soleil (qui a une plus grande intensite´).
L’illumination indirecte qui a un effet plus de´licat. Son intensite´ est plus faible que de l’illu-
mination directe, et elle touche la surface du terrain avec un grand angle d’incidence (l’angle
entre la lumie`re et le vecteur normal de la surface) donc sa contribution totale dans la ra-
diance re´fle´chie de terrain est relativement faible, mais cette contribution est importante pour le
re´alisme [NK01].
3.3 Notations et terminologie de l’illumination
Dans la simulation d’un terrain Lambertian (diffus), la radiance sortante (Lo) d’un point p






Li(p,~v)~N(p) ·~v dΩ (3.1)
Ou` ~N(p) est le vecteur normal a` p, H(p) est l’ hemisphere de vecteur unitaire ~v sortant
centre´ en ~N(p), C(p) la couleur diffuse de point p de terrain, Li(p,~v) est la radiance incidente
par la direction de ~v vers le point p, et dΩ est l’ infinite´simal angle solide.
Les techniques discute´es ici sont utilisables pour les syste`mes de rendu de terrain a texture
de couleur diffus a` haute re´solution, C(p) est module´ avec des textures de basse re´solution.
Dans l’e´quation 3.1, C(p)/pi est la BRDF du terrain et l’inte´grale est l’irradiance. 1/pi est
le facteur de normalisation, pour cela on va calculer l’irradiance normalise´e qui est l’irradiance
divise´e sur pi on va noter cette quantite´ par l pour la diffe´rentier de la radiance (L) et l’irradiance






Li(p,~v)~N(p) ·~v dΩ (3.2)
Notons que ces e´quations radiome´triques sont continue sur le spectre e´lectromagne´tique on
va simplifier ce spectre a` 3 fre´quences discre`tes R,G et B, par conse´quent toutes les quantite´s
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de l’illumination et de couleurs qu’on utilise sont des quantite´s RGB.
Lumie`re directe du soleil On va traiter le soleil comme une simple source lumineuse di-
rectionnelle, sauf la possibilite´ d’occlusion partielle. Alors la contribution directe du soleil a
l’irradiance dans chaque point p de terrain (lSunDirect(p)) est donne´e par :
lSunDirect(p) = Osun(p)Lisun~N(p) ·~vsun (3.3)
Ou`Osun(p) est le facteur de visibilite´ du soleil au point p (e´gal a` 1 si le soleil est comple`tement
visible, et a` 0 dans le cas ou` il est comple`tement cache´), et ~vsun est la direction de vecteur de
lumie`re de soleil sortant.
Lumie`re directe du ciel Le ciel est une source lumineuse hemisphere diffuse, ou` l’inten-
site´ et la couleur e´mise varie sur l’ hemisphere, pour calculer la lumie`re de ciel pour un point
p donne´ de terrain, il faut inte´grer toute la lumie`re qui vient de toutes les directions de l’en-
semble D(p) (le sous ensemble de H(p) qui est pas cache´ par d’autre points de terrain).alors






LiSky(~v)~N(p) ·~v dΩ (3.4)
Illumination indirecte L’illumination indirecte est le re´sultat de l’inter re´flexion de la lumie`re
entre les points du terrain, pour calculer cette illumination des algorithmes d’illumination glo-
bale tel que la radiosite´ sont ne´cessaires. Ces algorithmes ne peuvent s’exe´cuter en temps re´el.
On peut faire l’approximation de la lumie`re indirecte par des algorithme plus rapides [NK01].
3.4 Calcul analytique temps re´el de l’illumination en plein
air
Cette technique [NK01] base´e sur des hypothe`ses de simplification, et d’approximations et
est fonde´e sur l’utilisation des donne´es pre´ calcule´es pour rechercher la solution de l’ l’illumi-
nation en plein air en temps re´el.
On se´pare l’illumination en plein air en deux proble`mes se´pare´s : l’utilisation unique de
la lumie`re du soleil et la lumie`re e´mise du ciel, il faut re´soudre chaque proble`me et on doit
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combiner les deux solutions pour arriver a` la solution globale. Cette technique est utilise´e pour
mettre a` jour la texture de terrain a` chaque image.
Cette technique travaille avec le changement des conditions de l’illumination, et le couˆt
ne´cessaire pour le pre´-calcul est relativement petit [NK01].
Utilisation de la lumie`re du soleil uniquement : On suppose que le soleil circule en arc
ze´nithal (arc circulaire qui passe directement en haut de son point le plus haut). Pour chaque
texel de terrain on pre´-calcule et on sauvegarde l’angle horizon dans le meˆme plan comme l’arc
de soleil, de cette manie`re on va cre´er une carte horizon (introduit par Max en [MAX88]).
Les angles horizon sont mesure´s a` un quart de cercle et prennent des valeurs entre 0 et 1,
ces valeurs sont stoke´es sur 16 bits.
FIG. 3.1 – Angle horizon
Tout angle horizon a` un point p doit eˆtre maintenus par H(p) ; l’ he´misphere de vecteur
unitaire ~v sortant centre´ en normal de la surface, car l’e´quation de la radiosite´ est line´aire uni-
quement a` l’inte´rieur de H(p), a` l’exte´rieur la contribution de la lumie`re est e´gale a` 0. Ceci est
l’horizon effectif comme le montre la figure ci dessous.
FIG. 3.2 – horizon effectif
La normale de surface est calcule´e a` chaque texel de lightmap (carte lumie`re qui repre´sente
le terrain).
En temps re´el quand le soleil change sa position et sa couleur il faut calculer l’angle maxi-
mum et minimum pour chaque image :
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θMin = θCenter − 12α (3.5)




Ou` θCenter l’angle d’e´le´vation du centre de soleil et α est le diame`tre angulaire de soleil
(environ de 1/2 degre´s permet de produire l’effet des ambres le´ge`res aux frontie`res).
Pour chaque image on calcule la RGB de l’illumination pour chaque normale par
Lisun~N(p) ·~vsun (3.7)
Ou` Lisun est la couleur courante de soleil, on stocke cela dans une table pre´-calcule´e de
l’illumination, cette table est indexe´e par la normale.
on parcour les texels de la carte lumie`re qui ont besoin d’eˆtre mis a` jour, puis on cherche la
contribution de la lumie`re de soleil a` partir de la table pre´-calcule´e par l’indexation par normal,
nous on multiplie enfin par le facteur de visibilite´, ce facteur sera calcule´ par la comparaison
de l’angle maximum et l’angle minimum de soleil avec l’angle horizon. Si l’angle horizon est
plus petit que l’angle minimum de soleil, alors le facteur sera 1. S’il est plus grand que l’angle




θMax − θMin (3.8)
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FIG. 3.3 – Visibilite´ du soleil
Lumie`re e´mise du ciel uniquement : Pour la lumie`re e´mise du ciel l’approche est comme
suit :
– Diviser le ciel en un nombre restreint de patchs (mailles) et supposer qu’une couleur
constante est affecte´e pour chaque patch.
– Pre´-calculer pour chaque texel de lightmap et chaque patch de ciel la contribution du
patch a` ce texel.
– Par parcours de tous les texels de lightmap, multiplier les couleurs courantes des patch
par les facteurs de contribution pre´-calcule´s.
– Ajouter la lumie`re de ciel re´sultante a` la lumie`re du soleil (calcule´e comme nous avons
de´crit dans la section pre´ce´dente), et e´crivons le re´sultat au lightmap.
Le pre´-calcul emploie de l’e´quation 3.4 pour le calcul de l’illumination directe de ciel.
Cette e´quation inte`gre la radiance entrante e´mise par les parties visibles de ciel. Cependant, au-
cune inte´gration n’est effectue´e des parties cache´es par le terrain. Ceci va produire des re´sultats
fonce´s excessivement, car l’e´quation conside`re pour chaque point du terrain comme e´tant entou-
rant le point est un noir mat parfait qui ne re´fle´chit aucune lumie`re. Dans la the´orie, la solution
a` ce proble`me impliquerait de calculer la lumie`re re´fle´chie re´elle du terrain entourant en utili-
sant un certain type de solution globale ite´rative d’illumination, mais la lenteur du processus de
pre´-calculs posent un proble`me.
Heureusement, Stewart et Langer [AM97] ont trouve´ une bonne approximation pour l’illu-
mination globale dans des conditions d’e´clairage diffus (cette approximation, et son usage pour
le rendu de terrain est e´galement discute´e par Stewart dans [STE98]). L’ide´e fondamentale est
que les points visibles entre eux ont un e´clairage semblable ; un point du terrain visible d’un
point dans une valle´e fonce´e est candidat a` eˆtre e´galement dans une valle´e fonce´e, un point
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visible d’une creˆte lumineuse de montagne est candidat a` eˆtre e´galement dans une creˆtes lu-
mineuse de montagne, etc.. Par conse´quent, en e´clairant un point du terrain, on peut supposer
que tous autres points du terrain visibles a` partir de ce point ont la meˆme radiance que le point
e´claire´. Avec de l’alge`bre, ceci repre´sente une expression de forme ferme´e des inter re´flexions et
la lumie`re directe de ciel. Cette approximation a e´te´ examine´e [STE98] et les erreurs re´sultantes
ont e´te´ mesure´es et se sont ave´re´es tout a` fait petites. Les papiers originaux ont assume´ un ter-
rain monochromatique constant, mais le meˆme principe ge´ne´ralise´ au terrain multi couleur :
les points de terrain capables de voir d’autres points de terrain du meˆme type de terrain (foreˆt,
neige, etc. . .)ainsi ils auraient la meˆme couleur. Les de´tails de petite taille de texture n’importent
pas puisque notre solution d’e´clairage est de re´solution beaucoup infe´rieure que les textures de






LiSky(~v)~N(p) ·~v dΩ+ 1pi
∫
~v∈H(p)\D(p)
LoSky(p)~N(p) ·~v dΩ (3.9)
(note :la de´rivation suivante est de Stewart et de Langer [AM97]). On assumera mainte-
nant une couleur constante simple de ciel (un patch - plus tard on montre comment manipuler
des patchs multiples), faisant a` LiSky une constante. On substitue e´galement C(p)lSky(p) a`
LoSky(p) (employant la couleur moyenne de texture de la re´gion exte´rieure couverte par le









On doit calculer un facteur (on l’appellera fSky) qu’on multipliera par LiSky pour obtenir le










~N(p) ·~v dΩ (3.12)
Maintenant on doit calculer K(p). D’abord, on doit exprimer la surface visible D(p) de
ciel. pour la carte d’horizon [MAX88] au lieu de juste deux directions, maintenant on calcule
les angles maintenus d’horizon dans les huit directions cardinales (N, NW, W, SW, S, SE, E,
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NE). (deux de ces derniers seront e´galement employe´s pour la lumie`re du soleil comme de´crit
ci-dessus). Pour exprimer D(p), on divise l’horizon en huit secteurs nume´rote´s de 0 a` 7, de
sorte que le secteur i englobe l’angle horizon [(pi/4)i, (pi/4)(i + 1)]. On emploiera l’angle
approprie´ d’horizon (mesure´ a` partir de la verticale cette fois) comme angle d’altitude φi pour




























Les trois expressions a` l’inte´rieur de la somme dans l’e´quation 3.13 sont les 3 composantes
d’un vecteur. La somme produira un vecteur, puis le produit scalaire entre ce vecteur et ~N(p)
est calcule´ et le re´sultat est multiplie´ par une constante.
On remarque e´galement que ∆ sini et ∆ cosi sont des constantes et peuvent eˆtre calcule´s une
fois et re´utilise´s.
Chaque vecteur e´tant additionne´ de´pend seulement φi, on pre´-calcule ce vecteur pour chaque
secteur et pour 256 valeurs φi ayant pour re´sultat une table 256 ∗ 8. Noter qu’une meilleure
exactitude est re´alise´e si on emploie la tangente de l’angle pour la consultation de table (la
tangente de l’angle est calcule´e facilement quand l’angle horizon est calcule´).
Apre`s que K(p) soit calcule´, la procedure est la suivante :
– Calculer le facteur de lumie`re de ciel (une valeur de RVB) et le stocker pour chaque texel
de lightmap.
– Multiplier le facteur de lumie`re de ciel avec la couleur courante de ciel chaque fois pour
obtenir la contribution de lumie`re de ciel.
– Dans le cas des patchs multiples, le facteur de lumie`re de ciel doit eˆtre calcule´ et stocke´
pour chaque patch, la couleur de patch doit eˆtre multiplie´e par le facteur de chaque patch
et additionner les re´sultats pour obtenir la contribution totale de lumie`re de ciel [NK01].
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3.5 Me´thodes de calcul d’ombres pour les terrains
Re´ussir a` afficher le terrain est une bonne chose. Mais il manque une chose primordiale :
des ombres pour bien montrer le relief. Dans cette partie nous allons pre´senter trois techniques
pour le calcul de l’e´clairage [CLI95].
L’ajout d’ombres dans la ge´ne´ration de la texture ajoute un effet de re´alisme important au
rendu. L’image suivante compare trois rendus diffe´rents.
A gauche, la version la plus basique mais qui permet d’avoir un re´sultat quasi-identique
au deuxie`me (celui du milieu) qui utilise un produit scalaire. Ces deux techniques sont accep-
tables mais elles ne font qu’un calcul localise´. Si on a donc une montagne, on n’aura pas l’effet
d’ombre que la montagne va faire sur la valle´e d’a` coˆte´. C’est le dernier algorithme qui permet
en plus de faire ressortir un plus grand re´alisme en ce qui concerne les ombres.
FIG. 3.4 – Comparaison de calculs d’ombre
3.5.1 Me´thode de coefficient par diffe´rence entre les hauteurs
La technique la plus simple dans le calcul d’ombre, consiste a` utiliser un vecteur lumineux,
de l’employer comme base de tous les algorithmes qui vont suivre, et de conside´rer que ce
vecteur est constant pour tout les point du terrain, ceci car le soleil est tre´s distant.
Pour chaque pixel on va calculer le coefficient de luminosite´. Ce sera un nombre flottant
entre 0 et 1 qu’on multiplie par la couleur sans calcul d’ombre pour obtenir la couleur finale,
l’ensemble des coefficients est une lightmap (carte lumie`re qui repre´sente le terrain)[CLI95].
Calcul d’ombre
→ / ∗ Calcul d′ombre ∗ /
→ r ∗ = di f f ;
CHAPITRE 3. ILLUMINATION TEMPS RE´EL DE TERRAIN 61
→ g ∗ = di f f ;
→ b ∗ = di f f ;
Pour calculer ce coefficient, on a fixer la direction du rayon du soleil dans une structure et on
de´finera ce vecteur comme e´tant (l veci, l vecj) (donc le rayon du soleil posse`de une direction
(l veci, pl vecj)), par conse´quent, pour un pixel (i, j), le pixel (i− l veci, j− l vecj) est plus
e´leve´ alors la luminosite´ du pixel (i, j) sera amoindrie (en effet, le pixel (i− l veci, j− l vecj)
cachera un peu le pixel (i, j)).
FIG. 3.5 – Suivie de vecteur lumie`re
En utilisant cette ide´e, on peut de´finir donc une premie`re fonction Terrain calcLightMap Simple
qui sera donne´ par :
Calcul d’ombre :
→ double Terrain calcLightMap Simple(SDL Sur f ace ∗ image, int i, int j, int maxi, int maxj)
→ {
→ i f ((i− l veci >= 0)&&(i− l veci < maxi)&&(j− l vecj >= 0)&&(j−
→ l vecj < maxj))
→ return 1.0− (Terrain GetHauteur(image, i− l veci, j− l vecj,maxi,maxj)
→ −Terrain GetHauteur(image, i, j,maxi,maxj))/l adouc;
→ else
→ return 1.0 f ;
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→}
Comme on le remarque, on utilise la diffe´rence entre les deux hauteurs pour calculer le taux
d’ombre. Si cette diffe´rence est grande, alors le re´sultat sera proche de 0, dans le cas contraire,
le re´sultat sera proche de 1.
La valeur l adouc permet de moduler la quantite´ d’ombre cre´e´e. Si ce nombre est petit, les
zones seront tre`s ombrage´es.
3.5.2 Limitations de la premie`re me´thode
La premie`re me´thode posse`de l’inconve´nient d’eˆtre trop localise´e, ce qui provoque des im-
perfections dans le calcul des ombres.
FIG. 3.6 – De´fauts de la premie`re me´thode
Pour reme´dier a` ce proble`me, au lieu d’avoir un calcul localise´, pour le calcul de l’ombre du
pixel (i, j), on va diviser la carte lumie`re qui repre´sente le terrain en un ensemble de patchs et
utiliser la moyenne du coefficient d’ombre de chaque pixel avoisinant aussi (meˆme patch). Ceci
permettra d’e´viter ce genre de de´faut.
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FIG. 3.7 – Patch de taille e´gal a` 2
Puisque cette ide´e de faire une moyenne va revenir par la suite. On va donc faire une fonction
qui applique ce calcul de moyenne [CLI95]. Il faudra donc faire deux passes.
En effet, pour faire correctement les choses, on stocke dans un tableau assez grand (qu’on
appellera lightmap) les coefficents d’ombre de chaque pixel. Ensuite, a` l’aide d’un deuxie`me
tableau temporaire initialise´ par des ze´ros, on proce´dera au calcul de chaque coefficient. Le
pseudo-code suivant repre´sente la fonction qui fait le calcul des moyennes :
Calcul d’ombre Version 2 :
→ / ∗ Compteur pour savoir combien d′ e´le´ments ont e´te´ somme´s ∗ /
→ cnt = 0;
→ f or(k = i− taille patch; k <= i+ taille patch; k++)
→ {
→ f or(l = j− taille patch; l <= j+ taille patch; l ++)
→ {
→ / ∗ Si les coordonne´es sont bonnes ∗ /
→ i f ((k >= 0)&&(l >= 0)&&(k < maxi)&&(l < maxj))
→ {
→ tmplightmap[i][j]+ = lightmap[k][l];
→ cnt++;
→ }
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→ }
→ }
→ / ∗ Calcul de la moyenne ∗ /
→ tmplightmap[i][j]/ = cnt;
Et voici le re´sultat :
FIG. 3.8 – Premie`re me´thode apre`s l’application du filtre
Le parame`tre taille patch est utiliser pour de´finir la grandeur du filtre, plus il augmente,
plus il y aura de calculs pour terminer la ge´ne´ration. De plus, d’un point de vue rendu, cela
n’est pas force´ment une bonne ide´e donc on a mis un filtre 4 ∗ 4 (donc le parame`tre taille patch
vaut 4).
3.5.3 Me´thode de produit scalaire : L dot N
L’avantage de la me´thode pre´ce´dente est la facilite´ d’utilisation. Mais elle demeure une
approximation de la vraie solution qui consiste a` utiliser un produit scalaire entre la normal du
point et le vecteur lumie`re [CLI95].
En effet, c’est le signe de ce produit scalaire qui nous orientera sur la fac¸on avec la quelle
le pixel devrait eˆtre ombrage´. Si le signe est positif, alors la normale et le vecteur lumie`re sont
dans les meˆmes directions. La lumie`re ne peut donc pas illuminer ce point.
Sinon, le produit est ne´gatif, auquel cas, on prendera l’oppose´ de la valeur du produit scalaire
comme coefficient de luminosite´. On peut donc de´finir une nouvelle fonction Terrain calcLightMap LDOTN :
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→ double Terrain calcLightMap LDOTN(SDL Sur f ace ∗ image, int i, int j, int maxi, int maxj);
Cette fonction ve´rifie si nous on ne va pas provoquer un de´bordement me´moire. Ensuite,
elle calcule une normale.
On utilise en fait les positions des points voisins. En effet, en utilisant les points (i− 1, j−
1), (i + 1, j − 1) et (i + 1, j + 1) on de´finit un triangle. On pourra donc calculer un vecteur
normal a` partir de ces trois points.
De´but du calcul L . N :
→ / ∗ Comple´tons ces vecteurs
→ ∗ Premier vecteur sera le vecteur (i− 1, j− 1) vers (i+ 1, j− 1)
→ ∗ Deuxie`me vecteur sera le vecteur (i+ 1, j− 1) vers (i+ 1, j+ 1)
→ ∗/
→ v1.x = 2; v1.y = 0;
→ v1.z = Terrain GetHauteur(image, i+ 1, j− 1,maxi,maxj)
→ −Terrain GetHauteur(image, i− 1, j− 1,maxi,maxj);
→ v2.x = 0; v2.y = 2;
→ v2.z = Terrain GetHauteur(image, i+ 1, j+ 1,maxi,maxj)
→ −Terrain GetHauteur(image, i+ 1, j− 1,maxi,maxj);
→ / ∗ Normalise ∗ /
→ Vecteur Normalise(&v1);
→ Vecteur Normalise(&v2);
→ / ∗On cherche la normale ∗ /
→ Vecteur pVect(&v1, &v2, &n);
→ / ∗On normalise la normale ∗ /
→ Vecteur Normalise(&n);
En regardant le signe de z, on connaitre le sens de l’orientation du vecteur vers le haut ou
vers le bas.
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Changement de sens pour le vecteur normal :
→ / ∗ On ve´ri f ie que le vecteur est dans le bon sens ∗ /
→ i f (n.z < 0)
→ {
→ n.x∗ = −1;
→ n.y∗ = −1;
→ n.z∗ = −1;
→ }
On utilise toujours des vecteurs normaux, aux quels on inte`gre des facteurs d’ajustement par
la suite. Comme c’est fait ici :
Fin de la fonction :
→ / ∗On a la normale , on calcul maintenant L dot N ∗ /
→ tmp = Vecteur ProdScal(&light, &n);
→ i f (tmp < 0)
→ return− param.l ldotnmultiple ∗ tmp;
→ else
→ return0.0 f ;
On voit bien que si tmp est ne´gatif alors le pixel sera illumine´. Vu que on veut une valeur
entre 0 et 1, on multiplie la valeur par un ajustement. Cet ajustement de´pendra du terrain et
du vecteur lumie`re. Comme pour la premie`re me´thode, il sera plus sage d’appliquer un filtre
comme pour la partie pre´ce´dente sur le calcul d’ombre.
Voici une image illustrant cette solution :
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FIG. 3.9 – Deuxie`me me´thode (L dot N) utilisant un filtre
3.5.4 Me´thode de lanceur de rayon
La technique de lanceur de rayon [CLI95, STE98] n’est qu’une extension de la dernie`re.
En effet, on va utiliser le produit scalaire lorsqu’un calcul de coefficient sera ne´cessaire. La
proble´matique de cette solution est donc de savoir quand est-ce qu’un tel calcul est ne´cessaire.
On part toujours de la meˆme hypothe`se : on a un vecteur lumie`re connu. Pour simplifier la
me´thode, on suppose que le soleil, e´tant tellement loin, posse`de le meˆme vecteur rayon lumi-
neux pour tous les points du terrain [CLI95].
S’il existe une intersection entre le vecteur lumie`re partant du point qui nous inte´resse et
le reste du terrain, alors il ne peut pas avoir de rayon arrivant ici. On mettra donc ce point
a` 0 ; S’il n’y a pas d’intersection, alors on va devoir utiliser la technique du produit scalaire
[CLI95, STE98].
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FIG. 3.10 – principe lanceur de rayon
Finalement, cette solution, bien que gourmande en ressources (vu le nombre de calculs a`
faire) n’est pas tre`s difficile a` mettre en oeuvre. Voici son imple´mentation :
Lanceur de rayon pour le coefficient de luminosite´ :
→ double Terrain calcLightMap Ray(SDL Sur f ace ∗ image, int i, int j, int maxi,
int maxj, SVecteur ∗ light)
→ {
→ SPoint cur;
→ f loat tmp;
→ / ∗
→ ∗Veri f ication s′il y a une intersection avec le terrain, si
→ ∗ c′est le cas, il n′y aura pas de lumiere ici
→ ∗/
→ / ∗
→ ∗ Point de depart, le point(i, j) avec son hauteur
→ ∗/
→ tmp = i;
→ tmp/ = maxi;
→ tmp∗ = image− > h;
→ cur.x = tmp;
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→ tmp = j;
→ tmp/ = maxj;
→ tmp∗ = image− > w;
→ cur.y = tmp;
→ cur.z = Terrain GetHauteur(image, i, j,maxi,maxj);
On a le point de de´part avec son hauteur. On a de nouveau fait un changement de repe´re
entre la position dans la texture a` ge´ne´rer et l’image de niveaux. Ensuite vient le calcul pour
savoir s’il existe une intersection ou non.
Recherche d’intersection :
→ / ∗ Tant qu′on est dans le terrain ∗ /
→ while((cur.x >= 0)&&(cur.y >= 0)&&(cur.x < image− > h)&&
→ (cur.y < image− > w))
→ {
→ / ∗ On recupere la hauteur courante ∗ /
→ tmp = Terrain GetHauteur(image, (int)cur.x, (int)cur.y, image− >
→ h, image− > w);
→ / ∗ Si c′est au− dessus du maximum possible du terrain ∗ /
→ i f (cur.z > param.hautmax)
→ {
→ / ∗ On sort, pas d′intersection possible ∗ /
→ break;
→ }
→ / ∗ Si le terrain est au− dessus du vecteur de lumiere, le terrain cache la lumiere ∗
/
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→ / ∗ Sinon, on continue avec le vecteur de lumiere ∗ /
→ cur.x+ = light− > x;
→ cur.y+ = light− > y;
→ cur.z+ = light− > z;
→ }
→ / ∗ Sinon pas d′intersection , on calcul la luminosite´ avec le calcul L dot N ∗ /
→ return Terrain calcLightMap LDOTN(image, i, j,maxi,maxj);
→}
Si le niveau du terrain est au-dessus du vecteur allant vers la lumie`re alors il y a une in-
tersection. Sinon on peut calculer le coefficient de luminosite´ utilisant le produit scalaire de la
deuxie`me me´thode. Voici une image montrant ce calcul d’ombre :
FIG. 3.11 – Me´thode du lanceur de rayon
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3.6 Bilan
Apre´s avoir e´tudie´ les principales me´thodes utilise´es pour l’illumination et le calcul des
ombres pour les terrains, nous pouvons dresser le bilan :











– Me´thode trop loca-
lise´, ce qui provoque
des imperfections






– Base´e sur le produit
scalaire entre la nor-
male du point et le
vecteur lumie`re.
– Plus exacte que la
me´thode pre´ce´dente.








– base´e sur la suivie de
vecteur lumie`re par-
tant du point.
– Solution fiable – Relativement lente.









– Rapide et re´aliste.
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3.7 Conclusion
Nous avons pre´sente´ une techniques d’illumination temps re´el du terrain. Cette technique
est le calcul analytique temps re´el de l’illumination en plein air [NK01] ; elle optimise le rendu
par les hypothe`ses de simplification et les donne´es pre´-calcule´es : la carte horizon, les facteurs
de contribution.
Nous avons aussi pre´sente´ trois techniques pour le calcul des ombres [CLI95] qui ajoutent
un effet de re´alisme important au rendu. L’avantage de la premie`re me´thode est la facilite´ et
la simplicite´. Mais elle demeure une approximation de la vraie solution qui consiste a` utiliser
un produit scalaire entre la normale du point et le vecteur lumie`re. La dernie`re me´thode n’est
qu’une extension de la deuxie`me. En effet, nous allons utiliser le produit scalaire lorsqu’un
calcul de coefficient sera ne´cessaire ; si le point est cache´ par d’autres points du terrain, il n’est
pas ne´cessaire de calculer le produit scalaire.
Mais il faut prendre en conside´ration que le soleil n’est pas un point, il posse`de un diame`tre
angulaire. Nous allons essayer de profiter d’une ide´e pre´sente´e dans la section 3.4 et l’exploiter








D’apre´s l’e´tat de l’art que nous avons pre´sente´ dans la 1iere partie de ce me´moire, le sujet de
ge´ne´ration de terrains posse`de trois axes de recherche principaux : la mode´lisation, la ge´ne´ration
de textures, et l’illumination. Dans chaque axe les chercheurs inventent toujours de nouvelles
me´thodes pour ame´liorer et re´gler les proble`mes des me´thodes pre´ce´demment invente´es, et les
recherches sont toujours ouverts dans les trois axes.
Notre approche se situe dans ce contexte, elle consiste a` se concentrer sur l’illumination de
terrain afin de bien montrer le relief d’une part et d’ajouter un effet de re´alisme important au
rendu d’autre part.
Nous allons aussi introduire quelques propositions et contributions afin d’optimiser la phase de
mode´lisation des terrains (re´duire le couˆt de calcul).
4.2 Motivations pour de nouvelles approches
Les techniques d’illumination globale sont les plus re´alistes pour le rendu, mais elles restent
moins inte´ractives.
Une me´thode pre´sente´e dans la section 3.4, sert a` optimiser le rendu par les hypothe`ses de
simplification et les donne´es pre´calcule´es : la carte horizon, les facteurs de contribution.
Les techniques de calcul d’ombre vues dans l’e´tat de l’art sont sont simples, mais elles
manquent de re´alisme. En effet, nous remarquons qu’elles ne prennent pas en conside´ration
le fait que le soleil n’est pas une source lumineuse ponctuelle, ceci est traite´ par la me´thode
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pre´sete´e dans la section 3.4, mais la solution ne´cessite une phase tre´s complexe de pre´calcul des
angles horizon et des facteurs de contribution, et conside`re que la mode´lisation de terrain est
pre´e´tablie, bien qu’il est ne´cessaire quelques fois de chercher a` mode´liser et a` faire le rendu en
meˆme temps et de fac¸on interactive (temps re´el).
Nous avons vue que l’algorithme de Perlin est efficace et donne des terrains re´alistes, mais il
est lourd en terme de calculs a` cause du nombre important d’interpolation pour chaque calque.
Des nouvelles techniques sont donc ne´cessaires pour prendre en charge ces points.
4.3 Approche propose´e pour la mode´lisation
4.3.1 Principe
Nous avons vu que la technique de Diamond-Square est simple et rapide, mais elle posse`de
le proble`me des petites creˆtes (sommets).
La me´thode de Perlin donne de bons re´sultats, mais l’utilisation d’une suite de calques dans
les quels on interpole entre les valeurs, rend l’algorithme tre`s lourd et plein de calculs.
Nous proposons une alternative qui consiste a` ge´ne´rer un terrain par l’algorithme de Diamond-
Square, en ajoutant au re´sultat un calque de Perlin. La proble´matique de cette solution est donc
de savoir, quels parame`tres nous allons choisir pour ce calque.
Si on utilise un calque a` une grande fre´quence, les points seront tre`s proches entre eux, donc
il faut choisir une faible persistance (ponde´ration) pour ne pas produire des incohe´rences dans
le terrain, mais cette persistance ne sera pas suffisante pour influencer sur les creˆtes afin de les
e´liminer.
Dans le cas ou` on augmente la persistance il faut aussi re´duire la fre´quence pour e´viter les
incohe´rences, cette re´duction de fre´quence implique que le calque affecte la forme ge´ne´rale du
terrain et non les de´tails.
Nous allons donc adopter le processus d’essai afin de de´terminer les bons parame`tres, mais
pour l’interactivite´ il faut fixer les parame`tres de´s le de´part par le choix des valeurs moyennes
pour assurer des re´sultats acceptables.
Nous allons commencer par la ge´ne´ration d’un terrain par la me´thode Diamond-Square, en
utilisant les fonctions :
/* Generation d’un nombre aleatoire */
→ f loat Randomize()
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→ {
→ return ( f loat)rand()/RAND MAX;
→}
/* Phase du ”diamant” */
→ f loat DiamondStep(unsigned int unI, unsigned int unJ, unsigned int unHal f Spacing)
→ {
→ f loat sum = 0.0;
→ int n = 0;
→ i f ((unI >= unHal f Spacing)&&(unJ >= unHal f Spacing))
→ {
→ sum+ = param.m vectPoints[unI − unHal f Spacing][unJ − unHal f Spacing];
→ n++;
→ }
→ i f ((unI >= unHal f Spacing)&&(unJ + unHal f Spacing < m unSize))
→ {
→ sum+ = param.m vectPoints[unI − unHal f Spacing][unJ + unHal f Spacing];
→ n++;
→ }
→ i f ((unI + unHal f Spacing < m unSize)&&(unJ >= unHal f Spacing))
→ {
→ sum+ = param.m vectPoints[unI + unHal f Spacing][unJ − unHal f Spacing];
→ n++;
→ }
→ i f ((unI + unHal f Spacing < m unSize)&&(unJ + unHal f Spacing < m unSize))
→ {
→ sum+ = param.m vectPoints[unI + unHal f Spacing][unJ + unHal f Spacing];
→ n++;
→ }
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→ return sum/n;
→}
/* Phase du ”carre” */
→ f loat SquareStep(unsigned int unI, unsigned int unJ, unsigned int unHal f Spacing)
→ {
→ f loat sum = 0.0;
→ int n = 0;
→ i f (unI >= unHal f Spacing)
→ {
→ sum+ = param.m vectPoints[unI − unHal f Spacing][unJ];
→ n++;
→ }
→ i f (unI + unHal f Spacing < m unSize)
→ {
→ sum+ = param.m vectPoints[unI + unHal f Spacing][unJ];
→ n++;
→ }
→ i f (unJ >= unHal f Spacing)
→ {
→ sum+ = param.m vectPoints[unI][unJ − unHal f Spacing];
→ n++;
→ }
→ i f (unJ + unHal f Spacing < m unSize)
→ {
→ sum+ = param.m vectPoints[unI][unJ + unHal f Spacing];
→ n++;
→ }
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→ return sum/n;
→}
La fonction qui permet de ge´ne´rer le module du Diamond-Square ; est donne´e par le pseudo-
code :
→ void Generate( f loat f Le f tBottom, f loat f Le f tTop, f loat f RightTop, f loat f RightBottom)
→ {
→ param.m vectPoints[0][0] = f Le f tBottom;
→ param.m vectPoints[0][m unSize− 1] = f RightBottom;
→ param.m vectPoints[m unSize− 1][0] = f Le f tTop;
→ param.m vectPoints[m unSize− 1][m unSize− 1] = f RightTop;
→ //Initialisation de l′espace entre les valeurs
→ unsigned int unSpacing = m unSize− 1;
→ unsigned int unI, unJ;
→ while (unSpacing > 1)
→ {
→ int unHal f Spacing = unSpacing/2;
→ //e f f ectuer l′ e´tape du diamond
→ f or(unI = unHal f Spacing; unI < m unSize; unI+ = unSpacing)
→ {
→ f or(unJ = unHal f Spacing; unJ < m unSize; unJ+ = unSpacing)
→ {
→ param.m vectPoints[unI][unJ] = DiamondStep(unI, unJ, unHal f Spacing) +
→ Randomize() ∗ unSpacing ∗ param.m fVariability;
→ }
→ }
CHAPITRE 4. CONTRIBUTIONS 79
→ //e f f ectuer l′ e´tape du carre´
→ f or(unI = 0; unI < m unSize; unI+ = unHal f Spacing)
→ {
→ unsigned int unJStart = ((unI/unHal f Spacing)%2 == 0)?unHal f Spacing :
0;
→ f or(unJ = unJStart; unJ < m unSize; unJ+ = unSpacing)
→ {
→ param.m vectPoints[unI][unJ] = SquareStep(unI, unJ, unHal f Spacing) +
→ Randomize() ∗ unSpacing ∗ param.m fVariability;
→ }
→ }
→ //Diviser la carte utilise´e en 2
→ unSpacing = unHal f Spacing;
→ }
→ //De´terminer la hauteur maximale de la carte
→ f loat m fMax = param.m vectPoints[0][0];
→ f or(unI = 0; unI < m unSize; unI ++)
→ f or(unJ = 0; unJ < m unSize; unJ ++)
→ i f (param.m vectPoints[unI][unJ] > m fMax)
→ {
→ m fMax = param.m vectPoints[unI][unJ];
→ }
→ //Normalisation
→ f or(unI = 0; unI < m unSize; unI ++)
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→ f or(unJ = 0; unJ < m unSize; unJ ++)
→ {
→ param.m vectPoints[unI][unJ] = (param.m vectPoints[unI][unJ] ∗ 256)/m fMax;
→ }
→}
Nous aurons comme re´sultat la matrice param.m vectPoints[ ][ ] qui repre´sente le mode`le
Diamond-Square. Apre`s le calcul d’un ou plusieurs calques de Perlin nous effectuons le travail
suivant :
/* ajout des calques successifs */
→ f or(n = 0; n < octaves; n++)
→ c− > v[i][j]+ = mes calques[n]− > v[i][j] ∗mes calques[n]− > persistance;
/* normalisation */
→ c− > v[i][j] = (c− > v[i][j] + param.m vectPoints[i][j])/(sum persistances+ 1);
Nous avons conside´re´ que le mode`le Diamond-Square est un calque de Perlin qui a une
persistance e´gale a` 1.
Voici une image re´sultat illustrant cette solution :
FIG. 4.1 – Mode`le mixte
Si nous comparons cette image avec la solution obtenue par l’algorithme Diamond-Square
classique donne´es par la figure suivante :
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FIG. 4.2 – Mode`l Diamond-Square
Nous remarquons que les petites creˆtes sont re´duites par les de´tails ajoute´s par le calque de
Perlin, nous allons voir que cette technique est aussi plus rapide que celle de Perlin.
4.3.2 Ame´lioration de la technique propose´e
Dans la technique pre´ce´dente nous avons de´compose´ le terrain en deux composantes :
– Une composante qui repre´sente la forme globale du terrain ge´ne´re´e par la technique
Diamond-Square.
– Une 2ieme composante qui repre´sente les de´tails du terrain ge´ne´re´e par la technique de
Perlin.
Supposons que nous avons un terrain tre´s large, si nous calculons la composante qui repre´sente
les de´tails de tout le terrain par la technique de Perlin, elle sera tre´s couteuse a` cause du nombre
important d’interpolation a` calculer.
Afin d’augmenter la vitesse, nous proposons une solution qui consiste a` suivre les e´tapes sui-
vantes :
– Ge´ne´rer la composante qui repre´sente la forme globale du terrain par la technique Diamond-
Square.
– Subdiviser le terrain en un ensemble de sous parties plus petites.
– Ge´ne´rer une seule composante qui posse`de la taille d’une seule sous partie par la tech-
nique de Perlin pour repre´senter les de´tails du terrain.
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– Pour chaque sous partie de la composante qui repre´sente la forme globale, nous appli-
quons la meˆme composante de de´tails ge´ne´re´e dans l’e´tape pre´ce´dente.
Nous remarquons que nous avons moins d’interpolation a` calculer, alors que un temps de calcul
pour la ge´ne´ration est plus petit.
4.3.3 Ame´lioration de l’approche propose´e par la technique de Perlin
Pour ame´liorer la technique propose´e par l’augmentation de la qualite´ et la re´duction du
temps de calcul, nous de´composons le terrain en deux composantes comme pour la technique
pre´ce´dente :
– Une composante qui repre´sente la forme globale du terrain.
– Une 2ieme composante qui repre´sente les de´tails du terrain.
Nous allons donc suivre les e´tapes suivantes :
– Ge´ne´rer la composante qui repre´sente la forme globale du terrain par un calque de Perlin
a` faible fre´quence.
– Subdiviser le terrain en un ensemble de sous parties plus petites
– Ge´ne´rer une seule composante qui posse`de la taille d’une seule sous partie par la tech-
nique de Perlin pour repre´senter les de´tails du terrain.
– Pour chaque sous partie de la composante qui repre´sente la forme globale, appliquer la
meˆme composante de de´tails ge´ne´re´e dans l’e´tape pre´ce´dente.
Dans la technique de Perlin les calques fins qui repre´sentent les de´tails sont les plus couteux
pour cela nous avons ge´ne´re´ une seule petite partie que nous avons applique´ au reste.
The´oriquement cette ame´lioration permet d’obtenir exactement un terrain de Perlin avec une
vitesse tre´s rapide que celle de la technique de Perlin.
4.3.4 Le proble`me des deux techniques ame´liore´es et sa re´solution
Le fait de traiter chaque sous partie inde´pendamment des autres, va certainement produire
des discontinuite´s au niveau des frontie`res entre les diffe´rentes parties.
Pour re´soudre ce proble`me le lissage est ne´cessaire, il s’agit d’interpoler entre les valeurs des
frontie`res.
Supposons que nous avons plus d’une couche de calques qui repre´sentent la composante
des de´tails, nous aurons deux possibilite´s pour interpoler entre les valeurs des frontie`res selon
la distance choisie entre les points :
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– Une distance selon le calque le plus faible ;
– Une distance selon le calque le plus fin.
Pour le 1er cas ; nous aurons des surfaces tre´s lisses et moins de´taille´es dans les zones de
raccordement, mais pour le 2ie`me cas ; le fait que les points sont tre`s proches entre eux induit a`
des incohe´rences au niveau des zones de raccordement.
La solution : L’ajout de la composante qui repre´sente les de´tails, mais couche par couche ;
l’ajout du premier calque a` toute la surface de la composante globale partie par partie, nous
passons au calque suivant pour ajouter une autre couche plus de´taille´e, jusqu’a` ce que ne reste
pas de calque.
nous interpolons entre les frontie`res des calques au niveau de chaque couches, de cette
fac¸on nous allons affiner le lissage exactement telque l’affinement de notre terrain, alors
nous aurons des zones de raccordement qui ont les meˆme caracte´ristiques que le terrain.
4.4 Contributions pour l’illumination du terrain
Le soleil n’est pas une source lumineuse ponctuelle, il existe alors des points dans le terrain
pour les quelles le soleil est partiellement visible, l’e´clairage de ces points doit donc eˆtre multi-
plie´ par un facteur de visibilite´ de soleil. Le proble`me, par conse´quent re´side dans le calcul de
ce facteur.
4.4.1 Une premie`re version de l’approche propose´e
L’approche que nous allons essayer de proposer est base´e sur les me´thodes pre´sente´es dans
la section 3.5.
Nous allons simuler l’effet des ombres le´ge`res au frontie`res, pose´ par le diame`tre angulaire
de soleil. Cette technique est base´e sur la dernie`re me´thode de calcul des ombres pre´sente´e dans
la section 3.5.4.
Apre`s avoir multiplier la couleur par le coefficient de luminosite´, nous allons multiplier le
re´sultat par un facteur de visibilite´ V. Le proble`me re´side donc dans le calcul de ce facteur.
Nous conside´rons que le vecteur lumie`re est un cylindre qui posse`de un diame`tre perpendicu-
laire (R = 2r). Le facteur de visibilite´ doit approximer le rapport entre la surface visible et la
surface totale du vecteur lumie`re, donc le principe de la me´thode sera comme suit :
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FIG. 4.3 – Principe de cylindre
Du point pt qui nous inte´resse nous allons suivre le vecteur lumie`re, s’il n’existe pas un
point p qui posse`de l’hauteur H(p) tel que H(p) > (HL(p)− r).
Ou` HL(p) est la hauteur du centre de vecteur lumie`re a` ce point ;
Ceci signifie que aucun point du terrain que cache une portion de la surface du vecteur lumie`re,
donc le soleil est comple`tement visible, alors le facteur de visibilite´ du soleil sera e´gal a` 1
(V(pt) = 1) et nous allons obtenir la couleur finale :
CouleurFin = Couleur ∗ (~L · ~N(pt)) (4.1)
Ou` ~N(pt) est la normale au point pt et~L le vecteur lumie`re.
S’ils existent des points qui ve´rifient la condition H(p) > (HL(p)− r) nous aurons deux
cas possibles :
– Si H(P) ≥ (HL(p) + r), alors le soleil est invisible V(pt) = 0, donc CouleurFin = 0.
– Si (HL(p)− r) < H(p) < (HL(p) + r), alors le soleil est partiellement visible donc :
CouleurFin = V(pt) ∗ Couleur ∗ (~L · ~N(pt)) (4.2)
Le facteur de visibilite´ est le rapport de la surface visible(longueur de la ligne rouge) sur la
surface totale de vecteur lumie`re repre´sente´e par R, alors :
V(pt) =
(HL(p) + r)− H(p)
R
(4.3)
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Si nous avons plusieurs points pour les quels le soleil est partiellement visible nous gardons
le facteur de visibilite´ minimal.
La fonction qui re´alise ce travail est donne´e par le pseudo-code suivant :
→ double Terrain calcLightMap RayFrontTemp(SDL Sur f ace ∗ image, int i, int j, int maxi,
int maxj, SVecteur ∗ light)
→ {
→ SPoint cur;
→ f loat tmp;
→ double Vsun, newVsun;
→ / ∗
→ ∗Veri f ication s′il y a une intersection avec le terrain, si
→ ∗ c′est le cas, il n′y aura pas de lumie`re
→ ∗/
→ / ∗
→ ∗ Point de depart, le point(i, j) avec son hauteur
→ ∗/
→ tmp = i;
→ tmp/ = maxi;
→ tmp∗ = image− > h;
→ cur.x = tmp;
→ tmp = j;
→ tmp/ = maxj;
→ tmp∗ = image− > w;
→ cur.y = tmp;
→ cur.z = Terrain GetHauteur(image, i, j,maxi,maxj);
→ Vsun = 1;
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→ newVsun = 2;
→ double L DIAM RAYON = 0.5;
→ / ∗ Tant qu′on est dans le terrain ∗ /
→ while((cur.x >= 0)&&(cur.y >= 0)&&(cur.x < image− > h)&&
→ (cur.y < image− > w))
→ {
→ / ∗ On recupere la hauteur courante ∗ /
→ tmp = Terrain GetHauteur(image, (int)cur.x, (int)cur.y, image− >
→ h, image− > w);
→ / ∗ Si c′est au− dessus du maximum possible du terrain ∗ /
→ i f (cur.z > (param.hautmax+ L DIAM RAYON))
→ {
→ / ∗ On sort, pas d′intersection possible ∗ /
→ break;
→ }
→ / ∗ Si le terrain est au− dessus du vecteur de lumie`re, alors le terrain
→ cache la lumie`re ∗ /




→ / ∗ Calcul du f acteur de visibilite´ de soleil ∗ /
→ newVsun = ((cur.z+ L DIAM RAYON)− tmp)/(2∗ L DIAM RAYON)
→ i f (newVsun < Vsun)
→ {Vsun = newVsun;
→ }
→ / ∗ Sinon, on continue avec le vecteur de lumie`re ∗ /
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→ cur.x+ = light− > x;
→ cur.y+ = light− > y;
→ cur.z+ = light− > z;
→ }
→ / ∗ Sinon pas d′intersection , on calcul la luminosite´ avec le calcul L dot N ∗ /
→ return Vsun ∗ Terrain calcLightMap LDOTN(image, i, j,maxi,maxj);
→}
La fonction Terrain calcLightMap LDOTN est bien pre´sente´e dans la section 3.5.3.
L DIAM RAYON n’est pas le diame`tre perpendiculaire (R = 2r) mais il repre´sente le r
(demi diame`tre perpendiculaire ).
Le re´sultat illustrant cette solution est donne´ par l’image suivante :
FIG. 4.4 – Re´sultat de la premie`re version
Mais nous remarquons que ce re´sultat est totalement incohe´rent, cela implique qu’il ya un
proble`me.
Voir ce sche´ma :
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FIG. 4.5 – Proble`me de la premie`re solution
Nous remarquons bien que de`s le de´part une partie de la surface du vecteur lumie`re est
cache´e par les voisins du point de travail pt, ce qui rend le soleil partiellement visible dans
toutes les situations, produisant de l’ombre sur tout le terrain.
4.4.2 Version finale de l’approche propose´e
Comme nous avons vu, si nous conside´rons que le vecteur lumie`re est un cylindre, nous
aurons le proble`me que les voisins du point de travail cachent partiellement le vecteur lumie`re,
dans cette section nous allons proposer une solution re´solvant ce proble`me.
Au lieu de conside´rer que le vecteur lumie`re est un cylindre, nous allons supposer que c’est un
coˆne avec un diame`tre de longueur variable.
La longueur de diame`tre commence de la valeur 0, la valeur augmente line´airement avec le
de´placement du vecteur lumie`re ; a` chaque pas ∆X nous ajoutons une valeur ∆r au diame`tre du
vecteur lumie`re.
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FIG. 4.6 – Principe de coˆne
Le pseudo-code de la fonction qui re´alise cette proposition est le suivant :
→ double Terrain calcLightMap RayFront(SDL Sur f ace ∗ image, int i, int j, int maxi,
int maxj, SVecteur ∗ light)
→ {
→ SPoint cur;
→ f loat tmp;
→ double Vsun, newVsun;
→ / ∗
→ ∗Veri f ication s′il y a une intersection avec le terrain, si
→ ∗ c′est le cas, il n′y aura pas de lumiere ici
→ ∗/
→ / ∗
→ ∗ Point de depart, le point(i, j) avec son hauteur
→ ∗/
→ tmp = i;
→ tmp/ = maxi;
→ tmp∗ = image− > h;
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→ cur.x = tmp;
→ tmp = j;
→ tmp/ = maxj;
→ tmp∗ = image− > w;
→ cur.y = tmp;
→ cur.z = Terrain GetHauteur(image, i, j,maxi,maxj);
→ Vsun = 1;
→ newVsun = 2;
→ double L DIAM RAYON = 0.0;
→ / ∗ Tant qu′on est dans le terrain ∗ /
→ while((cur.x >= 0)&&(cur.y >= 0)&&(cur.x < image− > h)&&
→ (cur.y < image− > w))
→ {
→ / ∗ On recupe`re la hauteur courante ∗ /
→ tmp = Terrain GetHauteur(image, (int)cur.x, (int)cur.y, image− >
→ h, image− > w);
→ / ∗ Si c′est au− dessus du maximum possible du terrain ∗ /
→ i f (cur.z > (param.hautmax+ L DIAM RAYON))
→ {
→ / ∗ On sort, pas d′intersection possible ∗ /
→ break;
→ }
→ / ∗ Si le terrain est au− dessus du vecteur de lumie`re, le terrain cache la lumie`re ∗
/
→ i f (tmp > cur.z+ L DIAM RAYON)
→ {
→ return 0.0;
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→ }
→ / ∗ Calcul du f acteur de visibilite´ de soleil ∗ /
→ i f (L DIAM RAYON! = 0.0)newVsun = ((cur.z+ L DIAM RAYON)
→ −tmp)/(2 ∗ L DIAM RAYON);
→ i f (newVsun < Vsun)
→ {Vsun = newVsun;
→ }
→ L DIAM RAYON+ = param.Delta r; / ∗ Ajout de ∆r au diame`tre ∗ /
→ / ∗ Sinon, on continue avec le vecteur de lumie`re ∗ /
→ cur.x+ = light− > x;
→ cur.y+ = light− > y;
→ cur.z+ = light− > z;
→ }
→ / ∗ Sinon pas d′intersection , on calcul la luminosite´ avec le calcul L dot N ∗ /
→ return Vsun ∗ Terrain calcLightMap LDOTN(image, i, j,maxi,maxj);
→}
Nous remarquons que la valeur de diame`tre commence du 0, et a` chaque pas (ite´ration) on lui
ajoute la constante param.Delta r qui repre´sente le ∆r.
Voici une image illustrant cette solution :
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FIG. 4.7 – Solution de la version finale
Si nous comparons cette image avec la solution de la me´thode de lanceur de rayon pour le
calcul des ombres pre´sente´e dans la section 3.5.4 :
FIG. 4.8 – solution de la me´thode de lanceur de rayon
nous remarquons que la diffe´rence est bien visible dans les frontie`res des ombres, le terrain
ge´ne´re´ par la me´thode propose´e posse`de des frontie`res d’ombres claires.
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4.5 Conclusion
Dans ce chapitre nous avons essaye´ d’introduire une nouvelle approche d’illumination de
terrain, nous avons essaye´ d’accroitre le re´alisme sans augmenter la complexite´ d’une manie`re
conside´rable, ce qui a engendre´ des calculs supple´mentaires uniquement pour le facteur de visi-
bilite´, et sans avoir besoin de structures supple´mentaires et complexes tel que la carte horizon.
Pour la mode´lisation nous allons e´valuer et discuter dans le chapitre suivant les re´sultats
obtenus par la technique mixte propose´e. Pour les deux techniques ame´liore´es, elles donnent





Dans ce chapitre nous allons pre´senter un ensemble de re´sultats permettant de valider les
diffe´rentes me´thodes propse´es dans ce travail, ces re´sultats sont obtenus en utilisant un ordina-
teur qui posse`de les caracte´ristiques suivantes :
avec une carte graphique inte´gre´e intel(R) 32 Mo.
nous avons re´utilise´ le code de viewer de terrain de Fearyourself te´le´chargeable a` partir du
lien http://ftp-developpez.com/khayyam/articles/algo/perlin/terrain viewer.zip , afin d’imple´menter
nos modules et de les inte´ger dans ce viewer.
5.2 Ge´ne´ration de terrain
Pour les re´sultats obtenus nous avons utilise´ l’algoritme de Perlin avec les parame`tres sui-
vant : fre´quence : 4, octaves : 2 et une persistance de 0.2.
Et voici une image qui montre un terrain affiche´ en mode filaire :
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FIG. 5.1 – Terrain de perlin en mode filaire
5.3 Placage de texture
La texture plaque´e sur le terrain mode´lise´ est ge´ne´re´e par la me´thode de me´lange de textures
de base et voici un terrain apre´s le placage de texture :
FIG. 5.2 – Terrain de perlin texture´e
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5.4 Illumination
pour le calcul du rendu nous avons utilise´s une luminosite´ de 2.0 avec un terrain de Perlin
ayant les parame`tres : Fre´quence = 4, Octave = 2, Persistance = 0.2, pour toutes les
me´thodes l’utilisation de filtre est ne´cessaire, pour e´liminer les imperfections.
Les re´sultats obtenus sans l’utilisation du filtre :
(1) (2) (3) (4)
FIG. 5.3 – Re´sultats de l’illumination sans utiliser le filtre
Et voici les re´sultats apre´s l’utilisation du filtre :
(1) (2) (3) (4)
FIG. 5.4 – Re´sultats de l’illumination avec l’utilisation du filtre
(1) : Premie`re version (Simple)
(2) : Deuxie`me solution (L dot N)
(3) : Dernie`re me´thode (Lanceur de rayon)
(4) : version finale propose´e (Lanceur de rayon effet de frontie`re)
5.4.1 Re´sultats
Nous allons comparer notre me´thode avec la version la plus re´ccente (Lanceur de rayon)
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(1) (2)
FIG. 5.5 – Illumination sans utiliser le filtre
(1) (2)
FIG. 5.6 – illumination avec l’utilisation du filtre
(1) : Dernie`re me´thode (Lanceur de rayon)
(2) : version finale propose´e (Lanceur de rayon avec effet de frontie`re)
On remarque bien que la me´thode propose´e (Lanceur de rayon avec effet de frontie`re)
posse`de un effet supplimentaire ; les frontie`res d’ombres sont claires, mais elle est relativement
lente.
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5.4.2 Mode´lisation de lumie`re de la nuit
Ge´ne´ralement les sources lumineuses de la nuit tel que la lune les lampes sont plus proches
que le soleil, alors leur diame`tre angulaire est plus grand, et elles ont une intensite´ lumineuse
faible, donc pour mode´liser la lumie`re de la nuit, il suffit de mettre le parame`tre ∆r plus grand
(ici ∆r = 1.5) dans la me´thode propose´e, et re´duire la luminosite´ a` 1.
Et voici une image qui illustre la lumie`re de la nuit :
FIG. 5.7 – Lumie`re de nuit
5.5 Mode´lisation
Pour toutes les figures que nous allons utiliser pour montrer les re´sultats de mode´lisation,
nous avons utilise´s pour le rendu la nouvelle me´thode de calcul d’ombre propose´e, avec ∆r =
0.01 .
Comme nous avons montre´ dans le chapitre pre´ce´dent les petites creˆtes sont re´duites par la
technique de mode´lisation mixte que nous avons propose´e, comme elles montrent les figures
suivantes :
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FIG. 5.8 – Mode`le mixte
FIG. 5.9 – Mode`le Diamond-Square
Avec cette texture, il se peut qu’il y est confusion entre les de´tails de la texture et le relief
de terrain, nous allons donc essayer d’uliliser une texture moins de´taille´e.
Nous comparons les re´sultats maintenant :
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FIG. 5.10 – Mode`le mixte a` texture de faible de´tail
FIG. 5.11 – Mode`le Diamond-Square a` texture de faible de´tail
Maintenant, il ne reste plus qu’a comparer les vitesses des me´thodes, et voici des terrains
ge´ne´re´s par les diffe´rentes me´todes posse`dent le meˆme nombre de points :
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(1) (2)
(3) (4)
FIG. 5.12 – Re´sultats de Perlin
Parame`tres
– La fre´quence de de´part est 4 ;
– Le nombre d’octaves est 2 ;
– La persistance de de´part est 0.2.
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(1) (2)
(3) (4)
FIG. 5.13 – Re´sultats de Diamond-Square
Parame`tres
– Le coefficient de lissage est 0.2.
Nous avons choisis 0.2 parce que les petites creˆtes sont visible avec un terrain lisse.
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(1) (2)
(3) (4)
FIG. 5.14 – Re´sultats du mode`le mixte
Parame`tres du composante de de´tails ge´ne´re´e par Perlin
– La fre´quence de de´part est 32 ;
– Le nombre d’octaves est 1 ;
– La persistance de de´part est 0.04.
Parame`tres du composante globale ge´ne´re´e par Diamond-Square
– Le coefficient de lissage est 0.2.
Voici un tableau qu illustre les temps de mode´lisation des diffe´rents terrains :
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Me´thode Terrain (1) Terrain (2) Terrain (3) Terrain (4) Moyenne
Perlin 1080ms 1079ms 1068ms 1172ms 1099ms
Diamond-Square 57ms 57ms 57ms 55ms 56.5ms
Mixte 610ms 595ms 598ms 618ms 603ms
D’apre`s les re´sultats il est claire que la me´thode propose´e plus rapide que la me´thode de
perlin.
5.6 Exemple d’exploitation des re´sultats (simulateur de
vol)
Apre`s l’obtention des re´sultats, nous allons exploiter ces re´sultat, afin de les mettre dans
leurs cadre pratique.
Supposant que nous avons un large terrain utilse´ comme paysage dans un simulateur de vol,
un utilisateur qui a l’habitude d’utiliser ce simulateur va certainement apprendre les de´tails,
alors son comportement ne sera pas re´actif, ceci rend l’utilisation de la me´thode base´e sur la
carte horizon non efficace, car elle se base sur un model et un carte horizon pre´-e´tablis, aussi
l’illumination d’un vaste terrain nece´ssite une phase d’initialisation de simulateur.
La solution et d’utiliser une technique avec laquelle on peut mode´liser et faire le rendu d’une
manie`re inte´ractive, cette solution consiste a` suivre les e´tapes suivantes :
– Ge´ne´ration de la forme globale du terrain par un calque de Perlin a` faible fre´quence.
– Division du terrain en sous parties plus petites.
– Ge´ne´ration d’une seul composante de´taille´ par des couche de calque de Perlin
– Quand l’utilisateur arrive a` une sous partie, il faut appliquer la composante de de´tails au
model de la partie en question et les partie voisins, et faire le rendu seulement de la partie
en question.
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Ce sche´ma ilustre ces e´tapes :
FIG. 5.15 – Principe de simulateur de vol
Nous avons applique´ la composante de de´tails au models des parties voisins, car leurs forms
affectent le rendu de la partie en question, pour l’illumination nous proposons d’utilser la tech-
nique de calcul d’ombre que nous avons propose´
5.7 Perspectives
Les pricipales ame´liorations des techniques que nous avons pre´sente´, consistent essentielle-
ment a` pallier au proble`me lie´ ou couˆt de calcul, tout en gardant une qualite´ visuelle acceptable
pour la mode´lisation et le rendudes terrains ; nous envisageons un ensemble d’ame´liorations et
d’extensions pour nos travaux, qui peuvent eˆtre :
– Pour e´liminer les imperfections nous avons utilise´ un filtre, alors la solution obtenue n’est
pas la vraie solution, nous pouvons re´duire les imperfection en augmentant la densite´ des
points par l’accroissement des dimentions de heightmap.
– Nous remarquons que les ombres dans les me´thodes locales ont une couleur noir mate
parfaite, ceci est duˆe a` l’e´limination des inter-re´flexions entre les points du terrain par ces
me´thodes, nous pouvons approximer l’effet des inter-re´flexions sans avoir besion d’un
mode`le globale.
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– L’acce´le´rations via les cartes graphiques par l’utilisation des shaders.
5.8 Conclusion
Ce chapitre est consacre´ a la pre´sentation des re´sultats permettant d’e´valuer les perfermences
des nouvelles me´thodes propose´es, nous avons vu que chaque me´thode a un de´faut et chaque
me´thode vient pour re´soudre le de´faut de la pre´ce´dente.
Pour l’illumination, la nouvelle me´thode de calcul d’ombre propose´e est plus re´aliste que
les me´thodes pre´sente´es dans l’e´tat de l’art, mais relativement lente.
Pour la mode´lisation la me´thode mixte propose´e est plus rapide que la me´thode de Perlin,
elle a aussi re´duit et presque e´limine´ le proble`me des creˆtes pose´ par la me´thode Diamond-
Square.
Conclusion ge´ne´rale
A travers ce travail, nous avons pre´sente´ le rendu des terains, Les terrains jouent un roˆle fon-
damental dans la cre´ation d’une sce`ne naturelle. Les techniques de ge´ne´ration automatique ont
de nombreuses applications comme les simulateurs de vol, les effets spe´ciaux au cine´ma ou les
jeux vide´o. L’augmentation de la puissance de calcul combine´e a` des me´thodes de visualisation
de plus en plus performantes ont permis de cre´er des terrains re´alistes.
En re´alisant ce travail, nous avons pu acque´rir :
– Des connaissances sur la mode´lisation des terrains qui ouvre une grande porte vers la
recherche des techniques spe´ciales pour ge´ne´rer les terrains.
– Des ide´es ge´ne´rales sur la ge´ne´ration de textures.
– Quelques techniques d’illumination de terrain.
Nous avons exploite´ ces connaissances pour de´velopper de nouvelles me´thodes plus re´alistes,
et plus inte´ractives, nous avons imple´mente´ une nouvelle me´thode pour la mode´lisation et
une autre pour l’illumination. Les re´sultats d’e´valuation sont satisfaisants.
L’objectif global du projet est atteint. Cependant, plusieurs perspectives commencent a` eˆtre
envisage´es. Nous pensons que ce travail peut eˆtre une brique de base pour des travaux plus
affine´s qui peuvent traiter :
– Simuler plus d’effets de re´alisme tel que les inter re´flexions par approximation sans utili-
ser des mode`ls globaux et augmenter la complexite´.
– Inte´grer l’aspect multire´solution (LOD, programmation via le mate´riel graphique, ...).
– Possibilite´ d’inte´grer des objets (conc¸ue par un logiciel graphique) telque les arbres dans
le terrain de synthe`se .
Les fondements the´oriques pour ces diffe´rents axes sont e´labore´s. Mais un travail important
est exige´, pour passer de cet aspect the´orique, vers une re´alisation fructueuse.
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