Introduction
Increasingly, it is becoming important to be able to support the construction of systems which have the ability to change themselves during their execution. These systems, which we term dynamically composed systems (DCS), are important in constructing software which needs to be maintained in situ without the system being halted, as in telecommunications systems and other such large distributed systems. Furthermore, there has recently been a switch away from large monolithic programs to small communicating applications which are combined to form larger systems, as seen with the formation of the OpenDoc standard [17] , which uses CORBA [16] One important area which supports the construction of systems in general is configuration management; among other things, this deals with the identification, composition and consistency of a system. However, typical configuration management systems such as Make/RCS [3, 231, ClearCase [la] and Shape [lo] only support the construction of systems statically, and are more often than not best suited to the construction of monolithic systems; in these situations, configuration management ends once the program is running. Our research focusses on providing configuration management facilities which address the problems associated with the construction of DCS; these problems include the selection of components dynamically and the need to evaluate consistency on-the-fly, which can no longer be guaranteed statically. In [21] , these were identified as configuration management problems.
There are a number of possible approaches to reasoning about configurations of DCS. First, we could assume that all the components of a configuration are known at the time the system commences, but that components are able to be replaced dynamically. This is the approach taken in [6, 81 , in which a program is fully installed, but is updated in situ when a new version becomes available.
A second approach is to know the generic structure of the configuration of a system, but not to know the particular versions of some of the components in the structure until they are selected during execution. Such an approach is useful for incremental program development, for debugging, and to be able to customise
The final approach is the most general and involves not knowing even the generic structure of the configuration until it is incrementally composed at runtime. This occurs if it is difficult to know the generic structure of the system statically, as may be the case in distributed systems, or in the case of some persistent programming systems where the user chooses a path through the data and program components dynamically. This approach is also applicable to systems which may be extended at runtime. This paper focusses on identifying the requirements for being able to argue about the consistency of configurations of DCS. At present, we concentrate on the second approach, which allows us to ignore the issue of locating a component. This is an intermediate step toward solving the more general problem. The paper is organised as follows: Section 2 outlines how configurations of DCS can be specified for the second approach. Section 3 discusses the provision of a consistency mechanism for validating configurations of DCS, and gives some examples to highlight the issues in supplying such a mechanism. Section 4 discusses the interaction between consistency and version selection. Section 5 briefly discusses our implementation plan and future work.
Specifying Configurations of Dynamically Composed Systems
The overall goal of this work is to design tools which will aid in providing configuration management (CM) for DCS. The approach being taken follows the approach described in [13] , which involves developing a formalism for CM in these systems and using this formalism to delineate the design space for these tools.
The formalism for the CM concepts is based on the work of Wiebe [24, 251, which is concerned with providing a tool for generic CM; elements of CM, such as the structure of documents under CM and the meaning of consistency for a configuration, are specified by the user of this tool. This present section serves as an informal introduction to Wiebe's work, focussing on the terms and ideas to be employed in the rest of this paper.
Wiebe's work consists of two levels of formalism: the first level is concerned with specifying CM concepts in terms of an algebraic model. The second is the definition of a higher level language whose constructs are defined using the algebraic model. This language, called Jason in [24, 251, is the basis of the formalism in this paper.
The types of entities managed by Jason are defined in an object-oriented notation. Instances of these types are stored in a database, which Wiebe terms the "objectbase", but which we will refer to as a repository. The mechanics of the storage of objects and the management of access to the repository are not dealt with by the model. A class is comprised of a set of attributes and attribute types; objects bind these attributes to values of the type. A Configuration object has one attribute, components, which is the set of components contained in a configuration. Such objects and their interconnections can therefore represent the elements which comprise a system.
Wiebe abstracts over the evolution of an object by providing an aggregation concept called version families. Version families are used to represent both revisions and variants. The version family is defined by binding the values of some attributes in a particular class. Two examples of a version family are given in Figure 2 ; the family called main represents all objects with the type Component which have their name attribute bound to the value "main". Configurations are defined as the closure of objects reachable from a particular object. For example, Figure 1 describes a configuration, which has a set of components. Given an object of type Configuration, a configuration consists of all the objects reachable from the components set, and their closures. An element which is needed for configuration management is a system model, which gives a generic description of the structure of configurations. The system template construct of Jason supplies such genericity by referring to version families, rather than objects, as is shown in Figure 2 . This system template is one for a simple configuration consisting of two components, a reference component and a main component. Note that the system template only refers to version families; thus, valid members of this system template are all Configuration objects which have members of the main and reference version families in their components sets.
Version families can be specialised by binding other attributes in the family, thus restricting the members of version families further. This specialisation is referred to as refining a version family. Refining a family such that all its attributes are bound is referred to as selecting a member of the version family; such a refinement results in a total object. A totally bound configuration is a system template which has been refined so that its closure contains only total objects. We define a partially bound configuration to be a system template which has been refined so that it has a mixture of version families and total objects in its closure.
In Jason, system templates are refined by selecting members of version families, where possible, and building objects otherwise. Selection is specified by defining selection rules expressed in first order logic. To facilitate building, dependency relations between source and derived objects are specified, and build tools and rules are defined. These build and dependency mechanisms are not discussed further in this paper, because we concentrate on composing dynamically from already built objects, although an obvious extension to this work is the incorporation of these concepts.
Wiebe's model is a powerful one for validating configurations because the notion of consistency is not hardwired into the configuration management tool, but rather is specified by the user of the tool. Thus, consistency rules such as Habermann and Perry's well formed composition model 191, and others, can be specified using the first order logic notation.
Consistency Requirements for Dynamic Configurations
Building a configuration from a system template in a traditional configuration management system such as Make [3] is an atomic operation. The intermediate configurations involved in this refinement process are not seen outside the system; the user of a configuration management tool specifies a system template and, by performing a build operation, either obtains a configuration or receives notification of a build failure. Indeed, Wiebe defines this in his model by saying that "a system configuration that is derived from a template ... is represented as a total closure" [24] . However, DCS are composed incrementally, and therefore some of the components may not yet be bound (meaning that it is a partial configuration). Although there is, typically, little support for these partially bound configurations, it is still desirable to be able to analyse them so that we can answer questions about what comprises the system, and whether or not the partially bound configuration is consistent. This is especially important in DCS because these partially bound configurations may persist for some time, in contrast to their shorter lifetimes in traditional CM systems. We can do this by extending the model of consistency in Wiebe's system and changing the behaviour of consistency evaluation.
To check consistency, Jason requires that consistency constraints be specified using first order logic, and configurations passed to them. We also express consistency in this fashion, but have the following requirements for evaluating the consistency of a DCS.
0 Consistency needs to be evaluated against partial configurations. The results obtained from an evaluation of partial configurations need to subscribe to the following rules:
-if it is possible for a configuration to be consistent through the selection of a member of a version family, then evaluating the relevant consistency constraint must return success, -if it is not possible for a configuration to be consistent through the selection of a member of a version family, the evaluation of the consistency constraint must return failure, -if it is not possible to determine the consistency or otherwise of a configuration, the evaluation of a consistency constraint must return neither failure nor success, and if it is possible to determine the consistency or otherwise of a configuration, the result should be reported immediately.
It may not be immediatedly obvious why the third case above is needed. However, suppose that an object is encountered during consistency checking which does not have one of its attributes bound to a specific value (i,e. it is undefined), but this attribute is necessary for evaluating the constraint. Then, it is not possible to say with certainty whether this object forces the configuration to be consistent or not. In such circumstances, the constraint should neither fail nor succeed.
e Consistency needs to be evaluated each time a component is selected. This implies an incremental algorithm, so that the amount of calculation performed at each stage is proportional to the amount of change to a system:
-if a version family is a member of the partial configuration, and the family is extended (say, when another component which is valid as a member of the family is added to the object base), then consistency needs to be reevaluated.
As far as possible in modelling configuration management for dynamically bound systems, we use Jasonlike constructs. The method we have chosen as a starting point for modelling is to allow system templates to be defined statically, and then refined during execution as components are selected. We use the same notation as Wiebe for system templates and selection rules, and extend the notion of version families to satisfy our requirements for consistency. The next section discusses the issues in evaluating the consistency of partially bound configurations so that they satisfy the requirements stated above. database, for example. This example, and the one in the Section 4.2, are only meant to illustrate some of the issues in defining consistency for partially bound configurations of DCS.
These examples are not intended to imply that the scope of this work is limited to addressing the specific problem of whether all the components required in a configuration are provided by the collection of available components. This specific problem represents but one way to define the consistency of configurations and is merely presented here as an example of a suitable size for presentation in a paper. Furthermore, it is worth noting that the approach to defining consistency in this paper is a general one, and allows a range of possible definitions of how the consistency of a system configuration is to be regarded. In particular, it is not restricted to a definition which amounts to a restatement of the well-known "interface matching" problem (as is used, for example, in the retrieval of reusable DB-Component, has the same attributes as Component (as defined through inheritance) and a field which indicates the reference database with which it is compatible. Associated with the Configuration class is a constraint, which all objects of this class must satisfy. This constraint says that a consistent Configuration object is one where every binding required by a component must be provided by at least one of the components of the object. Figure 4 illustrates an example using this simple notion of a consistent configuration for our references database application, and is simply a diagrammatic representation of a possible system template as described in Figure 2 . The notation used in this example is given in Figure 5 , where objects are enclosed in boxes which have the type of the object in a box at the top <object type> ... of the main box. The attribute bindings for the object are given by the <attribute>=<value> notation in the main box (where a value of "?" means that the attribute is yet to be bound).
Imagine that the repository includes the objects in Figure 4 . Thus, the repository contains some total objects: the Component object (which we shall refer to as main), and the four DB-Component objects. The partially bound objects are the reference version family at the top of the left-hand subtree in Figure 4 (which has its name attribute defined as "reference", but which has its other fields undefined), and the Configuration object, which is partially bound because it has reference in its closure. Because version families represent all objects of the same type which have the same attributes bound to the same values as those in the definition of the version family, the grey area in Figure 4 shows those objects which are members of the version family (the family definition is at the top of the grey area, the members are below it). The question of interest is "Is this partially bound configuration consistent?" Note that if the Configuration object was a totally bound object (i.e., only referred to tolally bound objecls), il would be found to be consistent if the constraint in the definition of Configuration returned true. However, this is not the case, as the DB-Component has not been bound. Note, though, that selecting any member of the reference version family will result in a consistent configuration. The choices for the way in which constraints could be evaluated against partially bound configurations are:
1. treat undefined sets as empty sets, 2. treat undefined sets as undefined, and define constraints to return undefined if they encounter an undefined value, or 3 . alter constraints so that they evaluate over the entire membership of a version family -the result of the constraint would then be evaluated for each member and the logical conjunction of these formed to provide the overall result.
Treating undefined sets as empty in the case of this example would result in the constraint returning false ("nnewref erence" is required by main, but is not provided by the reference family). This clearly violates the requirement that constraints should not return false if a Consistent configuration can result from choosing an existing member of a family.
The second and third options are potentially more appropriate for the above example. The second method is the one used by Wiebe. Using this definition, the constraint will result in undefined ( c 2 . provides is undefined at some stage through the evaluation). However, this does not work so well if we change the example slightly.
Let us choose a different main for the configuration.
The new main is shown in Figure 6 . The only difference between this main and the one in Figure 4 is that it requires an additional binding, "getauthor". Now it is not possible for a consistent configuration to result from choosing any member of reference family as none of its members provides "getauthor". However, the second method of constraint evaluation still results in undefined being returned, for the same reasons as those given above. This does not comply with the requirement that failure should be returned if it is not possible for a configuration to be consistent.
Using the third method, the constraint will evaluate as if each member of the family has been chosen and will return true for the first example, and false for the latter example. This fulfils our requirements. This is a significant difference from the way version families are defined by Wiebe, and means that constraints are satisfied for partially bound configurations until it is no longer possible to choose a component for which they are satisfied.
Constraining Partially Bound Configurations to Produce Consistent Configurations.
Feiler [a] states that "the concern of CM support is to maintain a version history of a system and its components, and to select component versions that result in a Consistent configuration". In fact, Wiebe's model permits consistency constraints to be used as selection rules, allowing consistent configurations to be selected. However, in practice, Wiebe's selection and consistency are evaluated at separate times -selection is performed during the build process, consistency at some later time. The only built-in consistency at selection time is to ensure that once an object is selected, the selected object will be used if a version of the object is needed again'. However, because it is necessary in DCS to evaluate consistency as the system is composed, the interaction between consistency and selection is more tightly coupled, and the precise semantics of this interaction needs to be defined. The following example illustrates this interaction. Figure 7 extends the class definitions in Figure 3 to include an extra constraint and some extra attributes. Each Component-2 object (which inherits from Component in Figure 3 ) has an attribute, format, indicating what type of object code it is. The first constraint in Configuration is the same as that in Figure  3 . The second constraint of has the same format. Figure 8 illustrates a partially bound configuration using these extra attributes. A Component-2, whose name is "main", has been selected to be the version 1.1 (i.e., release=i and level=i), and to have format "a.out". The reference family has its name attribute defined as "reference", but has no other attributes defined.
Now, suppose that the reference family is refined via the selection rule in Figure 9 , which states that from a family of Component-2 objects, the latest member is selected. Clearly, this selection rule, when applied to the partially bound configuration in Figure 8 , will select the member of the reference family which has release = i and level = 2. However, selecting this member will result in an inconsistent configuration, because the format attribute of this member is defined as "coff", which is different to the one in main.
The issue here is how consistency and selection should work together. We do not wish to modify the selection rule to include references to consistency because we may not be able to determine which objects reference, and dictate the consistency of, a version family. Figure 9 . A rule to select the latest Component-2.
The method chosen for our implementation is similar to the one described in [26, 271, where a system is consistent if the set of possible systems is non-empty. The possible systems are determined by translating consistency rules into rules which constrain version families to contain only those members which, when chosen, will result in a consistent configuration. If a version family is constrained so that no members fulfill the requirements, the set of possible configurations is empty. Constraining version families in this way relies on an algorithm which supports the satisfaction of constraints.
Returning to the example in Figure 8 , the reference version family contains members which, if chosen, will result in an inconsistent configuration, according to our definition of consistency in Figure 7 . Specifically, selecting the member with format equal to "cof f 'I will result in inconsistency according to the second rule of the Configuration class. The behaviour which we desire is that, once main with release=l and level=i is selected, the rules will constrain members of the reference family to preclude those members which do not provide n e w i e f erence, and those whose format is not "a.out", therefore removing the member with rdease=i and l e v e l = 2 . In this way, consistency evaluation over partially bound configurations also refines families.
Conclusions, Related Work and Future Work
This paper has presented some of the issues in validating the consistency of partially bound configurations of dynamically composed systems. Partially bound configurations are important in these systems because describing a totally bound configuration before the system runs is not general enough for a large number of these systems. The requirements for consistency of partially bound configurations are that e failure only be reported once it is not possible to choose any component such that a consistent configuration results, and e failure is to be reported as soon as this condition exists.
This paper has concentrated on the issues involved when it is possible to define a generic system template statically. In particular, we discuss how consistency should be evaluated against version families, which r e p resent the possible choices for a particular component, and how consistency constraints can be used to refine version families so that the choice space is limited to the set of possible consistent configurations every time a component is selected. The next step in this work is to investigate the issues in defining the system template dynamically, as suggested in [l] . This raises the important issue of how to relate such templates back to the configuration management process which applied when the system was developed.
Currently, we are involved in codifying a set of formal definitions for the concepts underlying the this work; an initial version of these definitions is presented in [22] . Work is also proceeding on the implementation of a prototype consistency mechanism to support the ideas proposed in this paper, using an incremental consistency maintenance tool developed for describing the static semantics of programming languages [19] , and incorporating a similarly generic model of dynamic binding, which is alluded to in [21] .
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