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 Kurzfassung
Obwohl die Objektorientierung in der Software-Entwicklung inzwi-
schen weit verbreitet ist, verursacht der Test der so entwickelten Program-
me immer noch viele Probleme. So ist der Test objektorientierter 
Programme meist deutlich schwieriger und damit aufwändiger als der im 
Umfang vergleichbarer, prozeduraler Programme. Eine Ursache hierfür 
ist, dass die meisten bisher für den Test objektorientierter Programme 
vorgeschlagenen Verfahren die Eigenschaften derart entwickelter Pro-
gramme nicht genügend berücksichtigen. Zum Beispiel tragen nur wenige 
Testverfahren der Verlagerung der Programmkomplexität aus den einzel-
nen Methoden einer Klasse in das Zusammenspiel der Objekte zur Lauf-
zeit Rechnung. Ausgehend von dieser Situation stellt die Arbeit daher 
einen neuen rollenbasierten Ansatz für den Test objektorientierter Pro-
gramme vor, der sich darauf konzentriert, das als Rollenmodell spezifi-
zierte Zusammenspiel der Objekte zur Laufzeit zu testen. Dazu wird 
zunächst gezeigt, wie man mit Hilfe von Rollenmodellen Kollaborationen 
aus dem Zusammenspiel der Objekte in einem Programm isolieren und 
weitgehend unabhängig von einer konkreten Implementierung spezifizie-
ren kann, bevor anschließend darauf eingegangen wird, wie man aus ei-
nem solchen Rollenmodell wiederverwendbare Testfälle für eine 
Kollaboration ableiten kann. Zusätzlich wird vorgestellt, wie man die so 
gewonnenen Testfälle für den effizienten Regressionstest im iterativen 
Entwicklungsprozess automatisieren kann. Abschließend wird die Effek-
tivität des Testansatzes am Beispiel verschiedener zentraler Kollaborati-
onen aus dem JHotDraw-Rahmenwerk demonstriert und bewertet, wobei 
insbesondere der dafür erforderliche Aufwand untersucht wird.iii
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 Abstract
Although object-orientation today is widespread in the area of softwa-
re development, testing the corresponding programs still causes many 
problems. This means testing object-oriented programs usually is much 
more difficult and therefore expensive than testing their procedural coun-
terparts. One reason for this is that most testing approaches that so far 
have been suggested for object-oriented software do not adequately con-
sider the special properties of programs, which have been developed by 
object-oriented means. For instance, only a few testing approaches consi-
der the shift of program complexity from single methods in a class into 
the collaboration of objects at runtime. Based on this situation, this work 
presents a new role-based approach to testing object-oriented programs 
that concentrates on testing object collaborations, which have been speci-
fied using role models. For this purpose it is first shown, how role models 
can be used to isolate collaborations of objects from a programs runtime 
structure and specify them independent of a concrete implementation. Af-
terwards it is presented, how test cases can be derived from such a role 
model that are reusable for different implementations of the correspon-
ding collaboration. Additionally it is shown, how the derived test cases 
can be automated for efficient regression testing in the iterative develop-
ment process. In the end the effectiveness of the approach is demonstrated 
and evaluated by testing different central collaborations from the JHot-
Draw framework. On this occasion especially the expenses for the ap-
proach are investigated.v
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1 Einleitung
Obwohl die Objektorientierung in der Software-Entwicklung inzwischen weit 
verbreitet ist, verursacht der Test objektorientierter Software immer noch große Pro-
bleme. So ist der Test eines objektorientierten Programms meist deutlich schwieriger 
und damit aufwändiger als der Test im Umfang vergleichbarer, prozeduraler Pro-
gramme. Eine Kernthese dieser Arbeit ist, dass die Ursache hierfür darin zu suchen 
ist, dass die meisten Testverfahren, die bisher für objektorientierte Software entwi-
ckelt wurden, die Eigenschaften und die daraus resultierenden Anforderungen objek-
torientierter Programme nicht ausreichend berücksichtigen. Die folgenden 
Abschnitte erläutern dazu zum einen die in dieser Arbeit adressierte Problemstel-
lung, zum anderen stellen sie die daraus resultierende Fragestellung vor, die diese 
Arbeit beantworten muss. In diesem Zusammenhang wird auch auf die methodische 
Vorgehensweise eingegangen, die angewandt wurde, um die Fragen zu beantworten.
1.1 Problemstellung
Objektorientierte Programme sind mit dem Räderwerk einer mechanischen Uhr 
vergleichbar. Ähnlich wie ein Uhrwerk, das aus einer Vielzahl von Zahnrädern, Fe-
dern und Gabeln zu einem komplizierten Mechanismus zusammengesetzt ist, besteht 
ein objektorientiertes Programm in der Regel aus einer Vielzahl interagierender Ob-
jekte, die eng miteinander kooperieren, um eine ihnen gestellte Aufgabe zu erledi-
gen. Und ähnlich wie die Teile einer Uhr ist jedes der Objekte, für sich betrachtet 
leicht zu verstehen, weil es relativ einfach aufgebaut ist. Das Zusammenspiel der Ob-
jekte zur Laufzeit ist aber in der Regel genauso schwer, wenn nicht sogar noch deut-
lich schwerer zu verstehen wie die Abläufe in einer tickenden Uhr.
Unter dieser Verlagerung der Programmkomplexität in das Objektzusammenspiel 
leidet insbesondere die Testbarkeit objektorientierter Software. Denn dadurch ist es 
zum einen nur schwer nachvollziehbar, welchem Zweck das Zusammenspiel der Ob-
jekte dient, und Testfälle dafür zu entwickeln. Zum anderen gewinnen dadurch die 
Interaktionen der Objekte für die Semantik eines Programms enorm an Bedeutung, 
so dass es noch wichtiger wird, Testfälle für das Objektzusammenspiel vorzusehen.
Der systematische Test objektorientierter Software ist dabei nach wie vor ein 
schwieriges und in vielen Punkten offenes Problem. So findet man in der Literatur 
zwar verschiedene Verfahren, die speziell für den systematischen Test objektorien-
tierter Software entwickelt wurden. Diese konzentrieren sich aber meist auf den Test 
einzelner Klassen und vernachlässigen - nicht zuletzt aufgrund der damit verbunde-
nen Komplexität - den Test des Objektzusammenspiels.
Hinzu kommt, dass man objektorientierte Software heute meist in einem iterati-
ven, inkrementellen Prozess entwickelt. Eine in der Regel bereits lauffähige Imple-1
1 Einleitung
2  mentierung wird dabei solange verbessert und erweitert, bis das Ergebnis den zuvor 
aufgestellten Anforderungen genügt. Durch den Einsatz objektorientierter Rahmen-
werke kann man darüber hinaus früher geleistete Entwicklungsarbeit wiederverwen-
den. Doch beides erfordert auch, dass man die gleichen Testfälle mehrfach, 
typischerweise nach jedem Entwicklungszyklus, auf ein Programm anwenden kann. 
Nur wenige der aktuellen Ansätze für den Test objektorientierter Software, wie zum 
Beispiel der Test-First-Ansatz [Beck & Gamma (1998)], sind jedoch auf einen sol-
chen Regressionstest eines sich ständig verändernden Programms ausgerichtet. Die 
meisten Testverfahren setzen voraus, dass die Implementierung eines Programms 
vollständig abgeschlossen ist, wenn der Test beginnt. Die mit solchen Verfahren ge-
wonnenen Testfälle sind daher nur selten für den Regressionstest geeignet.
Dies alles führt dazu, dass objektorientierte Programme trotz ihrer enormen Kom-
plexität in der Praxis oft weniger getestet werden als ihre prozeduralen Vorgänger. 
Meist werden sie nach dem darwinistischen Prinzip des Trial-and-error entwickelt, 
bei dem eine Implementierung zunächst nur versuchsweise geändert wird, um zu se-
hen, ob das Programm weiterhin funktioniert. Und, wenn beim anschließenden Pro-
belauf keine offensichtlichen Fehler auftreten, gilt die Änderung als erfolgreich. 
Dabei wird aber nur selten getestet, welchen Einfluss eine Änderung auf andere Be-
reiche eines Programms hat, wo sie eventuell neue Fehler auslöst. Ziel dieser Arbeit 
ist es daher, einen neuen, möglichst systematischen Ansatz für den Test objektorien-
tierter Software zu entwickeln, der zum einen die Eigenheiten objektorientierter Pro-
gramme besser berücksichtigt und zum anderen auch im iterativen Umfeld der 
objektorientierten Software-Entwicklung eingesetzt werden kann.
1.2 Untersuchte Fragestellung
Die Verlagerung der Programmkomplexität in das Zusammenspiel der Objekte ist 
ein auffälliges Merkmal objektorientierter Programme. Um ein neues Testverfahren 
zu entwickeln, das sich besser als bisherige Verfahren dafür eignet, die Abläufe in 
einem objektorientierten Programm zur Laufzeit zu testen, muss man daher in erster 
Linie die folgende Kernfrage beantworten:
• Wie muss ein Testverfahren aussehen, mit dem man das Zusammenspiel 
der Objekte in einem objektorientierten Programm systematisch und 
effektiv testen kann?
Ein objektorientiertes Programm ist in der Regel zu komplex, um das Zusammen-
spiel all seiner Objekte zur Laufzeit zu verstehen, geschweige denn dieses Zusam-
menspiel in einem Schritt zu testen. Ein Testverfahren für objektorientierte 
Programme setzt daher voraus, dass man das Objektzusammenspiel in leichter hand-
habbare, aber dennoch testrelevante Teile zerlegt. Einen Ansatzpunkt hierfür bietet 
die Idee der Entwurfsmuster [Gamma et al. (1995)]. Denn mit verhaltensorientierten 
Entwurfsmustern (engl. behavioral design patterns), wie Observer, Command oder 
Iterator, kann man für einen Betrachter leichter überschaubare Ausschnitte aus dem                                                                                                                    
1.2   Untersuchte FragestellungZusammenspiel der Objekte isolieren und weitgehend unabhängig von einer konkre-
ten Implementierung beschreiben. Ein solcher Ausschnitt aus dem Objektzusam-
menspiel wird auch als Kollaboration bezeichnet.
Kollaborationen sind entscheidend für das Verhalten eines objektorientierten Pro-
gramms und zugleich ein charakteristisches Merkmal objektorientierter Software. Es 
liegt daher nahe, ein neues Testverfahren, das die Eigenschaften objektorientierter 
Programme besser berücksichtigt, von Anfang an kollaborationsorientiert zu gestal-
ten. Dabei wird für jede testrelevante Kollaboration eines Programms ein Modell er-
stellt, das das Verhalten der Objekte innerhalb der Kollaboration beschreibt, und das 
anschließend als Spezifikation für die Konstruktion entsprechender Testfälle dienen 
kann. Gleichzeitig hilft der Begriff der Kollaboration dabei, das ansonsten viel zu 
komplexe Zusammenspiel der Objekte in leichter verständliche Teile zu zerlegen.
Bevor man diese erste Idee in ein systematisches und effektives Testverfahren 
umsetzen kann, sind jedoch noch eine Reihe von Detailfragen zu beantworten. Denn 
obwohl die Bedeutung von Kollaborationen für die Modellierung der Abläufe in ob-
jektorientierten Programmen schon länger bekannt ist (vergleiche [Booch (1994)]), 
ist es immer noch ein weitgehend offenes Problem, wie man die Struktur und das 
Verhalten einer Kollaboration am besten modelliert. So kann man heute zwar mit 
Entwurfsmustern Ausschnitte aus dem Zusammenspiel der Objekte isolieren und be-
schreiben. Diese Beschreibungen basieren aber meist auf Beispiel-Implementierun-
gen der jeweiligen Kollaboration, die noch viel Raum für Interpretationen bezüglich 
des Kollaborationsverhaltens lassen. Entwurfsmuster sind daher meist nicht präzise 
genug, um daraus bereits Testfälle zu gewinnen. Die Idee, Entwurfsmuster als Test-
grundlage zu verwenden, wurde deshalb bisher nur ansatzweise diskutiert.
Mit dem Ziel ein möglichst systematisches und effektives kollaborationsorien-
tiertes Testverfahren für objektorientierte Programme zu entwickeln, muss man die 
Kernfrage dieser Arbeit deshalb in wenigstens drei Teilfragen zerlegen:
• Wie kann man testrelevante Kollaborationen so aus dem Zusammenspiel 
der Objekte zur Laufzeit isolieren und möglichst unabhängig von einer 
konkreten Implementierung modellieren, dass das entstehende Modell als 
Spezifikation für kollaborationsorientierte Testfälle dienen kann?
• Und wie kann man aus einem solchen Modell einer Kollaboration syste-
matisch Testfälle konstruieren, die weiterhin so implementierungsunab-
hängig sind, dass man sie für unterschiedliche Implementierungen der 
Kollaboration verwenden kann?
• Und wie kann man die zuvor konstruierten kollaborationsorientierten 
Testfälle so automatisieren, dass sie einen effizienten Regressionstest im 
iterativen Entwicklungsprozess objektorientierter Software unterstützen?
Alle drei Teilfragen müssen im Rahmen dieser Arbeit beantwortet werden, bevor 
man ein neues Verfahren für den Test objektorientierter Programme formulieren 
kann. Denn erst, wenn man der Komplexität eines objektorientierten Programms be-
gegnen kann, in dem man seine Laufzeitstruktur für den Test in besser handhabbare 3
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4  Teile - nämlich Kollaborationen - zerlegt, und zum anderen Testfälle dafür konstru-
ieren kann, die so implementierungsunabhängig sind, dass man sie für verschiedene 
Implementierungen derselben Kollaboration wiederverwenden kann, hat man einen 
entscheidenden Vorteil gegenüber existierenden Testverfahren erzielt. Wenn es dar-
über hinaus noch gelingt, die dabei gewonnenen Testfälle so zu automatisieren, dass 
sie unempfindlich gegenüber Änderungen an der Implementierung eines Programms 
bleiben, die keinen direkten Einfluss auf die zu testende Kollaboration haben, verfügt 
man zudem über ein Verfahren, das durch die Möglichkeit eines automatischen Re-
gressionstests optimal auf die für den iterativen Entwicklungsprozess objektorien-
tierter Software typischen Änderungszyklen ausgerichtet ist.
1.3 Methodisches Vorgehen
Wie die Diskussion der Fragestellung zeigt, müssen für die Entwicklung eines 
neuen Testverfahrens drei Aspekte - entsprechend den drei Teilfragen - untersucht 
werden. Denn ein derartiges Verfahren setzt nicht nur einen geeigneten Ansatz vor-
aus, um das Objektzusammenspiel für den Test zu modellieren, sondern erfordert zu-
dem tragfähige Ansätze für die Konstruktion und Automatisierung der Testfälle. Um 
der Breite der dafür zu untersuchenden Bereiche gerecht zu werden, wurden daher 
folgende Schritte gewählt, um die drei Teilfragen sukzessive zu beantworten:
• Analyse existierender Modellierungsansätze Voraussetzung für jeden 
Test ist eine Spezifikation des zu testenden Verhaltens. Für die Entwick-
lung des neuen Testverfahrens werden daher als Erstes existierende 
Ansätze für die Modellierung von Kollaborationen analysiert. Dabei wer-
den existierende Konzepte für die Modellierung des Objektzusammen-
spiels untersucht und danach beurteilt, ob sie als Grundlage für die 
Testfallkonstruktion verwendbar sind. Ziel dabei ist es, einen Modellie-
rungsansatz auszuwählen, der später als Testorakel dienen kann.
• Konzeption des Testverfahrens Ausgehend von der Analyse existieren-
der Ansätze werden als zweites die konzeptionellen Bestandteile eines 
Modellierungsansatzes entwickelt, der speziell dafür geeignet ist, Kolla-
borationen für den Test zu modellieren. Darauf aufbauend wird dann ein 
neues Testverfahren entwickelt, mit dem man aus dem Modell einer Kol-
laboration systematisch Testfälle ableiten kann.
• Validierung durch prototypischen Einsatz Drittens werden die zuvor 
entwickelten Konzepte und das Testverfahren an einem konkreten Bei-
spiel validiert. Dabei werden sowohl die Effektivität des Verfahrens als 
auch der dafür notwendige Aufwand untersucht.
Die drei vorgestellten Schritte bilden den Kern der Arbeit. Dieser wird durch eine 
Diskussion der technischen Randbedingungen ergänzt, die man bei der effizienten 
Automatisierung der Testfälle berücksichtigen muss. Dazu wird die Lösung vorge-
stellt, die gewählt wurde, um die Testfälle für die Validierung zu automatisieren.                                                                                                                   
1.4   Überblick über die Arbeit1.4 Überblick über die Arbeit
Die gesamte Arbeit ist in vier Teile gegliedert. Der erste Teil in den Kapiteln 2 bis 
4 präsentiert die Grundlagen der Arbeit. Dazu werden in Kapitel 2 zunächst die 
grundlegenden Konzepte diskutiert, die für das Verständnis der Arbeit erforderlich 
sind, bevor anschließend im Kapitel 3 die wichtigsten Begriffe zum Thema Softwa-
re-Test vorgestellt und die Ursachen für die Probleme beim Test objektorientierter 
Software im Detail untersucht werden. Ziel von Kapitel 3 ist, die Anforderungen zu 
sammeln, die man an einen alternativen Ansatz für den Test objektorientierter Soft-
ware stellen muss. Es zeigt sich jedoch, dass der am Ende von Kapitel 3 vorerst nur 
als Vision skizzierte, kollaborationsorientierte Testansatz voraussetzt, dass man das 
Zusammenspiel der Objekte präzise modellieren kann. Die nachfolgende Untersu-
chung existierender Ansätze für die Modellierung objektorientierter Kollaborationen 
in Kapitel 4 gibt daher einen Überblick über die wichtigsten Methoden, mit denen 
man die Dynamik objektorientierter Programme modellieren kann.
Der Vergleich in Kapitel 4 zeigt dabei, dass rollenbasierte Modellierungsansätze 
am besten geeignet sind, um das Zusammenspiel der Objekte für den Test zu spezi-
fizieren. Der zweite Teil dieser Arbeit im Kapitel 5 befasst sich daher eingehend mit 
den Konzepten der rollenbasierten Modellierung und zeigt, wie man die Bestandteile 
eines Rollenmodells definieren muss, um damit das Zusammenspiel der Objekte in 
einer Kollaboration zu spezifizieren. Und zwar so, dass das fertige Rollenmodell als 
Grundlage für den nachfolgenden Test dienen kann.
Der dritte Teil dieser Arbeit in den Kapiteln 6 und 7 stellt dann auf Basis der Rol-
lenmodelle aus dem vorangehenden Kapitel ein rollenbasiertes Testverfahren vor, 
das speziell auf die Eigenschaften objektorientierter Software ausgerichtet ist. Das 
eigentliche Testverfahren wird im Kapitel 6 vorgestellt, das zeigt, wie man rollenba-
sierte Testfälle systematisch konstruieren und dokumentieren kann. Das Kapitel 7
diskutiert zusätzlich, wie man die fertig konstruierten, rollenbasierten Testfälle so 
implementieren kann, dass sie für den effizienten Regressionstest eines objektorien-
tierten Programms verwendbar sind. Das Kapitel 7 unterstreicht somit die praktische 
Anwendbarkeit des Verfahrens.
Der letzte und vierte Teil der Arbeit in den Kapiteln 8 und 9 dient der Validierung 
und Bewertung des entwickelten Testansatzes. Das Kapitel 8 zeigt dazu anhand ver-
schiedener für das JHotDraw-Rahmenwerk konstruierter Rollenmodelle, wie man 
das Zusammenspiel der Objekte in einem objektorientierten Programm mit Rollen-
modellen spezifizieren und testen kann. Die im Rahmen der Validierung gesammel-
ten Erfahrungen und Ergebnisse werden anschließend ausgewertet und in Kapitel 9
abschließend bewertet.
Die Anhänge A bis C ergänzen die Arbeit, indem sie Themen wie die Notation 
von Rollendiagrammen (siehe Anhang A) und die Dokumentation von Rollenmodel-
len (siehe Anhang B) diskutieren, die die praktische Arbeit mit Rollenmodellen und 
den rollenbasierten Test unterstützen. Der Anhang C liefert darüber hinaus noch zu-5
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6  sätzliche Details für die Implementierung rollenbasierter Testfälle, indem er den 
technischen Aufbau, der dafür erforderlichen Adapter erläutert.
1.5 Verwendete Notation
Für alle in dieser Arbeit angegebenen Analyse- und Entwurfsdiagramme werden 
die entsprechenden Standards und Notationen bezüglich Analyse und Entwurf objek-
torientierter Software verwendet. So basieren alle Klassen- und Objektdiagramme in 
dieser Arbeit, sofern nicht ausdrücklich anders angegeben, auf der UML (Unified 
Modeling Language) in der Version 1.4 vom September 2001 [OMG (2001)]. Dies 
gilt im Übrigen auch, von wenigen Anpassungen abgesehen (siehe Anhang A), für 
die in Kapitel 5 vorgestellten Rollen- und Realisierungsdiagramme.                                                                                                                   
2 Grundlagen
Im Zentrum dieser Arbeit steht das Testen objektorientierter Software. Grundlage 
dafür ist das heute allgemein akzeptierte Verständnis der wichtigsten objektorientier-
ten Begriffe, wie man es unter anderem bei [Booch (1994)], [Rumbaugh et al. 
(1991)] und [Meyer (1997)] oder auch in der UML [OMG (2001)] findet. Um ein 
tragfähiges konzeptionelles Fundament für die nachfolgenden Kapitel zu schaffen 
und Missverständnisse von vornherein auszuschließen, geben die folgenden Ab-
schnitte jedoch nochmals einen Überblick über die für diese Arbeit zentralen Begrif-
fe wie Objekt, Klasse sowie Kollaboration und ihre Definition im Kontext der 
Arbeit. Das Kapitel bildet damit eine Referenz für die übrige Arbeit und bereitet zu-
gleich die Diskussion der Problemstellung in Kapitel 3 vor.
2.1 Objekt
Die „objektorientierte“ Sicht entspricht in vielerlei Hinsicht der Art, wie wir Men-
schen die Welt wahrnehmen [Booch (1994)]. Wir sind es gewohnt, die Welt in Din-
ge, sprich Objekte, einzuteilen, die wir eindeutig identifizieren und voneinander 
unterscheiden können. Jedes Objekt zeichnet sich dabei durch seine typischen Eigen-
schaften - seine Attribute - und sein charakteristisches Verhalten aus.
Abb. 2-1  Gekapseltes Objekt
Analog zur realen Welt wird deshalb auch in der objektorientierten Programmie-
rung ein Objekt (siehe Definition 2-1) nur von außen betrachtet, während seine inter-
ne Realisierung gekapselt bleibt. Dabei bündelt ein Objekt Daten mit den 
Operationen, die auf diesen Daten arbeiten können, den so genannten Methoden, zu 
einer Einheit (vergleiche Abb. 2-1). Und jede Methode realisiert eine Nachricht, die 
das Objekt versteht. Die intern verwendete Datenstruktur sowie der implementierte 
Code der Methoden sind dagegen von außen nicht zugänglich. Klienten eines Ob-
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Definition 2-1
Definition 2-2jekts, in der Regel andere Objekte, können daher nur mittels Nachrichten mit dem 
Objekt interagieren. Nach außen tritt ein Objekt also nur durch seine Nachrichten
und Attribute in Erscheinung.
2.1.1 Objektzustand
Jedes Objekt besitzt einen Objektzustand (siehe Definition 2-2) der durch die At-
tribute des Objekts beziehungsweise die aktuellen Werte der gekapselten Daten be-
stimmt ist. Aufgrund der Datenkapselung kann der Objektzustand von Klienten nur 
durch Nachrichten verändert werden. Der aktuelle Zustand eines Objekts kann daher 
stets aus dem Anfangszustand des Objekts (unabhängig davon, von wo es beim 
Nachrichtenaufruf referenziert wurde) und der Folge aller danach an das Objekt ge-
richteten Nachrichten ermittelt werden.
Der aktuelle Zustand eines Objekts, das eine Nachricht empfängt, beeinflusst 
meist den Ablauf der zugehörigen Methode und damit das Verhalten des Objekts. 
Welchen Rückgabewert eine Nachricht liefert und welche weiteren Nachrichten ein 
Objekt als Reaktion auf die empfangene Nachricht verschickt, hängt also in der Re-
gel auch vom Objektzustand ab. Das Verhalten eines Objekts kann daher in vielen 
Fällen mit einem Zustandsautomaten spezifiziert werden. Ein Umstand, der zum Bei-
spiel beim zustandsbasierten Klassentest (siehe Abschnitt 3.3.1.1) ausgenutzt wird.
2.1.2 Objektidentität
Jedes Objekt hat eine eindeutige Objektidentität (siehe Definition 2-3), die nicht 
durch den momentanen Objektzustand beeinflusst wird. Egal welche Nachrichten ein 
Objekt empfängt, seine Identität bleibt davon unberührt. Technisch ist die Identität 
eines Objekts in der Regel an den Speicherplatz gekoppelt, den das Objekt im Haupt-
speicher belegt. Die Objektidentität ist daher eng mit dem Lebenszyklus eines Ob-
jekts - von seiner Erzeugung bis zur Speicherfreigabe - verknüpft. Aufgrund ihrer 
Objekt (object)
Ein Objekt bündelt Daten mit den Methoden, die auf diesen Daten arbei-
ten, zu einer Einheit. Die Implementierung der Daten und Methoden ist 
gekapselt, so dass ein Objekt nach außen nur durch seine Attribute und 
Nachrichten auftritt.
Objektzustand (object state)
Jedes Objekt hat einen Zustand, der einer bestimmten Wertebelegung 
seiner Attribute beziehungswiese Daten entspricht, und der das Verhal-
ten der zugehörigen Nachrichten beeinflusst.                                                                                                                   
2.1   Objekt
Definition 2-3
Definition 2-4unterschiedlichen Identität, sprich ihrer getrennten Speicherplätze, können zwei Ob-
jekte so jederzeit voneinander unterschieden werden.
2.1.3 Objektbeziehung
Ein Objekt ist in der Regel auf die Dienste anderer Objekte angewiesen. Dazu 
muss es jedoch Nachrichten an die anderen Objekte schicken, was voraussetzt, dass 
das Objekt den Empfänger jeder Nachricht „kennt“. Oder anders ausgedrückt: Damit 
zwei Objekte zur Laufzeit zusammenspielen können, muss beim Versand einer 
Nachricht eine Verbindung zwischen den zwei betroffenen Objekten existieren. Die-
se Verbindung wird als Objektbeziehung (siehe Definition 2-4) bezeichnet.
Die Objektstruktur eines objektorientierten Programms zur Laufzeit wird von den 
Objekten und ihren Objektbeziehungen bestimmt. Sie kann zum Beispiel mit UML-
Objektdiagrammen dargestellt werden. Ein Objektdiagramm zeigt dabei einen Aus-
schnitt aus der Objektstruktur zu einem bestimmten Ausführungszeitpunkt. Wie die 
dort dargestellten Objektbeziehungen technisch zustande kommen, wird dabei nur 
selten betrachtet.
Abb. 2-2  UML-Objektdiagramm für den Ausschnitt einer Bibliotheksverwaltung
Als Beispiel ist in Abb. 2-2 das Objektdiagramm für den Ausschnitt einer Bibli-
otheksverwaltung dargestellt. Das Objekt mit dem Namen bibthek repräsentiert in 
diesem Fall eine Bibliothek, während die drei Objekte b1, b2 und b3 in der Biblio-
Objektidentität (object identity)
Jedes Objekt hat eine eigene Identität, die es von anderen Objekten ein-
deutig unterscheidet.
Objektbeziehung (link)
Die Verbindung zwischen zwei Objekten zur Laufzeit, über die eine 
Nachricht geschickt werden kann.
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Definition 2-5thek verwalteten Büchern entsprechen. Die Objektbeziehungen zeigen hier zum Bei-
spiel, dass die Bibliothek auf die Bücher zugreifen kann und deshalb Nachrichten mit 
ihnen austauschen kann. Das in Abb. 2-2 ebenfalls dargestellte Objekt verwalter
steht dagegen für den Bibliothekar, der die Bibliothek verwaltet. Auch dieser ist bei 
seinen Aufgaben auf eine Objektbeziehung zur Bibliothek angewiesen.
2.2 Klasse
Das Konzept der Klasse (siehe Definition 2-5) ist untrennbar mit dem des Objekts 
verknüpft. Denn eine Klasse definiert, wie ein Objekt aussehen muss: Welche Attri-
bute es besitzt, und welche Nachrichten es versteht. Die Klasse wird deshalb auch 
häufig als Bauplan eines Objekts bezeichnet.
Jedes Objekt ist eine konkrete Ausprägung der durch seine Klasse vorgegebenen 
Attribute. Man bezeichnet ein Objekt daher auch als Instanz einer Klasse, wobei man 
von jeder Klasse theoretisch unendlich viele Instanzen erzeugen kann. Alle Objekte 
einer Klasse haben demzufolge die gleichen Attribute und verstehen dieselben Nach-
richten, die Klasse ist die Abstraktion dieser Menge von Objekten. Die Begriffe Ob-
jekt und Instanz werden dabei meist synonym verwendet.
Abb. 2-3  Klasse Person in UML-Notation
Doch viel wichtiger als diese technische ist die konzeptuelle Sicht auf die Klasse. 
Denn wie der Name sagt, werden mittels Klassen Objekte klassifiziert. So werden 
alle Objekte, die den gleichen Begriff in einer Anwendungsdomäne verkörpern, wie 
etwa Person (siehe Abb. 2-3), durch eine gemeinsame Klasse modelliert. Die Klasse 
fasst dabei die Gemeinsamkeiten der Objekte zusammen und vernachlässigt ihre Un-
terschiede, sofern diese für die Anwendung bedeutungslos sind. Insbesondere abstra-
hiert die Klasse von den aktuellen Zuständen und Identitäten der Objekte und steht 
nur noch für den zentralen Begriff aus der Anwendungsdomäne. Die Suche nach 
Klassen und Klassennamen beginnt daher meist mit der Identifikation wichtiger Be-
griffe in der jeweiligen Anwendungsdomäne.
Klasse (class)
Eine Klasse abstrahiert von einer Menge von Objekten, die alle die glei-
chen Attribute haben und dieselben Nachrichten verstehen.
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2.2   Klasse
Definition 2-62.2.1 Klassenschnittstelle
Unabhängig von der verwendeten Programmiersprache umfasst jede Klasse zwei 
Teile: eine Schnittstelle und eine Implementierung. Die Klassenschnittstelle (siehe 
Definition 2-6) in der die Nachrichten vereinbart sind, die ein Objekt der Klasse ver-
steht, entspricht dabei dem öffentlichen, von außen zugänglichen Teil einer Klasse. 
Dort sind alle öffentlichen Methoden einer Klasse mit vollständiger Signatur, beste-
hend aus Methodenname, Liste der erwarteten Parameter und Typ eines eventuellen 
Rückgabewerts, deklariert. Wie die Methoden und ihre Daten implementiert sind, 
bleibt dagegen verborgen.
In Smalltalk sind per Definition alle in einer Klasse implementierten Methoden 
öffentlich und somit Teil der Klassenschnittstelle. Ein Klient kann daher alle in einer 
Smalltalk-Klasse implementierten Methoden ausführen, indem er Nachrichten, be-
stehend aus dem Methodennamen und einer Liste aktueller Parameter, an das Small-
talk-Objekt richtet. In Java und C++ dagegen kann die Sichtbarkeit der in der 
Klassenschnittstelle deklarierten Nachrichten zusätzlich durch Schlüsselwörter wie 
public, protected und private gesteuert werden. public-Methoden sind 
dabei wie in Smalltalk öffentlich und von überall zugänglich, während private- 
und protected-Methoden nur den Methoden innerhalb derselben Klasse bezie-
hungsweise einer Subklasse zur Verfügung stehen. Die private- und protec-
ted-Methoden sind folglich in der Implementierung gekapselt und bleiben deshalb 
für die Klienten eines Objekts unsichtbar. Für den Test des beobachtbaren Verhaltens 
eines Java- oder C++-Objekts genügt es daher fast immer die public-Methoden 
der zugehörigen Klasse zu betrachten.
2.2.2 Klassenimplementierung
Die Implementierung einer Klasse ist gekapselt und kann deshalb beliebig verän-
dert werden, solange sie die in der Schnittstelle versprochenen Nachrichten und Ei-
genschaften implementiert. Dementsprechend muss die Klassenimplementierung
Methoden für alle deklarierten Nachrichten anbieten, was zur Folge hat, dass alle In-
stanzen einer Klasse das gleiche Verhalten aufweisen. Ein wichtiger Bestandteil der 
Klassenimplementierung ist außerdem die Implementierung der Datenstruktur, auf 
der die Methoden arbeiten. Denn jede Wertebelegung dieser Datenstruktur entspricht 
einem anderen Zustand des zugehörigen Objekts (vergleiche Abschnitt 2.1.1). Die 
Implementierung der Datenstruktur legt so bereits den Zustandsraum fest, den jedes 
Objekt der Klasse besitzt.
Klassenschnittstelle (class interface)
Der öffentliche Teil einer Klasse, in dem die Nachrichten, die ein Objekt 
der Klasse versteht, deklariert sind. Jede Nachricht ist durch die Signatur 
einer entsprechenden öffentlichen Methode spezifiziert.11
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Definition 2-7In Smalltalk ist die Klassenimplementierung grundsätzlich gekapselt und daher 
für Klienten unzugänglich, während man in Java und C++ die Sichtbarkeit von Tei-
len der Datenstruktur ähnlich wie die von Methoden (siehe Abschnitt 2.2.1) steuern 
kann. Da es allerdings gegen das Prinzip des Information Hiding verstoßen würde, 
Teile der Datenstruktur durch das Schlüsselwort public öffentlich zu machen, gilt 
für diese Arbeit die Prämisse, dass die Implementierung einer Klasse für Klienten nie 
zugänglich ist. Klienten können daher die Attributwerte eines Objekts nur mit ent-
sprechenden Zugriffsnachrichten ermitteln oder verändern.
2.2.3 Assoziation
Die Objektbeziehungen (siehe Abschnitt 2.1.3), die ein Objekt zur Laufzeit mit 
anderen Objekten verbinden, werden ebenfalls bereits in den Klassen angelegt. Zum 
Beispiel wird die Datenstruktur einer Klasse meist mit Hilfe anderer Klassen imple-
mentiert, so dass jede Instanz der Klasse zur Laufzeit über entsprechende Objektbe-
ziehungen zu Instanzen dieser anderen Klassen verfügt.
Jede Objektbeziehung folgt somit aus einer strukturellen Beziehung, die bereits 
zwischen den Klassen der Objekte existiert. Eine solche strukturelle Beziehung zwi-
schen Klassen wird auch als Assoziation (siehe Definition 2-7) bezeichnet. Analog 
zur Instanzbeziehung zwischen Klasse und Objekt ist dabei jede Objektbeziehung 
die Instanz einer Assoziation zwischen den zugehörigen Klassen.
Abb. 2-4  UML-Klassendiagramm für das Beispiel einer Bibliotheksverwaltung
Die Klassenstruktur eines Programms, also die Klassen mit ihren Assoziationen, 
wird im UML-Klassendiagramm dargestellt. Das Klassendiagramm zeigt demzufol-
ge die statische Sicht auf Begriffe einer Anwendungsdomäne und ihre strukturellen 
Abhängigkeiten. So zeigt zum Beispiel Abb. 2-4 das Klassendiagramm der Biblio-
theksverwaltung aus dem in Abb. 2-2 dargestellten Objektdiagramm. Im Gegensatz 
Assoziation (association)
Zwei Klassen sind miteinander assoziiert, wenn eine strukturelle Bezie-
hung zwischen den beiden Klassen existiert.
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2.3   Typ
Definition 2-8zum Objektdiagramm, das die Objektstruktur zur Laufzeit wiedergibt, zeigt das 
Klassendiagramm die statischen Abhängigkeiten zwischen den Begriffen Bibliothek, 
Buch und Bibliothekar. So umfasst jede Bibliothek wenigstens ein Buch und darf 
maximal 100 Bücher aufnehmen, und verfügt jeder Bibliothekar über genau eine Bi-
bliothek. Die Klassenstruktur repräsentiert demnach die Struktur der Begriffe.
Die UML unterscheidet aufgrund ihrer unterschiedlichen Eigenschaften zwischen 
verschiedenen Arten von Assoziationen, wie zum Beispiel Aggregation und Kompo-
sition. Außerdem kann eine Assoziation in der UML eine Richtung haben, die ihre 
Navigierbarkeit angibt. So kann zum Beispiel ein Objekt der Klasse Bibliothe-
kar in Abb. 2-4 Nachrichten an ein Objekt der Klasse Bibliothek richten, aber 
nicht umgekehrt Bibliothek an Bibliothekar. Da eine Assoziation nur die 
statische Beziehung zwischen Klassen beschreibt, man aber zur Laufzeit beliebig 
viele Instanzen einer Klasse erzeugen kann, können in der UML darüber hinaus für 
jede Assoziation Kardinalitäten der assoziierten Klassen angegeben werden. So legt 
zum Beispiel die Kardinalität 1..100 der Assoziation zwischen Buch und Bi-
bliothek in Abb. 2-4 fest, dass ein Objekt der Klasse Bibliothek zur Laufzeit 
mindestens ein und maximal 100 Objekte der Klasse Buch aggregieren kann. Für 
weitere Details zur Darstellung von Assoziationen sei hier auf die aktuelle UML-
Spezifikation [OMG (2001)] verwiesen.
2.3 Typ
Der Typ eines Elements schützt es davor, dass es von einem Klienten willkürlich 
oder anders als beabsichtigt verwendet wird [Cardelli & Wegner (1985)]. Ein Typ
(siehe Definition 2-8) spezifiziert daher zum einen die Menge der Werte, die ein Ele-
ment des Typs annehmen kann - den gültigen Wertebereich -, und legt andererseits 
die Operationen fest, die man auf Elemente des Typs anwenden darf.
So definiert zum Beispiel der Typ short in der Programmiersprache Java als 
Wertebereich die Ganzzahlen von -32768 bis +32767, so dass der Compiler einen 
Typfehler signalisiert, sobald jemand versucht einer Variablen vom Typ short ei-
nen Wert zuzuweisen, der nicht in diesem Wertebereich liegt. Gleichzeitig dürfen auf 
Elemente vom Typ short nur die für diesen Typ definierten Operationen, wie Ad-
dition und Subtraktion, angewendet werden. Falls jemand versucht eine für den Typ 
short unerlaubte Operation, wie die Division, zu verwenden, signalisiert der Com-
piler einen Typfehler. Neben Variablen haben in Java auch Konstanten, Ausdrücke, 
Parameter und Rückgabewerte einen definierten Typ.
Typ (type)
Der Typ eines Elements schützt das Element vor willkürlicher oder irr-
tümlicher Verwendung. Ein Typ spezifiziert dazu einen wohldefinierten 
Wertebereich und die für Elemente des Typs erlaubten Operationen.13
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Definition 2-92.3.1 Klassentyp
Die Klasse erweitert das Konzept des Typs auf komplexere, zusammengesetzte 
Datenstrukturen. Denn jede Klasse spezifiziert genau genommen einen abstrakten 
Datentyp (ADT), der nur eine Definition seines Wertebereichs und der für Elemente 
des Typs erlaubten Operationen preisgibt, dessen Realisierung jedoch verborgen 
bleibt. Dieser ADT, der die Attribute und Nachrichten spezifiziert, die jedes Objekt 
der Klasse mitbringt, wird hier als Klassentyp (siehe Definition 2-9) definiert.
Eine Klasse implementiert also nicht nur die Datenstrukturen und Methoden für 
ein Objekt, sondern definiert zugleich einen Klassentyp, der wie jeder andere Typ 
auch (siehe Abschnitt 2.3) eine Instanz der Klasse davor schützt, dass sie von Klien-
ten willkürlich oder falsch verwendet wird. Dieser Klassentyp wird durch den Klas-
sennamen eindeutig identifiziert.
2.3.2 Objekttyp
In Programmiersprachen mit starker Typbindung, wie C++ und Java, wird im 
Normalfall nicht zwischen dem Klassentyp und dem tatsächlichen Typ, den ein Ob-
jekt dieser Klasse hat, unterschieden. So prüft ein Compiler bei starker Typbindung 
meist nur anhand des Klassennamens, ob die Klasse eines Objekts auch tatsächlich 
den an einer Stelle im Programm erwarteten Klassentyp hat, und ob in der Schnitt-
stelle dieser Klasse alle Nachrichten deklariert sind, die zur Laufzeit an das Objekt 
der Klasse gerichtet werden. Aber ob sich das Objekt für jede dieser Nachrichten so 
verhält, wie es sein Klassentyp erwarten lässt, kann der Compiler nicht garantieren.
Der Compiler kann im Allgemeinen nicht prüfen, ob sich die in einer Klasse im-
plementierten Methoden zusammen mit der dort implementierten Datenstruktur an 
die Definition des ADTs halten. Um dies zu zeigen, müssen die Objekte dieser Klas-
se einem eingehenden Test unterzogen werden. Ein Objekt kann daher in der Praxis 
einen anderen Objekttyp haben, als es der zugehörige Klassentyp erwarten lässt. 
[Liskov & Wing (1994)] erläutern dies am Beispiel der zwei ADTs Stack und 
Queue. Solange man nur die Klassenschnittstelle und die für eine Implementierung 
der ADTs erforderliche Datenstruktur betrachtet - also nicht mehr als auch der Com-
piler prüfen kann -, würde nichts dagegen sprechen, beide ADTs mit ein- und dersel-
ben Klasse zu realisieren, die die zwei Methoden put und get auf Basis einer 
verketteten Liste implementiert. Aufgrund der unterschiedlichen Semantik von 
Stack und Queue muss man aber in Wirklichkeit zwei Klassen implementieren, 
bei denen die Nachrichten put und get völlig verschieden realisiert sind.
Klassentyp (class type)
Der Typ einer Klasse spezifiziert, welche Attribute jedes Objekt der Klas-
se besitzt, welche Nachrichten das Objekt versteht, und wie sich das Ob-
jekt bei Empfang der Nachrichten verhält.                                                                                                                   
2.4   Vererbung
Definition 2-10
Definition 2-11Laut [Liskov & Wing (1994)] haben zwei Objekte daher erst dann den gleichen 
Objekttyp (siehe Definition 2-10), wenn sie nicht nur Instanzen derselben Klasse sind 
und damit den gleichen Klassentyp haben, sondern wenn es außerdem jederzeit mög-
lich ist, das eine Objekt anstelle des anderen zu verwenden. Dies wird auch als Sub-
stitutionsprinzip (engl. substitution principle) von Liskov und Wing bezeichnet. Die 
Objekte müssen also nicht nur den gleichen Klassentyp haben, sondern darüber hin-
aus in jeder Situation das gleiche beobachtbare Verhalten zeigen.
Programmiersprachen mit starker Typbindung, wie Java und C++, verwenden in 
der Regel nur die schwache Definition der Typgleichheit auf Basis des Klassentyps. 
So kann dort zum Beispiel die unzulässige Redefinition von geerbten Methoden (ver-
gleiche Abschnitt 2.4) dazu führen, dass der Compiler zwar ein Objekt aufgrund sei-
nes Klassentyps akzeptiert, sich dieses aufgrund seines falschen Objekttyps aber 
unerwartet verhält. Für den Test objektorientierter Software ist es deshalb besonders 
wichtig, zwischen dem Klassentyp - dem erwarteten Verhalten - und dem Objekttyp 
- dem tatsächlichen Verhalten - eines Objekts zu unterscheiden.
2.4 Vererbung
Das Konzept der Vererbung (siehe Definition 2-11) erweitert den Begriff der 
Klasse auf grundlegende Art und Weise. Denn mittels Vererbung können neue Klas-
sen auf Basis existierender Klassen definiert werden. Die so genannte Subklasse erbt 
dabei Teile der Datenstruktur und Methoden ihrer jeweiligen Superklasse. Jedes Ob-
jekt der Subklasse verfügt daher genauso wie die Objekte der Superklasse über alle 
geerbten Attribute und Methoden. Zwischen Sub- und Superklasse besteht anschlie-
ßend eine so genannte Vererbungsbeziehung.
Eine Subklasse kann dabei die geerbten Elemente an ihre Bedürfnisse anpassen 
und so existierende Dienste verfeinern und neue Dienste anbieten. So kann zum Bei-
spiel eine Subklasse eine geerbte Methode redefinieren, indem sie dafür eine neue 
Implementierung bereithält. Oder sie kann die Superklasse erweitern, indem sie neue 
Methoden bereithält und die geerbte Datenstruktur ergänzt. Ein Objekt der Subklasse 
Objekttyp (object type)
Zwei Objekte haben genau dann den gleichen Objekttyp, wenn sie sich 
gegenseitig in jeder Situation ersetzen können.
Vererbung (inheritance)
Wenn die Klasse A Teile der Datenstruktur und Methoden der Klasse B 
übernimmt, erbt die Subklasse A von der Superklasse B.15
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bei aus Sicht der Klienten sowohl den Klassentyp der Super- als auch der Subklasse.
2.4.1 Klassenhierarchie
Die Klassen und ihre Vererbungsbeziehungen werden im UML-Klassendia-
gramm dargestellt. Als Beispiel zeigt das Klassendiagramm in Abb. 2-5, wie die drei 
Subklassen Kreis, Rechteck und Dreieck von einer gemeinsamen Superklasse 
Form erben. Weil Klassen Begriffe aus der Anwendungsdomäne repräsentieren (sie-
he Abschnitt 2.2), spiegelt diese Klassenhierarchie zugleich die Begriffshierarchie 
der zugehörigen Anwendungsdomäne wider.
Abb. 2-5  UML-Klassendiagramm einer Klassenhierarchie geometrischer Figuren
Dank Vererbung können in einer Klassenhierarchie die Gemeinsamkeiten an-
sonsten unterschiedlicher Klassen in einer Superklasse zusammengefasst werden. 
Die Superklasse ist dabei die Verallgemeinerung, sprich Generalisierung, der Sub-
klassen, die umgekehrt Spezialisierungen der Superklasse sind. In der UML wird die 
Vererbung daher auch als Generalisierung bezeichnet. Die Kombination aus Klasse 
und Vererbung ist ein leistungsfähiges Mittel, um Objekte zu klassifizieren.
2.4.2 Subtyp
Im Prinzip lassen sich mit dem Konzept der Vererbung zwei unterschiedliche Zie-
le verfolgen, die jedoch in der Praxis meist im Konflikt zueinander stehen. Die Er-
fahrung lehrt, dass die Vererbung erst dann ihre volle Leistungsfähigkeit entfaltet, 
wenn man beide Ziele in Einklang miteinander bringt:
1. Wiederverwendung der Implementierung Aus technischer Sicht ver-
meidet die Vererbung Redundanz, indem eine Subklasse den Code ihrer 
Superklasse wiederverwendet. So kann man zum Beispiel eine für meh-
rere Klassen benötigte Methode einmal in einer gemeinsamen Superklasse 
implementieren und mittels Vererbung in verschiedenen Subklassen wie-
derverwenden. Dies spart Entwicklungs- und Wartungsaufwand für die 
Methode. Allerdings zerstört dies auch die Kapselung, da die Implemen-
tierung eines Objekts nun über mehrere Klassen verteilt ist, was zu neuen 
Problemen bei der Wartung der Klassenhierarchie führt.
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2.4   Vererbung
Definition 2-122. Spezialisierung eines Begriffs Aus konzeptueller Sicht wird die Verer-
bung verwendet, um den von einer Superklasse repräsentierten Begriff 
durch den einer Subklasse zu spezialisieren. Jedes Objekt der Subklasse 
verfügt dann über die gleichen Attribute und Nachrichten wie ein Objekt 
der Superklasse und kann deshalb genauso wie ein Objekt der Superklasse 
verwendet werden. Der Objekttyp des Subklassen-Objekts muss in diesem 
Fall ein Subtyp (siehe Definition 2-12) zum Objekttyp des Superklassen-
Objekts sein, weshalb man die Vererbungsbeziehung auch als ist-ein-
Beziehung (engl. is-a) bezeichnet.
Generell gilt, dass die Lokalität des Codes unter der Vererbung leidet. Dies führt 
vor allem dann zu Problemen, wenn die Vererbung nur eingesetzt wird, um die Im-
plementierung einer anderen Klasse wiederzuverwenden. Denn dann kann es passie-
ren, dass durch die Vererbung zwei Klassen aneinander gekettet werden, die genau 
betrachtet nichts miteinander zu tun haben, was dann die Wartung der Klassenhier-
archie erschwert. Wenn jedoch gewährleistet ist, dass jede Subklasse eine echte Spe-
zialisierung ihrer Superklasse repräsentiert und daher die zugehörigen Objekte die 
geforderte Subtypbeziehung erfüllen, ist es meist weniger problematisch, wenn sich 
zwei Klassen eine Implementierung teilen.
Vorausgesetzt der Typ eines Subklassen-Objekts ist ein Subtyp zum Typ des zu-
gehörigen Superklassen-Objekts, so kann jede Instanz der Subklasse auch überall 
dort verwendet werden, wo eigentlich ein Objekt der Superklasse erwartet wird. Der 
Typ der Superklasse ist damit ein polymorpher Typ, da seine Operationen auch auf 
Objekte der Subklasse anwendbar sind. Die vererbungsbedingte Subtypbeziehung ist 
daher die Grundlage für den Inklusionspolymorphismus [Cardelli & Wegner (1985)] 
in objektorientierten Systemen. Da die Subtyp- genauso wie die Vererbungsbezie-
hung transitiv ist, wird dabei parallel zur Klassen- eine Typhierarchie definiert.
2.4.3 Arten der Subtypbildung
Eine Subklasse ist im Normalfall nicht an die von der Superklasse geerbte Imple-
mentierung gebunden. Theoretisch kann sie diese so verändern, dass sich die Objekte 
der Subklasse anschließend vollkommen anders verhalten als Objekte der Superklas-
se. Auch ein Compiler kann in der Regel nicht prüfen, ob eine Subklasse tatsächlich 
einen Subtyp implementiert (vergleiche Abschnitt 2.3.2). Stattdessen muss der Ent-
wickler darauf achten, dass er eine Subklasse so implementiert, dass die geforderte 
Subtypbeziehung erfüllt bleibt.
Subtyp (subtype)
Der Typ A ist genau dann ein Subtyp des Typs B, wenn jedes Element 
vom Typ B durch ein Element vom Typ A ersetzt werden kann.17
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18  [Liskov & Wing (1994)] identifizieren in diesem Zusammenhang zwei Arten der 
Subtypbildung, die zu solchen verhaltenskonformen Subtypen führen: 
• Erweiternder Subtyp (extension subtype) Der Subklasse werden neue 
Methoden hinzugefügt und die Datenstruktur, sprich der Zustandsraum 
der Subklasse, wird erweitert. Eventuell von der Subklasse vorgenom-
mene Veränderungen an der Datenstruktur der Superklasse sind nicht 
durch von der Superklasse geerbte Methoden erkennbar.
• Einschränkender Subtyp (constrained subtype) Die Subklasse schränkt 
die von der Superklasse ursprünglich vorgesehene Variabilität ein. Auch 
hier dürfen neue Methoden zur Subklasse hinzugefügt und darf der 
Zustandsraum erweitert werden.
Ein Beispiel für den Fall des erweiternden Subtyps sind die Klassen Person und 
Angestellter. Die Subklasse Angestellter erweitert die Klasse Person
um zusätzliche Daten wie Personalnummer und Gehalt, wodurch aber die ursprüng-
liche Datenstruktur der Klasse Person nicht verändert wird. Gleichzeitig werden in 
der Subklasse Angestellter neue Methoden implementiert, die mit den Daten 
des Angestellten arbeiten. Die von der Klasse Person geerbten Methoden werden 
aber weder bezüglich der ursprünglichen Datenstruktur verändert, noch erlauben sie 
den Zugriff auf neu in der Klasse Angestellter deklarierte Daten.
Dem Fall des einschränkenden Subtyps begegnet man dagegen bei den Klassen 
Auto und Feuerwehrauto. Denn während die Klasse Auto eine beliebige Farbe 
vorsieht, wird das Attribut Farbe in der Subklasse Feuerwehrauto auf die für 
solche Fahrzeuge obligatorische Farbe rot eingeschränkt.
2.5 Kollaboration
Der Begriff der Kollaboration (siehe Definition 2-13) ist elementar, um das Zu-
sammenspiel der Objekte in einem objektorientierten Programm zu verstehen. Das 
UML-Kollaborationsdiagramm in Abb. 2-6 mit einem Ausschnitt aus der Lauf-
zeitstruktur eines grafischen Editors, wie er beispielsweise mit dem JHotDraw-Rah-
menwerk [Eggenschwiler & Gamma (1998)] realisiert werden kann, verdeutlicht die 
Notwendigkeit des Kollaborationsbegriffs.
Abb. 2-6 zeigt die Objekte, die miteinander interagieren, wenn das Befehlsobjekt 
c die Nachricht remove(z) an die Zeichnung d schickt, um damit die Figur z aus 
der Zeichnung d zu entfernen. Dabei ist deutlich zu erkennen, dass die von der ersten 
Nachricht remove(z) ausgelöste Interaktion der Objekte mit dieser Nachricht 
noch lange nicht abgeschlossen ist. So ermittelt die Zeichnung d zunächst mit der 
Nachricht requestRemove(z), welche Figur, die zu löschende Figur z als Teil 
enthält, bevor sie die dabei ermittelte, zusammengesetzte Figur x tatsächlich aus der 
Zeichnung entfernt. Dies hat wiederum zur Folge, dass der von den Figuren x und z
verdeckte Bereich a ungültig wird und daher neu gezeichnet werden muss, so dass 
die Zeichnung d den ungültigen Bereich a mit invalidated(a) an alle drei sie                                                                                                                    
2.5   Kollaboration
Definition 2-13beobachtenden Sichten xv, yv und zv [Gamma et al. (1995)] propagiert. Diese Sich-
ten addieren schließlich den Bereich a, wie im Falle der Sicht xv für das Rechteck 
xdamage dargestellt, zu ihrem neuzuzeichnenden Bereich.
Abb. 2-6  Typisches Zusammenspiel der Objekte in einem grafischen Editor
Obwohl die in Abb. 2-6 dargestellte Objektstruktur schon zum Teil vereinfacht 
wurde, kann man ohne den Begriff der Kollaboration keine Grenze ziehen, wo die 
Interaktion der Objekte beginnt, und wo sie aufhört. Denn jede Nachricht kann im 
Prinzip neue Nachrichten an andere Objekte auslösen, so dass man sich bei einer Be-
trachtung der Abläufe im Detail verliert. So wird das Zusammenspiel der Objekte oft 
nur durch die Schnittstellen zum Betriebssystem begrenzt, wo man die Kette der 
Nachrichten nicht mehr weiterverfolgen kann. Indem eine Kollaboration (siehe De-
finition 2-13) nur den Anteil des Objektzusammenspiels berücksichtigt, der nötig ist, 
damit die interagierenden Objekte ein gesetztes Ziel erreichen, isoliert sie einen be-
stimmten Ausschnitt aus diesem Objektzusammenspiel.
2.5.1 Kollaborationsziel
Das Kollaborationsziel, das die Objekte einer Kollaboration mit ihrem Zusam-
menspiel verfolgen, unterscheidet eine Kollaboration von einer beliebigen Menge in-
teragierender Objekte. Dieses Ziel bildet den Kontext, in den alle an der 
Kollaboration beteiligten Objekte eingebettet sind. So kann man zum Beispiel das 
Kollaboration (collaboration)
Das Zusammenspiel einer Menge von Objekten, mit dem gemeinsamen 
Ziel eine bestimmte Aufgabe zu erledigen.
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20  Zusammenspiel der Zeichnung d und der Sichten xv, yv und zv in Abb. 2-6 zu einer 
Kollaboration Observer (als gestrichelte Ellipse angedeutet) zusammenfassen, in der 
die Objekte im Sinne des Entwurfsmusters Observer [Gamma et al. (1995)] zusam-
menspielen. Ziel dieser Kollaboration ist, dass die Zustände der Sichten und der 
Zeichnung immer konsistent bleiben. In ähnlicher Form kann man für das Beispiel 
in Abb. 2-6 getrennte Kollaborationen für die Suche nach der zusammengesetzten Fi-
gur x in der Figurenhierarchie der Zeichnung d und die Aktualisierung des neuzu-
zeichnenden Bereichs durch die Sichten xv, yv und zv definieren.
2.5.2 Separation of Concerns
Konzeptionell betrachtet ist jede Kollaboration in sich abgeschlossen. Nachrich-
ten, die an unbeteiligte Objekte geschickt werden oder die nichts zum Kollaborati-
onsziel beitragen, werden ausgeblendet. So hat zum Beispiel die Nachricht 
requestRemove(z) des Objekts d in Abb. 2-6 keine Relevanz für die Kollabo-
ration Observer, die nur die Aktualisierung der Sichten xv, yv und zv betrachtet. 
Diese Nachricht braucht man jedoch für die Suche nach einer Figur in der Zeichnung 
d, womit sie wieder zu einer anderen Kollaboration gehört.
Mit Hilfe des Kollaborationsbegriffs kann man also das für ein ganzes Programm 
kaum noch zu überblickende Zusammenspiel der Objekte in kleinere und leichter 
verständliche Teile zerlegen, wodurch die verschiedenen funktionalen Belange in ei-
nem objektorientierten Programm voneinander getrennt werden; was im Englischen 
als Separation of Concerns bezeichnet wird. Ziel dabei ist es, das Programmverhal-
ten in abstrakte, funktionale Bausteine zu zerlegen, die man anschließend für sich be-
trachten und analysieren kann. Indem man die in jedem objektorientierten Programm 
vorhandenen Kollaborationen dokumentiert, wird das Programmverständnis der Ent-
wickler verbessert und die Wartung der Programme deutlich vereinfacht.
2.6 Rolle
Ähnlich wie das Konzept der Klasse für die statische Struktur eines objektorien-
tierten Programms ist das Konzept der Rolle essenziell, um Prozesse oder dynami-
sche Abläufe, wie zum Beispiel Kollaborationen, unabhängig von konkreten 
Personen oder Objekten zu beschreiben. Allerdings wird der Begriff der Rolle im 
Umfeld der Objektorientierung für ganz unterschiedliche Zwecke verwendet, wobei 
jeder Autor eine etwas andere Sicht der Rolle vertritt. Einen guten Überblick über die 
verschiedenen Anwendungsfelder gibt [Steimann (2000)].
Die meisten Autoren geben dabei keine genaue Definition des von ihnen verwen-
deten Rollenbegriffs, sondern verweisen stattdessen auf die allgemeine Vorstellung, 
die man im Alltag mit dem Begriff der Rolle verbindet: die Rolle einer Person im 
Theaterstück, in der Gesellschaft oder im Unternehmen. Obwohl solche Vergleiche 
sinnvoll sind, um eine Idee vom Konzept der Rolle zu vermitteln, führen sie leider 
auch oft zu Widersprüchen. Denn gerade im Alltag ist der Rollenbegriff alles andere                                                                                                                    
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Definition 2-14
Definition 2-15als präzise definiert. So vergleicht [Booch (1994)] die Rollen eines Objekts mit den 
Rollen, die eine Person im Verlauf eines Tages wahrnimmt, wie zum Beispiel Mut-
ter, Ärztin und Gärtnerin, und betrachtet infolgedessen auch die Zustände eines Kon-
toobjekts wie Soll und Haben als Rollen. Dies widerspricht aber der intuitiven 
Vorstellung, dass ein Objekt mehrere Rollen gleichzeitig spielen kann.
Gerade im Umfeld der Objektorientierung ist es deshalb wichtig, zwischen dem 
Konzept der Klasse und dem der Rolle genau zu unterscheiden. Die folgende onto-
logische Definition liefert dazu zwei charakteristische Eigenschaften der Rolle, die 
auch in der Praxis bei der Unterscheidung der beiden Konzepte helfen.
2.6.1 Ontologische Definition der Rolle
Zwei grundlegende Eigenschaften, die [Guarino (1992)] in seiner ontologischen 
Definition der Rolle (siehe Definition 2-14) als Fundierung und mangelnde semanti-
sche Starrheit bezeichnet, unterscheiden die Rolle vom Konzept der Klasse.
Die Fundierung (siehe Definition 2-15) besagt, dass eine Instanz, die eine Rolle 
spielt, nur existieren kann, wenn sie dabei in Beziehung zu einer weiteren Instanz 
(unter Umständen sich selbst) steht. Eine Rolle ist also immer Teil eines gemein-
schaftlichen Beziehungsmusters mit mindestens einer weiteren Instanz. So ist zum 
Beispiel der Begriff Lehrer fundiert, da er nur im Kontext des Unterrichts auftritt, wo 
er mit mindestens einer anderen Instanz, nämlich dem Schüler, assoziiert ist. Der Be-
griff Lehrer bezeichnet also kein eigenständiges Wesen, wie etwa der Begriff Per-
son, sondern nur die Rolle einer Person. Dies bestätigt die intuitive Vorstellung, dass 
ein Beruf nur eine Rolle ist, die von einer Person wahrgenommen wird.
Die Fundierung allein reicht aber noch nicht aus, um das Konzept der Rolle voll-
ständig zu charakterisieren. Denn wie [Guarino (1992)] feststellt, gibt es weitere Be-
griffe, die ebenfalls fundiert, in unserer intuitiven Vorstellung aber trotzdem keine 
Rollen sind. Ein Beispiel hierfür sind die Qualitäten eines Objekts, wie seine Farbe, 
Größe und Gewicht. Diese sind aus ontologischer Sicht fundiert, da sie nur in Ver-
bindung mit einer Instanz existieren können, die diese Qualitäten besitzt. Denn jede 
Rolle (role)
Ein Begriff α wird als Rolle bezeichnet, wenn α fundiert und semantisch 
nicht starr ist. [Guarino (1992)]
Fundierung (foundedness)
Ein Begriff α ist fundiert durch den Begriff β, wenn jede Instanz x von α
notwendigerweise mit einer Instanz y von β assoziiert ist. [Guarino 
(1992)]21
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Definition 2-16Farbe braucht ein Objekt, das diese Farbe hat. Qualitäten sind folglich fundiert. Da 
sie aber auch keine Rollen sind, definiert [Guarino (1992)] zu ihrer Unterscheidung 
eine weitere Eigenschaft: die semantische Starrheit (siehe Definition 2-16).
Laut Definition 2-16 ist ein Begriff genau dann semantisch starr, wenn eine In-
stanz ihre Identität verliert, sobald die Instanz diesem Begriff nicht mehr angehört. 
Zum Beispiel würde die Instanz einer Person ihre Identität verlieren, wenn sie auf-
hören müsste, eine Person zu sein. Der Begriff Person ist also semantisch starr. Der 
Begriff Lehrer hingegen nicht, da eine Person ihre Identität nicht verliert, wenn sie 
den Lehrerberuf aufgibt. Weil der Begriff Lehrer zudem fundiert ist, besitzt er also 
alle in Definition 2-14 genannten Eigenschaften einer Rolle. Qualitäten wiederum 
sind semantisch starr, denn ihre Instanzen verkörpern Eigenschaften eines Objekts. 
So kann die Instanz einer Farbe nicht aufhören, eine Farbe zu sein, ohne ihre Identität 
zu verlieren. Anhand der semantischen Starrheit kann deshalb eindeutig zwischen 
Qualitäten und Rollen unterschieden werden.
Mit den Eigenschaften, Fundierung und semantischen Starrheit, kann man neben 
eigenständigen Begriffen, Rollen und Qualitäten noch eine vierte Gruppe von Be-
griffen unterscheiden, die weder semantisch starr noch fundiert sind. Beispiele dafür 
sind die Begriffe Teenager oder Kranker. Sie bezeichnen, weil ihnen die Fundierung 
fehlt, keine Rollen, sondern vielmehr Zustände, in denen sich die Instanz einer Per-
son befindet. Zu dieser Gruppe gehören zum Beispiel auch die eingangs erwähnten 
Zustände eines Kontos, die [Booch (1994)] fälschlicherweise als Rollen ansieht.
Die in Definition 2-14 genannten Eigenschaften einer Rolle bestätigen die intui-
tive Vorstellung, die man auch im Alltag mit der Rolle verbindet. So drückt die Fun-
dierung aus, dass eine Rolle immer in einen Kontext - zum Beispiel eine 
Kollaboration - eingebettet ist und niemals isoliert auftritt. Dadurch unterscheidet sie 
sich von der Klasse, die für einen eigenständigen Begriff steht und deshalb auf kei-
nen weiteren Kontext angewiesen ist. Darüber hinaus drückt die mangelnde seman-
tische Starrheit einer Rolle aus, dass ein Objekt Rollen beliebig annehmen und 
ablegen kann, ohne dass dies seine Identität beeinflusst. Beide Eigenschaften liefern 
somit zwei einfache und intuitiv nachvollziehbare Kriterien, mit denen sich überprü-
fen lässt, ob es sich bei einem gegebenen Begriff um eine Rolle oder um einen eigen-
ständigen Begriff, sprich eine Klasse, handelt.
Semantische Starrheit (semantic rigidity)
Ein Begriff α ist semantisch starr, wenn er zur Identität einer Instanz bei-
trägt. [Guarino (1992)]                                                                                                                   
2.7   Zusammenfassung2.7 Zusammenfassung
In den vorangehenden Abschnitten wurden die wichtigsten Begriffe und Konzep-
te der Objektorientierung vorgestellt, die für das Verständnis der Arbeit notwendig 
sind. Der Schwerpunkt lag hierbei auf der statischen Sicht objektorientierter Pro-
gramme, die bei der objektorientierten Software-Entwicklung traditionell im Vorder-
grund steht und die von der Dualität der Begriffe Objekt und Klasse bestimmt ist. Mit 
dem Begriff der Kollaboration und dem damit eng verbundenen Konzept der Rolle
wurde aber auch schon die Basis für die Modellierung der Dynamik objektorientier-
ter Programme geschaffen. Diese Basis wird im Kapitel 4 durch eine Untersuchung 
entsprechender Modellierungsansätze und im Kapitel 5 durch die Vorstellung eines 
rollenbasierten Ansatzes für die Modellierung von Kollaborationen noch weiter aus-
gebaut. Zuvor untersucht das Kapitel 3 jedoch, welche Defizite der Test objektorien-
tierter Software heute aufweist, und welchen Anteil die mangelnde Modellierung des 
Kollaborationsverhaltens daran hat.23
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Definition 3-13 Test objektorientierter Software
Dieses Kapitel analysiert die dieser Arbeit zugrundeliegende Problemstellung, 
nämlich das Testen objektorientierter Software. Als Grundlage dafür werden zu-
nächst die wichtigsten Begriffe zum Software-Test im Allgemeinen definiert, bevor 
untersucht wird, welche charakteristischen Eigenschaften objektorientierter Softwa-
re die Testbarkeit objektorientierter Programme beeinflussen. Ein Überblick über 
heute gängige Testverfahren für objektorientierte Software und ihre Probleme mit 
dem Test alltäglicher Programme gibt daran anschließend einen Eindruck von den 
Defiziten, die diese Verfahren heute aufweisen. Davon ausgehend wird schließlich 
ein kollaborationsorientierter Testansatz vorgestellt, der das Potenzial hat, die bishe-
rigen Probleme beim Test objektorientierter Software zu überwinden, und der als Vi-
sion für die weitere Arbeit dient.
3.1 Grundlagen des Testens
Bevor im weiteren Verlauf des Kapitels speziell auf den Test objektorientierter 
Software eingegangen wird, gibt dieser Abschnitt zunächst eine Einführung in den 
Software-Test im Allgemeinen, indem er sowohl zentrale Begriffe als auch wichtige 
Konzepte des Testens erläutert.
3.1.1 Software-Test
Wichtiger Bestandteil der Software-Qualitätssicherung ist die Prüfung, ob ein 
Programm die Anforderungen erfüllt, die in der Spezifikation des Programms fest-
gelegt wurden oder die man zurecht von diesem Programm erwartet. Neben nicht-
funktionalen Anforderungen werden dabei vor allem Anforderungen an die Funkti-
onalität eines Programms geprüft. Kann es alles, was von ihm verlangt wird? Sind 
die erzeugten Ausgaben korrekt und haben diese die geforderte Genauigkeit? Und 
wie hoch ist die Ausfallsicherheit des Programms?
Die Zuverlässigkeit eines Programms kann am Ende nur durch einen systemati-
schen Test (siehe Abb. 3-1) geprüft werden. Beim Software-Test (siehe Definition 3-
1) wird ein Programm entsprechend den Anforderungen ausgeführt, um zu zeigen, 
dass es einen Fehler enthält. Solange dabei keine Fehler gefunden werden, steigt die 
Software-Test
Ausführen eines Programms mit dem Ziel, im Programm enthaltene Feh-
ler zu finden. [Myers (2001)]25
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26  Wahrscheinlichkeit, dass das Programm die gestellten Anforderungen erfüllt. Dazu 
wird das Programm bei der Ausführung mit einer vorher festgelegten Menge von 
Eingaben, den Testdaten, versorgt, für die aus der Anforderungsspezifikation bereits 
ein Soll-Resultat in Form der erwarteten Ausgaben oder des erwarteten Verhaltens, 
ermittelt wurde. Jede solche gültige Kombination aus Testdaten und Soll-Resultat 
entspricht einem Testfall. Das bei der Programmausführung erzielte Ist-Resultat wird 
anschließend mit dem geforderten Soll-Resultat verglichen, wobei jede aufgetretene 
Abweichung einem Fehler entspricht.
Abb. 3-1  Ablauf des Software-Tests
Um die Fehlerfreiheit eines Programms nachzuweisen, müsste ein Programm the-
oretisch für alle gültigen und - um dessen Robustheit nachzuweisen - auch alle un-
gültigen Kombinationen von Eingaben getestet werden. Außer für wenige triviale 
Programme ist dies aber in der Praxis nicht möglich, weshalb man sich mit Stichpro-
ben begnügt. Dabei wird mit jeder Stichprobe versucht, die Wahrscheinlichkeit zu 
erhöhen, dass das Programm auch für alle anderen Eingaben keine Fehler aufweist.
Die Qualität des Software-Tests hängt demzufolge davon ab, mit welcher Sorgfalt 
die verwendeten Testfälle ausgewählt wurden. Denn werden beim Test keine Fehler 
gefunden, kann dies zwar bedeuten, dass das Programm eine hohe Qualität besitzt. 
Noch wahrscheinlicher ist jedoch, dass die Testfälle ungeeignet waren, um die im 
Programm vorhandenen Fehler zu finden. Deshalb spielt das dem Software-Test zu-
grundeliegend Ziel eine wichtige Rolle. So darf laut [Myers (2001)] ein Test nicht 
versuchen nachzuweisen, dass ein Programm funktioniert, sondern muss stattdessen 
zum Ziel haben, möglichst viele Fehler zu finden.
3.1.2 Fehlerbegriff
Ein Fehler (engl. failure) (siehe Definition 3-2) entspricht der Abweichung eines 
Programms von den an das Programm gestellten Anforderungen. Dies setzt voraus, 
dass es eine Spezifikation gibt - in welcher Form auch immer -, in der diese Anfor-
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Definition 3-2
Definition 3-3derungen festgelegt sind. Denn ohne eine Spezifikation des erwarteten Verhaltens 
kann es auch keine Abweichungen und damit auch keine Fehler geben. Entsprechend 
lautet ein Prinzip des Software-Tests [Myers (2001)], dass das erwartete Soll-Resul-
tat schon vor Testbeginn feststehen muss. Alles andere kann man allenfalls als Aus-
probieren der Software bezeichnen.
Darüber hinaus wird häufig zwischen Fehler und Mangel unterschieden. Wäh-
rend eine Abweichung von den für ein Programm dokumentierten Anforderungen ei-
nem Fehler entspricht, bezeichnet man die Tatsache, dass eine gestellte Anforderung 
oder auch nur die berechtigte Erwartung eines Benutzers nicht angemessen erfüllt 
wird, als Mangel. So spricht man zum Beispiel von einem Mangel, wenn ein Pro-
gramm zwar eine geforderte Funktion bietet, diese aber so umständlich realisiert ist, 
dass sie im Prinzip unbrauchbar ist. Für den Test ist es jedoch unerheblich, ob es sich 
bei einer festgestellten Abweichung um einen Fehler oder einen Mangel handelt. 
Deshalb werden beide im Folgenden synonym als Fehler bezeichnet.
Bei den Fehlern, die im Test gefunden werden, zum Beispiel ein falscher Ausga-
bewert, ein falsches Programmverhalten oder gar ein Systemabsturz, handelt es sich 
meist nur um von außen beobachtbare Symptome von Fehlern, die dem Entwickler 
bei der Entwicklung des Programms unterlaufen sind. Um einen Fehler von seiner 
Ursache - zum Beispiel einer falschen Zuweisung - zu unterscheiden, wird die Ursa-
che eines Fehlers deshalb auch als Defekt (engl. fault) (siehe Definition 3-3) bezeich-
net. Ein einziger Defekt kann demzufolge verschiedene Fehler verursachen, und ein 
bestimmter Fehler kann das Symptom mehrerer Defekte sein.
Ziel des Tests ist es, Fehler aufzudecken. Um danach die Qualität eines Pro-
gramms zu verbessern, müssen allerdings auch die Defekte beseitigt werden, die für 
die gefundenen Fehler verantwortlich sind. Die Suche nach den ursächlichen Defek-
ten und ihre Korrektur, nachdem ein Fehler gefunden wurde, wird als Debugging be-
zeichnet. Ein Programm zu debuggen, ist fast immer mit Aufwand verbunden und 
kann sehr zeitraubend sein. Ein guter Test hilft deshalb durch zusätzlich Hinweise 
auf die Fehlerursache, Defekte schnell zu lokalisieren. Dennoch ist es wichtig zu er-
kennen, dass es sich beim Test und dem anschließenden Debugging eines Pro-
gramms um zwei grundsätzlich verschiedene Tätigkeiten handelt.
Fehler (failure)
Abweichung zwischen den Ausgaben oder dem Verhalten eines Pro-
gramms und den an das Programm gestellten Anforderungen.
Defekt (fault)
Fehler werden durch Defekte in der Implementierung eines Programms 
verursacht.27
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28  3.1.3 Spezifikations- vs. programmbasierter Test
Man kann ein Programm nicht für alle Eingaben testen. Beim Test kommt es des-
wegen darauf an, mit möglichst wenig Testfällen, ausreichend Vertrauen aufzubau-
en, dass ein Programm auch für die nicht getesteten Eingaben korrekt arbeitet. Dies 
setzt aber voraus, dass man die Testfälle systematisch ausgewählt hat. Tester bedie-
nen sich daher so genannter Testentwurfsmethoden bzw. Testauswahlverfahren.
Ausgangspunkt für die Testfallauswahl sind meist hypothetische Annahmen dar-
über, welche Defekte sich möglicherweise in der Implementierung eines Programms 
verbergen und welche Fehler deshalb auftreten können. Mit diesem Wissen werden 
Testfälle ausgewählt, die ein besonders hohes Potenzial haben, Defekte zu entde-
cken, indem sie gezielt die Schwachstellen eines Programms provozieren.
Abhängig davon, ob man dafür die Spezifikation oder die Implementierung eines 
Programms heranzieht, unterscheidet man zwei Arten von Testauswahlverfahren:
• Spezifikationsbasierter Test Beim spezifikationsbasierten Test wird die 
zu testende Implementierung als reine Black-box betrachtet und nicht für 
die Testauswahl verwendet. Der Test wird daher auch als Black-box-Test 
bezeichnet. Die Testdaten werden nur aus der Programmspezifikation und 
Entwurfsdokumenten abgeleitet. Der spezifikationsbasierte Test zeigt, ob 
ein Programm alle spezifizierten Funktionen und Eigenschaften besitzt.
• Programmbasierter Test Im Gegensatz dazu wird beim programmba-
sierten Test die Implementierung eines Programms analysiert, wobei meist 
die realisierte Programmstruktur im Vordergrund steht. Neben den Kon-
troll- werden dafür häufig auch die Datenflüsse eines Programms unter-
sucht. Dieser Test wird deshalb auch als White-box-Test bezeichnet.
Beide Arten der Testauswahl haben ihre Vor- und Nachteile. So findet der spezi-
fikationsbasierte Test zwar theoretisch alle Fehler in einem Programm, würde dafür 
aber unendlich viele Testfälle und somit Zeit benötigen. Der programmbasierte Test 
kann hingegen - prinzipbedingt - keine vergessenen Anforderungen erkennen. Da die 
Implementierung eines Programms endliche Größe besitzt [Beizer (1990)], benötigt 
man dafür aber nur eine begrenzte Anzahl programmbasierter Testfälle.
Das Wissen über die Spezifikation eines Programms hilft beim spezifikationsba-
sierten Test, nutzlose Testfälle frühzeitig zu eliminieren. Doch gleichzeitig zwingt 
die fehlende Kenntnis der Implementierung einen Tester an vielen Stellen dazu, mehr 
Testfälle für ein Programm vorzusehen, als tatsächlich notwendig wären. Umgekehrt 
verschwimmen beim programmbasierten Test oft die Grenzen zwischen Spezifikati-
on und Implementierung. [Beizer (1990)] verweist hier auf das Beispiel eines Sys-
tems, das eine Schichtenarchitektur besitzt. Dort sind Funktionen, die in der 
Spezifikation der einen Schicht festgelegt sind, Implementierungsdetails der überge-
ordneten Schicht. Um ein Programm ausreichend zu testen, wird es deshalb immer 
notwendig sein, spezifikations- und programmbasierte Tests zu kombinieren.                                                                                                                   
3.1   Grundlagen des Testens
Definition 3-43.1.4 Testspezifikation
Ergebnis der Testauswahl ist die Testspezifikation (siehe Definition 3-4), die die 
ausgewählten Testfälle festhält. Sie legt für jeden Testfall fest, welche Bedingungen 
bei Testbeginn erfüllt sein müssen, und wie die Testdaten aussehen müssen. Gleich-
zeitig gibt sie das erwartete Soll-Resultat vor. Ein Tester kann dann das zu testende 
Programm mit diesen Daten ausführen, die erzielten Ist- mit den Soll-Resultaten ver-
gleichen und das jeweilige Testergebnis dokumentieren.
Die Vorhersage des Soll-Resultats ist meist der schwierigste Teil der Testaus-
wahl. Denn dafür ist ein Testorakel notwendig, das für eine beliebige Kombination 
von Testdaten das Soll-Resultat vorhersagt. Theoretisch kann dies aber nur eine be-
reits fertige und korrekte Implementierung des zu testenden Programms leisten. In 
der Praxis muss daher der Tester entscheiden, wie das Soll-Resultat aussieht. Dazu 
muss er sich verschiedener Quellen, wie etwa der Anforderungsspezifikation, bedie-
nen. Im Einzelfall kann auch eine frühere Implementierung des zu testenden Pro-
gramms geeignete Referenzwerte als Soll-Resultate liefern. Die Ermittlung der Soll-
Resultate bleibt aber trotz allem eine anspruchsvolle Aufgabe.
Die Auswahl und Spezifikation der Testfälle hat den positiven Nebeneffekt, dass 
sie den Tester dazu zwingt, sich intensiv mit Randbedingungen und Grenzfällen ei-
nes Programms auseinanderzusetzen. Dabei werden oft Dinge entdeckt, die sonst bei 
der Programmentwicklung übersehen werden. Die frühzeitige Spezifikation der 
Testfälle kann daher helfen potenzielle Fehler schon während der Entwicklung zu 
vermeiden. [Beizer (1990)] zitiert in diesem Zusammenhang Gelperin und Hetzel 
mit dem Motto: „Test, then code.“
3.1.5 Testendekriterien
Da ein Programm nicht vollständig getestet werden kann, stellt sich die Frage, 
wann es ausreichend getestet ist. Dies wird auch als Testadäquatheit (engl. test ade-
quacy) [Weyuker (1986)] bezeichnet. Meist bestimmen wirtschaftliche Überlegun-
gen die Antwort auf diese Frage. Denn letztlich muss der Testaufwand immer in 
einem vernünftigen Verhältnis zu den Kosten stehen, die entstanden wären, wenn ein 
Fehler im Test nicht entdeckt worden wäre. Zum Beispiel lohnt es sich nicht, ein 
Wegwerf-Programm, das nur einmal verwendet wird, einem aufwändigen Test zu 
unterziehen, während kommerzielle oder sicherheitskritische Systeme, die oft lange 
im Einsatz sind, und bei denen ein Fehler großen Schaden verursachen kann, in der 
Regel auch einen aufwändigen und teuren Test rechtfertigen.
Testspezifikation
Die Testspezifikation spezifiziert für jeden Testfall notwendige Vorbedin-
gungen und Testdaten sowie ein erwartetes Soll-Resultat.29
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30  Da der Test ein Stichprobenverfahren ist, lässt sich jedoch keine hundertprozen-
tige Aussage darüber machen, wann ein Programm ausreichend getestet ist. Stattdes-
sen versucht man beim Test meist einen sinnvollen Kompromiss zwischen der 
Wahrscheinlichkeit, dass sich noch Fehler in der Implementierung verbergen, und 
dem bereits erbrachten Testaufwand zu finden. Testende- oder Testabbruchkriterien
helfen die Testfälle einzugrenzen, die notwendig sind, um ausreichendes Vertrauen 
in die Korrektheit eines Programms zu rechtfertigen.
Abhängig vom verwendeten Testauswahlverfahren, ob programm- oder spezifi-
kationsbasiert, lassen sich folgende vier Arten von Testendekriterien unterscheiden:
• Überdeckung der Kontroll- und Datenflüsse Testendekriterien für den 
programmbasierten Test orientieren sich oft an den Kontroll- oder Daten-
flüssen einer Implementierung. Dazu wird beim Test gemessen, welche 
Teile eines Programms bereits durch Testfälle ausgeführt wurden. Aus 
diesen Werten kann man dann zum Beispiel ermitteln, wieviel Prozent der 
implementierten Anweisungen, Programmzweige oder Programmpfade 
die Testfälle überdecken. Je höher der erreichte Überdeckungsgrad, desto 
größer das Vertrauen in die Korrektheit eines Programms.
• Überdeckung der Anforderungen Kriterien für den spezifikationsba-
sierten Test orientieren sich häufig an den Anforderungen, die in den für 
die Testauswahl verwendeten Dokumenten enthalten sind. Um zu zeigen, 
dass ein Programm alle gestellten Anforderungen (z.B. Funktionen) 
erfüllt, werden in diesem Fall so lange Testfälle ermittelt, bis jede Anfor-
derung durch wenigstens einen Testfall abgedeckt ist.
• Überdeckung der Ein- und Ausgaben Eine andere Möglichkeit, um 
beim spezifikationsbasierten Test das Testende zu bestimmen, besteht 
darin zu ermitteln, welche der für das Programm erlaubten Ein- oder Aus-
gaben bereits in Testfällen verwendet werden. Dazu werden die Wertebe-
reiche der Ein- und Ausgabedaten in Äquivalenzklassen eingeteilt, die 
jeweils gültige, aber zum Teil auch ungültige Werte zusammenfassen, und 
von denen man annimmt, dass sie sich in gleicher Weise auf das Pro-
gramm auswirken. Das Testende ist demnach erreicht, wenn all diese 
Äquivalenzklassen durch Testfälle berücksichtigt sind.
• Verbrauch der Zeit/Ressourcen Ein ebenfalls legitimes, in der Praxis 
aber oft problematisches Kriterium ist, so lange zu testen, bis die dafür 
vorgesehene Zeit oder die dafür bereitgestellten Ressourcen verbraucht 
sind. Das Kriterium bietet sich überall dort an, wo das Testverfahren keine 
spezielle Überdeckung impliziert - etwa beim Systemtest. Es bereitet 
allerdings Schwierigkeiten, wenn - wie leider oft der Fall - aus Termin-
gründen die meist ohnehin knappe Zeit für den Test zusätzlich gekürzt 
wird. Ohne weitere Metriken für die Testeffektivität kann das Kriterium 
nämlich nur wenig Vertrauen in die Programmqualität schaffen.                                                                                                                   
3.1   Grundlagen des Testens• Fehlerkosten Ein aus wirtschaftlicher Sicht ebenfalls wichtiges Kriterium 
ist, so lange zu testen, bis der Aufwand für den weiteren Test die Kosten, 
die ein im Programm verbliebener Fehler verursachen kann, übersteigt. 
Denn dann ist es billiger, den Test abzubrechen und die Kosten für die ver-
bliebenen Fehler in Kauf zu nehmen. Allerdings ist es meist schwierig, die 
potenziellen Fehlerkosten zuverlässig abzuschätzen.
Die programmbasierten Testendekriterien haben hier den Vorteil, dass sie einen 
intuitiv erkennbaren Zusammenhang zwischen dem erreichten Überdeckungsgrad 
und der Zuverlässigkeit eines Programms herstellen. Denn es leuchtet unmittelbar 
ein, dass ein Defekt, der in einem Programmteil enthalten ist, der im Test nie ausge-
führt wird, auch nicht gefunden werden kann.
3.1.6 Weyuker’sche Axiome
Speziell für programmbasierte Testverfahren wurde eine umfangreiche Theorie 
entwickelt, wann eine Menge von Testfällen adäquat für den Test eines Programms 
ist. So legen zum Beispiel die von [Weyuker (1986), Weyuker (1988)] aufgestellten 
Axiome Eigenschaften fest, die ein entsprechendes Testendekriterium für pro-
grammbasierte Testverfahren erfüllen muss. Die drei wichtigsten dieser Axiome - da 
intuitiv nicht sofort nachvollziehbar - sind:
• Antiextensionalität Es gibt Programme P und Q, die dieselbe Funktion 
berechnen, und die Testfallmenge T ist adäquat für P, aber nicht für Q. Das 
heißt, obwohl zwei Programme dieselbe Spezifikation erfüllen, kann es 
sein, dass sie aufgrund ihrer unterschiedlichen Implementierung verschie-
dene Testfälle erfordern.
• Antidekomposition Es gibt ein Programm P und eine Komponente Q, so 
dass die Testfallmenge T adäquat für P ist, die Testfallmenge T’ beschreibt 
jeweils Wertekombinationen, die Variable beim Eintritt in Q für einen 
Testfall t aus der Menge T annehmen können, und T’ ist nicht adäquat für 
Q. Das heißt, wenn ein Programm ausreichend getestet wurde, muss dies 
noch nicht bedeuten, dass auch jede Komponente des Programms ausrei-
chend getestet wurde.
• Antikomposition Es gibt Programme P und Q, so dass die Testfallmenge 
T zwar adäquat für P, und die Menge von Wertekombinationen, die Vari-
able beim Eintritt in Q für Eingaben aus T annehmen können, ist adäquat 
für Q, aber T ist nicht adäquat für die Komposition von P und Q. Das 
heißt, auch wenn die Menge der Testfälle ausreichend für den Test der ein-
zelnen Programmkomponenten ist, muss sie noch nicht ausreichend für 
die Kombination beider Komponenten sein.
Das Axiom der Antiextensionalität gilt nicht für spezifikationsbasierte Tests, bei 
denen die Implementierung definitionsgemäß keine Rolle spielt. Dies lässt allerdings 
den Schluss zu, dass der spezifikationsbasierte Test alleine nicht ausreicht, um ein 31
3 Test objektorientierter Software
32  Programm adäquat zu testen. Die Axiome der Antidekomposition und Antikomposi-
tion gelten dagegen sowohl für programm- als auch für spezifikationsbasierte Tests 
und machen deutlich, wie die Komplexität, die sich aus dem Zusammenspiel ver-
schiedener Programmteile ergibt, den Test beeinflusst. Umso wichtiger ist es, ein 
Programm in seinen Teilen und in seiner Gesamtheit zu testen.
3.1.7 Testen im Entwicklungsprozess
In der Literatur werden zahlreiche Arten von Tests unterschieden, die zu allem 
Überfluss teilweise auch noch dasselbe meinen. Eine Ursache für diese oftmals ver-
wirrende Vielfalt ist, dass die Art eines Tests nach unterschiedlichen Gesichtspunk-
ten klassifiziert werden kann. [Spillner & Linz (2003)] unterscheiden in diesem 
Zusammenhang wenigstens vier Klassifizierungsmerkmale:
• Testziel Abhängig davon, ob die Umsetzung der funktionalen Anforde-
rungen, die Leistungsfähigkeit eines Programms oder dessen Robustheit 
beim Test im Vordergrund steht, unterscheidet man zum Beispiel zwischen 
Funktions-, Last- und Stresstest.
• Testverfahren Häufig werden Tests auch danach klassifiziert, welches 
Testauswahlverfahren zur Anwendung kommt oder welche Spezifikation 
für die Testfälle verwendet wurde. So spricht man zum Beispiel vom 
anwendungsfall- oder vom zustandsbasierten Test.
• Prüfling Häufig verdankt ein Test seinen Namen auch der Art des Prüf-
lings, der getestet wird. So unterscheidet man neben dem Programmtest 
häufig auch zwischen Prozedur-, Modul- und Subsystemtest.
• Teststufe Am häufigsten werden Tests nach den Phasen oder Stufen im 
Entwicklungsprozess klassifiziert, auf die sie sich beziehen; dementspre-
chend unterscheidet man Komponenten-, Integrations- und Systemtest.
Die Klassifizierung eines Tests nach seiner Teststufe orientiert sich typischerwei-
se am V-Modell der Software-Entwicklung (siehe Abb. 3-2). Im V-Modell wird jede 
konstruktive Phase im vorderen Ast des Vs durch eine eigene Validierungsphase im 
hinteren Ast des Vs ergänzt, in der geprüft wird, ob das erzielte Ergebnis die zu Be-
ginn gestellten Anforderungen erfüllt. Die Validierungsphasen Komponenten-, Inte-
grations-, System- und Abnahmetest werden dabei in umgekehrter Reihenfolge zu 
den korrespondierenden, konstruktiven Phasen Analyse, Systementwurf, Feinent-
wurf und Implementierung durchlaufen. So werden zum Beispiel Implementierungs-
fehler in der Regel schon im Komponententest gefunden, während Analysefehler 
meist erst beim Abnahmetest erkannt werden.
Gemäß den Teststufen des V-Modells werden im Entwicklungsprozess die fol-
genden vier Testarten unterschieden:
• Der Komponententest prüft, ob ein einzelner Teil eines Programms, eine 
Komponente, die dafür festgelegten Anforderungen erfüllt. Der Kompo-
nententest beginnt in der Regel mit der kleinsten übersetz- und ausführba-                                                                                                                   
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Definition 3-5ren Einheit eines Programms, zum Beispiel einer Funktion. Im Zuge der 
Programmintegration werden aber auch oft zusammengesetzte Einheiten, 
zum Beispiel Subsysteme, als abgeschlossene Komponenten behandelt 
und getestet. Ziel des Komponententests ist, die lokal in einer Kompo-
nente verborgenen Fehler aufzudecken.
• Der Integrationstest prüft, ob Gruppen von Komponenten, die für sich 
allein bereits einem Komponententest unterzogen wurden, wie spezifiziert 
zusammenspielen. Ziel des Integrationstests ist, Fehler und unerwünschte 
Wechselwirkungen zwischen diesen Komponenten aufzudecken. Im 
Gegensatz zum Komponententest haben die zu testenden Komponenten 
beim Integrationstest aber keine einheitliche Schnittstelle, über die man 
auf die beteiligten Komponenten zugreifen kann.
• Der Systemtest prüft, ob ein Programm als Ganzes, sprich das System, 
seine Spezifikation erfüllt. Dabei werden vielfach auch die nicht-funktio-
nalen Anforderungen wie Leistungsfähigkeit und Antwortverhalten eines 
Programms getestet.
• Der Abnahmetest prüft, ob ein Programm alle mit dem Kunden vertrag-
lich vereinbarten Anforderungen erfüllt. Er dient genau genommen nicht 
dem Zweck, weitere Fehler zu finden, sondern lediglich dazu, die Einhal-
tung des geschlossenen Vertrags nachzuweisen.
Abb. 3-2  V-Modell der Software-Entwicklung
Regressionstest (regression test)
Erneuter Test eines Programms mit bereits früher ausgeführten Testfäl-
len, nachdem das Programm modifiziert wurde, um zu zeigen, dass 
durch die Modifikationen keine Fehler entstanden sind.
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34  Im Rahmen des Entwicklungsprozesses unterscheidet man außerdem zwischen 
dem erstmaligen Test und nachfolgenden Ausführungen einer Menge von Testfällen. 
Während der Test neu entwickelten Codes dazu dient, bei der Implementierung ge-
machte Fehler aufzudecken, hat der Regressionstest (siehe Definition 3-5), mit be-
reits früher ausgeführten Testfällen den Zweck nachzuweisen, dass keine neuen 
Fehler durch die Weiterentwicklung eines Programms eingeschleppt wurden. Dass 
also kein Rückschritt, sprich keine Regression, in der Entwicklung eingetreten ist.
3.2 Testbarkeit objektorientierter Software
Als Vorteil der Objektorientierung wird oft auf die bessere Wartbarkeit der Pro-
gramme verwiesen. Bei genauerem Hinsehen zeigt sich jedoch, dass es hier auf den 
Standpunkt ankommt, von dem man ein objektorientiertes Programm betrachtet. 
Ähnlich verhält es sich mit der Testbarkeit objektorientierter Software, die bestimmt, 
wie groß der Aufwand ist, um Testfälle für objektorientierte Programme auszuwäh-
len und darauf anzuwenden. Im Folgenden werden daher die wichtigsten Eigenschaf-
ten objektorientierter Software und des damit verknüpften Entwicklungsprozesses 
betrachtet, die die Testbarkeit objektorientierter Programme beeinflussen. Neben ite-
rativer Entwicklung und Wiederverwendung spielt dabei vor allem die Lauf-
zeitstruktur objektorientierter Programme eine wichtige Rolle.
3.2.1 Wiederverwendung und iterative Entwicklung
Die Wiederverwendung existierenden Codes ist ein zentrales Thema in objekt-
orientierten Systemen: Angefangen von der Klasse, die die Implementierung ihrer 
Superklasse erbt, bis hin zum Programm, das aus Objekten vorgefertigter Klassen 
komponiert wird. Tatsächlich wird ein objektorientiertes Programm nur selten von 
Grund auf neu entwickelt [Bäumer et al. (1997)], sondern fast immer auf Basis ob-
jektorientierter Rahmenwerke (engl. frameworks) entwickelt. Die Rahmenwerke 
stellen dabei alle grundlegenden Klassen und Kollaborationen bereit, die für ein neu-
es Programm benötigt werden, so dass der Entwickler im Idealfall nur noch anwen-
dungsspezifische Teile hinzufügen muss.
Abb. 3-3  Rahmenwerkbasierte Programmfamilie
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3.2   Testbarkeit objektorientierter SoftwareEin Rahmenwerk hat darüber hinaus den Vorteil, dass es nicht nur fertige Klassen 
liefert, sondern zugleich auch vorschreibt, wie diese Klassen miteinander kombiniert 
werden müssen, damit sie zur Laufzeit wirksam zusammenspielen [Riehle & Gross 
(1998)]. Es liefert somit bereits den abstrakten Entwurf eines Programms [Johnson 
& Foote (1988)], der eine gemeinsame Architektur für alle auf dem Rahmenwerk ba-
sierenden Programme festlegt (siehe Abb. 3-3). Diese Ableger bilden daher eine Fa-
milie von Programmen, die alle im Kern dieselbe Funktionalität besitzen.
Objektorientierte Programme werden meist in einem iterativen und inkrementel-
len Prozess entwickelt. Vorlage für diesen Prozess ist das Spiralenmodell von [Bo-
ehm (1988)], das eine iterative Wiederholung der traditionellen Entwicklungsphasen 
Analyse, Entwurf, Implementierung und Test vorsieht (siehe Abb. 3-4). Im Falle ei-
nes objektorientierten Programms wird so ein neues Programm ausgehend von einer 
kleinen, aber nach Möglichkeit bereits funktionsfähigen Gruppe von Objekten 
schrittweise konstruiert. Und in jedem Schritt wird ein Inkrement an Funktionalität 
zum Programm hinzugefügt, wobei jedes Inkrement in der Regel mehrerer Iteratio-
nen im Entwicklungszyklus bedarf. Dabei wird mit jeder Iteration die bisherige Im-
plementierung verfeinert und werden bis dahin entdeckte Fehler korrigiert.
Da die Entwickler mit einer Iteration alle Entwicklungsphasen des Prozesses 
durchlaufen, ist gewährleistet, dass nach jeder Iteration ein im Prinzip fertiges und 
ausführbares Produkt vorliegt. Das heißt, ein funktionierendes, wenn auch aus Sicht 
der Anwender noch unvollständiges Programm. Weil jede Iteration dabei nur ver-
gleichsweise kleine Änderungen an der Implementierung mit sich bringt, lassen sich 
auf diese Weise die im Projekt vorhandenen Risiken relativ gut beherrschen.
Abb. 3-4  Zyklus der iterativen Entwicklung
Aus der iterativen Vorgehensweise folgt allerdings auch, dass im Gegensatz zu 
prozeduralen Programmen, wo das Programm fertig ist, wenn alle bei einer zu Be-
ginn durchgeführten funktionalen Dekomposition identifizierten Komponenten imp-
lementiert sind, objektorientierte Programme dazu neigen, niemals fertig zu sein. Die 
objektorientierte Software-Entwicklung hat deshalb einen deutlich konstruktiveren 
und dynamischeren Charakter als die Entwicklung prozeduraler Programme.
Daraus resultieren zwei charakteristische Eigenschaften objektorientierter Soft-
ware, die man beim Testen objektorientierter Programme berücksichtigen muss:
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36  • Kontinuierliche Veränderung Objektorientierte Programme sind konti-
nuierlichen Veränderungen unterworfen, wobei jede neue Subklasse oder 
Kombination existierender Klassen potenzielle Fehler birgt. Für objektori-
entierte Programme muss daher wiederholt geprüft werden, was schon 
früher in anderem Kontext getestet wurde. Und auch die iterative Ent-
wicklung zwingt die Entwickler zum kontinuierlichen Testen.
• Wiederverwendung existierenden Codes Darüber hinaus bringt der Ein-
satz objektorientierter Rahmenwerke mit sich, dass man für alle auf einem 
Rahmenwerk basierenden Programme immer wieder dasselbe testen 
muss. Und bei jedem Test muss die Frage beantwortet werden, ob die vom 
Rahmenwerk ursprünglich vorgesehenen Kollaborationen auch dann noch 
funktionieren, nachdem diese angepasst und erweitert wurden.
Die zentrale Bedeutung der Wiederverwendung und der iterative Entwicklungs-
prozess führen also dazu, dass der Regressionstest für objektorientierte Software ei-
nen wesentlich höheren Stellenwert als für prozedurale Programme hat.
3.2.2 Laufzeitstruktur eines objektorientierten Programms
Testen ist ein dynamisches Qualitätssicherungsverfahren. Deshalb wird die Test-
barkeit eines objektorientierten Programms in erster Linie durch seine Struktur und 
seine Dynamik zur Laufzeit bestimmt. Doch hier zeigt sich auch schon ein Problem 
beim Test objektorientierter Software, denn aufgrund ihrer Komplexität lassen sich 
die Objektstruktur und die Interaktion der Objekte zur Laufzeit oft nur mühsam und 
nur mit Werkzeugunterstützung aus den Klassen eines Programms rekonstruieren.
Abb. 3-5  Prozedurale Programmstruktur vs. Objektstruktur
So ist die Laufzeitstruktur eines objektorientierten Programms meist deutlich 
komplexer als die vergleichbarer prozeduraler Programme, wie die in Abb. 3-5 ge-
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3.2   Testbarkeit objektorientierter Softwaregenübergestellten Beispiele zeigen. Beide Programme unterscheiden sich in erster 
Linie darin, wie die Daten behandelt werden. In einem prozeduralen Programm sind 
diese keiner bestimmten Prozedur zugeordnet, sondern entweder global im Pro-
gramm deklariert oder in einem genau abgesteckten Gültigkeitsbereich abgelegt. Da-
ten und Prozeduren sind weitgehend unabhängig voneinander und lassen sich 
getrennt voneinander betrachten. Im Gegensatz dazu sind in einem objektorientierten 
Programm alle Daten Objekten zugeordnet. Um die Datenstruktur zu verstehen, ist 
man daher gezwungen, die Objektstruktur zur Laufzeit zu betrachten, wofür man die-
se aber erst aus den Klassen und ihren Methoden rekonstruieren muss.
Der Aufbau prozeduraler Programme hat den Nachteil, dass man bei einer Ände-
rung der Datenstruktur nicht eingrenzen kann, auf welche Prozeduren sich diese aus-
wirkt. In einem objektorientierten Programm sind hingegen von Datenänderungen 
nur die Methoden der zugehörigen Klasse betroffen, was die Wartbarkeit einzelner 
Klassen stark verbessert. [Wilde et al. (1993)] zeigen jedoch, dass sich das Blatt wen-
det, wenn man die Struktur objektorientierter Programme global betrachtet. Denn 
Vererbung, Polymorphismus und dynamische Bindung sorgen dafür, dass eine Hand 
voll einfacher Klassen ausreicht, um eine für den Entwickler nur noch schwer durch-
schaubare Laufzeitstruktur interagierender Objekte aufzubauen. Dementsprechend 
schwierig ist es, die Abläufe in den meisten objektorientierten Programm zu verste-
hen. Die Wartung der Programme als Ganzes ist daher alles andere als trivial.
Da die Testbarkeit eines Programms entscheidend davon abhängt, inwieweit man 
Abhängigkeiten und Abläufe im zu testenden Programm nachvollziehen kann, wirkt 
sich dieses Verständnisproblem unmittelbar auf die Testbarkeit objektorientierter 
Software aus. Denn ein ausreichendes Programmverständnis ist die Grundvorausset-
zung, um Testfälle auszuwählen und auszuführen. Die folgende Übersicht fasst daher 
die wichtigsten Eigenschaften zusammen, die sich aus dem Aufbau objektorientier-
ter Programme ergeben und die sich direkt auf die Testbarkeit auswirken:
• Überfluss kleiner Programmteile Das Prinzip des Information Hiding 
und die damit verbundene Strategie, den mit bestimmten Daten verknüpf-
ten Code lokal in einem Objekt zu halten, führen dazu, dass sich ein 
objektorientiertes Programm aus viel mehr und deutlich kleineren Pro-
grammteilen zusammensetzt als prozedurale Software. So gilt es als 
Kennzeichen eines guten objektorientierten Entwurfs, wenn eine Methode 
nur wenige Anweisungen umfasst [Johnson & Foote (1988)]. Untersu-
chungen [Wilde et al. (1993)] haben gezeigt, dass zum Beispiel mehr als 
50% der Methoden in C++-Programmen weniger als zwei und in Small-
talk-Programmen weniger als vier Anweisungen umfassen. Einzelne 
Methoden haben daher oft triviale Komplexität, während die Programm-
komplexität in die Interaktion der Objekte verlagert wird.
• Delocalized Plans Ein Methode ist zwar aufgrund ihrer geringen Größe 
meist einfach zu verstehen, dies gilt jedoch nur selten für ihren Zweck. 
Denn der verbirgt sich in der Regel hinter einer Vielzahl unsichtbarer 37
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38  Abhängigkeiten zwischen Methoden und Daten verschiedener Klassen. 
Die Absicht, die ein Entwickler mit einer Methode ursprünglich verfolgt 
hat, ist daher oft nicht direkt erkennbar. [Soloway et al. (1988)] haben 
hierfür den Begriff des Delocalized Plan geprägt. Dieses Problem ist zwar 
nicht vollkommen neu und bereitet auch in prozeduralen Programmen 
Schwierigkeiten, die objektorientierten Konzepte Vererbung, Polymor-
phismus und dynamische Bindung verschärfen es aber noch, indem sie das 
Verhalten eines Programms über viele Klassen verstreuen, so dass man oft 
lange Nachrichtenketten verfolgen muss, um für wenige Klassen das Ver-
halten zu rekonstruieren.
• Yo-Yo-Problem [Taenzer et al. (1989)] Der Polymorphismus in objektori-
entierten Programmen hat zur Folge, dass die durch eine Nachricht ausge-
löste Nachrichtenfolge nicht nur von der Nachricht selbst, sondern auch 
von der Klasse des Empfängerobjekts abhängt. Im Gegensatz zu prozedu-
raler Software, wo für dieselben Eingaben immer die gleichen Prozeduren 
aufgerufen werden, kann daher dieselbe Nachricht an zwei verschiedene 
Objekte vollkommen unterschiedliche Nachrichtenfolgen auslösen. Da 
eine Subklasse zudem Methoden redefinieren kann und dabei auf die 
Methoden der Superklasse zugreifen kann, entstehen so oft komplexe 
Nachrichtenfolgen, die mit ihrem Auf und Ab entlang der Klassenhierar-
chie an das Spiel mit einem Yo-Yo erinnern [Taenzer et al. (1989)]. Solche 
Nachrichtenfolgen aus den Klassen zu rekonstruieren ist nicht nur auf-
wändig, sondern ohne Werkzeugunterstützung nahezu aussichtslos.
• Problem der Callbacks Nach Ansicht von [Szyperski (1998)] gehen viele 
aktuelle Testverfahren irrtümlicherweise davon aus, dass das Verhalten 
einer Methode lokal beschränkt ist und sich mittels Vor- und Nachbedin-
gungen vollständig spezifizieren lässt. Dabei wird aber vielfach überse-
hen, dass jede Methode wiederum Nachrichten an andere Objekte, also 
auch den ursprünglichen Sender der Nachricht, schicken kann. Ein solcher 
Callback oder Upcall kann jedoch zu unerwarteten Wechselwirkungen 
zwischen Objekten führen. [Szyperski (1998)] nennt hier das Beispiel 
eines Subjekts und seiner Beobachter [Gamma et al. (1995)], bei dem ein 
Beobachter während seiner Benachrichtigung durch das Subjekt den 
Zustand des Subjekts verändert, was letztendlich zu inkonsistentem Ver-
halten führt. Auch der Wiedereintritt (engl. re-entrance) in den Kontext 
eines Objekts, wenn eine Methode weitere Nachrichten an das eigene 
Objekt schickt, kann solche Probleme verursachen. Die indirekte Rekur-
sion über verschiedene Objekte verursacht dabei oftmals subtile und aus 
den Klassen eines Programms nur schwer erkennbare Wechselwirkungen.
• Konzept der Interaktion Objekte sind keine abgeschlossenen Systeme, 
sondern leben von der Interaktion mit ihrer Umgebung. [Wegner (1995)] 
zeigt, dass das Verhalten eines Objekts aufgrund dieser Interaktion nicht                                                                                                                    
3.3   Testverfahren für objektorientierte Softwaremit einem herkömmlichen Algorithmus beschrieben werden kann. Dabei 
vergleicht er einen Algorithmus mit einem Kaufvertrag, der genau vor-
schreibt, welches Ergebnis eine bestimmte Eingabe produziert, während er 
die Schnittstelle eines Objekts einem Ehevertrag gleichsetzt, der für ver-
schiedene im Lauf der Zeit eintretende Ereignisse ein bestimmtes Verhal-
ten, sprich Interaktionen, vorgibt. Das Modell der Turing-Maschine reicht 
demnach nicht mehr aus, um das Verhalten eines Objekts zu spezifizieren. 
[Wegner (1997)] entwickelt deshalb das leistungsfähigere Konzept der 
Interaktionsmaschine (engl. interaction machine), um das Verhalten eines 
Objekts zu beschreiben. Das Zusammenspiel zweier Objekte ist somit 
leistungsfähiger, aber auch schwerer zu verstehen als die Kombination 
zweier Prozeduren. Daraus folgt, dass ein objektorientiertes Programm im 
Gegensatz zu einem prozeduralen niemals vollständig spezifiziert werden 
kann. [Wegner (1995)] sieht darin unter anderem die Legitimation aktuel-
ler Modellierungsansätze, wie den Anwendungsfällen (engl. use cases) 
[Jacobson et al. (1992)], die lediglich versuchen, Ausschnitte eines objek-
torientierten Programms zu spezifizieren.
• Kollaborationen Während das Verhalten eines objektorientierten Pro-
gramms anhand einzelner Methoden nur schwer nachvollziehbar ist, 
gewinnt andererseits das Zusammenspiel der Objekte zunehmend an 
Bedeutung. Denn während ein einzelnes Objekt für sich allein genommen 
meist keinen oder nur geringen Nutzen bietet [Beck & Cunningham 
(1989)], resultiert die Leistungsfähigkeit eines objektorientierten Pro-
gramms allein aus dem Zusammenspiel der Objekte. Kollaborationen, bei 
denen zwei oder mehr Objekte zusammenspielen, um ein Ziel zu errei-
chen, bilden demnach die Essenz objektorientierter Programme.
Die diskutierten Eigenschaften lassen den Schluss zu, dass die gern von Pionieren 
der Objektorientierung geäußerte Hoffnung, die Objektorientierung würde die Test-
barkeit der Programme erhöhen, so nicht zutrifft. So haben zum Beispiel [Barbey & 
Strohmeier (1994)] nachgewiesen, dass die Aussage „Both testing and maintenance 
are simplified by an object-oriented approach, but the traditional methods used in 
these phases are not significantly altered.“ [Rumbaugh et al. (1991)] mehr dem 
Wunschdenken ihrer Autoren als der Realität entspricht. Denn die Objektorientie-
rung verbessert die Testbarkeit eines Programms nicht, sondern verursacht im Ge-
genteil neue, meist unangenehme Probleme.
3.3 Testverfahren für objektorientierte Software
In der Literatur findet man heute viele Verfahren, die speziell für den Test objek-
torientierter Software entwickelt wurden. Betrachtet man aktuelle Projekte, in denen 
objektorientierte Programme entwickelt werden, fällt jedoch auf, dass diese Verfah-
ren so gut wie nie verwendet werden. So steht man vor der paradoxen Situation, dass 39
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40  objektorientierte Programme trotz ihrer Komplexität (siehe Abschnitt 3.2.2) oftmals 
weniger getestet werden als ihre prozeduralen Vorgänger.
Eine Kernthese dieser Arbeit ist, dass das vor allem daran liegt, dass die heute für 
objektorientierte Software empfohlenen Testverfahren die in Abschnitt 3.2 vorge-
stellten Eigenschaften objektorientierter Software, die sich auf die Testbarkeit aus-
wirken, nicht ausreichend berücksichtigen. So stehen die Entwickler dem Test eines 
objektorientierten Programms häufig hilflos gegenüber, weil sie nicht wissen, wie sie 
die an einfachen Beispielen erprobten Testverfahren mit vertretbarem Aufwand auf 
ihre meist deutlich komplexeren Projekte übertragen sollen. Um dies zu untermau-
ern, geben die folgenden Abschnitte einen Überblick über gängige Testverfahren für 
den Komponenten-, Integrations- und Systemtest objektorientierter Software, wobei 
die Probleme und Unzulänglichkeiten dieser Verfahren im Vordergrund stehen.
3.3.1 Klassentest
Die Methoden einer Klasse sind im Normalfall nicht vollständig voneinander ent-
koppelt, sondern kommunizieren über die Attribute der Klasse miteinander. Sie kön-
nen deshalb nur gemeinsam getestet werden, so dass die Klasse die kleinste testbare 
Einheit in objektorientierten Programmen bildet. Der Komponententest objektorien-
tierter Software wird daher auch als Klassentest bezeichnet. Eine Besonderheit hier-
bei ist, dass man Klassen nicht direkt, sondern nur Objekte testen kann. Um eine 
Klasse zu testen, muss man also zuerst eine Instanz dieser Klasse erzeugen.
3.3.1.1 Klassentestverfahren
Da der Kontext, in dem ein Objekt später verwendet wird, in der Regel noch nicht 
bekannt ist, wenn die Klasse des Objekts implementiert wird, müssen Klassen laut 
[Barbey & Strohmeier (1994)] besonders intensiv getestet werden. Denn nur so wird 
gewährleistet, dass die fertigen Objekte auch in einem unerwarteten Kontext funkti-
onieren. Für die Entwicklung robuster Klassen ist es daher besonders wichtig, die 
Testfälle für eine Klasse mit einem systematischen Verfahren zu ermitteln.
In der Literatur finden sich drei Arten von Klassentestverfahren, die sich vor al-
lem dadurch unterscheiden, auf welcher Basis die Testfälle ausgewählt werden:
• Kontroll- und datenflussorientierte Verfahren Viele objektorientierte 
Programmiersprachen, wie C++ und Java, sind imperativ, solange man 
einzelne Methoden betrachtet. Gleichzeitig haben sich kontroll- und 
datenflussorientierte White-box-Techniken für prozedurale Software 
bewährt. Es gibt daher verschiedene Ansätze [Fiedler (1989), Harrold & 
Rothermel (1994)], bei denen versucht wurde, traditionelle programmba-
sierte Testverfahren auch auf Klassen zu übertragen. Da die Aussagekraft 
dieser Verfahren auf Methodenebene aufgrund des trivialen Aufbaus ein-
zelner Methoden relativ gering ist, lohnen sich diese jedoch erst, wenn 
Kontroll- und Datenflüsse über verschiedene Klassen betrachtet werden.                                                                                                                   
3.3   Testverfahren für objektorientierte Software• Zustandsbasierter Klassentest Ein besonders populäre Art von Klassen-
testverfahren sind die zustandsbasierten Verfahren [Turner & Robson 
(1993), Binder (1999)]. Bei diesen wird ausgenutzt, dass das Verhalten 
einer Methode vom aktuellen Objektzustand abhängt (siehe Abschnitt 
2.1.1) und somit jedes Objekt einen endlichen Automaten implementiert. 
Beim Test wird demnach versucht alle Zustände und Zustandsübergange 
dieses Automaten mit Testfällen abzudecken. Je nachdem, ob man den 
Automaten für die Testfallkonstruktion auf der Implementierung oder der 
Spezifikation einer Klasse aufbaut, sind die zustandsbasierten Testfälle 
dabei programm- oder spezifikationsbasiert. Ein Vorteil zustandsbasierter 
Klassentestverfahren wie zum Beispiel FREE [Binder (1999)] ist, dass sie 
meist auf erprobte Testtechniken [Chow (1978)] aus Bereichen wie Hard-
ware- und Protokollentwurf zurückgreifen.
• Modellbasierter Klassentest Grundlage für den modellbasierten Klas-
sentest ist ein Modell, das das von außen beobachtbare Verhalten einer 
Klasse spezifiziert. Das Spektrum reicht dabei vom einfachen mathemati-
schen Modell (TestGraph [Hoffman & Strooper (1995)]) bis zur formalen 
Spezifikation des zugrundeliegenden ADT (ASTOOT [Doong & Frankl 
(1994)]). Die modellbasierten Verfahren haben alle gemeinsam, dass sie 
die Implementierung der zu testenden Klasse nicht berücksichtigen. Es 
handelt sich also um rein spezifikationsbasierte Black-box-Verfahren, die 
den Vorteil haben, dass man in ihrem Fall nicht nur die Testdurchführung, 
sondern - eine genügend formale Spezifikation wie etwa bei ASTOOT 
vorausgesetzt - auch die Testfallerstellung zum Teil automatisieren kann.
Die hier erwähnten Beispiele repräsentieren nur einen kleinen Ausschnitt der heu-
te bekannten Klassentestverfahren. Alle in der Literatur bisher vorgeschlagenen Ver-
fahren lassen sich aber einer der drei vorgestellten Klassentestarten zuordnen.
3.3.1.2 Probleme beim Klassentest
Die klar definierte Klassenschnittstelle macht eine Klasse als testbare Einheit be-
sonders attraktiv. Denn sie legt genau fest, wie man auf Objekte der Klasse zugreifen 
kann, was es relativ einfach macht, Testfälle für die Klasse auszuwählen. Nicht zu-
letzt deshalb wird der „Test objektorientierter Software“ heute gerne dem Klassen-
test gleichgesetzt. Da Klassen nur die statische Struktur eines objektorientierten 
Programms wiedergeben, begegnet man auf der Ebene des Klassentests allerdings 
auch besonders vielen Problemen, die auf die charakteristischen Eigenschaften ob-
jektorientierter Software zurückzuführen sind:
• Mangelnde Beobacht- und Steuerbarkeit Zwar erleichtert die Kapse-
lung eines Objekts die Testfallerstellung, doch andererseits behindert sie 
auch die Testdurchführung und -auswertung. Denn, weil man die Attribute 
eines Objekts nur durch Methoden verändern und beobachten kann, muss 
vor jedem Test dafür gesorgt werden, dass das zu testende Objekt auch 41
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42  geeignete Zugriffsmöglichkeiten bereitstellt. Notfalls müssen daher extra 
für den Test zusätzliche Zugriffsmethoden implementiert werden.
• Testen abstrakter Klassen [Barbey & Strohmeier (1994)] Da eine abs-
trakte Klasse nicht instantiiert werden kann, können ihre Methoden nicht 
isoliert, wie es aus Sicht der Testtheorie zu wünschen wäre, sondern nur 
im Kontext einer konkreten Subklasse getestet werden.
• Testen einer Klassenhierarchie [Perry & Kaiser (1990)] haben anhand 
der Weyuker’schen Axiome (siehe Abschnitt 3.1.6) untersucht, wie sich 
die objektorientierten Konzepte auf die Testadäquatheit auswirken. Dabei 
hat sich gezeigt, dass aufgrund des Yo-Yo-Problems die oft intuitiv 
gemachte Annahme, bereits in der Superklasse getestete Methoden müss-
ten in einer Subklasse nicht mehr getestet werden, falsch ist. Denn jede 
Subklasse stellt einen neuen Kontext für geerbte Methoden dar. Aus die-
sem Grund benötigen auch die in einer Subklasse redefinierte Methoden 
fast immer neue Testfälle. Die Vererbung macht den Klassentest somit 
mühsam und fehleranfällig, weshalb zum Beispiel FREE [Binder (1999)] 
Vererbungsprobleme komplett vermeidet, indem die Hierarchie einer zu 
testenden Klasse und ihrer Superklassen vor dem Test in eine Klasse über-
führt und so eingeebnet wird (engl. flattening).
• Vererbung und spezifikationsbasierter Test [Perry & Kaiser (1990)] 
zeigen auch, dass man aufgrund der Weyuker’schen Antiextensionalität 
nur spezifikationsbasierte Testfälle für den Test einer Subklasse wieder-
verwenden kann. Da Subklassen das Verhalten der Superklasse in der 
Regel anpassen und erweitern, steht man aber sowohl beim zustands- als 
auch beim modellbasierten Klassentest vor dem Problem, dass eine Sub-
klasse meist auch eine neue Spezifikation benötigt. In der Regel gibt es 
jedoch keine zuverlässigen Techniken, um die Spezifikation einer Sub-
klasse aus der Superklasse abzuleiten.
• Komplexe Kontroll- und Datenflüsse Programmbasierte Testverfahren 
sind auf die präzise Bestimmung der Kontroll- beziehungsweise Daten-
flüsse über mehrere Klassen hinweg angewiesen. Durch die Vielzahl klei-
ner Methoden ist diese Bestimmung jedoch meist sehr aufwändig 
(vergleiche [Harrold et al. (2001)]) und durch die dynamische Bindung 
sogar ein unentscheidbares Problem [Barbey & Strohmeier (1994)]. Viele 
der programmbasierten Verfahren [Kung et al. (1995), Harrold & Rother-
mel (1994)] vermeiden es daher, die dynamische Bindung überhaupt zu 
betrachten. Alles in allem lassen sich die klassischen Testverfahren für 
prozedurale Programme aus diesem Grund nur mit Mühe auf objektorien-
tierte Software übertragen [Jorgensen & Erickson (1994)].
• Test einer isolierten Klasse Der Klassentest setzt voraus, dass man eine 
Klasse für sich getrennt vom übrigen Programm testen kann. Entspre-                                                                                                                   
3.3   Testverfahren für objektorientierte Softwarechend setzen spezifikationsbasierte Klassentestverfahren auch voraus, 
dass man das Verhalten einer Klasse unabhängig von ihrer Umgebung 
spezifizieren kann. Die zentrale Bedeutung von Kollaborationen macht es 
jedoch schwer, das Verhalten einer Klasse zu beschreiben, ohne all die 
Objekte zu betrachten, die eine Instanz der Klasse zur Laufzeit umgeben. 
Für viele Klassen lässt sich daher keine in sich geschlossene Spezifikation 
angeben, so dass zum Beispiel FREE [Binder (1999)] zwischen modalen 
Klassen, die mit einem Automaten spezifiziert werden können, und nicht-
modalen Klassen, die scheinbar kein zustandsabhängiges Verhalten besit-
zen, unterscheidet. Tatsächlich aber ist das Verhalten nicht-modaler Klas-
sen in der Regel nur über viele Objekte verstreut und die Klasse als 
Kontext für eine Spezifikation schlichtweg zu klein.
• Wiederverwendbarkeit der Testfälle Testfälle für den Klassentest müs-
sen in der Regel angepasst werden, um sie im Regressionstest wiederzu-
verwenden. Und dies gilt nicht nur für programmbasierte Tests, bei denen 
dies bei einer Änderung an der Implementierung durchaus verständlich 
erscheint, sondern häufig auch für spezifikationsbasierte Tests. Denn diese 
setzen meist eine vollständige Spezifikation des Klassenverhaltens voraus, 
die nie mehr verändert wird. Doch jede Veränderung am Kontext einer 
solchen Klasse erfordert eine Anpassung dieser Spezifikation. Die hier 
vorgestellten Klassentestverfahren lassen sich deshalb oft nur schwer in 
den iterativen Entwicklungsprozess integrieren.
3.3.2 Integrationstest objektorientierter Software
In der Literatur wird häufig darauf verwiesen, dass die Objektorientierung die 
Software-Qualität allein dadurch verbessert, dass sie ein Programm in für sich test-
bare Objekte zerlegt. Und für objektorientierte Software reiche es daher aus, die 
Klassen eines Programms auf Herz und Nieren zu prüfen, um diese anschließend zu 
einem korrekten Programm zusammenzubauen; womit der Integrationstest für ob-
jektorientierte Software überflüssig sei. Diese von Pionieren der objektorientierten 
Programmierung [Cox (1988)] gerne verbreitete Theorie, ist aber nicht nur falsch, 
sondern aufgrund der Komplexität im Zusammenspiel der Objekte auch mit einigen 
Risiken verbunden. Denn in Wirklichkeit ist genau das Gegenteil der Fall: Der Inte-
grationstest ist für objektorientierte Programme unerlässlich.
Je nachdem, ob einzelne Methoden oder ganze Subsysteme integriert werden, 
muss man bei objektorientierter Software zwei Formen des Integrationstests unter-
scheiden [Jüttner et al. (1995), Sneed & Winter (2002)]:
• Der Vertikale Integrationstest beschäftigt sich mit der Integration der 
Methoden innerhalb einer Klassenhierarchie. Dabei wird betrachtet, was 
passiert, wenn man die Methoden aus Sub- und Superklassen miteinander 
kombiniert. Der vertikale Integrationstest bezieht sich folglich nur auf die 
statische Struktur eines objektorientierten Programms.43
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44  • Der Horizontale Integrationstest untersucht hingegen, ob die Objekte 
zweier oder mehrerer Klassen zur Laufzeit so zusammenspielen, wie man 
es von ihnen erwartet. Der horizontale Integrationstest befasst sich also 
mit der Dynamik eines objektorientierten Programms und konzentriert 
sich demzufolge auf den Test der in einem objektorientierten Programm 
realisierten Kollaborationen.
Der vertikale Integrationstest beeinflusst das Zusammenspiel der Objekte allen-
falls indirekt und wurde hier schon im Zusammenhang mit den Problemen beim 
Klassentest diskutiert. Entscheidend für das Verhalten eines objektorientierten Pro-
gramms ist jedoch der horizontale Integrationstest, der für objektorientierte Software 
aus den folgenden Gründen enorm an Bedeutung gewinnt:
• Kleinere Komponenten Von [Beizer (1990)] stammt die Feststellung: 
„the smaller a component the liklier are interface bugs“. Damit will er aus-
drücken, dass der Integrationstest gegenüber dem Komponententest umso 
mehr an Bedeutung gewinnt, desto kleiner die zu integrierenden Kompo-
nenten werden. Der Überfluss kleiner Methoden, die zur Laufzeit mitein-
ander interagieren, steigert daher die Bedeutung des Integrationstests für 
objektorientierte Software.
• Antikompositions-Axiom Gemäß dem Weyuker’schen Antikompositi-
ons-Axiom (siehe Abschnitt 3.1.6) reicht es nicht aus, eine Klasse im Rah-
men des Klassentests auf Herz und Nieren zu prüfen. Stattdessen muss ein 
Objekt im Rahmen des Integrationstests auch zusammen mit allen Objek-
ten getestet werden, deren Dienste es benutzt oder die es aggregiert (ver-
gleiche auch [Perry & Kaiser (1990)]).
• Bedeutung der Kollaboration Die zentrale Bedeutung von Kollaboratio-
nen führt dazu, dass man beim Klassentest oft eine große Zahl zusätzlicher 
Testtreiber und -stümpfe benötigt, die die Umgebung der zu testenden 
Klasse simulieren. Da deren Implementierung jedoch zum Teil erhebli-
chen Aufwand erfordert, lohnt es sich in der Regel abzuwarten, bis alle an 
einer Kollaboration beteiligten Klassen implementiert sind, um diese dann 
einem gemeinsamen Integrationstest zu unterziehen.
3.3.2.1 Integrationstestverfahren
Ähnlich wie beim Integrationstest prozeduraler Software (vergleiche [Spillner 
(1992)]) findet man in der Literatur nur wenig darüber, wie Testfälle für den horizon-
talen Integrationstest objektorientierter Programme aussehen müssen, geschweige 
denn wie man sie systematisch ermittelt. Stattdessen wird meist empfohlen, die be-
reits aus dem Klassentest bekannten Verfahren auf Gruppen interagierender Objekte 
auszudehnen. So schlägt [Binder (1999)] vor, eine Kollaboration mit FREE zu testen, 
indem man einen Automaten für die Kollaboration spezifiziert, der das gemeinsame 
Verhalten aller beteiligten Klassen beschreibt. Als Beispiel hierfür präsentiert er ei-
nen Getränkeautomaten, der mit mehreren Klassen implementiert ist. Ebenso emp-                                                                                                                   
3.3   Testverfahren für objektorientierte Softwarefehlen [Kung et al. (1995)] sowie [Overbeck (1994)], die bekannten kontroll- und 
datenflussorientierten Verfahren auch für den Integrationstest objektorientierter 
Software einzusetzen, geben allerdings keine konkreten Beispiele dafür an.
[Jorgensen & Erickson (1994)] hingegen sehen darin, dass beim Test traditionell 
nicht das Verhalten, sondern die Kontroll- und Datenflüsse eines Programms im Vor-
dergrund stehen, die Hauptursache dafür, dass der Integrationstest objektorientierter 
Software besonders schwierig ist. Aus diesem Grund haben sie ein neues Integrati-
onstestverfahren entwickelt, das sich stärker am Verhalten objektorientierter Pro-
gramme orientiert und auf so genannten Message/Method-Pfaden (MM-Pfaden) und 
Atomic System Functions (ASF) basiert. Ein MM-Pfad entspricht dabei einer Nach-
richtenfolge, die von einer Nachricht angestoßen wird und in einer Methode endet, 
die keine weitere Nachricht mehr auslöst. Ein MM-Pfad kann dabei aus kürzeren 
MM-Pfaden zusammengesetzt sein. Eine ASF entspricht dann einem MM-Pfad, der 
mit einer Nachricht aus der Systemumgebung beginnt und mit einer Ausgabe des 
Systems endet, wodurch der Kreis zum Systemtest geschlossen wird.
3.3.2.2 Integrationsteststrategien
Ähnlich wie beim Integrationstest prozeduraler Programme steht bei dem objek-
torientierter Software die Frage im Vordergrund, in welcher Reihenfolge man die 
Objekte beziehungsweise Klassen am besten integriert, damit diese systematisch und 
effizient getestet werden. Ein wichtiges Kriterium ist hierbei, wie viele zusätzliche 
Testtreiber und -stümpfe man im Extremfall für den Integrationstest benötigt. Da die-
se stets zusätzlichen Aufwand bedeuten und zugleich die Gefahr bergen, den Test 
durch neue Fehler zu stören, muss ihre Zahl möglichst minimiert werden.
[Binder (1999)] gibt einen guten Überblick über die Integrationsteststrategien, die 
man beim Test von Klassen-Clustern anwenden kann:
• Big-Bang bezeichnet die in der Praxis leider häufig anzutreffende Situa-
tion, dass es keine Integrationsteststrategie gibt. Das heißt, das Zusam-
menspiel der Objekte wird erst getestet, wenn das Programm fertig ist und 
alle Klassen implementiert sind. Dies macht es aber sowohl schwer, geeig-
nete Integrationstestfälle zu ermitteln, als auch, die Ursache eines beim 
Test gefundenen Fehlers zu lokalisieren.
• Die Top-Down-Strategie setzt voraus, dass ein zu testender Klassen-Clus-
ter eine Klasse umfasst, die als Kopf (engl. head) des Clusters fungiert, 
durch den auf die übrigen Objekte zugegriffen wird. Dieser Kopf wird als 
Erstes getestet, während die übrigen Objekte zu Beginn noch durch Test-
stümpfe simuliert werden. Anschließend werden die Teststümpfe nach 
und nach durch die tatsächliche Implementierung ersetzt - was möglicher-
weise zusätzliche Teststümpfe erfordert -, bis schließlich jeder Teststumpf 
durch seine endgültige Implementierung ersetzt ist. Ein Vorteil der Top-
Down-Strategie ist, dass man nur einen einzigen Testtreiber für den Clus-45
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46  ter-Kopf benötigt. Dafür braucht man allerdings im Extremfall Test-
stümpfe für alle anderen Objekte des Clusters.
• Die Bottom-Up-Strategie orientiert sich an den Objektbeziehungen in der 
Laufzeitstruktur. Objekte, die nicht auf Dienste anderer Objekte angewie-
sen sind, werden dabei als Erstes getestet, bevor ausgehend von diesen 
Basisobjekten nach und nach jene Objekte hinzugefügt und getestet wer-
den, die lediglich auf Dienste bereits getesteter Objekte zurückgreifen. 
Dementsprechend werden bei der Bottom-up-Integration keine oder 
zumindest nur wenig Teststümpfe benötigt [Overbeck (1994)]. Da die 
Strategie von der Implementierung der ersten Klasse an eingesetzt werden 
kann, eignet sie sich gut für die iterative Entwicklung objektorientierter 
Software. Ihr Nachteil ist, dass man für jede im Test auftretende Teilhier-
archie einen eigenen Testtreiber benötigt.
• Bei der Kollaborationsintegration werden alle Teilnehmer einer Kolla-
boration auf einmal getestet. Ein Programm wird so schrittweise anhand 
seiner Kollaborationen integriert und getestet. Dies hat den Vorteil, dass 
das Zusammenspiel der Objekte in den Vordergrund tritt, und die Testfälle 
nicht mehr so stark von einzelnen Objekten abhängen. Die Wiederver-
wendbarkeit der Testfälle hängt damit weniger von einzelnen Klassen ab. 
Außerdem stellt die Kollaborationsintegration in der Regel einen guten 
Kompromiss zwischen der Top-Down- und der Bottom-Up-Strategie dar, 
indem sie die Anzahl der Testtreiber und -stümpfe klein hält. Leider wird 
der Kollaborationsbegriff bei [Binder (1999)] jedoch nicht näher definiert.
• Häufige Integration (engl. high-frequency integration) Als weitere Stra-
tegie für den Integrationstest empfiehlt [Binder (1999)] den Regressions-
test nach jedem Entwicklungsschritt oder das Prinzip der Daily-Builds, 
bei dem täglich eine lauffähige Version eines Programms erzeugt wird. 
Diese Strategie hat sich vor allem in der Praxis, etwa bei der Implementie-
rung von Windows NT [Zachary (1994)], bewährt und ist gleichzeitig zen-
trales Element des Test-First-Ansatzes (siehe Abschnitt 3.3.4). Der Test in 
kurzen Abständen hat den Vorteil, dass man Defekte relativ schnell ein-
grenzen kann, da sie notwendigerweise durch Änderungen verursacht 
sind, die nach dem letzten Test stattgefunden haben.
Die unterschiedliche Architektur objektorientierter Programme macht es schwer, 
eine allgemeine Empfehlung dazu abzugeben, welche Integrationsstrategie für ein 
Programm am besten geeignet ist. [Jüttner et al. (1995)] empfehlen deshalb für die 
Praxis eine gemischte Strategie, die das übergeordnete Ziel hat, die Anzahl der erfor-
derlichen Testtreiber und -stümpfe zu minimieren. Ähnliches findet man auch bei 
[Overbeck (1994)] und [Kung et al. (1995)].                                                                                                                   
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Generell gilt: bereits bei prozeduralen Programmen bereitet der Integrationstest 
mehr Probleme als der Komponententest. Und auch dort ist zum Teil erheblicher 
Aufwand erforderlich, um geeignete Integrationstestfälle zu ermitteln (vergleiche 
[Spillner (1992)]). Die charakteristischen Eigenschaften objektorientierter Software 
verschärfen diese Probleme jedoch noch und schaffen zum Teil ganz neue Probleme:
• Komplexität des Objektzusammenspiels Der Einsatz existierender 
Klassentestverfahren für den Integrationstest scheitert in der Regel an der 
Komplexität des zu testenden Objektzusammenspiels. So ist die Bestim-
mung der Kontroll- und Datenflüsse für einzelne Klassen schwierig (siehe 
Abschnitt 3.3.1.2), doch stehen diese Schwierigkeiten in keinem Verhält-
nis zu jenen, denen man sich gegenüber sieht, wenn man versucht, die 
Kontroll- und Datenflüsse für eine ganze Kollaboration zu bestimmen. 
Ähnlich verhält es sich, wenn man zustands- oder modellbasierte Klassen-
testverfahren auf Gruppen kollaborierender Objekte überträgt. Die dafür 
notwendigen Automaten und Modelle sind in der Regel so umfangreich, 
dass sie mit vernünftigem Aufwand nicht mehr zu handhaben sind.
• Keine eindeutige Integrationsreihenfolge Der Integrationstest objektori-
entierter Software wird auch dadurch erschwert, dass der objektorientierte 
Entwurf im Gegensatz zur algorithmischen Dekomposition keine eindeu-
tige Integrationsreihenfolge vorgibt [Jorgensen & Erickson (1994)]. So 
tritt in objektorientierten Programmen zum einen das Konzept des globa-
len Hauptprogramms in den Hintergrund, und müssen zum anderen viele, 
zum Teil neue Abhängigkeiten zwischen den Objekten berücksichtigt wer-
den. Eine reine Top-Down- oder Bottom-Up-Strategie kann daher nur sel-
ten auf objektorientierte Programme angewandt werden.
• Auswahl von Regressionstestfällen Der iterative und inkrementelle Ent-
wicklungsprozess erfordert, nicht nur den Klassentest, sondern auch den 
Integrationstest regelmäßig zu wiederholen. Dies wirft die Frage auf, wel-
che Testfälle im Regressionstest erneut auszuführen sind. Es wurden ver-
schiedene Verfahren für die Auswahl von Regressionstestfällen [Kung et 
al. (1995), Harrold et al. (2001)] vorgeschlagen, die helfen, nur die unbe-
dingt nötigen Testfälle auszuwählen. Die Komplexität objektorientierter 
Programme macht diese Verfahren aber anspruchsvoll und aufwändig.
• Wiederverwendbarkeit der Testfälle Da die meisten Testverfahren für 
objektorientierte Software davon ausgehen, dass die Implementierung bei 
Testbeginn vollständig abgeschlossen ist, steht man auch beim Integrati-
onstest oft vor dem Problem, dass man die Testfälle mit jeder Iteration im 
Entwicklungsprozess anpassen muss. Jeder Regressionstest erfordert 
somit neue Testfälle. Dies gilt auch für das Verfahren von [Jorgensen & 
Erickson (1994)], weil es das Programm meist als Ganzes betrachtet.47
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48  • Testen rahmenwerkbasierter Programme Die bekannten Ansätze für 
den Integrationstest objektorientierter Software berücksichtigen in der 
Regel nicht, ob ein Rahmenwerk als Basis für ein Programm verwendet 
wurde. Stattdessen gehen sie davon aus, dass das zu testende Programm 
von Grund auf neu entwickelt wurde, und dass der Tester Zugriff auf den 
kompletten Programmcode hat. Sie nutzen also nicht den Vorteil, Testfälle 
für die Kollaborationen eines Rahmenwerks [Riehle & Gross (1998)] wie-
derzuverwenden. Der Test rahmenwerkbasierter Programme ist daher ein 
nach wie vor offenes Problem [Fayad & Schmidt (1997)].
3.3.3 Systemtest objektorientierter Software
Da es nur wenige Ansätze für den Integrationstest objektorientierter Software 
gibt, die zudem mit vielen Schwierigkeiten zu kämpfen haben, gehen die Entwickler 
vom Klassentest meist direkt zum Systemtest über, wenn sie zeigen wollen, dass die 
Objekte eines Programms korrekt zusammenspielen. Da dort definitionsgemäß nur 
Systeme, also vollständige Programme, betrachtet werden, macht es für den System-
test keinen Unterschied, ob ein Programm objektorientiert oder prozedural program-
miert ist. Ein Entwickler muss sich deshalb beim Systemtest weder über neue 
Testverfahren noch über die Integrationsreihenfolge Gedanken machen.
Zwar ist es im Umfeld objektorientierter Software besonders beliebt, Systemtest-
fälle auf der Basis von Anwendungsfällen (engl. use cases) [Jacobson et al. (1992)] 
zu entwickeln. Dies hat jedoch den einfachen Hintergrund, dass Anwendungsfälle 
heute vielfach die Grundlage für die Systemspezifikation objektorientierter Pro-
gramme bilden. Dementsprechend gibt es mittlerweile verschiedene Ansätze, um 
Testfälle systematisch aus Anwendungsfällen abzuleiten [Ryser (2003), Fröhlich & 
Link (2000)]. Doch in vielen Fällen begnügt man sich für den Systemtest auch damit, 
die Verwendung des zu testenden Programms per Capture/Replay-Werkzeug aufzu-
zeichnen, um diese Aufzeichnung in späteren Regressionstests wiederzuverwenden.
Obgleich wichtiger Bestandteil des Entwicklungsprozesses, kann der Systemtest 
den Integrationstest nicht vollständig ersetzen. Denn in der Regel bietet ein Pro-
gramm auf Systemebene nicht genügend Steuerungsmöglichkeiten, um alle Teile ei-
nes Programms gleichermaßen zu prüfen. Der Systemtest vernachlässigt daher 
gemäß dem Antidekompositions-Axiom (siehe Abschnitt 3.1.6) wichtige Teile eines 
Programms, die ohne einen vorhergehenden Intergrationstest ungetestet bleiben.
3.3.4 Der Test-First-Ansatz
Ein weiterer Ansatz für den Test objektorientierter Software, der so genannte 
Test-First-Ansatz [Beck & Gamma (1998)], entstammt dem Umfeld des Extreme 
Programming (XP) [Beck (1999)]. Der Test-First-Ansatz ist allerdings genau be-
trachtet kein neues Testverfahren, sondern eine Testphilosophie mit dem Ziel, den 
Komponententest stärker in den Software-Entwicklungsprozess zu integrieren. Dazu                                                                                                                    
3.3   Testverfahren für objektorientierte Softwareerzeugt ein Entwickler, bevor er eine neue Anforderung mit einem Programm um-
setzt, als Erstes Testfälle, die nur dann ohne Fehler durchlaufen, wenn diese Anfor-
derung korrekt implementiert ist. Dies stellt unter anderem sicher, dass die erzeugten 
Testfälle nur die relevanten Aspekte eines Programms prüfen.
Eine Voraussetzung für den Test-First-Ansatz ist die Automatisierung der Test-
fälle mit einem Testrahmenwerk, wie zum Beispiel JUnit (siehe Abschnitt 7.1). Denn 
nur so ist ein effizienter Regressionstest möglich, bei dem man die einmal erstellten 
Testfälle jederzeit wiederholen kann. Die häufige Wiederholung der Testfälle er-
leichtert dabei zum einen die Suche nach neu hinzugekommenen Defekten und 
macht zum anderen den Entwicklungsfortschritt direkt messbar.
Der Test-First-Ansatz ist also besonders gut auf die iterative Entwicklung objek-
torientierter Software (siehe Abschnitt 3.2.1) abgestimmt. Er konzentriert sich aller-
dings auf den Komponententest auf Klassenebene und macht keine Vorgaben, wie 
die Entwickler ihre Testfälle auswählen sollen. So kennt zum Beispiel XP keine Spe-
zifikationen, aus denen man die Testfälle systematisch ableiten könnte. Im Gegen-
teil, die erstellten Testfälle sind bei XP später Teil der Programmspezifikation. Der 
Test-First-Ansatz ist also keine echte Alternative zu den bekannten Testauswahlver-
fahren, sondern muss mit diesen kombiniert werden [Fraikin et al. (2004)]. Auch den 
in dieser Arbeit entwickelten Ansatz sollte man daher nicht als Konkurrenz zum 
Test-First-Ansatz, sondern als Ergänzung auf Ebene des Integrationstests verstehen.
3.3.5 Design-by-Contract
Auch der von [Meyer (1997)] entwickelte Ansatz des Design-by-Contract ist kein 
Testverfahren im eigentlichen Sinne, sondern vielmehr ein Verfahren, um die Kor-
rektheit objektorientierter Programme konstruktiv sicherzustellen. Basis für den An-
satz ist die Sicht, dass die Beziehung zwischen einer Klasse und ihren Klienten einem 
Vertrag entspricht, der sowohl Verpflichtungen als auch Vorteile für beide Seiten mit 
sich bringt. Es gibt also stets Vorbedingungen, die ein Aufrufer erfüllen muss, bevor 
er eine Methode benutzen darf, aber auch Nachbedingungen, die die Methode an-
schließend einhalten muss, sofern der Aufrufer die Vorbedingungen erfüllt hat.
Abb. 3-6  Methode remove der Eiffel-Klasse Stack [Meyer (1997)]
Wesentlicher Bestandteil des Design-by-Contract sind deshalb Zusicherungen 
(engl. assertions), mit denen man die Vor- und Nachbedingungen einer Methode di-
remove is -- Removes top element from Stack
    require
        not empty
    do ...
    ensure
        not full
        count = old count - 1
    end49
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50  rekt im Programm verankern kann. Diese Zusicherungen werden dann zur Laufzeit 
des Programms überprüft. Als Beispiel sind in Abb. 3-6 die Vor- und Nachbedingun-
gen der Eiffel-Methode remove dargestellt, die das oberste Element eines Stacks 
entfernt. Die Vorbedingung (eingeleitet durch require) fordert, dass ein Klient 
remove nur dann aufrufen darf, wenn der Stack nicht leer ist, während die Nachbe-
dingungen (eingeleitet durch ensure) verlangen, dass nach Abschluss der Methode 
der Stack nicht mehr voll sein darf und der Wert des Stack-Zählers count eins nied-
riger als vorher (referenziert durch das Schlüsselwort old) sein muss.
Zusicherungen spezifizieren also Bedingungen für die Parameter und die Umge-
bung einer Methode, die ein Programm zur Laufzeit prüfen kann. Eine Methode kann 
deshalb darauf verzichten, diese Eigenschaften selbst noch einmal zu überprüfen. 
Gleichzeitig dokumentieren die Zusicherungen im Code die Spezifikation einer Me-
thode und helfen so künftigen Entwicklern ein Programm besser zu verstehen. Auf 
ähnliche Weise kann man mit Zusicherungen auch Klasseninvarianten für eine Klas-
se (eingeleitet durch das Schlüsselwort invariant) festlegen, die Instanzen der 
Klasse vor und nach jeder Ausführung einer Methode erfüllen müssen.
Der Ansatz des Design-by-Contract hat aber auch Grenzen (vergleiche Abschnitt 
3.2.2). So zeigen [Wegner (1995)] und [Szyperski (1998)], dass die Spezifikation 
von Vor- und Nachbedingungen für eine Methode noch nicht garantiert, dass es nicht 
trotzdem zu Fehlern im Zusammenspiel der Objekte kommt. Darüber hinaus ist es 
aufgrund der Delocalized Plans in objektorientierten Programmen oft schwierig die 
globalen Abhängigkeiten zwischen Methoden und Klassen auf die lokalen Vor- und 
Nachbedingungen einzelner Methode abzubilden. In der Praxis begegnet man daher 
oft Methoden, für die nur triviale Vor- und Nachbedingungen angegeben sind.
3.4 Testen objektorientierter Kollaborationen
Der Überblick über aktuelle Testverfahren für objektorientierte Software im Ab-
schnitt 3.3 lässt sich wie folgt zusammenfassen:
• Der Klassentest ist zwar für den Komponententest objektorientierter Soft-
ware wichtig, aber nicht immer effektiv einsetzbar, weil er oft durch die 
Eigenschaften objektorientierter Software behindert wird.
• Der Systemtest für objektorientierte Software unterscheidet sich kaum 
von dem prozeduraler Programme, reicht aber alleine noch nicht aus, um 
das Zusammenspiel der Objekte ausreichend zu testen.
Was fehlt ist ein tragfähiger Ansatz für den Integrationstest objektorientierter 
Programme. Also ein Verfahren, mit dem man systematisch das Zusammenspiel der 
Objekte testen kann (vergleiche Abschnitt 1.2), und das die Lücke zwischen Klassen- 
und Systemtest füllt. So hat die Diskussion der Integrationstestverfahren in Abschnitt 
3.3.2 gezeigt, dass die meisten bisher vorgeschlagenen Ansätze an der komplexen 
Laufzeitstruktur objektorientierter Programme scheitern, da sie die charakteristi-
schen Eigenschaften objektorientierter Software nicht ausreichend berücksichtigen.                                                                                                                    
3.4   Testen objektorientierter KollaborationenAls Vision für die weitere Arbeit wird daher im Folgenden ein alternativer, kollabo-
rationsorientierter Ansatz vorgestellt, der besser für objektorientierte Software ge-
eignet ist, weil er die zentrale Bedeutung von Kollaborationen berücksichtigt.
3.4.1 Prinzip des kollaborationsorientierten Tests
Der Begriff der Kollaboration (siehe Abschnitt 2.5) vereinfacht nicht nur die War-
tung objektorientierter Software, sondern kann zudem genutzt werden, um das kom-
plexe Zusammenspiel der Objekte in für sich einfacher testbare Teile zu zerlegen. 
Gemäß dem in Abb. 3-7 dargestellten Prinzip des kollaborationsorientierten Tests 
werden dabei aus dem Modell einer Kollaboration Testdaten und Soll-Resultate ab-
geleitet, die anschließend auf eine Menge konkreter Objekte in der Laufzeitstruktur 
des zu testenden Programms angewandt werden, um zu prüfen, ob diese genau so zu-
sammenspielen, wie dies im Modell der Kollaboration spezifiziert wurde.
Abb. 3-7  Prinzip des kollaborationsorientierten Tests
Ein wichtiger Vorteil des kollaborationsorientierten Tests ist, dass er sich auf den 
komplexesten Teil eines objektorientierten Programms, nämlich das Zusammenspiel 
der Objekte zur Laufzeit konzentriert. Da darüber hinaus die Testfälle spezifikations-
basiert - nämlich aus dem Modell der zu testenden Kollaboration - entworfen wer-
den, bleiben diese zudem unabhängig von einer konkreten Implementierung der 
Kollaboration, wodurch ihre Wiederverwendbarkeit steigt.
Der kollaborationsorientierte Test bietet damit im Vergleich zu herkömmlichen 
Integrationstestansätzen (vergleiche Abschnitt 3.3.2.3) folgende Vorteile:
• Besseres Programmverständnis Der Begriff der Kollaboration zerlegt 
das Zusammenspiel der Objekte in besser verständliche und damit leichter 
testbare Bausteine. Es ist für die Testfallauswahl daher nicht mehr not-
wendig, alle Abläufe im Programm nachzuvollziehen, sondern es genügt, 
sich auf den Ausschnitt der zu testenden Kollaboration zu konzentrieren.
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52  • Kollaborationsweise Integration Der kollaborationsorientierte Test gibt 
als Integrationsreihenfolge per Definition die kollaborationsweise Integra-
tion vor (vergleiche Abschnitt 3.3.2.2). Dabei kann man entweder nach-
einander alle Kollaborationen eines Programms testen oder - was 
praktikabler erscheint - gezielt die Kollaborationen herausgreifen, die 
besonders wichtig sind oder eine sehr hohe Komplexität besitzen.
• Besser wiederverwendbare Testfälle Kollaborationen sind zentrale 
Architekturelemente in objektorientierten Programmen. Wurde erst ein-
mal ein bestimmtes Zusammenspiel der Objekte für eine Aufgabe festge-
legt, wird dieses in der Regel nicht mehr grundlegend verändert, da dies 
die komplette Programmarchitektur in Frage stellen würde. Kollaboratio-
nen sind daher meist deutlich weniger Veränderungen unterworfen als ein-
zelne Klassen, die meist im Spannungsfeld mehrerer Kollaborationen 
stehen, die widerstreitende Ziele verfolgen. Ein ausreichend abstraktes 
Kollaborationsmodell vorausgesetzt, steigt damit die Wiederverwendbar-
keit kollaborationsorientierter Tests.
• Rahmenwerkbasierte Testfälle Kollaborationen sind zudem ein zentra-
les Element objektorientierter Rahmenwerke [Riehle & Gross (1998)]. 
Kollaborationsorientierte Testfälle können so für alle Programme wieder-
verwendet werden, die auf demselben Rahmenwerk basieren. Dabei kann 
einerseits geprüft werden, ob die Kollaborationen des Rahmenwerks nach 
einer Anpassung immer noch funktionieren, und ob andererseits die vom 
Rahmenwerk vorgegebenen Klassen auch noch im veränderten Umfeld 
eines neuen Programms funktionieren.
Kollaborationen bringen damit viele der Eigenschaften mit, die [Jorgensen & 
Erickson (1994)] von einem Modellierungskonstrukt erwarten, das sich für den Inte-
grationstest objektorientierter Software eignet: „This construct should be compatible 
with composition, avoid the inappropriate structure-based goals of traditional inte-
gration testing, support the declarative aspect of object integration, and be clearly 
distinct from unit- and system-level constructs.“
3.4.2 Anforderungen an das Modell einer Kollaboration
Voraussetzung für den kollaborationsorientierten Test ist, dass man über ein Mo-
dell der zu testenden Kollaboration verfügt, das als Testorakel für die Konstruktion 
der Testfälle dienen kann. Und hier liegt das Hauptproblem des kollaborationsorien-
tierten Ansatzes: Wie kann man das Verhalten einer Kollaboration so modellieren, 
dass das Modell später als Grundlage für die Testfallauswahl dienen kann?
Denn traditionell steht beim objektorientierten Entwurf nicht das dynamische Zu-
sammenspiel der Objekte, sondern die statische Struktur der Klassen im Vorder-
grund. So wird beim objektorientierten Entwurf ein vorliegendes Problem in 
Schlüsselabstraktionen - die Klassen - zerlegt [Booch (1994)], die anschließend im                                                                                                                    
3.4   Testen objektorientierter KollaborationenKlassendiagramm niedergelegt werden, während die Kollaborationen häufig ein 
Schattendasein fristen und deshalb mühsam aus den Klassen und Methoden rekons-
truiert werden müssen. Eine separate Dokumentation der Abläufe in objektorientier-
ten Programmen existiert nur selten [Wilde et al. (1993)] und falls doch, ist diese 
meist unvollständig. So bieten die meisten Entwurfsmethoden nur unzureichende 
Möglichkeiten, um die Laufzeitstruktur objektorientierter Programme für den syste-
matischen Test zu modellieren [Binder (1999), S. 105]).
 Der kollaborationsorientierte Test setzt dagegen einen Ansatz für die Modellie-
rung von Kollaborationen voraus, der die folgenden Anforderungen erfüllt:
• Separation of Concerns Er muss erlauben, Kollaborationen aus der Lauf-
zeitstruktur eines objektorientierten Programms zu isolieren. Das heißt, er 
muss die Trennung der funktionalen Belange im Objektzusammenspiel 
eines Programms unterstützen.
• Modellierung der Struktur Zugleich muss er die Möglichkeit bieten, die 
Objektstruktur zu dokumentieren, auf die die an einer Kollaboration betei-
ligten Objekte bei ihrer Interaktion angewiesen sind. Dabei muss er auch 
die Dynamik der Objektstruktur berücksichtigen, da sich die Objektbezie-
hungen innerhalb einer Kollaboration zur Laufzeit ändern können.
• Modellierung der Dynamik Darüber hinaus muss er die Möglichkeit bie-
ten, die Interaktion der kollaborierenden Objekte zu spezifizieren. Er muss 
daher die präzise und möglichst vollständige Modellierung der dynami-
schen Abläufe in einer Kollaboration unterstützen.
• Implementierungsunabhängigkeit Damit man das Modell einer Kolla-
boration für möglichst viele verschiedene Implementierungen derselben 
Kollaboration wiederverwenden kann, sollte die Modellierung zudem so 
abstrakt sein, dass das Modell keine Details der Implementierung vor-
schreibt, sondern sich auf die Essenz der Kollaboration konzentriert.
Eine denkbarer Ansatz für die Modellierung von Kollaborationen, der die hier 
aufgestellten Anforderungen zumindest teilweise erfüllt, sind beispielsweise die Ent-
wurfsmuster von [Gamma et al. (1995)]. Allerdings ist deren Beschreibung meist 
nicht präzise genug, um daraus Testfälle zu konstruieren. Im nächsten Kapitel wer-
den daher verschiedene Ansätze für die Modellierung von Kollaborationen gegenü-
bergestellt, mit dem Ziel einen Ansatz auszuwählen, mit dem man eine Kollaboration 
so modellieren kann, dass das Modell auch für den Test geeignet ist.53
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4 Modellierung von Kollaborationen
Das im vorangehenden Kapitel vorgestellte Prinzip des kollaborationsorientierten 
Tests setzt ein präzises und möglichst vollständiges Modell einer Kollaboration vo-
raus. Dieses Kapitel gibt daher einen Überblick über die wichtigsten Ansätze für die 
Modellierung von Kollaborationen, die es heute gibt. Dabei wird das ganze Spek-
trum von einfachen Ansätzen, wie UML-Kollaborations- und Sequenzdiagrammen, 
bis hin zu interaktionsorientierten Entwurfsmethoden betrachtet. Anschließend wird 
für jeden betrachteten Ansatz anhand zu Beginn aufgestellter Kriterien beurteilt, in-
wiefern das jeweilige Kollaborationsmodell die Anforderungen des kollaborations-
orientierten Tests an ein solches Modell (siehe Abschnitt 3.4.2) erfüllt. Ziel des 
Kapitels ist es, am Ende jenen Modellierungsansatz auszuwählen, der am besten da-
für geeignet ist, eine Kollaboration aus dem Objektzusammenspiel eines objektori-
entierten Programms zu isolieren und als wiederverwendbares Testorakel für den 
kollaborationsorientierten Test zu modellieren.
4.1 Bewertungskriterien
Um den Überblick über die verschiedenen Modellierungsansätze knapp zu halten, 
betrachten die nachfolgenden Abschnitte für jeden Modellierungsansatz nur die An-
teile, die für den kollaborationsorientierten Test von Belang sind, und die ihn von den 
anderen unterscheiden. Als Leitlinie für diese Betrachtungen werden hier deshalb ei-
nige Kriterien aufgestellt, die zu berücksichtigen sind, um zu beurteilen, ob ein Mo-
dellierungsansatz für den kollaborationsorientierten Test in Frage kommt oder nicht.
Folgende Kriterien und Subkriterien lassen sich aus den Anforderungen, die ein 
Modellierungsansatz für den kollaborationsorientierten Test erfüllen muss (siehe 
Abschnitt 3.4.2), ableiten:
• Kollaboration Inwieweit unterstützt der Ansatz das Konzept einer Kolla-
boration (siehe Abschnitt 2.5)? Und falls er es unterstützt, inwiefern 
berücksichtigt er auch das Kollaborationsziel?
• Modellierung der Kollaborationsstruktur Modelliert der Ansatz die 
Struktur, die das Zusammenspiel der Objekte charakterisiert? Und gibt es 
eine dauerhafte Dokumentation dieser Struktur, zum Beispiel als Dia-
gramm? Mit welcher Präzision wird sie modelliert? Und wie hoch ist der 
Aufwand für ihre Modellierung?
• Modellierung des Kollaborationsverhaltens Inwieweit wird die Interak-
tion der Objekte modelliert? Und gibt es eine dauerhafte Dokumentation
der Dynamik? Mit welcher Präzision wird sie modelliert? Und wie hoch 
ist der Aufwand für ihre Modellierung?55
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56  • Separation of Concerns Inwieweit unterstützt der Ansatz die Trennung 
der funktionalen Belange in einem Programm? Inwieweit unterstützt der 
Ansatz die Entkopplung verschiedener Kollaborationen? Und ist das 
Modell einer Kollaboration abstrakt genug, dass es unabhängig von einer 
konkreten Implementierung bleibt?
4.2 Modellierung mit Objekten und Klassen
Traditionell steht beim objektorientierten Entwurf die Klassenstruktur im Vorder-
grund, so dass sich der Entwurf eines Programms häufig auf die Erstellung des Klas-
sendiagramms reduziert. Dennoch herrscht heute weitgehend Einigkeit darüber, dass 
es für einen objektorientierten Entwurf auch wichtig ist, die zentralen Kollaboratio-
nen eines Programms, die zum Beispiel [Booch (1994)] als „mechanisms“ bezeich-
net, zu dokumentieren. Die meisten Entwurfsmethoden bieten deshalb verschiedene 
Diagramme an, um das Zusammenspiel der Objekte zu modellieren.
4.2.1 Interaktionsdiagramme mit Objekten
 Die meisten objektorientierten Entwurfsmethoden [Booch (1994), Rumbaugh et 
al. (1991), Jacobson et al. (1992)] sehen Möglichkeiten vor, um mit Diagrammen den 
Nachrichtenaustausch zwischen Objekten darzustellen. Entsprechend gibt es auch in 
der aktuellen UML [OMG (2001)], die Notationselemente unterschiedlicher Ent-
wurfsmethoden in sich vereinigt, zwei Arten so genannter Interaktionsdiagramme 
(siehe Abb. 4-1), um das Objektzusammenspiel zu dokumentieren.
Abb. 4-1  UML Kollaborations- und Sequenzdiagramm am Beispiel JHotDraw
Das UML-Kollaborationsdiagramm (links in Abb. 4-1) stellt dabei die Lauf-
zeitstruktur der interagierenden Objekte mit ihren Objektbeziehungen in den Vorder-
grund, während das UML-Sequenzdiagramm (rechts in Abb. 4-1) die zeitliche 
Reihenfolge der zwischen den Objekten ausgetauschten Nachrichten hervorhebt. 
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4.2   Modellierung mit Objekten und KlassenDas Kollaborationsdiagramm in Abb. 4-1 zeigt dabei die Objektstruktur einer 
Zeichnung d, die aus den Figuren x, y und z aufgebaut ist, und die von der Sicht v
beobachtet wird. Abgesehen von den Objekten und ihren Objektbeziehungen zeigt 
das Kollaborationsdiagramm auch, welche Nachrichten zwischen den interagieren-
den Objekten ausgetauscht werden. So ist zum Beispiel deutlich zu erkennen, wie die 
erste Nachricht draw(…) an die Zeichnung d weitere draw(…)-Nachrichten an die 
Figuren x, y und z auslöst. Die Reihenfolge der Nachrichten wird dabei durch Num-
mern spezifiziert. Das dazu äquivalente UML-Sequenzdiagramm in Abb. 4-1 gibt im 
Gegensatz zum Kollaborationsdiagramm nur noch die Reihenfolge der zwischen den 
Objekten ausgetauschten Nachrichten wieder, wobei die Anordnung der Nachrichten 
von oben nach unten ihrer zeitlichen Abfolge entspricht. Die Objektstruktur wird im 
Sequenzdiagramm jedoch komplett vernachlässigt.
Der Hauptnachteil der UML-Interaktionsdiagramme ist, dass sie auf konkreten 
Objekten basieren. Ein Interaktionsdiagramm kann daher immer nur eine bestimmte 
Laufzeitsituation - wie in einem Schnappschuss - festhalten. Und für jede neue Nach-
richt oder Konstellation der Objekte muss man ein neues Interaktionsdiagramm er-
stellen. Die mangelnde Abstraktion von der Implementierung macht es daher sehr 
aufwändig, das Zusammenspiel der Objekte mit Interaktionsdiagrammen zu model-
lieren. In der Praxis werden sie deshalb nur in Einzelfällen verwendet, um zum Bei-
spiel besonders komplexe Abläufe zu illustrieren.
4.2.2 Objektdiagramm nach Cunningham und Beck
Eine interessante Möglichkeit, um den Nachrichtenaustausch zwischen Objekten 
darzustellen, haben [Cunningham & Beck (1986)] entwickelt. Im Gegensatz zu den 
UML-Interaktionsdiagrammen, die lediglich den Nachrichtenaustausch zwischen 
Objekten zeigen, stellen sie in ihrem Objektdiagramm auch dar, welche Super- bzw. 
Subklasse eine für den Nachrichtenaustausch erforderliche Methode implementiert. 
Das Diagramm orientiert sich damit an der Klassenstruktur eines Programms und 
zeigt, wie sich eine Interaktion der Objekte über mehrere Klassen verteilt.
Abb. 4-2  Objektdiagramm für die Operation addAll nach [Cunningham & Beck (1986)]
Wie das Objekt der Smalltalk-Klasse Set in Abb. 4-2 zeigt, betont das Dia-
gramm das Auf und Ab der Nachrichten entlang der Klassenhierarchie (siehe Ab-
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Definition 4-1schnitt 3.2.2), indem es zeigt, welche Methoden infolge einer Nachricht ausgeführt 
werden. [Cunningham & Beck (1986)] verwenden das Diagramm zum Beispiel, um 
einen Debugger um die grafische Darstellung des Programmablaufs zu erweitern.
4.3 Der interaktionsorientierte Entwurf
Doch nicht zuletzt wegen der Probleme mit dem Programmverständnis, denen 
man beim rein „klassenzentrierten“ Entwurf (siehe Abschnitt 4.2) immer wieder ge-
genüber steht, wurden schon früh einige Alternativen zu den bisherigen Entwurfsme-
thoden entwickelt. Diese so genannten „interaktionsorientierten“ Methoden - ein von 
[Helm et al. (1990)] geprägter Begriff - unterscheiden sich dadurch, dass sie zu Be-
ginn des Entwurfs nicht die Klassenstruktur, sondern das Zusammenspiel der Objek-
te betrachten. Das heißt, als Erstes werden die Interaktionen der Objekte analysiert, 
bevor diese in einem zweiten Schritt in eine Klassenstruktur umgesetzt werden.
4.3.1 CRC-Karten
Von [Beck & Cunningham (1989)] stammt der Satz: „no object is an island“, wo-
mit sie ausdrücken wollen, dass in objektorientierten Programmen fast jedes Objekt 
auf die Dienste anderer Objekte angewiesen ist, so dass es dort auch kein globales 
Hauptprogramm mehr gibt, sondern die Steuerung des Programmablaufs über viele 
Objekte verstreut ist (vergleiche Abschnitt 3.2.2). [Beck & Cunningham (1989)] se-
hen darin aber nicht nur ein Problem für unerfahrene Entwickler, sondern eines das 
bei komplexen Abläufen auch erfahrenen Entwicklern erhebliche Schwierigkeiten 
bereitet. Als Lösung empfehlen sie deshalb, sich beim Entwurf eines Programms von 
Anfang an auf die Kollaborationen der Objekte zu konzentrieren, und haben als 
Hilfsmittel für deren Analyse die so genannten CRC-Karten entwickelt.
Bei der CRC-Analyse wird für jedes an der zu analysierenden Kollaboration be-
teiligte Objekt eine CRC-Karte - meist eine einfache Karteikarte - angelegt. Die Ab-
kürzung CRC steht dabei für die drei zentralen Begriffe, die laut [Beck & 
Cunningham (1989)] ein Objekt innerhalb einer Kollaboration charakterisieren:
• Klasse (class) Der Klassenname steht für die Klasse des Objekts, also den 
durch das Objekt repräsentierten Begriff, wie er sonst auch beim objekto-
rientierten Entwurf verwendet wird.
• Zuständigkeiten (responsibilities) Die Zuständigkeiten (engl. responsi-
bilities) (siehe Definition 4-1) des Objekts legen fest, welche Aufgaben es 
in der Kollaboration erfüllen muss, damit die kollaborierenden Objekte 
Zuständigkeit (responsibility)
Eine Zuständigkeit benennt ein Problem, das von einem Objekt gelöst 
werden muss.                                                                                                                   
4.3   Der interaktionsorientierte Entwurfgemeinsam das Kollaborationsziel erreichen. Eine Zuständigkeit gibt 
dabei nur an, was das Objekt beherrschen muss, und macht noch keine 
Aussage darüber, wie dies implementiert sein muss.
• Kollaborateure (collaborators) Die Objektbeziehungen zu anderen Kol-
laborationsteilnehmern, die das Objekt braucht, um seine Zuständigkeiten 
zu erfüllen, werden anhand der Klassen jener Objekte festgelegt, auf deren 
Dienste das Objekt angewiesen ist - den so genannten Kollaborateuren.
Abb. 4-3  CRC-Karten für die Figurenhierarchie aus JHotDraw
Als Beispiel zeigt die Abb. 4-3 die CRC-Karten für eine CRC-Analyse der Figu-
renhierarchie aus Abb. 4-1. Jede Klasse aus Abb. 4-1 wird dabei durch eine eigene 
CRC-Karte repräsentiert, die auf der linken Seite eine kurze Liste der Zuständigkei-
ten enthält, die ein Objekt dieser Klasse in der Figurenhierarchie hat, und auf der 
rechten Seite die Kollaborateure nennt, auf deren Dienste die Objekte der Klasse da-
für angewiesen sind. Diese CRC-Karten werden dann verwendet, um damit unter-
schiedliche Szenarien im Programmablauf durchzuspielen, und so im interaktiven 
Gespräch nach und nach weitere Objekte, Zuständigkeiten und Kollaborateure zu er-
mitteln. Erst ganz am Ende der CRC-Analyse werden die so entstandenen CRC-Kar-
ten in eine entsprechende Klassenhierarchie überführt.
Die CRC-Karten haben sich mittlerweile als wichtiges Mittel für die objektorien-
tierte Analyse etabliert (vergleiche [Bellin & Suchman Simone (1997)]). So hat die 
Konzentration auf die Zuständigkeiten der Objekte den Effekt, dass die CRC-Analy-
se die „Objektorientiertheit“ eines Entwurfs verbessert, weil dabei von der konkreten 
Implementierung einer Kollaboration abstrahiert wird. CRC-Karten haben allerdings 
auch den großen Nachteil, das man mit ihnen das Zusammenspiel der Objekte nicht 
dauerhaft - zum Beispiel als Diagramm - dokumentieren kann.
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60  4.3.2 Responsibility Driven Design (RDD)
Die Entwurfsmethode des Responsibility Driven Design (RDD) [Wirfs-Brock et 
al. (1990)] konzentriert sich ähnlich wie die CRC-Analyse auf die Zuständigkeiten 
eines Objekts (siehe Definition 4-1). Folglich steht auch bei RDD das Verhalten der 
Objekte im Mittelpunkt, was gewährleisten soll, dass der fertige Entwurf das gege-
bene Problem optimal löst, ohne eine Implementierung vorzuschreiben. [Wirfs-
Brock & Wilkerson (1989)] beklagen nämlich, dass bei vielen anderen Entwurfsme-
thoden als Erstes die Datenstruktur festgelegt wird, was dazu führt, dass die Klassen-
schnittstellen oft Annahmen über eine konkrete Implementierung enthalten.
Abb. 4-4  RDD-Client/Server-Modell nach [Wirfs-Brock et al. (1990)]
Die konzeptionelle Grundlage von RDD ist ein Client/Server-Modell (siehe Abb. 
4-4), das beschreibt, wie zwei Objekte interagieren. Demnach stellt ein Objekt - der 
Server - Dienste bereit, die das andere Objekt - der Client - anfordern (engl. request) 
kann. Die Dienste, die der Server anbietet, werden dabei zu einem Kontrakt (engl. 
contract) zusammengefasst. Dieser ist bindend für beide Objekte und legt genau fest, 
welche Zuständigkeiten der Server gegenüber dem Client erfüllen muss. So lassen 
sich zum Beispiel aus den Zuständigkeiten, die für ein Objekt der Klasse Drawing
in Abb. 4-3 dargestellt sind, zwei verschiedene Kontrakte bilden: ein Kontrakt für die 
Verwaltung der Zeichnung, der das Hinzufügen, Löschen und Ändern von Figuren 
regelt, und ein zweiter, der sich mit der Darstellung der Zeichnung befasst. Ein Ser-
ver kann demzufolge mehrere Kontrakte gleichzeitig unterstützen und so mit unter-
schiedlichen Clients zusammenarbeiten.
Abb. 4-5  Kollaborationsgraph des Subsystems Drawing
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4.3   Der interaktionsorientierte EntwurfDesweiteren können bei RDD ausgehend von den Kontrakten Gruppen von Klas-
sen, die besonders eng zusammenarbeiten, zu Subsystemen zusammengefasst wer-
den. Ein solches Subsystem entspricht folglich einer Kollaboration von Objekten. 
Als Beispiel ist in Abb. 4-5 der so genannte Kollaborationsgraph für das Subsystem 
Drawing dargestellt, der zeigt, wie die Objekte der Klassen Drawing, Figure
und GroupFigure aus der Zeichnung in Abb. 4-1 miteinander zusammenhängen, 
und so die Kollaborationsstruktur beschreibt. Die Objektbeziehungen zwischen den 
beteiligten Objekten sind dabei als Pfeile dargestellt, während die von den Klassen 
unterstützten Kontrakte als Halbkreise eingezeichnet sind. 
Obgleich zum Beispiel die Notation des Kollaborationsgraphen im Vergleich zur 
aktuellen UML nicht mehr zeitgemäß erscheint, stellen die zwei Konzepte, Kontrakt 
und Subsystem, trotzdem wichtige Meilensteine auf dem Weg zum interaktionsori-
entierten Entwurf dar.
4.3.3 Kontrakte
[Helm et al. (1990)] gehören zu den Ersten, die klargestellt haben, dass Objekt-
kollaborationen, die sie als „Verhaltenskompositionen“ (engl. behavioral compositi-
ons) bezeichnen, keine Ausnahmeerscheinung, sondern charakteristisches Merkmal 
objektorientierter Programme sind. Dazu gehört auch die Feststellung, dass man in 
unterschiedlichen Programmen oft ein ähnliches Zusammenspiel der Objekte beob-
achten kann. [Helm et al. (1990)] beschränken sich deshalb nicht wie die CRC-Ana-
lyse oder RDD darauf die Zuständigkeiten kollaborierender Objekte zu erfassen, 
sondern führen stattdessen ein neues Konstrukt ein, mit dem man die Struktur und 
das Verhalten einer Kollaboration vollständig spezifizieren kann. Dieser Kontrakt 
(engl. contract) (der wesentlich mehr umfasst als ein Kontrakt in RDD) kann dann 
benutzt werden, um das Wissen über eine Kollaboration für unterschiedliche Imple-
mentierungen dieser Kollaboration wiederzuverwenden.
Als Beispiel eines solchen Kontrakts ist in Abb. 4-6 der Kontrakt SubjectView 
dargestellt, der das Verhalten und die Abhängigkeiten einer Menge von Objekten be-
schreibt, die im Sinne des Entwurfsmusters Observer [Gamma et al. (1995)] zusam-
menspielen. Jeder Kontrakt ist demnach aus vier Teilen aufgebaut:
• Kontraktteilnehmer (participants) In jedem Kontrakt müssen die 
Objekte deklariert sein, die an der Kollaboration teilnehmen. Im Beispiel 
sind das zum einen das einzelne Objekt Subject für das Subjekt und 
zum anderen die Menge Views für die beobachtenden Sichten.
• Kontraktverpflichtungen (contractual obligations) Den zentralen Teil 
eines Kontrakts bilden die Kontraktverpflichtungen. Sie spezifizieren für 
jeden deklarierten Kontraktteilnehmer, welche Attribute und Nachrichten 
er besitzt, und wie er sich bei Empfang einer Nachricht verhält. Alle Kon-
traktverpflichtungen eines Kontrakts zusammengenommen spezifizieren 
das gemeinschaftliche Verhalten der kollaborierenden Objekte.61
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62  • Invariante (invariant) Darüber hinaus enthält ein Kontrakt meist eine 
Invariante (eingeleitet durch das Schlüsselwort invariant), die alle 
Kontraktteilnehmer aufrecht erhalten müssen, und die durch die Interak-
tion der Objekte nicht verändert wird.
• Instantiierungsbedingungen (instantiation statement) Vervollständigt 
wird ein Kontrakt durch Instantiierungsbedingungen (eingeleitet durch 
das Schlüsselwort instantiation). Das sind Aktionen, die man aus-
führen muss, damit der Kontrakt zwischen den Objekten überhaupt 
zustande kommt. So müssen zum Beispiel im Falle des Kontrakts Sub-
jectView zuerst die beobachtenden Sichten beim Subjekt angemeldet 
werden, bevor die Objekte interagieren können.
Abb. 4-6  Kontrakt SubjectView nach [Helm et al. (1990)]
Alle Verpflichtungen und Invarianten eines Kontrakts werden in einer formalen 
Sprache spezifiziert, die auf mathematischen Grundlagen wie Mengen und Folgen 
basiert. Ein Kontrakt macht daher so gut wie keine Annahmen über eine bestimmte 
Implementierung. Auch macht er keine Angaben darüber, wie die Kontraktteilneh-
mer Kenntnis voneinander erlangen; dies ist allein Sache der Implementierung. Ein 
Kontrakt spezifiziert somit das Verhalten einer Kollaboration völlig unabhängig von 
contract SubjectView
  Subject supports
  [
    value: Value
    SetValue(val: Value) → ∆ value {value = val}; Notify()
    GetValue(): Value → return value
    Notify() → 〈  v: v ∈ Views: v.Update()〉
    Attach(v: View) → {v ∈ Views}
    Detach(v: View) → {v ∉ Views}
  ]
  Views: Set(View) where each View supports
  [
    Update() → Draw()
    Draw() → Subject.GetValue(){View reflects Subject.value}
    SetSubject(s: Subject) → {Subject = s}
  ]
  invariant
    Subject.SetValue(val) → 〈 ∀ v: v ∈ Views:
                              v reflects Subject.value〉
  instantiation
    〈   v: v ∈ Views:
                 〈Subject.Attach(v)  v.SetSubject(Subject)〉 〉
end contract                                                                                                                   
4.3   Der interaktionsorientierte Entwurfden Klassen einer konkreten Implementierung. Man kann diese Klassen jedoch spä-
ter mittels einer so genannten Konformitätsdeklaration (engl. conformance declara-
tion) auf den Kontrakt abbilden.
Ein Kontrakt beschreibt explizit das Verhalten einer Gruppe von Objekten, das 
sonst über viele Klassen verstreut ist. So haben [Helm et al. (1990)] die Kontrakte 
ursprünglich entwickelt, um diese als eigenständiges Konstrukt in eine Program-
miersprache zu integrieren. Ziel dabei war es, die Kontrakte als implementierungsu-
nabhängige, wiederverwendbare Bausteine zu etablieren, aus denen man 
„interaktionsorientiert“ entworfene Systeme schrittweise konstruieren kann, um dar-
aus anschließend eine konkrete Implementierung zu generieren.
4.3.4 Entwurfsmuster
Komplexe Kollaborationen, die sich nicht ohne weiteres aus dem Studium der 
Klassen erschliessen, werden heute oft mit Entwurfsmustern [Gamma et al. (1995)] 
dokumentiert. Sie helfen, die Lücke zwischen der statischen Klassenstruktur eines 
objektorientierten Programms und seiner Objektstruktur zur Laufzeit zu überbrü-
cken, indem sie beide Sichten in Relation zueinandersetzen. Das bekannteste Bei-
spiel hierfür ist das Entwurfsmuster Observer [Gamma et al. (1995)], welches das 
Zusammenspiel eines Subjekts und seiner Beobachter beschreibt. So ist es extrem 
schwierig, die durch die Kollaboration bedingten Abhängigkeiten zwischen den Ob-
jekten ohne Kenntnis des Observer-Musters nachzuvollziehen.
Konzeptionell betrachtet sind Entwurfsmuster allerdings nicht auf die Beschrei-
bung von Kollaborationen beschränkt. Ein Entwurfsmuster ist vielmehr die Kombi-
nation aus einem Entwurfsproblem und einem Vorschlag, wie man das Problem 
lösen kann. Nach [Gamma et al. (1995)] umfasst jedes Entwurfsmuster deshalb die 
folgenden vier Teile:
• Name Der Name eines Entwurfsmusters dient als Referenz und ist 
anschließend Teil des Entwurfsvokabulars, mit dem auf Basis von Mus-
tern über einen Entwurf diskutiert werden kann.
• Problem Ein zentraler Teil jedes Entwurfsmusters ist die Beschreibung 
des Problems, welches das Muster löst.
• Lösung Das eigentliche Muster beschreibt dann, wie man das zuvor iden-
tifizierte Problem lösen kann. Grundlage für diese Beschreibung sind 
meist Erfahrungen, die bei früheren Lösungen des Problems gemacht wur-
den. Damit die Lösung für unterschiedliche Implementierungen wieder-
verwendbar bleibt, hält man diese Beschreibung so abstrakt wie möglich.
• Konsequenzen Abschließend werden die Vor- und Nachteile der Lösung 
gegenübergestellt. Diese dienen später als Grundlage für die Diskussion 
über Entwurfsalternativen.
Ein Entwurfsmuster bewahrt folglich eine früher gemachte Entwurfsentschei-
dung in möglichst knapper und wiederverwendbarer Form. Und ist demzufolge auch 63
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64  geeignet, um eine Kollaboration zu dokumentieren. Als Beispiel zeigt Abb. 4-7 in 
schematischer Form die Beschreibung des Entwurfsmusters Observer aus dem Mus-
terkatalog von [Gamma et al. (1995)]. Sie beginnt mit dem Namen des Musters und 
ist im übrigen in neun Abschnitte gegliedert, von denen jeder einen anderen Aspekt 
des Problems und seiner Lösung erläutert.
Abb. 4-7  Beschreibung des Entwurfsmusters Observer nach [Gamma et al. (1995)]
Die Vielfalt der Entwurfsentscheidungen, die als Muster dokumentiert werden 
müssen, macht es schwierig, ein einheitliches Beschreibungsschema für Entwurfs-
muster zu empfehlen. Der Einfachheit halber werden Muster deshalb meist in Um-
gangssprache beschrieben und, wo nötig, durch konkrete Beispiele ergänzt. Ein 
Muster erscheint so zwar einerseits oft vage oder unpräzise, doch andererseits stei-
gert dies auch seine Wiederverwendbarkeit. Hierfür ist auch wichtig, dass ein Muster 
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4.4   Die rollenbasierte Modellierungnie eine bestimmte Implementierung vorschreibt, sondern lediglich eine Lösungsi-
dee vermittelt, die man anschließend noch gestalten kann. So werden als Teil eines 
Entwurfsmusters häufig auch Implementierungsoptionen diskutiert, aus denen der 
Entwickler dann die für seinen Fall optimale Lösung auswählen kann.
Von den 23 im Entwurfsmuster-Katalog von [Gamma et al. (1995)] diskutierten 
Mustern betrachten allerdings nur wenige vollwertige Kollaborationen. Viele Muster 
beziehen sich stattdessen auf die Implementierung einer einzelnen Methode oder 
Klasse, wie im Fall der Muster Factory Method oder Adapter. Oder sie betrachten 
nur den Ausschnitt einer umfassenderen Kollaboration. So beschreibt zum Beispiel 
das Muster Chain of Responsibility eine Technik, um mehrere Objekte miteinander 
zu verketten, wobei das Muster aber kein bestimmtes Kollaborationsziel mit dieser 
Verkettung verbindet. Ein Grund hierfür ist, dass je kleiner der durch ein Muster be-
trachtete Ausschnitt des Objektzusammenspiels ist, desto größer ist auch seine Wie-
derverwendbarkeit. So dokumentieren im Katalog von [Gamma et al. (1995)] letzten 
Endes nur die Entwurfsmuster Observer und Command vollwertige Kollaborationen.
Alles in allem bieten Entwurfsmuster keinen direkten Vorteil gegenüber anderen 
Ansätzen für die Modellierung von Kollaborationen. Sie beschreiben in der Praxis 
nur selten vollwertige Kollaborationen und wenn doch, werden diese meist anhand 
von Beispielen beschrieben, die mit bekannten Mitteln wie Interaktionsdiagrammen 
modelliert sind. Der Beschreibung eines Musters mangelt es daher häufig an der nö-
tigen Abstraktion, was im Zusammenhang mit Entwurfsmustern schon mehrfach kri-
tisiert wurde [Riehle (1996), Lauder & Kent (1998)].
Interessant an Entwurfsmustern ist jedoch, dass jedes Muster einen Namen hat. 
Ein Entwickler kennt so von Anfang an den Namen einer Kollaboration und kann bei 
Bedarf versuchen, verschiedene Beschreibungen des Musters zu Rate zu ziehen. Er 
kann dadurch immer wieder auf das Wissen, das in einem Entwurfsmuster abgelegt 
ist, zurückgreifen. Die Stärke der Entwurfsmuster liegt somit im gemeinsamen Vo-
kabular, das sie schaffen und in dem sie Wissen dauerhaft bewahren.
4.4 Die rollenbasierte Modellierung
Alle bisher beschriebenen interaktionsorientierten Methoden haben gemeinsam, 
dass sie sich beim Entwurf auf das Zusammenspiel der Objekte konzentrieren. Zen-
trales Modellierungselement bleibt dabei aber immer die Klasse. So werden bei allen 
bisher vorgestellten Methoden die Entwurfsergebnisse am Ende mit Klassen doku-
mentiert, wodurch die ursprüngliche Implementierungsunabhängigkeit des Entwurfs 
wieder verloren geht. Um der Dynamik objektorientierter Software besser gerecht zu 
werden, wurden deshalb in jüngerer Zeit einige rollenbasierte Entwurfsmethoden 
entwickelt, die als Alternative die Rollen (siehe Abschnitt 2.6) eines Objekts für die 
Modellierung von Kollaborationen verwenden. Im Folgenden werden nach einer 
kurzen Einführung, die den Einsatz von Rollen für die objektorientierte Modellie-
rung motiviert, die wichtigsten Konzepte dieser rollenbasierten Ansätze vorgestellt.65
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66  4.4.1 Objekte im Kontext einer Kollaboration
Eine Klasse ist die Implementierung einer Menge von Objekten, die dieselbe 
Struktur und das gleiche Verhalten aufweisen (vergleiche Abschnitt 2.2), und steht 
somit für die statische Struktur eines objektorientierten Programms. Da dort das Zu-
sammenspiel der Objekte zur Laufzeit keine Bedeutung hat, sind Klassen demzufol-
ge ungeeignet, um Kollaborationen zu beschreiben.
Um dies zu verdeutlichen, ist in Abb. 4-8 nochmals das UML-Kollaborationsdi-
agramm aus Abschnitt 2.5 mit der Objektstruktur eines grafischen Editors darge-
stellt. Es zeigt, wie die Objekte des Editors zusammenspielen, wenn man versucht, 
die Figur z mittels der Nachricht remove(z) aus der Zeichnung d, die gerade mit 
dem Editor bearbeitet wird, zu entfernen. Wie in Abb. 4-8 durch gestrichelte Ellipsen 
angedeutet, nimmt das (in Abb. 4-8 grau hervorgehobene) Zeichnungsobjekt d der 
Klasse Drawing dabei an drei verschiedenen Kollaborationen gleichzeitig teil:
• In der Kollaboration Component Management fungiert das Objekt d als 
Wurzel der Zeichnung, die mit dem Editor bearbeitet wird.
• In der Kollaboration Command ist das Objekt d Befehlsempfänger des 
übergeordneten Kommando-Objekts c in einer Implementierung des Ent-
wurfsmusters Command [Gamma et al. (1995)].
• In der Kollaboration Observer fungiert das Objekt d als Subjekt in einer 
Implementierung des Entwurfsmusters Observer [Gamma et al. (1995)].
Für jede dieser drei Kollaborationen muss das Objekt d andere Nachrichten ver-
stehen und Attribute bereitstellen. So muss es zum Beispiel für die Kollaboration 
Command Nachrichten wie remove(…) und add(…) verstehen, mit denen man Fi-
guren aus der Zeichnung entfernen oder der Zeichnung hinzufügen kann, während es 
für die Kollaboration Observer Attribute und Nachrichten anbieten muss, mit denen 
man die Beobachter des Subjekts verwalten oder benachrichtigen kann. Beide Auf-
gaben haben - genau betrachtet - nichts miteinander zu tun. Das Objekt d spielt in 
jeder Kollaboration eine andere „Rolle“, so spielt das Objekt d in den drei Kollabo-
rationen Component Management, Command und Observer jeweils die Rollen Wur-
zel, Befehlsempfänger und Subjekt.
Bei der rollenbasierten Modellierung werden genau diese Rollen eines Objekts 
verwendet, um die Kollaborationen des Objekts zu modellieren. Dabei berücksich-
tigt eine Rolle nur die Attribute und Nachrichten eines Objekts, die dieses Objekt be-
nötigt, um seine Zuständigkeiten in der jeweiligen Kollaboration zu erfüllen. Seine 
übrigen Attribute und Nachrichten werden hingegen ausgeblendet. Eine Rolle mo-
delliert demzufolge nur die eingeschränkte Sicht, die man hat, wenn man das Objekt 
vom Standpunkt der Kollaboration betrachtet. Sie steht für die Zuständigkeiten des 
Objekts in der Kollaboration.
In der Regel betrachtet eine Rolle dabei nur die Attribute und Nachrichten des re-
präsentierten Objekts und nicht, wie diese implementiert sind. Die Kapselung der                                                                                                                    
4.4   Die rollenbasierte ModellierungObjekte bleibt also gewahrt, wodurch das rollenbasierte Modell einer Kollaboration 
weitgehend unabhängig von einer konkreten Implementierung bleibt.
Abb. 4-8  Zeichnungsobjekt d als Teilnehmer dreier Kollaborationen
Eine Rolle ist folglich das zentrale Modellierungselement für die Modellierung 
von Kollaborationen, wobei die Rolle folgende Vorteile bietet:
• Identifizierbarkeit Eine Rolle identifiziert ein konkretes Objekt inner-
halb einer Kollaboration und schafft so die Möglichkeit, über dessen 
Zuständigkeiten in der Kollaboration zu diskutieren.
• Entkopplung verschiedener Kollaborationen Die Rolle isoliert den kol-
laborationsrelevanten Teil eines Objekts. Die Zuständigkeiten, die das 
Objekt gegenüber anderen Kollaborationen hat, werden ausgeblendet, sie 
gehören zu Rollen des Objekts in anderen Kollaborationen.
• Abstraktion vom konkreten Objekt Eine Rolle abstrahiert von der kon-
kreten Implementierung und kann daher auch von Objekten gespielt wer-
den, deren Klassen nicht miteinander verwandt sind.
• Stabilität Wenn eine Klasse implementiert wird, müssen oft widersprüch-
liche Anforderungen in Einklang miteinander gebracht werden. Eine Rolle 
berücksichtigt im Gegensatz dazu nur Anforderungen, die in direktem 
Zusammenhang mit der modellierten Kollaboration stehen. Die Rolle 
eines Objekts ist daher meist deutlich stabiler als die Klasse des Objekts, 
da sie weniger Änderungen unterworfen ist [VanHilst & Notkin (1996)].
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68  Alles in allem ist die Rolle damit ähnlich elementar für die Modellierung von Kol-
laborationen wie die Klasse für den Entwurf der statischen Programmstruktur. Wie 
die Klasse abstrahiert auch die Rolle von einer Menge von Objekten - nämlich all je-
nen, die die Voraussetzungen mitbringen, um die Rolle in einer Kollaboration zu 
spielen. Eine Rolle ist dabei aber meist deutlich knapper als eine Klasse, da sie nur 
den kollaborationsrelevanten Teil eines Objekts modelliert. Abhängig davon, ob die 
Dynamik oder die Statik eines Systems interessiert, bieten Rolle und Klasse demnach 
zwei wichtige, zueinander orthogonale Sichten auf ein Objekt (siehe Abschnitt 2.6).
4.4.2 OOram
OOram (Object-Oriented Role Analysis and Modeling) [Reenskaug et al. (1996)] 
(früher auch unter dem Namen OORASS [Reenskaug et al. (1992)] bekannt) ist die 
vermutlich erste rollenbasierte Methode, die für den interaktionsorientierten Entwurf 
objektorientierter Programme entwickelt wurde - wobei in OOram die Analyse des 
Objektzusammenspiels besonders hohen Stellenwert genießt. So wird bei OOram für 
ein neues Programm ausgehend von einer ersten Analyse der Anforderungen das 
künftige Zusammenspiel der Objekte bis ins Detail entworfen, bevor das so entstan-
dene Modell einer Kollaboration in eine konkrete Implementierung umgesetzt wird. 
Analyse und Entwurf einer Kollaboration gehen dabei nahtlos ineinander über.
Kollaborationen aus dem komplexen Zusammenspiel der Objekte zu isolieren 
und unabhängig von einer konkreten Implementierung zu modellieren, sind die 
wichtigsten Ziele von OOram. Im Vordergrund steht also immer die Trennung der 
funktionalen Belange (siehe Abschnitt 2.5.2) in einem objektorientierten Programm. 
Diese Trennung wird in OOram letztlich dadurch erreicht, dass Kollaborationen 
nicht auf Basis der Objekte, sondern der Rollen, die diese Objekte in den Kollabora-
tionen spielen, analysiert und modelliert werden. Das Modell einer Kollaboration, in 
OOram als Rollenmodell bezeichnet, bleibt so einerseits unabhängig von anderen 
Kollaborationen im Programm und andererseits unabhängig von einer konkreten Im-
plementierung, was wiederum die Wiederverwendbarkeit des Rollenmodells erhöht.
Eine Rolle modelliert dabei neben den Zuständigkeiten, Attributen und Nachrich-
ten auch die Position eines Objekts innerhalb der Kollaborationsstruktur. Denn diese 
Position legt für den Kontext der Kollaboration fest, welche Objektbeziehungen das 
Objekt zu anderen Objekten hat, die zur gleichen Zeit an der Kollaboration teilneh-
men, und bestimmt so, mit welchen dieser Objekte es im Verlauf einer Interaktion 
Nachrichten austauschen kann. Eine Rolle steht in OOram demnach für alle Objekte, 
die in der Lage sind, dieselbe Position in einer Kollaboration einzunehmen.
Die Klassenstruktur eines Programms hat dagegen in OOram nur geringe Bedeu-
tung. So dient eine Klasse in OOram in erster Linie dem Zweck, ein Objekt zu imp-
lementieren. Maßgebend für den Entwurf sind jedoch allein die Rollen der Objekte, 
so dass OOram strikt zwischen der Welt der Implementierung - den Klassen - und 
der Welt der Modellierung - den Rollen - trennt.                                                                                                                   
4.4   Die rollenbasierte Modellierung4.4.2.1 Rollenmodell
Grundlage für den Entwurf mit OOram ist das Rollenmodell, welches das Zusam-
menspiel der Objekte in einer Kollaboration spezifiziert. Ein Rollenmodell ist dabei 
aus bis zu zehn verschiedenen Sichten auf eine Kollaboration aufgebaut, die jeweils 
einen anderen Aspekt des Objektzusammenspiels beleuchten:
• Das Kollaborationsziel (area of concern) wird im OOram-Rollenmodell 
durch eine knappe, umgangssprachliche Beschreibung in der Area-of-
Concern-Sicht modelliert. Sie muss möglichst präzise sein [Reenskaug et 
al. (1996)], da sie den Kontext für das übrige Rollenmodell absteckt.
• Die Kollaborationsstruktur kann durch drei verschiedene Sichten auf 
die Rollen und ihre Beziehungen modelliert werden. Man unterscheidet 
zwischen der Kollaborationssicht (engl. collaboration view), der Schnitt-
stellensicht (interface view) und der Rollensicht (role list view).
• Das Kollaborationsverhalten ist dadurch bestimmt, wie die kollaborie-
renden Objekte reagieren, wenn eines von ihnen eine Nachricht aus der 
Umgebung der Kollaboration empfängt. Man kann es anhand drei ver-
schiedener Sichten, der Stimulus/Response-Sicht (stimulus-response 
view), der Szenario-Sicht (scenario view) und der Zustandsdiagrammsicht
(state diagram view), darstellen.
4.4.2.2 Kollaborationsstruktur
Zentrale Bedeutung für das OOram-Rollenmodell einer Kollaboration hat die 
Kollaborationssicht (siehe Abb. 4-9). Sie gibt als Diagramm mit allen Positionen und 
Beziehungen der beteiligten Rollen einen umfassenden Überblick über die Kollabo-
rationsstruktur und wird daher gerne mit „dem“ Rollenmodell gleichgesetzt.
Abb. 4-9  OOram-Kollaborationssicht des Rollenmodells Observer
 Die Abb. 4-9 zeigt als Beispiel die Kollaborationssicht für das OOram-Rollen-
modell Observer, das eine Kollaboration im Sinne des gleichnamigen Entwurfsmus-
ters modelliert. Die Rollen Subject und Observer, die jeweils das Subjekt und die 
Beobachter repräsentieren, werden dabei durch einfache Langrunde dargestellt. Die 
Rolle Client steht hingegen für ein Objekt aus der Umgebung der Kollaboration, das 





&
@?&

E@
?&
?&
:
>(
0H
(
/
B&
(&
+&,69
4 Modellierung von Kollaborationen
70  keinen direkten Beitrag zur Kollaboration leistet, sondern nur ihre Dienste in An-
spruch nimmt, indem es zum Beispiel neue Beobachter beim Subjekt registriert. Um 
diese so genannte Umgebungsrolle Client von den internen Systemrollen Subject und 
Observer zu unterscheiden, wird sie deshalb gestrichelt dargestellt.
Die Objektbeziehungen der Objekte, die die Rollen repräsentieren, werden in der 
Kollaborationssicht als einfache Linien dargestellt. Da im Rollenmodell nur die Ob-
jektbeziehungen berücksichtigt werden, die die Objekte benötigen, um Nachrichten 
auszutauschen, die für die Kollaboration relevant sind, werden in OOram die Verbin-
dungen zwischen den Rollen auch als Nachrichtenpfade bezeichnet.
Um die Nachrichtenpfade näher zu spezifizieren, werden sie in der Kollaborati-
onssicht zusätzlich durch Ports dekoriert. Ein Port spezifiziert dabei, welche Nach-
richten die direkt an den Port grenzende Rolle über den Nachrichtenpfad an die 
gegenüberliegende Rolle schicken darf. Nachrichten sind in OOram also nicht an 
eine Rolle, sondern an die Nachrichtenpfade zwischen den Rollen geknüpft. Durch 
die Ports werden auch die Kardinalitäten der Nachrichtenpfade modelliert. Aller-
dings wird in OOram nur zwischen einfachen und mehrfachen Ports unterschieden, 
die jeweils anzeigen, ob ein oder mehrere Objekte in dieser Rolle an der Kollabora-
tion teilnehmen. Die Nachrichten, die zu einem Port gehören, werden dann mit der 
OOram-Schnittstellensicht dokumentiert. Diese kann entweder (wie in Abb. 4-9 dar-
gestellt) direkt in die Kollaborationssicht integriert oder in Textform in einem sepa-
raten Dokument abgelegt sein.
4.4.2.3 Kollaborationsverhalten
Das Verhalten einer Kollaboration wird in OOram meist vom Standpunkt eines 
außenstehenden Beobachters betrachtet. So ist das Kollaborationsverhalten in OO-
ram allein durch die Nachrichten charakterisiert, die zwischen Umgebungs- und Sys-
temrollen ausgetauscht werden. So unterscheidet OOram zwischen der Stimulus-
Nachricht, die von einer Umgebungs- an eine Systemrolle geschickt wird und eine 
Interaktion der Systemrollen auslöst, und der Response-Nachricht, die infolge einer 
solchen Interaktion der kollaborierenden Objekte von einer System- an eine Umge-
bungsrolle geschickt wird.
Abb. 4-10  OOram-Stimulus/Response-Sicht des Rollenmodells Observer
Welche Stimulus-Nachricht welche Interaktion der kollaborierenden Objekte an-
stößt, und welche Response-Nachrichten infolgedessen an die Umgebung geschickt 
Stimulus       Response    Comments
Client         -           Attachs the parameter anObserver to
   >> attach:              Subject.
Client         -           Detachs the parameter anObserver from
   >> detach:              Subject.
Client         Window      Notifies all Observers about a change
   >> notify      << draw  triggering a redraw of Window.                                                                                                                   
4.4   Die rollenbasierte Modellierungwerden, kann man mit der Stimulus/Response-Sicht eines Rollenmodells spezifizie-
ren. Als Beispiel zeigt die Abb. 4-10 einen Ausschnitt dieser Sicht für das Rollenmo-
dell Observer. Dabei handelt es sich um eine Tabelle, die für jede Stimulus-
Nachricht des Rollenmodells angibt, wie sich die Nachricht auf die Kollaboration 
auswirkt, und welche Response-Nachrichten sie auslöst. So legen die letzten zwei 
Zeilen der Tabelle beispielsweise fest, wie die kollaborierenden Objekte auf die Sti-
mulus-Nachricht notify der Umgebungsrolle Client reagieren.
Die OOram-Stimulus/Response-Sicht hat eine reine Black-box-Sicht und be-
trachtet nur die Nachrichten, die an den Grenzen einer Kollaboration zwischen Um-
gebungs- und Systemrollen ausgetauscht werden. Sie abstrahiert somit bewusst von 
allen Nachrichten, die zwischen den kollaborierenden Objekten ausgetauscht wer-
den. Die internen Abläufe einer Kollaboration kann man jedoch bei Bedarf mit der 
Szenario- oder der Zustandsdiagramm-Sicht eines Rollenmodells beschreiben.
4.4.3 Rollenmodellbasierter Rahmenwerkentwurf
In seiner Dissertation befasst sich [Riehle (2000)] (siehe auch [Riehle & Gross 
(1998)]) mit der Komplexität objektorientierter Rahmenwerke. Denn sie erschwert 
in der Praxis nicht nur die Wiederverwendung, sondern behindert ganz allgemein den 
Entwurf und die Weiterentwicklung von Rahmenwerken. Die größte Hürde ist dabei 
der Aufwand, den ein Anwender erbringen muss, um ein Rahmenwerk zu verstehen. 
Ursache für diesen Aufwand ist nach Ansicht von [Riehle (2000)], dass die von ei-
nem Rahmenwerk bereitgestellten Kollaborationen oft nur mangelhaft dokumentiert 
sind. Sie bestimmen jedoch, welche Funktionalität ein Rahmenwerk seinen Klienten 
anbietet, und bilden die Schnittstellen eines Rahmenwerks. [Riehle (2000)] bedient 
sich deshalb der Rollenmodellierung im Sinne von OOram, um das Zusammenspiel 
der Objekte in einem Rahmenwerk in Kollaborationen zu zerlegen und so die Funk-
tionalität eines Rahmenwerks für Anwender zu dokumentieren.
4.4.3.1 Rollentyp
Grundlage für den rollenbasierten Rahmenwerkentwurf ist OOram. Allerdings 
verändert [Riehle (2000)] zum Teil den Blickwinkel auf die Konzepte der Rollenmo-
dellierung. Denn während die Klasse in OOram zum reinen Implementierungsmittel 
degradiert wird, versucht [Riehle (2000)] wieder einen definierten Bezug zwischen 
den Rollen und der Klasse eines Objekts herzustellen. Die Klasse erhält so bei [Rieh-
le (2000)] ihren ursprünglichen Status als vollwertiges Modellierungselement zu-
rück. Denn sonst könnte man die Rollenmodelle für die Kollaborationen eines 
Rahmenwerks nicht an den Klassen des Rahmenwerks festmachen.
Umgekehrt verliert bei [Riehle (2000)] jedoch die Rolle ihren ursprünglichen Sta-
tus als eigenständiges Modellierungselement und steht fortan nur noch für den beo-
bachtbaren Verhaltensaspekt, den ein Objekt in einer Kollaboration zeigt, was 
wiederum dazu führt, dass die Position, die das Objekt in der Laufzeitstruktur einer 
Kollaboration einnimmt, vernachlässigt wird. Die Aufgabe eines Modellierungsele-71
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72  ments fällt bei [Riehle (2000)] stattdessen dem Rollentyp zu, der von der Menge aller 
Rollen abstrahiert, die ein ähnliches Verhalten sowie dieselben Attribute und Nach-
richten aufweisen. Die Beziehung zwischen einer Rolle und ihrem Rollentyp ist da-
bei mit der Instanz-Beziehung zwischen Objekt und Klasse vergleichbar.
Abb. 4-11  Rollentyp Subject nach [Riehle (2000)]
Ein Rollentyp bei [Riehle (2000)] wird unabhängig von Objekten oder Klassen 
modelliert und so präzise spezifiziert, dass man diesen direkt implementieren kann. 
Als Beispiel ist in Abb. 4-11 der Rollentyp Subject in einer an Java angelehnten Syn-
tax dargestellt, der die Attribute und Nachrichten der Rolle Subject beschreibt. Jeder 
Rollentyp steht hierbei für einen universell wiederverwendbaren Verhaltensaspekt 
eines Objekts und ist deshalb an keine bestimmte Kollaboration geknüpft.
Das Verhalten eines Objekts entspricht dann der Summe aller Rollen, die das Ob-
jekt spielen kann. Für die Klasse des Objekts bedeutet dies, dass sie für jede dieser 
Rollen den passenden Rollentyp implementieren muss. [Riehle (2000)] definiert eine 
Klasse dementsprechend als Vereinigung aller Rollentypen, deren Rollen ein Objekt 
der Klasse spielen muss. Da jeder Rollentyp bereits eine Schnittstelle definiert, ent-
steht so ein präziser Bezug zwischen den Rollen und der Klasse eines Objekts. Denn 
jeder Rollentyp verantwortet einen Teil der Klassenschnittstelle und dokumentiert 
gleichzeitig, welcher Kollaboration dieser Teil der Klasse dient.
4.4.3.2 Rollenmodell des Rahmenwerkentwurfs
 Indem es die Objektbeziehungen zwischen den kollaborierenden Objekten an-
gibt, spezifiziert ein Rollenmodell auch bei [Riehle (2000)] die Kollaborationsstruk-
tur. Im Unterschied zu OOram basiert das Rollenmodell in diesem Fall jedoch nicht 
auf den Rollen, sondern den Rollentypen der kollaborierenden Objekte, was dazu 
führt, dass das Diagramm die Positionen der Objekte in der Kollaborationsstruktur 
nicht wiedergibt. Ein Rollenmodell dient bei [Riehle (2000)] daher vor allem dem 
Zweck, die sonst in der Klassenstruktur eines Programms verborgenen Assoziatio-
nen zwischen den Klassen kollaborierender Objekte hervorzuheben.
Abb. 4-12  Diagramm des Rollenmodells FigureObserver nach [Riehle (2000)]
roletype Subject
{  collection<ref<Observer>> dependents;
   
   boolean hasObserver(ref<Observer> observer);
   void addObserver(ref<Observer> observer);
   void removeObserver(ref<Observer> observer);
   void notifyAll(); }
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4.4   Die rollenbasierte ModellierungAls Beispiel ist in Abb. 4-12 das Diagramm des Rollenmodells FigureObserver 
dargestellt, das eine Kollaboration im Sinne des Entwurfsmusters Observer model-
liert. Das Diagramm zeigt alle Assoziationen, die zwischen den für die Kollaboration 
erforderlichen Rollentypen Observer, Subject und Client (als einfache Langrunde 
dargestellt) existieren. Der Rollentyp Client ist dabei ein operationsloser Rollentyp 
(ausgedrückt durch einen Schrägstrich), der keine Nachrichten spezifiziert, und den 
deshalb jedes Objekt spielen kann. Er repräsentiert einen außenstehenden Klienten 
der Kollaboration und entspricht folglich einer OOram-Umgebungsrolle.
Die Assoziationen zwischen den Rollentypen eines Rollenmodells werden mit 
der aus der UML bekannten Notation für Klassendiagramme dargestellt. Auf diese 
Weise kann man im Rollenmodell zwischen verschiedenen Arten von Assoziationen 
unterscheiden und die Kardinalitäten der Assoziationen darstellen. Allerdings wird 
dadurch im Rollenmodell auch die statische Struktur der Klassen betont.
Wichtiger Bestandteil eines Rollenmodells sind bei [Riehle (2000)] die so ge-
nannten Rollenbeschränkungen (engl. role constraints), die festlegen, welche Rollen 
innerhalb einer Kollaboration von welchen Objekten gespielt werden dürfen. So han-
delt es sich zum Beispiel bei der mit senkrechten Querstrichen annotierten Linie in 
Abb. 4-12 zwischen den Rollentypen Subject und Observer um eine so genannte 
Role-Prohibited-Beschränkung, die ausdrückt, dass ein Objekt die Rollen Subject
und Observer niemals gleichzeitig spielen darf. Diese Rollenbeschränkungen sind 
aber nur für die Implementierung einer Kollaboration von Belang.
4.4.3.3 Klassenmodell des Rahmenwerkentwurfs
Ausgehend vom Rollenmodell definiert [Riehle (2000)] zusätzlich das Konzept 
des Klassenmodells, das wie das UML-Klassendiagramm die Klassenstruktur eines 
Programms mit Vererbungsbeziehungen und Assoziationen modelliert. Im Klassen-
modell werden aber im Gegensatz zum Klassendiagramm die Assoziationen zwi-
schen den Klassen nicht direkt, sondern durch Rollenmodelle dargestellt.
Als Beispiel zeigt die Abb. 4-13 das Klassenmodell für die zwei Klassen Figure
und CompositeFigure, die Teile der Figurenhierarchie für das JHotDraw-Rah-
menwerk implementieren (vergleiche Abb. 4-1). Die Darstellung der Vererbungsbe-
ziehung folgt dabei der UML-Notation, während die Assoziationen zwischen den 
Klassen, die für die Kollaborationen der zugehörigen Objekte notwendig sind, in 
Form der Rollenmodelle FigureObserver und FigureHierarchy wie Schablonen über 
die Klassenhierarchie gelegt sind.
Die zwei Rollenmodelle dokumentieren so als Teil des Klassenmodells, welche 
Rollen Instanzen der Klassen spielen können, und welche Objektbeziehungen diese 
Instanzen deshalb zu Objekten anderer Klassen unterhalten. So muss zum Beispiel 
die Klasse Figure in Abb. 4-13 die Rollentypen Subject und Child implementieren 
und hat dadurch die in den Rollenmodellen vorgegebenen Assoziationen mit der 
Klasse CompositeFigure, die die korrespondierenden Rollentypen Observer
und Parent implementiert.73
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74  Abb. 4-13  Klassenmodell nach [Riehle (2000)] für einen Ausschnitt aus JHotDraw
Darüber hinaus kann man im Klassenmodell mittels so genannter freier Rollenty-
pen Stellen festlegen, die Klienten einnehmen müssen, wenn sie die modellierten 
Kollaborationen benutzen wollen. Freie Rollentypen, wie die Rollentypen Client (in 
beiden Rollenmodellen!) und Observer, sind hier noch nicht an eine bestimmte Klas-
se gebunden und können daher von einer beliebigen Klasse implementiert werden.
Das Kollaborationsverhalten wird bei [Riehle (2000)] allerdings nirgends spezi-
fiziert. So sind zum Beispiel keine Diagramme, wie die Stimulus/Response- oder 
Szenario-Sicht in OOram vorgesehen, um den Nachrichtenaustausch zwischen Ob-
jekten zu spezifizieren. Ein Rollenmodell dient nur als Schablone, die auf die Klas-
senstruktur gelegt wird, um zu sehen, welche Klasse welche Rollen spielt. Das 
Klassenmodell erweitert so zwar die eindimensionale Sicht des Klassendiagramms 
um eine neue Dimension, welche die Aufgaben der Klassen in verschiedenen Kolla-
borationen dokumentiert. Doch letzten Endes fehlt ihm die Dynamik, die das Rollen-
modell in OOram durch die Betonung der Laufzeitstruktur besitzt.
4.4.4 Catalysis
Catalysis [D’Souza & Wills (1999)] ist eine Methode, die speziell auf den Ent-
wurf komponentenbasierter Systeme mit Technologien wie CORBA, COM+ oder 
JavaBeans ausgerichtet ist. Dabei bietet Catalysis allerdings nichts grundlegend 
Neues, sondern setzt stattdessen auf eine auf den praktischen Einsatz ausgerichtete 
Kombination bewährter Entwurfsprinzipien und -methoden, wie zum Beispiel die 
Konzepte aus OMT [Rumbaugh et al. (1991)], die UML [OMG (2001)] als Notation 
sowie die Kontrakte und OOram, um Kollaborationen zu modellieren.
Und auch in Catalysis stehen beim Entwurf die Kollaborationen der Objekte im 
Vordergrund. Allerdings werden diese in Catalysis nicht erst auf Ebene der Objekte, 
sondern bereits auf Ebene der Anwendungsdomäne modelliert. Catalysis nutzt dafür 
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4.4   Die rollenbasierte Modellierungden Anwendungsfall (engl. use case) [Jacobson et al. (1992)], der in Catalysis als ge-
meinsame Aktion (engl. joint action) bezeichnet wird. Denn selbst die komplexeste 
Kollaboration kann als eine gemeinsame Aktion spezifiziert werden, die von Details 
des Objektzusammenspiels abstrahiert und nur den aus der Kollaboration resultieren-
den Nettoeffekt spezifiziert. So kann man zum Beispiel das Abheben von einem 
Geldautomaten als gemeinsame Aktion zwischen einem Kunden, einem Geldauto-
maten und einem Konto modellieren, bei der am Ende der Kunde über einen Geld-
betrag verfügt, um den der Saldo des Kontos zugleich verringert wird.
Kollaborationen werden also in Catalysis zunächst nur als abstrakte gemeinsame 
Aktionen spezifiziert und anschließend über mehrere Stufen solange systematisch 
verfeinert und präzisiert, bis ein endgültiger Entwurf der Kollaborationen vorliegt, 
der direkt implementiert werden kann. Wichtig ist dabei die Nachvollziehbarkeit
(engl. tracebility) der einzelnen Verfeinerungsschritte. Catalysis stellt daher beson-
ders hohe Anforderungen an die Integrität der erstellten Modelle. Diese dürfen zwar 
abstrakt sein, müssen aber trotzdem präzise formuliert sein. Diese Präzision wird in 
Catalysis erreicht, indem für jedes Modell Bedingungen spezifiziert werden, die bei 
der Verfeinerung zu berücksichtigen sind. Diese kann man mit OCL (Object Cons-
traint Language) [OMG (2001)] spezifizieren oder, um den Entwurf praktikabel zu 
halten, bei Bedarf auch in Umgangssprache formulieren.
4.4.4.1  Objekt und Typ in Catalysis
Der Begriff des Objekts wird in Catalysis allgemeiner verwendet als in anderen 
objektorientierten Entwurfsmethoden. So betrachtet Catalysis jeden identifizierbaren 
Gegenstand oder Vorgang, der Zustände und ein beobachtbares Verhalten aufweist, 
als Objekt. Außer dem klassischen Objekt im objektorientierten Programm kann dies 
auch eine Person, ein Geschäftsablauf oder ein komplettes Programm sein. So wer-
den in Catalysis insbesondere CORBA- und COM+-Komponenten sowie JavaBeans 
als einfache Objekte betrachtet.
Abb. 4-14  Catalysis-Typmodell Vending Machine
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76  Grundlage für Analyse und Entwurf in Catalysis ist jedoch der Typ. Alle Objekte, 
die ein ähnliches beobachtbares Verhalten aufweisen, sind dabei Mitglied desselben 
Typs. Er wird mit einem so genannten Typmodell spezifiziert. Dieses legt sowohl die 
Attribute als auch die Nachrichten fest, die ein Objekt des Typs mitbringen muss, 
aber lässt deren Implementierung noch offen.
Als Beispiel zeigt die Abb. 4-14 das Catalysis-Typmodell eines Getränkeautoma-
ten, dessen Zustand durch die Attribute amount und drinks für den eingeworfe-
nen Betrag beziehungsweise die Anzahl der Getränke charakterisiert ist. Dabei 
drückt die Typinvariante amount >= 0 and drinks >= 0 aus, dass beide Attribute 
nie negativ werden dürfen, und das Verhalten der Nachrichten insertMoney(…), 
getDrink() und fillWithDrinks(…) wird durch OCL-Vor- und Nachbedin-
gungen bezüglich der Attribute und Nachrichtenparameter modelliert.
Jede Klasse, die ein Typmodell erfüllt, implementiert ein passendes Objekt für 
den Typ. Ähnlich wie in OOram ist die Klasse damit in Catalysis nur ein Mittel der 
Implementierung. Die statische Struktur eines Programms wird in Catalysis deshalb 
auch nicht im Klassen-, sondern im Typdiagramm dargestellt. Dieses Diagramm ist 
die Generalisierung einer Menge von Objektdiagrammen, die mögliche Objektkon-
stellationen zur Laufzeit beschreiben. Die Unterscheidung zwischen Typ und Klasse 
ist jedoch rein konzeptionell, so dass ein Catalysis-Typdiagramm notationstechnisch 
dem UML-Klassendiagramm entspricht. 
Catalysis kennt allerdings kein separates Konzept der Rolle. Das Konzept des im-
plementierungsunabhängigen Typs, wobei ein Objekt verschiedene Typen haben 
kann, hat aber große Ähnlichkeit mit dem Rollentyp bei [Riehle (2000)]. Denn jeder 
Typ eines Objekts charakterisiert eine andere Rolle des Objekts. Umgekehrt kann 
jede Rolle einer Kollaboration als Typ modelliert werden.
4.4.4.2 Kollaborations-Rahmenwerk
Das Modell einer Kollaboration basiert in Catalysis ähnlich wie bei [Riehle 
(2000)] auf kollaborationsspezifischen Typen der Objekte, so dass es wie in OOram 
für verschiedene Implementierungen wiederverwendbar ist. Jede Kollaboration setzt 
sich dabei aus einer Menge verwandter Aktionen zusammen, die alle einem gemein-
samen Kollaborationsziel dienen. So realisiert die Kollaboration Observer eine ge-
meinsame Aktion, die Teilaktionen wie attach, detach und notify umfasst.
Als Modell einer Kollaboration dient in Catalysis das Kollaborations-Rahmen-
werk. In Abb. 4-15 ist zum Beispiel das Rahmenwerk für die Kollaboration Observer
dargestellt, das zum einen die Zuständigkeiten und statischen Abhängigkeiten der 
Typen Subject und Observer und zum anderen das Verhalten der Teilaktionen attach
und update spezifiziert. Das Verhalten der Teilaktionen wird dabei durch entspre-
chende OCL-Vor- und Nachbedingungen festgelegt. Die zusätzliche Effekt-Invari-
ante (engl. effect invariant) mit der Bedingung value@pre <> value =>
[[observers.update()]] legt darüber hinaus fest, dass nach jeder Aktion des 
Subjekts, die das Attribut Subject.value verändert, alle Beobachter hierüber be-                                                                                                                   
4.5   Bewertung der Modellierungsansätzenachrichtigt werden müssen, um die Zustände des Subjekts und der Beobachter zu 
synchronisieren. Entsprechend müssen alle künftigen Methoden des Subjekts diese 
für die Kollaboration globale Invariante in ihre Nachbedingung einbauen, wenn sie 
die Kollaboration wiederverwenden wollen.
Abb. 4-15  Catalysis-Kollaborations-Rahmenwerk für die Kollaboration Observer
Das Kollaborations-Rahmenwerk wird schließlich zum wiederverwendbaren 
Baustein, indem es wie in Abb. 4-15 in einem eigenen UML-Paket (engl. package) 
deklariert wird, so dass man es später in verschiedenen Kontexten wiederverwenden 
kann. Dazu müssen die als Platzhalter (gekennzeichnet durch spitze Klammern) an-
gegebenen Typen und Attribute des Rahmenwerks durch konkrete Elemente ersetzt 
werden. Zum Beispiel müssen in Abb. 4-15, um das Zusammenspiel einer Zeichnung 
mit ihren Sichten zu beschreiben, nur die Platzhalter <Subject> und <Obser-
ver> durch die passenden Typen Drawing und View einer Implementierung ersetzt 
werden. Auf diese Weise lassen sich einzelne Kollaborationen schrittweise zu kom-
plexeren zusammenbauen.
4.5 Bewertung der Modellierungsansätze
Für die in den vorangehenden Abschnitten vorgestellten Modellierungsansätze 
wird im Folgenden analysiert, inwiefern sie geeignet sind, um Kollaborationen so zu 
modellieren, dass diese als Testorakel für den kollaborationsorientierten Test dienen 
können. Dazu wird für jeden Modellierungsansatz zunächst bewertet, inwieweit er 
die zu Beginn aufgestellten Kriterien erfüllt, anschließend werden die Bewertungen 
miteinander verglichen und diskutiert.
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78  4.5.1 Vergleich der Modellierungsansätze
Die Bewertungen der betrachteten Modellierungsansätze für die im Abschnitt 4.1
aufgestellten Kriterien sind in Tabelle 4-1 gegenübergestellt. Aufgrund der zentralen 
Bedeutung der Rolle für die Modellierung des Objektzusammenspiels (vergleiche 
Abschnitt 4.4.1) und weiterer Überlegungen zum praktischen Einsatz der Modellie-
rungsansätze werden dabei zusätzlich die folgenden drei Kriterien miteinbezogen:
• Rollen Inwiefern verwendet der Ansatz Rollen, um die Zuständigkeiten
und die Position eines Objekts in einer Kollaboration zu spezifizieren?
• Gesamtaufwand Wie aufwändig ist es, mit dem Ansatz - wenn er mit all 
seinen Konsequenzen genutzt wird - eine Kollaboration zu modellieren?
• Werkzeugunterstützung Wie gut wird der Ansatz durch Werkzeuge 
unterstützt? Zum Beispiel, um die erforderlichen Diagramme zu zeichnen.
Jedes Kriterium in Tabelle 4-1 ist durch eine Note im Bereich von „sehr gut“ (++) 
über „gut“ (+), „befriedigend“ (o) und „mangelhaft“ (-) bis „ungenügend“ (--) bewer-
tet. Je nachdem, inwieweit der Ansatz das Kriterium unterstützt oder berücksichtigt. 
Wenn nach dem Aufwand gefragt wird, gilt dabei, umso höher der Aufwand, desto 
schlechter die Note. Jede Spalte der Tabelle 4-1 zeigt die Bewertungsergebnisse für 
einen Modellierungsansatz.
Die vier interaktionsorientierten Ansätze aus Abschnitt 4.3 und die drei rollenba-
sierten Ansätze aus Abschnitt 4.4 stehen bei der Bewertung im Vordergrund, da sie 
speziell für die Modellierung von Kollaborationen entwickelt wurden. Der Vollstän-
digkeit halber sind jedoch in den ersten beiden Spalten auch die Ergebnisse für die 
Modellierung mit traditionellen Kollaborations- und Sequenzdiagrammen auf Ob-
jektbasis (siehe Abschnitt 4.2) dargestellt. Für jeden Ansatz ist in der letzten Zeile 
der Tabelle 4-1 der Mittelwert der erzielten Bewertungsnoten als Gesamturteil ange-
geben. Die Gesamturteile geben an, wie gut sich der jeweilige Ansatz für den kolla-
borationsorientierten Test eignet. Sie werden im Folgenden kurz erläutert.
Die Kollaborations- und Sequenzdiagramme auf Objektbasis sind zwar, da sie das 
Objektzusammenspiel dauerhaft dokumentieren, prinzipiell als Testorakel geeignet. 
Weil sie jedoch beide das Konzept der Kollaboration nur ungenügend unterstützen 
und deshalb die funktionalen Belange in einem Programm nur unzureichend vonein-
ander trennen, sind sie auch oft mit hohem Aufwand verbunden. Sie sind meist an 
eine konkrete Implementierung gekoppelt und lassen sich daher nur schlecht wieder-
verwenden. Denn für jede Objektinteraktion muss man theoretisch ein neues Dia-
gramm erstellen. Allerdings besitzen beide Diagramme, da sie von fast jedem UML-
Werkzeug unterstützt werden, Vorteile bezüglich der Werkzeugunterstützung.
Der größte Nachteil der CRC-Karten ist, dass sie die Entwurfsergebnisse nicht 
dauerhaft dokumentieren. Hinzukommt aber noch, dass Struktur und Dynamik einer 
Kollaboration bei der CRC-Analyse nur vage skizziert werden. So werden die funk-
tionalen Belange bei der CRC-Analyse nicht immer konsequent getrennt. Ein wich-
tiger Vorteil der CRC-Karten ist wiederum, dass man als Hilfsmittel nur einfache                                                                                                                    
4.5   Bewertung der ModellierungsansätzeKarteikarten benötigt. Insgesamt sind CRC-Karten daher zwar ein erstaunlich effek-
tives Mittel, um Kollaborationen zu analysieren, als Testorakel aber ungeeignet.
Tab. 4-1 Vergleich verschiedener Ansätze für die Modellierung von Kollaborationen
Ähnlich verhält es sich mit RDD. Dort werden die Entwurfsergebnisse zwar dau-
erhaft dokumentiert, zum Beispiel als Subsystem. Diese Dokumentation berücksich-
tigt jedoch ausschließlich die Struktur des Objektzusammenspiels. Die Dynamik der 
Kollaboration wird komplett vernachlässigt. Gleichzeitig kommt das Konzept des 
Kontrakts in RDD dem der Rolle zwar schon sehr nahe, was dazu führt, dass die 
funktionalen Belange besser als bei den CRC-Karten voneinander getrennt werden. 
Doch letztendlich machen die veraltete Notation und die deshalb fehlende Werk-
zeugunterstützung RDD insgesamt unattraktiv.
Besser als Testorakel geeignet sind da die Kontrakte. Mit ihnen kann nämlich die 
Dynamik einer Kollaboration sowohl dauerhaft als auch präzise modelliert und do-
kumentiert werden. Die Kontrakte bieten damit ideale Voraussetzungen für den kol-
laborationsorientierten Test. Aber die Praxis zeigt, dass es oft schwer fällt, das 
Verhalten einer Kollaboration wie im Fall der Kontrakte formal zu spezifizieren. Um 
das in sich konsistente Modell einer Kollaboration zu formulieren, muss ein Ent-
wickler die Kollaboration und ihr Umfeld vollständig verinnerlicht haben, was in der 
Regel hohen Aufwand erfordert. Problematisch ist in diesem Zusammenhang die 
fehlende Werkzeugunterstützung und der Punkt, dass Kontrakte keine Möglichkeit 
bieten, um auf weniger formale, zum Beispiel umgangssprachliche Spezifikationen 
auszuweichen. Als Testorakel erscheinen Kontrakte daher nicht flexibel genug, und 
es erscheint sinnvoller, aus einem Kontrakt gleich fertigen Code zu generieren, wie 
es auch [Helm et al. (1990)] ursprünglich geplant haben.
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Kollaborationsziel -- -- o o o ++ ++ o o
Struktur
Dokumentation ++ -- -- + o o ++ ++ ++
Präzision + -- - o o + + + ++
Aufwand - -- + o o - + + -
Dynamik
Dokumentation ++ ++ -- -- ++ ++ ++ -- ++
Präzision - + - -- ++ o + -- ++
Aufwand -- -- - -- - -- o -- -
Separation of
Concerns
Implementierung -- -- o + + -- ++ o +
Entkopplung -- -- o ++ ++ ++ ++ ++ ++
Rollen
Zuständigkeiten -- -- + + ++ -- ++ ++ ++
Position -- -- - - -- -- ++ o o
Gesamtaufwand -- -- o o -- - o - -
Werkzeugunterstützung ++ ++ ++ -- -- + o o o
Gesamturteil - - o o o o + o +79
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80  Auch Entwurfsmuster sind nur bedingt als Testorakel geeignet. Denn, obwohl sie 
gute Ideen wie die umgangssprachliche Beschreibung der Entwurfsmusterabsicht, 
sprich des Kollaborationsziels, oder das fest vorgegebene Dokumentationsschema 
propagieren, haben sie auch Nachteile. So sind die Möglichkeiten, um Struktur und 
Verhalten einer Kollaboration mit Entwurfsmustern zu beschreiben, bescheiden, da 
man dafür meist auf die Kollaborations- und Sequenzdiagramme auf Objektbasis zu-
rückgreift. Zum anderen gibt es bisher nur wenige Entwurfsmuster, die vollwertige 
Kollaborationen beschreiben. Für den kollaborationsorientierten Test ist es deshalb 
zwingend, Entwurfsmuster für weitere Kollaborationen zu erschließen, was jedoch 
erfahrungsgemäß mit großem Aufwand verbunden ist.
Zumindest teilweise geeignet für den kollaborationsorientierten Test erscheint 
OOram. So werden dort die funktionalen Belange in einem Programm mittels Rollen 
konsequent voneinander getrennt, wodurch ein Rollenmodell sowohl unabhängig 
von einer konkreten Implementierung als auch entkoppelt von anderen Kollaborati-
onen ist. Dies erhöht die Wiederverwendbarkeit eines Rollenmodells. OOram ist zu-
dem der einzige Ansatz, bei dem die Rolle nicht nur die Zuständigkeiten, sondern 
auch die Position in der Kollaborationsstruktur modelliert, wodurch das dynamische 
Zusammenspiel der Objekte in den Vordergrund tritt. Ein zusätzlicher Vorteil von 
OOram ist, dass eine Kollaboration bei Bedarf mit verschiedenen Sichten und vari-
ierender Präzision modelliert werden kann. Dies erleichtert den praktischen Umgang 
mit OOram-Rollenmodellen.
Der rollenmodellbasierte Rahmenwerkentwurf ist im Gegensatz dazu für den kol-
laborationsorientierten Test ungeeignet. Denn [Riehle (2000)] verwendet zwar wie 
OOram Rollen, um die funktionalen Belange in einem Programm voneinander zu 
trennen. Die Rollenmodelle werden jedoch sehr eng an die Klassen eines Klassen-
modells gekoppelt. Dadurch geht aber nicht nur ihre Implementierungsunabhängig-
keit verloren, sondern wird außerdem nur die statische Struktur einer Kollaboration 
betrachtet, die die Assoziationen zwischen den Klassen bestimmt. Es wird jedoch 
nirgends modelliert, wie die Objekte zur Laufzeit interagieren - eine Voraussetzung 
für den kollaborationsorientierten Test.
Catalysis landet mit seinem Gesamturteil zwischen den Kontrakten und OOram. 
Was eigentlich wenig überrascht, da beide Ansätze Vorlage für Catalysis waren. So 
gewährleistet zwar einerseits die Modellierung der Kollaborationsstruktur und -dy-
namik mit OCL ähnlich wie bei den Kontrakten hohe Präzision, doch andererseits 
macht dieser Formalismus die Modellierung damit wie bei den Kontrakten aufwän-
dig. Ein Vorteil, der den praktischen Umgang mit Catalysis gegenüber den Kontrak-
ten vereinfacht, ist die Möglichkeit, eine Kollaboration bei Bedarf nur grob als 
gemeinsame Aktion zu beschreiben. Catalysis bietet dabei aber nicht so viele Sichten 
wie OOram, um die verschiedenen Aspekte einer Kollaboration zu modellieren. So 
erscheint es nach wie vor aufwändiger, eine Kollaboration in Catalysis zu spezifizie-
ren als ein OOram-Rollenmodell zu erstellen.                                                                                                                   
4.5   Bewertung der Modellierungsansätze4.5.2 Ergebnis der Bewertung
OOram erfüllt von allen Modellierungsansätzen die meisten der in Abschnitt 4.1
aufgestellten Kriterien und eignet sich daher am besten, um Kollaborationen für den 
kollaborationsorientierten Test zu modellieren. Dabei unterstützt OOram im Einzel-
nen folgende, für den Test relevanten Konzepte:
• Kollaboration OOram unterstützt das Konzept einer Gruppe interagieren-
der Objekte, die ein gemeinsames Kollaborationsziel verfolgen.
• Modellierung der Kollaborationsstruktur OOram erlaubt, die Struktur 
der interagierenden Objekte zu modellieren und zu dokumentieren.
• Modellierung des Kollaborationsverhaltens OOram erlaubt, die Reak-
tion auf eine Nachricht zu spezifizieren und zu dokumentieren.
• Separation of Concerns OOram-Rollenmodelle abstrahieren dabei von 
der Implementierung und entkoppeln verschiedene Kollaborationen.
OOram empfiehlt sich somit als Testorakel. Allerdings hat auch OOram noch ei-
nige Mängel, die einen Einsatz für den Test ohne weitere Anpassungen ausschließen:
• Dynamik der Kollaborationsstruktur OOram berücksichtigt bei der 
Modellierung der Kollaborationsstruktur nicht, ob Objekte zur Laufzeit 
erzeugt oder gelöscht werden. Es werden nur feste Konstellationen der 
Objekte betrachtet, die sich während einer Interaktion nicht verändern. 
Dynamische Änderungen in der Kollaborationsstruktur treten in der Pra-
xis aber häufig auf und müssen in vielen Fällen getestet werden.
• Starke Abstraktion von der Implementierung Problematisch für den 
Test ist zudem, dass man in OOram bei der Analyse sehr stark von der 
Implementierung abstrahiert. Denn das macht es schwierig, ausführbare 
Testfälle aus einem Rollenmodell abzuleiten. So fehlt in OOram eine klar 
definierte Beziehung zwischen den Rollen und der Klasse eines Objekts. 
Für den kollaborationsorientierten Test muss diese Beziehung wie bei 
[Riehle (2000)] definiert werden, wobei aber zu vermeiden ist, dass dies 
Rolle und Klasse so eng wie bei [Riehle (2000)] aneinander koppelt.
• Mangelnde Präzision Die Konstruktion kollaborationsorientierter Test-
fälle wird außerdem dadurch erschwert, dass OOram in erster Linie eine 
Analyse-Methode ist und deshalb die Struktur und das Verhalten einer 
Kollaboration oft nicht mit ausreichender Präzision modelliert. Eine Ver-
besserung versprechen hier die formalen Beschreibungen, die zum Bei-
spiel die Kontrakte und Catalysis verwenden.
Als Grundlage für den kollaborationsorientierten Test muss OOram also noch an-
gepasst und erweitert werden. Ausgehend von den OOram-Konzepten werden daher 
in Kapitel 5 die Konzepte eines weiterentwickelten Ansatzes für die rollenbasierte 
Modellierung vorgestellt, der die aufgeführten Mängel nicht mehr aufweist. Dabei 
wird auch auf bewährte Konzepte aus anderen Ansätzen, wie den Entwurfsmustern, 
dem rollenmodellbasierten Rahmenwerkentwurf oder Catalysis, zurückgegriffen.81
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Definition 5-15 Rollenbasierte Modellierung
Der Vergleich verschiedener Modellierungsansätze in Kapitel 4 hat ergeben, dass 
OOram sich am besten eignet, um Kollaborationen für den kollaborationsorientierten 
Test zu modellieren. Die abschließende Bewertung (siehe Abschnitt 4.5.2) hat aller-
dings auch gezeigt, dass OOram noch einige Mängel aufweist, die den Einsatz von 
OOram für Testzwecke schwierig machen. So sind zum Beispiel die Rollenmodelle, 
weil OOram ursprünglich für die Analyse und nicht für den Test entwickelt wurde, 
in vielen Bereichen nicht präzise genug, um aus den Modellen Testfälle abzuleiten.
In diesem Kapitel werden daher die Konzepte eines weiterentwickelten Ansatzes 
für die rollenbasierte Modellierung vorgestellt, der zwar in vielen Bereichen auf den 
Konzepten der Rollenmodellierung mit OOram aufbaut, diese jedoch so anpasst und 
erweitert, dass das fertige Rollenmodell auch die Anforderungen an ein Testorakel 
erfüllt (siehe Abschnitt 3.4.2). Dabei wird zu einem Teil auf Konzepte aus anderen 
in Kapitel 4 vorgestellten Modellierungsansätzen zurückgegriffen, zum anderen wer-
den aber auch einige neue Konzepte, zum Beispiel für die Modellierung der Kolla-
borationsstruktur eingeführt, die bisher nicht für Kollaborationen eingesetzt wurden.
Nach einem ersten Überblick über die konzeptionellen Bestandteile eines Rollen-
modells werden dazu die zentralen Konzepte im Detail diskutiert. Hierbei wird auch 
angesprochen, wie man die Bestandteile eines Rollenmodells dokumentieren und 
mittels Diagrammen visualisieren kann. Anschließend stellt die Diskussion der Be-
ziehung zwischen der Klasse und den Rollen eines Objekts den Bezug eines Rollen-
modells zur Implementierung einer Kollaboration her, bevor am Schluss des Kapitels 
noch kurz auf die Konstruktion von Rollenmodellen eingegangen wird.
5.1 Rollenmodell
Ein Rollenmodell (siehe Definition 5-1) ist das Modell einer Kollaboration. Es be-
schreibt sowohl die Struktur als auch das Verhalten einer Menge von Objekten, die 
zusammenspielen, um das vorgegebene Kollaborationsziel zu erreichen.
Bausteine eines Rollenmodells sind die Kollaborationsrollen, die stellvertretend 
für die beteiligten Objekte stehen. Deshalb wird das Modell einer Kollaboration auch 
als „Rollenmodell“ und nicht als „Kollaborationsmodell“ bezeichnet. Denn die Rol-
Rollenmodell (role model)
Ein Rollenmodell spezifiziert die Struktur und das Verhalten einer Kolla-
boration unabhängig von anderen Kollaborationen oder einer bestimm-
ten Implementierung der Kollaboration.83
5 Rollenbasierte Modellierung
84  len sorgen dafür, dass ein Rollenmodell von anderen Kollaborationen entkoppelt ist 
und gleichzeitig von verschiedenen Implementierungen der Kollaboration abstra-
hiert (vergleiche Abschnitt 4.4.1).
Das in Abb. 5-1 dargestellte UML-Klassendiagramm gibt einen Überblick über 
die wichtigsten Bestandteile eines Rollenmodells und zeigt, wie diese voneinander 
abhängen. Demnach steht jedes Rollenmodell in einer 1:1-Beziehung mit der model-
lierten Kollaboration. Sie gibt dem Rollenmodell eine eigene Identität und legt den 
Namen des Rollenmodells fest, wodurch sich dieses von den Rollenmodellen anderer 
Kollaborationen unterscheidet. Gleichzeitig abstrahiert jedes Rollenmodell von einer 
- in der Regel unbekannten - Anzahl an Implementierungen, die ein der Kollaborati-
on entsprechendes Zusammenspiel der Objekte implementieren. Jede solche Imple-
mentierung entspricht folglich einer Instanz des Rollenmodells. Und das 
Rollenmodell einer Kollaboration verhält sich zu einer Implementierung der Kolla-
boration ähnlich wie eine Klasse zu ihrem Objekt.
Abb. 5-1  Überblick über die konzeptionellen Bestandteile eines Rollenmodells
Gemäß Abb. 5-1 umfasst also jedes Rollenmodell folgende Bestandteile, von de-
nen jeder einen anderen Aspekt der modellierten Kollaboration wiedergibt:
• Das Kollaborationsziel definiert den Kontext, in den die übrigen 
Bestandteile des Rollenmodells eingebettet sind. Eine genaue Beschrei-
bung des Kollaborationsziels ist daher zwingend für jedes Rollenmodell.
• Mit den Kollaborationsrollen werden die Struktur und das Verhalten 
einer Kollaboration modelliert, wobei jede Rolle stellvertretend für ein 
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5.2   Beschreibung des Kollaborationszielskollaborierendes Objekt steht. Weil für jede Nachricht wenigstens ein 
Sender und ein Empfänger notwendig sind, umfasst jedes Rollenmodell 
wenigstens zwei Kollaborationsrollen.
• Ein oder mehr Rollentypen spezifizieren für jede Kollaborationsrolle die 
Zuständigkeiten, Attribute und Nachrichten der repräsentierten Objekte.
• Rollendiagramm Die Struktur einer Kollaboration ist durch die Objekt-
beziehungen geprägt, die die beteiligten Objekte benötigen, um im Zuge 
der Kollaboration zu interagieren. Zentraler Bestandteil eines Rollenmo-
dells ist daher das Rollendiagramm. Indem es Grenzen absteckt, in denen 
sich die Konstellation der Objekte während der Kollaboration verändern 
darf, berücksichtigt es auch die Dynamik der Objektstruktur.
• Testfälle Das Kollaborationsverhalten wird im Rollenmodell nicht an ein-
zelnen Rollen festgemacht, sondern nur global für das ganze Rollenmodell 
spezifiziert. Es wird mit Testfällen festgehalten, die für unterschiedliche 
Zustände der Kollaboration spezifizieren, wie die beteiligten Objekte rea-
gieren, wenn ihr Zusammenspiel durch eine Nachricht angestoßen wird.
• Schnittstellen Rein konzeptionell betrachtet ist eine Kollaboration in sich 
abgeschlossen, so dass die Nachrichten, die von anderen Objekten an Teil-
nehmer der Kollaboration gerichtet werden, und diejenigen, die während 
einer Interaktion der beteiligten Objekte an die Umgebung der Kollabora-
tion geschickt werden, in entsprechenden Eingangs- und Ausgangsschnitt-
stellen zusammengefasst werden können.
• Realisierungsdiagramm Die Brücke zu den verschiedenen Implementie-
rungen einer Kollaboration schlagen die Realisierungsdiagramme eines 
Rollenmodells. Ein Realisierungsdiagramm zeigt für genau eine Imple-
mentierung der Kollaboration, welche Klassen so implementiert sind, dass 
ihre Instanzen die vorgegebenen Kollaborationsrollen spielen können.
Die hier nur kurz angesprochenen Bestandteile eines Rollenmodells werden in 
den folgenden Abschnitten noch näher vorgestellt und diskutiert.
5.2 Beschreibung des Kollaborationsziels
Das Kollaborationsziel (siehe Abschnitt 2.5.1) unterscheidet eine Kollaboration 
von einer beliebigen Ansammlung interagierender Objekte. Die Beschreibung des 
Kollaborationsziels ist daher eine Voraussetzung für jedes Rollenmodell. Als Bei-
spiel ist in Abb. 5-2 die Beschreibung des Kollaborationsziels für das Rollenmodell 
Observer dargestellt. Sie schildert umgangssprachlich die gemeinsamen Aufgaben, 
die den kollaborierenden Objekten zukommen, und vermittelt so ähnlich wie die Be-
schreibung eines Entwurfsmusters (vergleiche Abschnitt 4.3.4) einen ersten Ein-
druck der Kollaboration. Dabei legt sie einen gemeinsamen Kontext für die 
Kollaborationsrollen fest.85
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Definition 5-2Abb. 5-2  Beschreibung des Kollaborationsziels für das Rollenmodell Observer
5.3 Kollaborationsrolle
Baustein für die Modellierung einer Kollaboration ist die Kollaborationsrolle
(siehe Definition 5-2). Im Rollenmodell werden alle Objekte durch die Rollen reprä-
sentiert, die sie in der zu modellierenden Kollaboration spielen.
Um dabei die Rolle eines Objekts als Teil einer Kollaboration von anderen Rol-
len, zum Beispiel denen einer Person, zu unterscheiden, wird hier für Rollenmodelle 
eigens der Begriff der Kollaborationsrolle eingeführt. Dadurch wird vermieden, dass 
wie in OOram, wo der Kontext einer Rolle nicht immer präzise definiert ist, Rollen 
der Anwendungsdomäne, wie Buchhalter oder Händler, und Rollen der Objekte in-
nerhalb einer Kollaboration miteinander vermischt werden. Sofern der Kontext ein-
deutig ist, wird im Folgenden aber häufig auch nur von „Rolle“ gesprochen.
Konzeptionell ist die Kollaborationsrolle Bindeglied zwischen dem Rollenmodell 
und der Menge von Objekten, die in der Lage sind, die Rolle in der modellierten Kol-
laboration zu spielen. Die Kollaborationsrolle muss zwischen beiden vermitteln, wo-
durch ihr drei zentrale, im Folgenden beschriebene Aufgaben zufallen:
• Identifikation einer Position
• Modellierung der Zuständigkeiten
• Abstraktion von den Objekten
Jede Kollaborationsrolle ist in den Kontext ihres Rollenmodells eingebettet, wo 
sie durch den Bezug zu den übrigen Kollaborationsteilnehmern fundiert ist (verglei-
che Abschnitt 2.6.1). Außerhalb des Rollenmodells hat sie dagegen keine semanti-
sche Bedeutung. So ist zum Beispiel die Rolle Subject, die das Subjekt des 
Entwurfsmusters Observer repräsentiert, in den Kontext des gleichnamigen Rollen-
modells eingebettet, wo sie durch die zugehörigen Beobachter fundiert ist. Nur in 
diesem Kontext machen die Nachrichten der Rolle Subject wie attachObser-
ver(…), detachObserver(…) und notifyObserver() Sinn.
Definiert eine 1:n-Beziehung zwischen einem Objekt mit der Rolle Subject und 
mehreren Objekten mit der Rolle Observer, die auf den aktuellen Zustand von 
Subject angewiesen sind. Der Client kann das Subject bei Bedarf veranlassen, 
alle registrierten Observer über Änderungen zu benachrichtigen, wodurch die 
Konsistenz zwischen Subject und Observern wiederhergestellt wird.
Kollaborationsrolle (collaboration role)
Eine Kollaborationsrolle abstrahiert von der Menge der Objekte, die die-
selbe Position in einer Kollaboration einnehmen können.                                                                                                                   
5.3   Kollaborationsrolle5.3.1 Identifikation einer Position
Ähnlich wie in OOram identifiziert jede Kollaborationsrolle eine bestimmte Po-
sition in der Struktur einer Kollaboration. Als Beispiel ist in Abb. 5-3 ein UML-Kol-
laborationsdiagramm für die Kollaboration Observer dargestellt. Es zeigt die 
Struktur der Kollaboration, die durch die Zeichnung d - das Subjekt - und die Sichten 
xv, yv und zv - die Beobachter - bestimmt wird. Jedes Objekt hat dabei seine eigene 
Position in der Kollaborationsstruktur, die andere Objektbeziehungen zu den übrigen 
Kollaborationsteilnehmern mit sich bringt. Die Position eines Objekts entscheidet 
somit vor allem darüber, an welche der übrigen Kollaborationsteilnehmer das Objekt 
im Verlauf einer Interaktion Nachrichten schicken kann.
Abb. 5-3  Kollaborationsrollen der Kollaboration Observer
Im Rollenmodell werden die Objekte durch ihre Kollaborationsrollen ersetzt (in 
Abb. 5-3 überlagert dargestellt). In Diagrammen werden die Rollennamen dabei ent-
sprechend der UML (siehe Anhang A) durch einen vorangestellten Schrägstrich ge-
kennzeichnet und nicht unterstrichen dargestellt. So wird zum Beispiel die 
Zeichnung d, entsprechend ihren Aufgaben in der Kollaboration, durch die Rolle 
Subject ersetzt, während die Sichten xv, yv und zv, durch die Rollen First-, Second-
und ThirdObserver repräsentiert werden. Auch die Figur x, die zwar kein direkter 
Teil der Kollaboration ist, aber mit der Nachricht invalidated(a) die Interakti-
on der Objekte auslöst, wird im Rollenmodell durch eine eigene Rolle Client ersetzt. 
Sie steht für einen Klienten der Kollaboration und wird durch den UML-Stereotypen 
<<external>> wie in OOram als externe Umgebungsrolle markiert, die nicht di-
rekt zur Kollaboration, sondern zu deren Umgebung gehört.
Eine Kollaborationsrolle ist damit in erster Linie ein Platzhalter für konkrete Ob-
jekte. Der Rollenname identifiziert eine feste Position in der Kollaborationsstruktur 
und gibt ihr eine Identität, die sie von den übrigen Positionen eindeutig unterscheidet. 
Jede Kollaborationsrolle steht dabei potenziell für ein anderes Objekt, dessen Zu-
stand und Eigenschaften unabhängig von den übrigen Kollaborationsteilnehmern ist. 
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88  Allerdings ist es auch zulässig, dass ein Objekt innerhalb einer Kollaboration meh-
rere Rollen auf einmal wahrnimmt. So würde zum Beispiel die Zeichnung d gleich-
zeitig die Rollen Subject und Client spielen, wenn sie sich selbst die Nachricht 
invalidated(a) schickt, um die Aktualisierung der Beobachter zu veranlassen. 
In diesem Fall stehen beide Kollaborationsrollen für das gleiche Objekt.
Mit einem einzigen Rollenmodell werden demzufolge mehrere Implementierun-
gen einer Kollaboration, bei denen die Aufgaben unterschiedlich auf die kollaborie-
renden Objekte verteilt sind, modelliert. Dies ist einerseits ein wichtiger Vorteil der 
Rollenmodellierung, andererseits ist es dadurch bei der Analyse des Objektzusam-
menspiels in einem Programm oft schwer zu entscheiden, welche Rollen für eine 
Kollaboration zu unterscheiden sind. Für jede identifizierte Rolle muss deshalb ge-
prüft werden, ob wirklich alle Aufgaben einer Rolle vom gleichen Objekt erledigt 
werden müssen. Denn, falls sich diese sinnvoll auf mehrere Objekte verteilen lassen, 
sollte man diese auch im Rollenmodell durch verschiedene Rollen berücksichtigen, 
um die Flexibilität des Rollenmodells zu bewahren.
5.3.2 Modellierung der Zuständigkeiten
Die Kollaborationsrolle legt auch die Zuständigkeiten der Objekte (siehe Ab-
schnitt 4.3.1) fest, die an die spezifizierte Position in einer Kollaboration geknüpft 
sind. Denn durch die Aufzählung aller Zuständigkeiten des repräsentierten Objekts 
werden zum einen Sinn und Zweck sowie zum anderen die Fähigkeiten des Objekts 
erläutert. So kann das Kollaborationsziel letzten Endes nur erreicht werden, wenn je-
des Objekt seine Zuständigkeiten innerhalb der Kollaboration erfüllt.
Abb. 5-4  Zuständigkeiten der Kollaborationsrolle Subject
Die umgangssprachlich formulierten Zuständigkeiten einer Kollaborationsrolle 
beschreiben jedoch (vergleiche Abschnitt 4.3.1) nur grob, welche Aufgaben das re-
präsentierte Objekt hat. Wie sie im Detail implementiert werden, ist für die Kollabo-
rationsrolle noch nicht von Belang. Als Beispiel ist in Abb. 5-4 die Beschreibung der 
Zuständigkeiten für die Rolle Subject dargestellt. Demnach muss das repräsentierte 
Objekt zum einen als beobachtbares Subjekt dienen und zum anderen in der Lage 
sein, eine Menge von Beobachtern zu verwalten, wozu unter anderem gehört, dass 
man Beobachter registrieren und wieder löschen kann, und dass registrierte Beob-
achter über Änderungen benachrichtigt werden.
Subject
• Repräsentiert das von mehreren Observern beobachtete Subject.
• Verwaltet eine Menge registrierter Observer.
• Bei ihm kann ein neuer Observer registriert und wieder gelöscht werden.
• Benachrichtigt nach seiner Änderung alle registrierten Observer.                                                                                                                   
5.3   Kollaborationsrolle5.3.3 Abstraktion von den Objekten
Die Zuständigkeiten des repräsentierten Objekts reichen aber noch nicht aus, um 
auf der Ebene des Rollenmodells das Verhalten einer Kollaboration zu spezifizieren. 
Denn, weil sie umgangssprachlich formuliert werden, geben sie lediglich eine vage 
Vorstellung vom Aussehen eines Objekts. Für eine detaillierte Spezifikation des Kol-
laborationsverhaltens muss aber bekannt sein, welche Nachrichten die beteiligten 
Objekte verstehen, und welche Attribute sie besitzen. Nur mit diesen Informationen 
kann man die verschiedenen Zustände einer Kollaboration und die zugehörige Kom-
munikation der Objekte modellieren.
Abb. 5-5  Zeichnungsobjekt d und Kollaborationsrolle Subject
Eine Kollaborationsrolle spezifiziert daher, im Gegensatz zu einer Rolle in OO-
ram, die nur eine grobe Beschreibung liefert, auch schon die Attribute und Nachrich-
ten des repräsentierten Objekts. Dabei werden allerdings auch hier nur die unbedingt 
notwendigen Bestandteile eines Objekts modelliert. So vernachlässigt die Kollabo-
rationsrolle zum Beispiel alle Attribute und Nachrichten, die keinen direkten Beitrag 
zur Kollaboration leisten, und abstrahiert dadurch von der Menge unterschiedlicher 
Objekte, die sie repräsentiert.
Abb. 5-5 illustriert diesen Abstraktionsvorgang, indem sie in einem UML-Dia-
gramm das Zeichnungsobjekt d und die von d gespielte Kollaborationsrolle Subject
gegenüberstellt. Beide sind mit ihren jeweiligen Attributen und Nachrichten darge-
stellt. Dabei fällt auf, dass die Rolle Subject nur einen Bruchteil der Attribute und 
Nachrichten des Objekts d berücksichtigt, dessen Schnittstelle aus Darstellungsgrün-
den in Abb. 5-5 bereits verkürzt abgebildet ist. So benötigt ein Objekt für die Rolle 
Subject lediglich das Attribut obs, um die Beobachter zu speichern, sowie die Nach-
richten attachObserver(…), detachObserver(…) und getObser-
vers(), um die Beobachter zu verwalten. Darüber hinaus kann man mit der 
Nachricht notifyObservers() die registrierten Beobachter über Änderungen 
des Subjekts benachrichtigen. Für die Rolle Subject reicht es also aus, wenn die Klas-
se Drawing dieses Attribut und die vier Nachrichten geeignet implementiert.
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90  Um die Implementierungsunabhängigkeit des Rollenmodells zu wahren, werden 
die Attribute und Nachrichten einer Kollaborationsrolle dabei so abstrakt wie mög-
lich formuliert. So gibt zum Beispiel die Rolle Subject in Abb. 5-5 für das Attribut 
obs keine feste Datenstruktur vor, sondern fordert nur (in OCL [OMG (2001)] aus-
gedrückt), dass das Attribut eine Menge von Beobachtern aufnehmen kann. Wie die-
se Menge implementiert wird, ist für das Modell der Kollaboration belanglos.
Ebenso werden auch die Nachrichten wie attachObserver(…) auf grundle-
gende Bestandteile reduziert. So werden nur die unbedingt notwendigen Parameter 
einer Nachricht, wie zum Beispiel der zu registrierende Beobachter, von der Kolla-
borationsrolle berücksichtigt. Dies schließt nicht aus, dass die dafür realisierte Me-
thode in einer konkreten Implementierung weitere Parameter erwartet, die zum 
Beispiel für eine andere Kollaboration benötigt werden.
Insbesondere die Namen der Attribute und Nachrichten können in einer konkre-
ten Implementierung frei gewählt werden. Es muss nur gewährleistet sein, dass alle 
von der Rolle geforderten Elemente geeignet implementiert sind (vergleiche Ab-
schnitt 5.4.1). Als Beispiel sind in Abb. 5-5 alle Instanzvariablen und Methoden, die 
die Klasse Drawing für die Rolle Subject implementiert, grau hinterlegt dargestellt. 
Die Pfeile in Abb. 5-5 zeigen dann, welche Instanzvariablen und Methoden der 
Zeichnung d die Attribute und Nachrichten der Rolle Subject realisieren. Demnach 
implementiert der Java-Vektor fViews das Attribut obs, und implementieren die 
Methoden addView(…) und removeView(…) die Nachrichten attachOb-
server(…) und detachObserver(…). Alle anderen Instanzvariablen und Me-
thoden der Klasse Drawing, wie etwa das Attribut fFigures, das die Figuren der 
Zeichnung speichert, oder die Methoden add(…), remove(…)und getFigu-
res(), die die Figuren verwalten, haben hingegen nichts mit der Kollaboration zu 
tun und werden von der Rolle Subject ausgeblendet. Eine Kollaborationsrolle ist so-
mit ein Filter, der nur den kollaborationsrelevanten Teil eines Objekts durchlässt.
5.4 Rollentyp
Wenn man unterschiedliche Positionen in einer Kollaboration modelliert, passiert 
es häufig, dass man dabei zwei oder mehr Rollen identifiziert, die für sich betrachtet 
dieselben Zuständigkeiten, Attribute und Nachrichten besitzen. Diese Rollen reprä-
sentieren Objekte, die im Kontext der Kollaboration denselben Objekttyp (siehe Ab-
schnitt 2.3) haben. Sie unterscheiden sich nur durch die Position, die sie in der 
Kollaborationsstruktur identifizieren, haben aber ansonsten denselben Rollentyp 
(siehe Definition 5-3).
Das Beispiel in Abb. 5-6 mit den Rollen First-, Second- und ThirdObserver aus 
der Kollaboration Observer illustriert diesen Zusammenhang. Jede der drei Rollen 
identifiziert, wie in Abb. 5-3 dargestellt, die Position eines anderen Beobachters in-
nerhalb der Kollaboration. Und jedes der repräsentierten Objekte muss dafür ledig-
lich die Nachricht update() verstehen, mit der das Subjekt einen Beobachter über                                                                                                                    
5.4   Rollentyp
Definition 5-3Änderungen benachrichtigen kann. Alle drei Rollen haben deshalb aus Sicht der Kol-
laboration Observer denselben Rollentyp Observer; gekennzeichnet durch den 
UML-Stereotyp <<roletype>>, um ihn von einer Klasse zu unterscheiden.
Abb. 5-6  Rollentyp Observer
Der Rollentyp spezifiziert somit, wie ein Objekt aussehen muss, damit es die zu-
gehörige Rolle spielen kann. Dieses Aussehen ist zum einen durch die Zuständigkei-
ten und Attribute des Objekts geprägt, zum anderen schreibt der Rollentyp auch vor, 
welche minimale Schnittstelle ein entsprechendes Objekt mitbringen muss, indem er 
die Nachrichten festlegt, die das Objekt für die Kollaboration verstehen muss. Dies 
impliziert auch schon ein bestimmtes Verhalten des Objekts. Im Rollenmodell wird 
jedoch für einzelne Rollentyp noch kein Protokoll festgelegt, das für die Schnittstelle 
des Rollentyps zulässige Sequenzen von Nachrichten vorschreibt. Dies bleibt allein 
den Testfällen eines Rollenmodells vorbehalten, die das zulässige Verhalten global 
für die ganze Kollaboration (siehe Abschnitt 5.6) und so indirekt auch für die daran 
beteiligten Objekte spezifizieren.
Entsprechend werden überall dort in einem Rollenmodell, wo ein Typ zu dekla-
rieren ist, Rollentypen verwendet. Alle für eine Kollaboration erforderlichen Attri-
bute, Parameter und Rückgabewerte, die keinen primitiven Typ wie Integer oder 
Real haben, werden deshalb im Rollenmodell mit ihrem Rollentyp vereinbart. So 
sind zum Beispiel in Abb. 5-5 alle Nachrichtenparameter und Attribute der Rolle 
Subject mit Hilfe des Rollentyps Observer deklariert.
Durch das Konzept des Rollentyps wird hier ähnlich wie beim rollenmodellba-
sierten Rahmenwerkentwurf (siehe Abschnitt 4.4.3) und in Catalysis (siehe Ab-
schnitt 4.4.4) die Beziehung zwischen den Rollen und der Klasse eines Objekts 
Rollentyp (role type)
Jede Kollaborationsrolle hat einen Rollentyp, der die Zuständigkeiten, At-
tribute und Nachrichten der repräsentierten Objekte im Kollaborations-
kontext beschreibt und ein bestimmtes Verhalten der Objekte impliziert.
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92  präzisiert. Dabei schreibt der Rollentyp jedoch noch nicht vor, wie die Klasse eines 
Objekts im Detail implementiert werden muss, sondern macht durch die weniger 
strenge Subtypbeziehung (siehe Abschnitt 5.4.1) ähnlich wie in Catalysis lediglich 
Vorgaben, wie die Attribute und Nachrichten eines Objekts aussehen müssen. Die 
Implementierungsunabhängigkeit der Rolle bleibt hier deshalb weitgehend gewahrt.
5.4.1 Objekttyp als Subtyp
Um eine Rolle spielen zu können, muss ein Objekt die Anforderungen des zuge-
hörigen Rollentyps erfüllen. Der betreffende Objekttyp muss demzufolge ein Subtyp 
des betreffenden Rollentyps sein. Damit sich das Objekt im Kollaborationskontext 
wie erwartet verhält, muss dieser Subtyp zudem verhaltenskonform (siehe Abschnitt 
2.4.3) zu diesem Rollentyp sein. So muss zum Beispiel die Zeichnung d in Abb. 5-
5, damit sie als Subjekt an der Kollaboration Observer teilnehmen kann, einen ver-
haltenskonformen Subtyp zum Rollentyp Subject haben. Man sagt, „das Objekt d hat 
den Rollentyp Subject“.
In der Praxis erfordert die Subtypbeziehung zwischen Objekt- und Rollentyp, 
dass man die vom Rollentyp vorgegebenen Attribute und Nachrichten auf Teile der 
Klasse abbilden kann, die das repräsentierte Objekt implementiert (vergleiche Ab-
schnitt 5.3.3). So muss insbesondere die Datenstruktur einer Klasse so implementiert 
sein, dass sie alle Attribute des Rollentyps wiedergeben kann. Weil die Daten eines 
Objekts ohnehin gekapselt sind, bedeutet dies in der Regel nur, dass eine Klasse Me-
thoden bieten muss, mit denen man auf die Attribute des Rollentyps zugreifen kann.
Um einen Rollen- auf einen Objekttyp abzubilden, genügt es also in der Praxis, 
die Rollentypnachrichten auf die Methoden der zugehörigen Klasse abzubilden. Da 
es ausreicht, wenn diese Abbildung im mathematischen Sinne eindeutig ist, dürfen 
dabei auch mehrere Rollentypnachrichten auf eine Methode abgebildet werden. Al-
lerdings müssen die Signaturen derart aufeinander abgebildeter Nachrichten und Me-
thoden für die verhaltenskonforme Subtypbildung (siehe Abschnitt 2.4.3) 
kompatibel zueinander sein. Das bedeutet, während die Namen für die Abbildung be-
deutungslos sind, müssen jeweils Anzahl und Typen der Parameter sowie der Typ ei-
nes eventuellen Rückgabewerts zusammenpassen.
Bei der Abbildung muss ansonsten nur gewährleistet sein, dass man die Nachrich-
ten und Methoden semantisch sinnvoll ineinander umwandeln kann. Die Signatur-
kompatibilität ist deshalb auch gewahrt, wenn man im Einzelfall mehrere Parameter 
zu einem zusammenfasst oder umgekehrt einen Parameter in mehrere zerlegt. So 
kann es zum Beispiel sinnvoll sein, zwei Koordinaten x und y zu einem gemeinsa-
men Objekt der Klasse Point zusammenzufassen. Und falls eine Methode mehr Pa-
rameter erwartet, als die darauf abzubildende Rollentypnachricht vorsieht, können 
diese bei der Abbildung getrost ignoriert werden, da sie keine Bedeutung für die Kol-
laboration haben und deshalb im Rollenmodell vernachlässigt werden. 
So sind zum Beispiel in Abb. 5-5 die Methode addView(View v) und die 
Nachricht attachObserver(a: Observer) signaturkompatibel, da beide ge-                                                                                                                   
5.4   Rollentypnau einen Parameter erwarten und sich sinnvoll ineinander umwandeln lassen. Denn 
jede Instanz der Klasse View kann, wie vom Parameter a gefordert, eine Rolle mit 
dem Rollentyp Observer spielen (siehe Abb. 5-3). Ebenso sind die Methode get-
Views() und die Nachricht getObservers(), die auf das Rollentypattribut 
obs zugreift, signaturkompatibel. Denn der von getViews() als Java-Enumerati-
on zurückgelieferte Rückgabewert enthält eine Menge von Objekten der Klasse 
View, die alle eine Rolle mit dem Rollentyp Observer spielen können.
5.4.2 Rollentyphierarchie
Um Objekte zu modellieren, die nur zum Teil die gleichen Zuständigkeiten in ei-
ner Kollaboration haben, ist es oft hilfreich, wenn man die Gemeinsamkeiten ver-
schiedener Rollentypen zusammenzufassen kann. Rollentypen können daher ähnlich 
wie bei der Klassenvererbung (siehe Abschnitt 2.4) in einer Rollentyphierarchie an-
geordnet werden. Dabei werden gemeinsame Zuständigkeiten, Attribute und Nach-
richten verwandter Rollentypen zu einem Super-Rollentyp vereinigt. Die einzelnen 
Rollentypen spezialisieren dann als Subtypen den so entstandenen Super-Rollentyp.
Abb. 5-7  Beispiel einer Rollentyp-Hierarchie
Als Beispiel ist in Abb. 5-7 die Hierarchie der Rollentypen Component, Compo-
site und Decorator aus dem Rollenmodell Component Management dargestellt. Ein 
Modell, das die Kollaboration aus dem JHotDraw-Rahmenwerk [Eggenschwiler & 
Gamma (1998)] beschreibt, um die Figuren einer hierarchisch aufgebauten Zeich-
nung zu verwalten. Da die hierarchische Struktur der Zeichnung mit den Entwurfs-
mustern Composite und Decorator [Gamma et al. (1995)] implementiert ist, hat 
dabei jede Figur, egal ob es sich um eine einzelne, zusammengesetzte oder dekorierte 
Figur handelt, in der Kollaboration auch die Zuständigkeiten einer Einzelfigur.
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94  Alle Rollen im Rollenmodell Component Management haben deshalb den Rol-
lentyp Component gemeinsam (siehe Abb. 5-7), der Möglichkeiten vorsieht, einer 
Komponente einen Besitzer zuzuweisen - ein Objekt mit Rollentyp Composite - oder 
eine Komponente nach ihren (möglicherweise gar nicht vorhandenen) Teilkompo-
nenten zu fragen. Der Rollentyp Composite einer zusammengesetzten Figur bringt 
dann weitere Attribute und Nachrichten mit, mit denen man die Teilkomponenten, 
wie zum Beispiel die Figuren der zusammengesetzten Figur, verwalten kann, und er-
weitert deshalb den Rollentyp Component um Nachrichten wie add(…) und remo-
ve(…). Analog erweitert der Rollentyp Decorator den Rollentyp Component mit 
den Zuständigkeiten einer Dekoration. Die Spezialisierung von Component durch 
die Sub-Rollentypen Composite und Decorator wird im Diagramm wie die Verer-
bung im UML-Klassendiagramm als Generalisierungsbeziehung ausgedrückt.
Bei der Bildung von Sub-Rollentypen sind jedoch nur die in Abschnitt 2.4.3 vor-
gestellten Arten der Subtypbildung erlaubt, die zu verhaltenskonformen Subtypen 
führen. Ein Sub-Rollentyp darf also um neue Attribute und Nachrichten erweitert 
oder alternativ auf ein bestimmtes Verhalten eingeschränkt werden. Er darf den Su-
per-Rollentyp aber nicht willkürlich verändern und zum Beispiel Nachrichten oder 
Attribute des Super-Rollentyps verbergen. Das heißt, wenn ein Objekt die Anforde-
rungen des Sub-Rollentyps erfüllt, muss es auch immer die des Super-Rollentyps er-
füllen, so dass das Objekt Rollen beider Rollentypen spielen kann.
5.5 Rollendiagramm
Die Kollaborationsstruktur wird mit dem Rollendiagramm spezifiziert. Ähnlich 
wie die OOram-Kollaborationssicht gibt es einen Überblick über die Kollaborations-
rollen und den Anteil der Objektbeziehungen, auf den die von den Rollen repräsen-
tierten Objekte zwingend angewiesen sind, um sich im Verlauf der Kollaboration 
gegenseitig Nachrichten zu schicken - die so genannten Kollaborationsbeziehungen. 
Das Rollendiagramm beschreibt somit die Infrastruktur einer Kollaboration.
Abb. 5-8  Rollendiagramm der Kollaboration Observer
In Abb. 5-8 ist als Beispiel das Rollendiagramm für die Kollaboration Observer
aus Abb. 5-3 dargestellt. Indem es die Objektbeziehungen zeigt, die für das Zusam-
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5.5   Rollendiagramm
Definition 5-4menspiel der Objekte im Zuge der Kollaboration notwendig sind, verdeutlicht es die 
verschiedenen Positionen der Objekte innerhalb der Kollaborationsstruktur. Diese 
Positionen werden durch die Kollaborationsrollen Client, Subject und FirstObserver
sowie durch die Multirolle FellowObserver eindeutig identifiziert.
Der Rollentyp wird im Rollendiagramm durch einen Schrägstrich abgetrennt, an 
den Rollennamen angehängt (siehe Anhang A). Wie in Abb. 5-8 für den Rollentyp 
Observer der Rolle FirstObserver gezeigt, steht dabei per Konvention der erstge-
nannte Begriff immer für den Rollennamen. Bei den Rollen Client und Subject wird 
im Gegensatz dazu in Abb. 5-8 auf die Angabe eines Rollentypnamens verzichtet, da 
es im Rollenmodell jeweils nur eine Rolle mit dem betreffenden Rollentyp gibt. Eine 
Unterscheidung zwischen Rollen- und Rollentypname ist in diesem Fall überflüssig.
5.5.1 Kollaborationsbeziehung
Eine Kollaborationsrolle abstrahiert von der Menge der repräsentierten Objekte. 
Entsprechend abstrahiert auch die im Rollendiagramm (siehe Abb. 5-8) zwischen 
zwei Rollen dargestellte Kollaborationsbeziehung (siehe Definition 5-4) von der tat-
sächlichen Objektbeziehung, die zur Laufzeit zwischen zwei Objekten existiert. Sie 
zeigt nur den Anteil der Objektbeziehung, der für das Zusammenspiel der Objekte in 
der Kollaboration unbedingt notwendig ist. Das Rollendiagramm stellt deshalb nur 
die Objektbeziehungen dar, die durch Attribute der Rollen geknüpft werden oder auf 
andere Weise bei einer Interaktion der kollaborierenden Objekte entstehen.
So werden im Rollendiagramm in Abb. 5-8 die bidirektionalen Objektbeziehun-
gen zwischen den Objekten d, x, xv, yv und zv aus Abb. 5-3 durch unidirektionale 
Kollaborationsbeziehungen (ausgedrückt durch Pfeilspitzen) zwischen den Kollabo-
rationsrollen Client und Subject, Subject und FirstObserver sowie Subject und Fel-
lowObserver ersetzt. Dadurch wird spezifiziert, dass im Kontext der Kollaboration 
Nachrichten nur in der angegebenen Richtung verschickt werden dürfen. Und das, 
obwohl die tatsächliche Objektstruktur zur Laufzeit Nachrichten in beide Richtungen 
erlauben würde. Denn die Rolle Subject kennt zwar dank des Attributs obs jeden Be-
obachter, der mit attachObserver(…) registriert wurde. Ein Beobachter mit 
dem Rollentyp Observer hat jedoch laut Rollenmodell im Kontext der Kollaboration 
keine Möglichkeit, um das Subjekt ausfindig zu machen. Das Modell der Kollabora-
tion sieht keinen Zugriff der Beobachter auf das Subjekt vor.
Im Gegensatz zur OOram-Kollaborationssicht berücksichtigen die Kollaborati-
onsbeziehungen im Rollendiagramm keine Ports, die zusätzlich einschränken, wel-
Kollaborationsbeziehung (collaboration link)
repräsentiert nur den für die Kollaboration unbedingt erforderlichen Anteil 
einer Objektbeziehung, die zur Laufzeit zwischen zwei durch Kollabora-
tionsrollen repräsentierten Objekten besteht.95
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96  che Nachrichten zwischen den Rollen geschickt werden dürfen (siehe Abschnitt 
4.4.2). Denn genauer betrachtet wird eine Kollaborationsrolle dadurch nur in zusätz-
liche Teilrollen bezüglich der Nachrichtenpfade zerlegt. Ports leisten dadurch aber 
keinen direkten Beitrag zur Modellierung des globalen Kollaborationsverhaltens und 
werden hier deshalb nicht benötigt.
5.5.2 Multirolle
Laut Definition 5-3 steht jede Kollaborationsrolle für eine andere Position inner-
halb der Kollaborationsstruktur. Für ein Rollenmodell ist es aber nicht immer not-
wendig, alle Positionen gleichermaßen durch eine Rolle hervorzuheben. Denn häufig 
will man nur ausdrücken, dass zur selben Zeit weitere Objekte mit dem gleichen Rol-
lentyp an anderen Positionen der Kollaboration teilnehmen. Dabei macht es zwar 
Sinn, die Rollen dieser Objekte von denen anderer Objekte, die zentrale Rollen der 
Kollaboration spielen, zu unterscheiden, doch ansonsten sind die Rollen untereinan-
der austauschbar. Sie verkörpern sozusagen die Statisten der Kollaboration und wer-
den der Einfachheit halber zu so genannten Multirollen zusammengefasst.
Ein Beispiel hierfür ist die Multirolle FellowObserver in Abb. 5-8. Sie fasst die 
zwei Kollaborationsrollen SecondObserver und ThirdObserver aus Abb. 5-3 zusam-
men, wodurch ausgedrückt wird, dass zwar während einer Interaktion weitere Beob-
achter mit dem Rollentyp Observer beim Subjekt registriert werden können, dass 
diese im Einzelnen aber nicht interessieren. Sie bilden lediglich den Kontext für die 
zentralen Kollaborationsrollen Subject und FirstObserver.
Im Rollendiagramm wird eine Multirolle durch zwei überlappende Kollaborati-
onsrollen symbolisiert (siehe Abb. 5-8); analog dem Multiobject der UML, das meh-
rere Objekte im Interaktionsdiagramm wiedergibt. Der allen Kollaborationsrollen 
einer Multirolle gemeinsame Rollentyp, in Abb. 5-8 der Rollentyp Observer, wird 
dabei wie bei einer einzelnen Kollaborationsrolle an den Rollennamen angehängt.
5.5.3 Dynamik der Kollaborationsstruktur
Das Zusammenspiel kollaborierender Objekte verändert in der Regel auch die 
Konstellation der Objekte - die momentane Kollaborationsstruktur. So löscht zum 
Beispiel die Nachricht detachObserver(…) mit FirstObserver als Parameter 
eine eventuell bestehende Kollaborationsbeziehung zwischen den Rollen FirstOb-
server und Subject. Das heißt, FirstObserver ist anschließend nicht mehr als Beob-
achter beim Subjekt registriert. Auf der anderen Seite impliziert die Nachricht 
attachObserver(…) mit FirstObserver als Parameter, dass das Objekt mit der 
Rolle FirstObserver bisher noch nicht beim Subjekt registriert war. Wenn das Objekt 
mit der Rolle Subject die Nachricht empfängt, sollte daher auch noch keine Kollabo-
rationsbeziehung zwischen den zwei Objekten existieren.
Ein Rollendiagramm muss diese Dynamik der Kollaborationsstruktur berück-
sichtigen. Es muss die Möglichkeit bieten, alle für die Kollaboration erlaubten Ob-                                                                                                                   
5.5   Rollendiagrammjektkonstellationen darzustellen. Im Gegensatz zur OOram-Kollaborationssicht oder 
zum UML-Kollaborationsdiagramm (siehe Abschnitt 4.2.1), die - abgesehen vom 
Löschen oder Erzeugen einzelner Objekte während einer Interaktion - nur eine feste 
Konstellation der Objekte, vergleichbar einem Schnappschuss, darstellen, muss ein 
Rollendiagramm auch spezifizieren, wo und in welchen Grenzen die Objektstruktur 
im Verlauf der Kollaboration variieren darf. Zu diesem Zweck werden in einem Rol-
lendiagramm die Enden jeder Kollaborationsbeziehung zusätzlich mit den zulässi-
gen Kardinalitäten annotiert. Im Gegensatz zu OOram wird so mit dem hier 
vorgestellten Ansatz auch die Dynamik der Kollaborationsstruktur modelliert.
 So kann man zum Beispiel die Veränderungen der Kollaborationsbeziehung zwi-
schen den Rollen Subject und FirstObserver ausdrücken, indem man das mit der Rol-
le FirstObserver verknüpfte Ende der Kollaborationsbeziehung, wie in Abb. 5-8
dargestellt, mit der Kardinalität 0..1 versieht. Demzufolge kann das Objekt mit der 
Rolle FirstObserver beim Subjekt registriert sein, muss es aber nicht sein. Das Rol-
lendiagramm modelliert beide Objektkonstellationen. Für eine Multirolle, wie zum 
Beispiel FellowObserver in Abb. 5-8, kann mit einer entsprechenden Kardinalität am 
Ende der Kollaborationsbeziehung zudem angegeben werden, wie viele Kollaborati-
onsrollen die Multirolle zusammenfasst. So drückt zum Beispiel die Kardinalität *
der Multirolle FellowObserver aus, dass eine beliebige, nach oben unbeschränkte 
Anzahl von Objekten der Multirolle beim Subjekt registriert sein dürfen.
5.5.4 Charakteristische Objektkonstellationen
Die Anzahl der Objekte, die an einer Kollaboration teilnehmen können, ist häufig 
keinerlei Einschränkungen unterworfen. So können zum Beispiel im Kontext der 
Kollaboration Observer beliebig viele Objekte als Beobachter registriert werden. 
Das Rollendiagramm in Abb. 5-8 müsste dementsprechend unendlich viele Rollen 
berücksichtigen. Indem die Kollaborationsbeziehungen mit Kardinalitäten annotiert 
und weniger zentrale Rollen durch Multirollen ersetzt werden, können die charakte-
ristischen Objektkonstellationen, die entscheidenden Einfluss auf das Kollaborati-
onsverhalten haben, aber trotzdem in kompakter Form modelliert werden.
Dadurch können zum Beispiel alle charakteristischen Objektkonstellationen der 
Kollaboration Component Management (vergleiche Abschnitt 5.4.2), die eine Kom-
ponentenhierarchie verwaltet, in einem einzigen Rollendiagramm dargestellt wer-
den. Die Abb. 5-9 zeigt dazu, wie man die konkrete Objektstruktur einer Zeichnung 
auf das Rollendiagramm abbilden kann. Obwohl die modellierte Komponentenhier-
archie, im Prinzip unendlich viele Komponenten umfasst, benötigt das Rollendia-
gramm in Abb. 5-9 nicht mehr als acht Kollaborations- und Multirollen, um alle für 
das Kollaborationsverhalten wichtigen Konstellationen der Objekte zu beschreiben.
Vergleicht man die Rollen in Abb. 5-9 mit den dargestellten Objekten, dann spielt 
die Zeichnung d die Rolle Root, die Wurzel der Komponentenhierarchie, und die Fi-
gur z die Rolle Leaf, also ein Blatt der Hierarchie. Entsprechend spielt die zusam-
mengesetzte Figur x, die die Zeichnung d mit der Figur z verbindet, die Rolle 97
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98  Intermediate des Rollenmodells, während die Figur y, die parallel zu x in der Zeich-
nung d enthalten ist, ein Element der Multirolle RootChild verkörpert. Die übrigen 
Rollen des Rollendiagramms sind in der in Abb. 5-9 gezeigten Objektstruktur dage-
gen unbesetzt. Ihre Kollaborationsbeziehungen haben hier die Kardinalität 0.
Abb. 5-9  Rollendiagramm der Kollaboration Component Management
Das Rollendiagramm in Abb. 5-9 modelliert demnach alle für das Kollaborations-
verhalten interessanten Konstellationen innerhalb der Komponentenhierarchie. Jede 
Konstellation führt dabei zu einem potenziell anderen Verhalten der kollaborieren-
den Objekte. Denn soll zum Beispiel in der Komponentenhierarchie nach der Figur 
z gesucht werden, die die Rolle Leaf spielt, so hängt das Ergebnis der Suche unter 
anderem davon ab, ob die Figur z direkter Teil der Rollen Root, Intermediate oder 
Decorator ist, oder, ob sie nirgends in der Hierarchie als Teilkomponente registriert 
ist. Das dargestellte Rollendiagramm berücksichtigt alle vier Objektkonstellationen.
Das Rollendiagramm legt also fest, welche Kollaborationsbeziehungen zwischen 
den Objekten existieren. Weil diese aber in der Regel durch Attribute geknüpft wer-
den, zeigt das Rollendiagramm so zum Teil auch, welche Zustände eine Kollabora-
tion global betrachtet annehmen kann. Denn die Attribute aller Kollaborationsrollen 
zusammengenommen definieren den Zustandsraum einer Kollaboration, so dass jede 
Belegung der Attribute mit Werten für einen anderen Kollaborationszustand steht. 
Und der Kollaborationszustand entscheidet letztlich darüber, wie sich die beteiligten 
Objekte im Zuge der Kollaboration verhalten (siehe auch Abschnitt 5.6).
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5.6   Spezifikation des Kollaborationsverhaltens
Definition 5-55.6 Spezifikation des Kollaborationsverhaltens
Das Kollaborationsverhalten wird im hier vorgestellten Ansatz nur global für die 
ganze Kollaboration betrachtet und modelliert. Der Ansatz ist in diesem Punkt mit 
Catalysis vergleichbar, wo man für die gemeinsame Aktion mehrerer Objekte nur 
den aus dem Zusammenspiel der Objekte resultierenden Nettoeffekt betrachtet (siehe 
Abschnitt 4.4.4). Dabei kann man mit Hilfe der Kollaborationsrollen die Interaktio-
nen der Objekte unabhängig von anderen Kollaborationen und konkreten Implemen-
tierungen des Objektzusammenspiels spezifizieren. Jede für das Modell spezifizierte 
Interaktion wird somit durch die Rollen automatisch auf den kollaborationsrelevan-
ten Anteil reduziert. Zur Laufzeit ausgetauschte Nachrichten, die keinen Beitrag zur 
Kollaboration leisten, werden im Modell ausgeblendet.
5.6.1 Stimulus-Nachrichten
Wie bei OOram (siehe Abschnitt 4.4.2) werden auch hier die Umgebungsrollen
(im Rollendiagramm durch den UML-Stereotyp <<external>> gekennzeichnet) 
und Systemrollen eines Rollenmodells unterschieden. Die Umgebungsrollen stehen 
dabei für Objekte aus der Kollaborationsumgebung, die zwar Nachrichten an betei-
ligte Objekte schicken, die jedoch selbst nichts zur Erreichung des Kollaborations-
ziels beitragen, während die Systemrollen direkt an der Kollaboration beteiligte 
Objekte repräsentieren und damit den Kern eines Rollenmodells bilden. Typische 
Beispiele für Umgebungsrollen sind zum Beispiel die Client-Rollen in den Rollen-
modellen Observer und Component Management (siehe Abb. 5-8 und 5-9), die selbst 
keine Nachrichten spezifizieren und nur Dienste anderer Rollen benutzen.
Das von außen beobachtbare Verhalten einer Kollaboration wird dementspre-
chend nur von jenen Nachrichten bestimmt, die von Umgebungs- an Systemrollen 
geschickt werden, und die in Anlehnung an OOram auch hier als Stimulus-Nachrich-
ten (siehe Definition 5-5) bezeichnet werden. Mit einer Stimulus-Nachricht kann 
nämlich zum einen spezifiziert werden, wie man eine Interaktion der Systemrollen 
von außen anstößt, und zum anderen, welchen Effekt oder welche Reaktion die so 
angestoßene Interaktion hervorruft. Alle durch Stimulus-Nachrichten ausgelösten 
Interaktionen der Systemrollen zusammengenommen legen das von außen beobacht-
bare Verhalten einer Kollaboration fest.
Die Stimulus-Nachrichten dürfen dabei von den Umgebungs- und Systemrollen 
gleichermaßen verwendet werden, während die übrigen Nachrichten eines Rollen-
modells allein den Systemrollen vorbehalten sind. Diese internen Nachrichten bilden 
den von außen unzugänglichen, privaten Teil einer Kollaboration.
Stimulus-Nachricht (stimulus message)
Nachricht, die von einer Umgebungsrolle an eine Systemrolle geschickt 
wird und dadurch eine Interaktion der Systemrollen auslöst.99
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100  5.6.2 Spezifikation der Reaktion auf eine Stimulus-Nachricht
Man kann also das von außen beobachtbare Verhalten einer Kollaboration spezi-
fizieren, indem man für jede Stimulus-Nachricht des zugehörigen Rollenmodells an-
gibt, welche Reaktion die Nachricht hervorruft. Diese Reaktion hängt allerdings auch 
von den aktuellen Parametern der Nachricht und vom momentanen Kollaborations-
zustand (vergleiche Abschnitt 5.5.4) ab. Für eine vollständige Spezifikation des Kol-
laborationsverhaltens ist es deshalb notwendig, für jede Stimulus-Nachricht des 
Rollenmodells die Reaktionen auf alle für das Rollenmodell zulässigen Kombinati-
onen von Parameter- und Attributwerten anzugeben.
Da dies in der Praxis viel zu aufwändig wäre und aufgrund der kombinatorischen 
Vielfalt in den meisten Fällen gar nicht möglich ist, berücksichtigt ein Rollenmodell 
nur solche Wertekombinationen, die charakteristisch für die gegebene Kollaboration 
sind, oder bei denen ein hohes Risiko besteht, dass sie von einer Implementierung 
falsch behandelt werden. Die Reaktionen auf eine Stimulus-Nachricht werden des-
halb im Rollenmodell nur für ausgewählte Wertekombination betrachtet.
Wie die folgenden Abschnitte zeigen, kann die Reaktion auf eine Stimulus-Nach-
richt dabei je nach Nachricht auf drei verschiedene Arten spezifiziert werden:
• Rückgabewert
• Zustandsänderungen
• Nachrichten
Jede so spezifizierte Reaktion auf eine Stimulus-Nachricht ist dann gleichzeitig 
ein Testfall, den man später auf eine Implementierung der Kollaboration anwenden 
kann. Und das Kollaborationsverhalten ist durch die Menge aller Testfälle eindeutig 
beschrieben. Wie die Testfälle im Detail aussehen, wird allerdings erst im Zusam-
menhang mit der Testfallkonstruktion (siehe Abschnitt 6.5.2) diskutiert.
5.6.2.1 Rückgabewert
Falls eine Nachricht ein Resultat zurückgibt, kann man als Reaktion auf die Nach-
richt den Rückgabewert spezifizieren, der in der vorliegenden Situation erwartet 
wird. Dies hat den Vorteil, dass dafür keine Annahmen über die Implementierung der 
Kollaboration notwendig sind. Es zählt nur das Resultat der Nachricht, wie der Rück-
gabewert zustandekommt, ist bedeutungslos.
Eine Beispiel hierfür ist die Nachricht getObservers() der Rolle Subject aus 
dem Rollenmodell Observer. Sie gibt als Ergebnis die Menge der momentan beim 
Subjekt registrierten Beobachter zurück. Wie das Subjekt die Beobachter intern ver-
waltet, ist dafür nicht wichtig. Es muss nur gewährleistet sein, dass die Nachricht je-
derzeit die erwartete Menge an Beobachtern als Rückgabewert liefert.
5.6.2.2 Zustandsänderungen
Falls infolge einer Stimulus-Nachricht Attributwerte verändert werden, bietet es 
sich an, diese Änderungen im Kollaborationszustand (siehe Abschnitt 5.5.4) als Re-
aktion auf die Nachricht zu spezifizieren. Denn diese Konzentration auf den Netto-                                                                                                                   
5.6   Spezifikation des Kollaborationsverhaltenseffekt einer Kollaboration betont zum einen die Black-box-Sicht auf die 
Implementierung der Kollaboration und rückt zum anderen die Seiteneffekte der 
Nachricht in den Vordergrund. Was die Zustandsänderungen bewirkt, und welche 
Nachrichten die kollaborierenden Objekte dafür miteinander austauschen müssen, ist 
hier nicht von Interesse. Es zählt nur der Effekt, den die ausgelöste Interaktion der 
Objekte auf den Kollaborationszustand hat, und nicht wie diese im Detail abläuft. 
Die Implementierungsunabhängigkeit der Spezifikation bleibt somit gewahrt.
Ein Beispiel hierfür ist die Nachricht attachObserver(…) der Rolle Subject
aus der Kollaboration Observer. Sie registriert das als Parameter gegebene Objekt als 
neuen Beobachter des Subjekts. Angenommen, das Objekt war bisher noch nicht als 
Beobachter registriert, verändert dies den Kollaborationszustand. Denn das Attribut 
obs der Rolle Subject verweist danach auf einen weiteren Beobachter, was sich zum 
Beispiel auf nachfolgende Aufrufe der Nachricht notifyObservers() auswirkt.
5.6.2.3 Nachrichten
Bei Nachrichten, die einen vorgegebenen Algorithmus abarbeiten, indem sie wei-
tere Nachrichten an andere Kollaborationsteilnehmer schicken, macht es Sinn, diese 
während der nachfolgenden Interaktion der kollaborierenden Objekte ausgetausch-
ten Nachrichten als Reaktion zu spezifizieren. Dazu kann man zum einen die ausge-
tauschten Nachrichten und zum anderen die Reihenfolge dieser Nachrichten 
angeben. Beide Aspekte können zum Beispiel mit einem Sequenzdiagramm darge-
stellt werden, das jedoch im Gegensatz zum herkömmlichen UML-Sequenzdia-
gramm hier nicht auf Objekten (siehe Abschnitt 4.2), sondern Rollen basiert. Die 
Implementierungsunabhängigkeit des Diagramms wird dadurch verbessert.
Abb. 5-10  Sequenzdiagramm der Stimulus-Nachricht notifyObservers() auf Rollenbasis
Das Beispiel eines solchen Sequenzdiagramms auf Rollenbasis ist in Abb. 5-10
abgebildet. Es zeigt eine Interaktion im Rollenmodell Observer, die durch die Stimu-
lus-Nachricht notifyObservers() der Rolle Client an die Rolle Subject ausge-
löst wird. Da die Aufgabe der Stimulus-Nachricht notifyObservers() darin 
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102  besteht, alle beim Subjekt registrierten Beobachter über Änderungen zu benachrich-
tigen, schickt die Rolle Subject als Reaktion eine Folge von update()-Nachrichten 
an alle beim Subjekt registrierten Beobachter.
Die Spezifikation einer vollständigen Nachrichtensequenz als Reaktion auf eine 
Stimulus-Nachricht gefährdet allerdings auch die Implementierungsunabhängigkeit 
eines Rollenmodells. Denn eine solche Sequenz gibt bereits Schritt für Schritt vor, 
wie die Objekte miteinander interagieren. So legt zum Beispiel die Nachrichtense-
quenz in Abb. 5-10 genau fest, in welcher Reihenfolge das Subjekt die registrierten 
Beobachter benachrichtigen muss. Demnach muss das Objekt mit der Rolle FirstOb-
server stets vor den Objekten in der Multirolle FellowObserver benachrichtigt wer-
den. Das ursprüngliche Entwurfsmuster macht aber gar keine Angaben darüber, in 
welcher Reihenfolge dies passieren muss, solange jeder Beobachter wenigstens ein-
mal informiert wird. Eine Implementierung, die den FirstObserver nicht als ersten, 
sondern als letzten Beobachter benachrichtigt, wäre deshalb genauso korrekt, ent-
spräche aber nicht mehr der Nachrichtensequenz in Abb. 5-10.
Auch seiteneffektfreie Nachrichten, die zum Beispiel nur auf Attribute zugreifen 
und den Zustand der Objekte im übrigen nicht beeinflussen, bereiten hier Probleme. 
Denn sie können überall und beliebig oft in einer Nachrichtensequenz auftreten, ohne 
die Programmsemantik zu beeinflussen. Um eine einmal spezifizierte Nachrichten-
sequenz wertlos zu machen, genügt es deshalb schon, wenn eine neue Implementie-
rung eine derartige Nachricht nicht nur einmal, sondern zweimal benutzt. Die 
Angabe einer vollständigen Nachrichtensequenz schließt somit viele, ebenfalls kor-
rekte Implementierungen einer Kollaboration von vornherein aus.
Hinzukommt, dass ein und dieselbe Nachricht abhängig von ihren Parametern 
und dem Kollaborationszustand ganz unterschiedliche Nachrichtensequenzen auslö-
sen kann. Jede kleine Änderung der Eingangswerte führt dann dazu, dass sich Anzahl 
und Reihenfolge der Nachrichten verändern. Im Extremfall erfordert eine Stimulus-
Nachricht daher für jede Kombination aus Parameter- und Attributwerten ein neues 
Sequenzdiagramm.
Alles in allem ist die Spezifikation vollständiger Nachrichtensequenzen deshalb 
meist zu aufwändig und unflexibel, sie bietet sich nur dort an, wo man einen festen 
Algorithmus vorgeben will. Stattdessen ist es oft sinnvoller nur einzelne Nachrich-
ten, die für die Kollaboration unbedingt erforderlich sind, ohne feste Reihenfolge als 
Reaktion auf eine Stimulus-Nachricht zu spezifizieren (vergleiche Abschnitt 6.5.5).
5.6.3 Rollenmodellkontext
Ein Rollenmodell, wie es hier definiert ist, modelliert das gemeinschaftliche Ver-
halten aller an einer Kollaboration beteiligten Objekte global für die ganze Kollabo-
ration. Im Gegensatz dazu wird das Verhalten eines einzelnen, durch eine Rolle 
repräsentierten Objekts nur indirekt durch den Rollenmodellkontext spezifiziert 
(vergleiche Abschnitt 5.4). Obwohl dies zunächst als Nachteil des gewählten Ansat-
zes erscheinen mag, handelt es sich hierbei genau betrachtet um eine Notwendigkeit,                                                                                                                    
5.6   Spezifikation des Kollaborationsverhaltensdie sich aus den charakteristischen Eigenschaften objektorientierter Software ergibt. 
Denn wegen der dort vorherrschenden Delocalized Plans (siehe Abschnitt 3.2.2) 
lässt sich das Verhalten eines Objekts in der Regel nur im Kontext anderer Objekte 
nachvollziehen. Und genau diesen Kontext, nämlich die Kollaboration, beschreibt 
das Rollenmodell. Erst im Rollenmodell kann man die Abhängigkeiten zwischen 
kollaborierenden Objekten formulieren, die das Zusammenspiel der Objekte steuern, 
und die eine charakteristische Eigenschaft objektorientierter Software sind.
Abb. 5-11  Rollendiagramm des Rollenmodells Component Management
Ein Beispiel einer solchen Abhängigkeit zwischen kollaborierenden Objekten 
findet man im Rollenmodell Component Management (siehe auch Abschnitt 5.5.4), 
dessen Rollendiagramm in Abb. 5-11 dargestellt ist. Betrachtet man die Nachricht 
removeComponent(…) der Rolle Root, mit der eine Komponente aus der Kom-
ponentenhierarchie gelöscht werden kann, ist sofort klar, dass das Verhalten der 
Nachricht davon abhängt, ob die zu löschende Komponente in der Hierarchie enthal-
ten ist oder nicht. Im Rollenmodell wird diese Abhängigkeit durch die im Rollendi-
agramm festgehaltene Struktur berücksichtigt. Nur wenn es möglich ist, die Rolle 
Leaf von Root aus über Kollaborationsbeziehungen zu erreichen, kann das von Leaf
repräsentierte Objekt aus der Hierarchie gelöscht werden. Eine derartige Abhängig-
keit lässt sich nicht an einer einzelnen Kollaborationsrolle wie Root festmachen.
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104  5.7 Schnittstellen eines Rollenmodells
Konzeptionell betrachtet ist jede Kollaboration eine in sich abgeschlossene Ein-
heit. Man kann zwischen dem Kern einer Kollaboration, repräsentiert durch System-
rollen, und ihrer Umgebung, repräsentiert durch Umgebungsrollen, unterscheiden. 
Folglich hat jede Kollaboration auch eine Eingangs- und eine Ausgangsschnittstelle, 
vergleichbar den ein- und ausgehenden Schnittstellen (engl. incoming/outgoing in-
terface) einer Komponente [Szyperski (1998)].
Abb. 5-12  Kollaboration Observer eingebettet in ihre Umgebung
Abb. 5-12 illustriert dies am Rollendiagramm der Kollaboration Observer. Die 
gestrichelte Ellipse symbolisiert in diesem Fall die Grenze zwischen den Systemrol-
len im Kern der Kollaboration und den Umgebungsrollen. Das Objekt x spielt dabei 
die im Rollenmodell explizit spezifizierte Umgebungsrolle Client, die Stimulus-
Nachrichten an die Kollaboration schickt, während das Objekt xdamage eine Um-
gebungsrolle spielt, die zwar als Empfänger für Nachrichten der Systemrolle Fir-
stObserver fungiert, die jedoch selbst keine Nachrichten an die Kollaboration schickt 
und deshalb im Rollenmodell nicht explizit auftaucht.
 Dabei ist zu beachten, dass sich die Unterscheidung zwischen Kern und Umge-
bung einer Kollaboration nur auf Rollen und nicht auf konkrete Objekte bezieht. So 
könnte zum Beispiel das Objekt x in Abb. 5-12 nicht nur die Umgebungsrolle Client, 
sondern auch die Systemrolle Subject spielen und würde damit gleichzeitig zum 
Kern und zur Umgebung der Kollaboration gehören.
5.7.1 Eingangsschnittstelle
Die Eingangsschnittstelle einer Kollaboration spezifiziert alle Nachrichten, die 
von Umgebungs- an Systemrollen der Kollaboration geschickt werden können. Sie 
entspricht deshalb der Menge aller Stimulus-Nachrichten eines Rollenmodells. Also 
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5.8   Kollaborationsrolle vs. Klassealler Nachrichten, mit denen Umgebungsrollen eine Interaktion der Systemrollen an-
stoßen können. Im Rollendiagramm wird die Eingangsschnittstelle nur implizit 
durch die Kollaborationsbeziehungen zwischen Umgebungs- und Systemrollen dar-
gestellt. Da eine Kollaborationsbeziehung nicht vorschreibt, welche Nachrichten an 
ein Rolle geschickt werden dürfen, sind automatisch alle Nachrichten einer von au-
ßen erreichbaren Systemrolle potenzielle Stimulus-Nachrichten und gehören zur 
Eingangsschnittstelle des zugehörigen Rollenmodells.
So wird zum Beispiel die Eingangsschnittstelle des Rollenmodells Observer (in 
Abb. 5-12) allein durch die Kollaborationsbeziehung zwischen den Rollen Client
und Subject festgelegt. Denn dies ist die einzige Kollaborationsbeziehung des Rol-
lenmodells, über die Nachrichten von außen an den Kern der Kollaboration geschickt 
werden dürfen. Alle Nachrichten der Rolle Subject zusammengenommen bilden 
dementsprechend die Eingangsschnittstelle des Rollenmodells. Im Gegensatz dazu 
dürfen die Nachrichten der Rolle FirstObserver und der Multirolle FellowObserver
nur von Systemrollen der Kollaboration verwendet werden und sind durch die Ein-
gangsschnittstelle vor Zugriffen aus der Kollaborationsumgebung geschützt.
5.7.2 Ausgangsschnittstelle
Aus konzeptioneller Sicht hat jede Kollaboration auch eine Ausgangsschnittstel-
le. Sie spezifiziert, welche Nachrichten Systemrollen im Zuge der Kollaboration an 
Umgebungsrollen schicken, um die Dienste anderer Objekte in Anspruch zu nehmen.
In der Praxis steht man allerdings vor dem Problem, dass die Ausgangsschnittstel-
le einer Kollaboration für jede Implementierung anders aussieht. Denn welche 
Dienste die beteiligten Objekte in Anspruch nehmen, und welche Nachrichten sie da-
für verschicken, hängt allein von der Implementierung einer Kollaboration ab. Die 
Ausgangsschnittstelle kann deshalb nicht allgemein für ein Rollenmodell spezifiziert 
werden, sondern muss für jede Implementierung neu ermittelt werden.
In der Praxis wird die Ausgangsschnittstelle eines Rollenmodells verwendet, um 
zu entscheiden, welche Nachrichten eines objektorientierten Programms man ver-
nachlässigen kann, wenn man das zugehörige Rollenmodell auf eine konkrete Imp-
lementierung abbildet (siehe Kapitel 7). Die Ausgangsschnittstelle entspricht dabei 
einfach jener Menge von Nachrichten, die zwar bei einer Interaktion der kollaborie-
renden Objekte verschickt werden, die aber zu keiner Systemrolle des Rollenmodells 
gehören. So gehören beispielsweise für die Implementierung in Abb. 5-12 alle Nach-
richten des Objekts xdamage zur Ausgangsschnittstelle der Kollaboration Obser-
ver, da xdamage dort keine Systemrolle spielt.
5.8 Kollaborationsrolle vs. Klasse
Ein Objekt, das eine bestimmte Kollaborationsrolle spielen soll, muss dafür einen 
Subtyp des entsprechenden Rollentyps haben (siehe Abschnitt 5.4.1). Da gleichzeitig 
der Objekttyp durch die Klasse eines Objekts festgelegt wird (siehe Abschnitt 2.3.2), 105
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106  entscheidet sich allerdings schon während der Implementierung einer Klasse, ob eine 
Instanz der Klasse die gegebene Kollaborationsrolle spielen kann oder nicht. Es 
bleibt also die Frage, wie im hier vorgestellten Ansatz die Beziehung zwischen der 
Kollaborationsrolle eines Objekts und dessen Klasse im Detail aussieht.
5.8.1 Realisierungsbeziehung
Wie die statische Welt der Klassen mit der dynamischen Welt der Objekte und ih-
rer Kollaborationsrollen zusammenhängt, soll das folgende Beispiel der Klasse 
Drawing verdeutlichen, die eine aus Figuren zusammengesetzte Zeichnung imple-
mentiert (vergleiche Abschnitt 5.5.4). Abb. 5-13 zeigt dazu, welche Abhängigkeiten 
zwischen der Klasse Drawing, ihrer Instanz d sowie den Kollaborationsrollen Sub-
ject und Root, die von der Zeichnung d in den zwei Kollaborationen Observer und 
Component Management gespielt werden, existieren.
Abb. 5-13  Abhängigkeiten zwischen Klasse, Objekt, Kollaborationsrolle und Rollentyp
Die Grenze zwischen der dynamischen Welt der Objekte und der statischen Welt 
der Klassen ist in Abb. 5-13 als feingestrichelte Linie eingezeichnet, so dass sich dort 
im Einzelnen folgende Abhängigkeiten identifizieren lassen:
• <<instanceOf>>-Abhängigkeit Das Objekt d ist Instanz der Klasse 
Drawing, zwischen beiden besteht eine <instanceOf>>-Beziehung.
• <<plays>>-Abhängigkeit Das Objekt d nimmt zur gleichen Zeit an 
zwei Kollaborationen teil und spielt dort jeweils eine andere Rolle, wes-
halb zwischen dem Objekt d und den zwei Rollen Subject und Root ent-
sprechende <<plays>>-Beziehungen bestehen.
• <<hasRoletype>>-Abhängigkeit Jede der zwei Rollen Subject und 
Root hat einen Rollentyp, der die Zuständigkeiten, Attribute und Nach-
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5.8   Kollaborationsrolle vs. Klasse
Definition 5-6richten des repräsentierten Objekts festlegt. Zwischen jeder Rolle und 
ihrem Rollentyp existiert deshalb eine <<hasRoletype>>-Beziehung.
• <<hasSubtype>>-Abhängigkeit Um die zwei Rollen Subject und 
Root zu spielen, muss das Objekt d einen Subtyp der zugehörigen Rollen-
typen Subject und Root haben. Das Objekt d hat daher <<hasSub-
type>>-Beziehungen zu beiden Rollentypen.
Da der Rollentyp im hier vorgestellten Ansatz genauso wie bei [Riehle (2000)] 
die Position eines Objekts in der Kollaboration vernachlässigt und so alle Informati-
onen ausblendet, die die Kollaborationsrolle über die Objektstruktur zur Laufzeit lie-
fert, ist er nichts anderes als das Abbild einer Kollaborationsrolle in der statischen 
Welt der Klassen. Das bedeutet, durch die Beziehung zwischen der Klasse Drawing
und ihren beiden Rollentypen Subject und Root schließt sich der Kreis zwischen den 
zugehörigen Kollaborationsrollen Subject und Root und der Klasse des Objekts d. 
Denn, damit ein Objekt eine bestimmte Kollaborationsrolle spielen kann, muss be-
reits dessen Klasse den entsprechenden Rollentyp realisieren.
Zwischen Klasse und Rollentyp existiert eine so genannte Realisierungsbezie-
hung (siehe Definition 5-6). Sie drückt aus, dass eine Klasse eine geeignete Daten-
struktur und entsprechende Methoden implementieren muss, damit jede Instanz der 
Klasse die Zuständigkeiten der Kollaborationsrolle erfüllen kann. Die Realisierungs-
beziehung entspricht somit semantisch eins-zu-eins der UML-Realisierungsbezie-
hung, mit der man modelliert, dass eine Klasse einen bestimmten Typ oder eine 
Schnittstelle realisiert, und wird deshalb genauso wie die UML-Realisierungsbezie-
hung als gestrichelte UML-Generalisierung dargestellt (siehe Abb. 5-13).
5.8.2 Rollentyp als Schnittstelle
Technisch betrachtet heißt „eine Klasse realisiert einen Rollentyp“ nichts ande-
res, als dass die Klasse für jede Nachricht des Rollentyps eine passende Methode im-
plementiert, wobei sie insbesondere die Signaturkompatibilität zwischen den 
Nachrichten und Methoden beachtet (siehe Abschnitt 5.4). Dies gewährleistet aber 
noch nicht die strengere Anforderung, dass der Klassentyp ein verhaltenskonformer 
Subtyp des Rollentyps sein und die von der Klasse implementierte Datenstruktur die 
Attribute des Rollentyps korrekt widerspiegeln muss. Da die Implementierung eines 
Objekts gekapselt ist, kann nämlich erst beurteilt werden, ob sich die Instanz einer 
Klasse wie erwartet verhält und alle Zuständigkeiten des zugehörigen Rollentyps er-
füllt, wenn diese Instanz an der betreffenden Kollaboration teilnimmt. Daraus resul-
tiert unter anderem die Motivation, Kollaborationen zu testen (siehe Abschnitt 3.2.2).
Realisierungsbeziehung (realization relationship)
Eine Klasse realisiert einen Rollentyp genau dann, wenn eine beliebige 
Instanz der Klasse jede Kollaborationsrolle des Rollentyps spielen kann.107
5 Rollenbasierte Modellierung
108  Da ein Compiler in der Regel nicht prüfen kann, ob sich ein Objekt wie gefordert 
verhält (vergleiche Abschnitt 2.3.2), reduziert sich die Realisierung eines Rollentyps 
in der Praxis daher meist auf die Implementierung einer vorgegebenen Schnittstelle. 
So eignet sich das Konzept der Schnittstelle, das zum Beispiel als eigenständiges 
Konstrukt in Java integriert ist, auf ideale Weise, um die von einer Klasse realisierten 
Rollentypen in einer Implementierung hervorzuheben. Denn eine Schnittstelle hat 
bezüglich Klassen dieselben Eigenschaften wie eine Rolle: Einerseits kann eine 
Klasse beliebig viele Schnittstellen implementieren und so mehrere Rollentypen 
gleichzeitig realisieren, und andererseits können verschiedene Klassen die gleiche 
Schnittstelle implementieren und so denselben Rollentyp realisieren. Dafür ist es 
egal, ob die Schnittstelle als eigenständiges Konstrukt wie in Java vorliegt oder al-
ternativ, wie zum Beispiel in C++, mit Hilfe einer rein abstrakten Klasse simuliert 
wird - was allerdings Mehrfachvererbung voraussetzt.
Insbesondere in Java kann man so mit dem Java-Interface auf elegante Weise do-
kumentieren, an welchen Kollaborationen die Instanz einer Klasse teilnimmt, und or-
thogonal zur Klassenhierarchie eine Rollentyphierarchie (siehe Abschnitt 5.4.2) 
spezifizieren, die zusätzlich die Abhängigkeiten zwischen den durch die Klassen rea-
lisierten Rollentypen festhält. Dabei brauchen Klassen, um den gleichen Rollentyp 
zu realisieren, auch nicht voneinander zu erben, sondern es genügt, wenn sie dafür 
dasselbe Java-Interface implementieren. Diese Möglichkeit, die dynamischen As-
pekte einer Klasse zu dokumentieren, ist vermutlich eine Ursache dafür, dass das In-
terface-Konzept bei Java-Entwicklern so beliebt ist.
Das Prinzip Rollentypen in einer Implementierung durch Schnittstellen zu reprä-
sentieren, spiegelt sich auch in der Empfehlung von [Gamma et al. (1995)] wider, 
wenn möglich schnittstellen- und nicht klassenbezogen zu programmieren: „Pro-
gram to an interface, not an implementation“. Und [D’Souza & Wills (1999)] gehen 
hier mit dem Entwurfsmuster Role-Decoupling sogar noch einen Schritt weiter, in-
dem sie empfehlen, Variablen und Parameter generell nur mit ihren Schnittstellen zu 
deklarieren, um die Klassen einer Implementierung voneinander zu entkoppeln.
5.8.3 Realisierungsdiagramm
Das Realisierungsdiagramm eines Rollenmodells zeigt in grafischer Form, wel-
che Klassen einer Implementierung den passenden Rollentyp realisieren, damit ihre 
Instanzen eine Rolle der Kollaboration spielen können. Im Zentrum des Realisie-
rungsdiagramms steht deshalb das Rollendiagramm, an dessen Rollen man mit ent-
sprechenden Realisierungsbeziehungen die Klassen knüpft, deren Instanzen die 
zugehörigen Positionen in der Kollaborationsstruktur einnehmen können. So kann 
man für jede Implementierung einer Kollaboration ein eigenes Realisierungsdia-
gramm erstellen, das angibt, welche Klassen die Kollaboration implementieren.
Als Beispiel zeigt die Abb. 5-14 ein Realisierungsdiagramm für das Rollenmodell 
Observer. Das Rollendiagramm der Kollaboration ist dabei grau hinterlegt darge-
stellt, während die Klasse Drawing mit ihren zwei Subklassen sowie die Klassen                                                                                                                    
5.9   Konstruktion eines RollenmodellsView und AnotherView, die für eine bestimmte Implementierung der Kollabora-
tion stehen, um das Rollendiagramm herum angeordnet sind. Die zwei Realisie-
rungsbeziehungen zwischen der Klasse View sowie den Rollen First- und 
FellowObserver drücken demnach aus, dass View den für beide Rollen notwendigen 
Rollentyp Observer realisiert, und dass Instanzen der Klasse daher beide Positionen 
in der Kollaborationsstruktur einnehmen können. Dasselbe gilt für die Klasse 
AnotherView, die eine alternative Implementierung für beide Rollen darstellt.
Abb. 5-14  Realisierungsdiagramm der Kollaboration Observer
Vorausgesetzt, bei der Vererbung werden nur verhaltenskonforme Subtypen ge-
bildet (siehe Abschnitt 2.4.3), realisieren automatisch auch alle Subklassen die von 
ihrer Superklasse realisierten Rollentypen. Daher macht es Sinn, mit einer einzigen 
Realisierungsbeziehung auch ganze Klassenhierarchien an eine Rolle zu knüpfen. So 
wird zum Beispiel in Abb. 5-14 durch die Realisierungsbeziehung zwischen der ab-
strakten Klasse Drawing und der Rolle Subject ausgedrückt, dass nicht nur Dra-
wing den notwendigen Rollentyp realisiert, sondern dass auch ihre zwei Subklassen 
Standard- und BouncingDrawing den passenden Rollentyp mitbringen.
Vergleicht man das Klassenmodell (siehe Abschnitt 4.4.3.3) von [Riehle (2000)] 
mit dem hier vorgestellten Realisierungsdiagramm, so wird der Unterschied zwi-
schen beiden Ansätzen besonders augenfällig. Denn beide Diagramme sind im Prin-
zip das Ergebnis der Modellierung. Doch während im Klassenmodell die statische 
Struktur der Klassen im Mittelpunkt steht, an die verschiedene Rollenmodelle ge-
knüpft sind, verhält es sich beim Realisierungsdiagramm genau anders herum. Im 
Mittelpunkt steht hier die Dynamik einer Kollaboration, nämlich das Rollendia-
gramm eines Rollenmodells, an dem die passenden Klassen festgemacht werden.
5.9 Konstruktion eines Rollenmodells
Die Konstruktion eines Rollenmodells ist ähnlich wie der Entwurf eines objekto-
rientierten Programms kein Prozess, für den man einen festen Algorithmus angeben 
kann. So ist ein Entwickler, um ein neues Rollenmodell zu konstruieren, vor allem 
auf seine Erfahrung mit Kollaborationen aus früheren Implementierungen und sein 
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110  Wissen über Entwurfsmuster, die Kollaborationen beschreiben, denen man in objek-
torientierten Programmen immer wieder begegnet, angewiesen. Die folgenden Ab-
schnitte bieten daher nur einige grundsätzliche Überlegungen und Leitlinien zur 
Konstruktion von Rollenmodellen.
5.9.1 Vorlage für ein Rollenmodell
Das Zusammenspiel der Objekte innerhalb einer Kollaboration ist in der Regel zu 
komplex (vergleiche Kapitel 3), um es ohne eine konkrete Implementierung der Kol-
laboration zu verstehen und zu beschreiben. Ohne die - zumindest in Teilen - funkti-
onsfähige Implementierung einer Kollaboration ist es so gut wie unmöglich, ein 
Rollenmodell dafür zu konstruieren. Denn laut [Reenskaug et al. (1996)] kann letzten 
Endes nur die funktionsfähige Implementierung einer Kollaboration all jene Fragen 
beantworten, die während der Konstruktion eines Rollenmodells auftreten.
Ein Rollenmodell entsteht daher ähnlich wie ein Entwurfsmuster durch das Re-
verse Engineering von Implementierungen einer Kollaboration, die man beispiels-
weise später mit dem Rollenmodell testen will. Dieses Reverse Engineering birgt 
allerdings auch die Gefahr, dass sich das fertige Rollenmodell zu stark an einer kon-
kreten Implementierung orientiert und so seine Implementierungsunabhängigkeit 
verliert. Bei der Rollenmodellkonstruktion muss daher darauf geachtet werden, dass 
man nur die essenziellen Bestandteile einer Kollaboration modelliert, indem man, wo 
immer möglich, von der als Vorlage verwendeten Implementierung abstrahiert.
Die Validierung (siehe Kapitel 8) des hier vorgestellten Ansatzes hat allerdings 
auch gezeigt, dass die Rollenmodellkonstruktion umgekehrt oft hilft, die als Vorlage 
für ein Rollenmodell verwendete Implementierung zu verbessern. Denn in der Regel 
muss man bei der Konstruktion eines Rollenmodells vor allem die Sonder- und 
Grenzfälle einer Implementierung betrachten, wobei häufig Schwächen in der Imp-
lementierung aufgedeckt werden, die sonst erst viel später oder gar nicht aufgefallen 
wären. So hilft die Konzentration auf die Zuständigkeiten der Objekte in einer Kol-
laboration, bereits frühzeitig Methoden einer Implementierung zu erkennen, die un-
nötig komplex aufgebaut oder unvollständig sind.
5.9.2 Schritte für die Konstruktion eines Rollenmodells
Die im Folgenden vorgestellten Schritte für die Konstruktion eines Rollenmodells 
sollen lediglich als Leitlinie dafür dienen, wie man von der Implementierung einer 
Kollaboration zu einem entsprechenden Rollenmodell kommt. So hat die Validie-
rung (siehe Kapitel 8) des hier vorgestellten Ansatzes zwar gezeigt, dass diese an die 
ursprünglich von [Reenskaug et al. (1996)] für OOram entwickelte Vorgehensweise 
angelehnten Schritte häufig zum Erfolg führen, dass sie hierfür aber alleine - ohne 
zum Beispiel zusätzliches Wissen über das typische Zusammenspiel von Objekten in 
Form von Entwurfsmustern - in der Regel noch nicht ausreichen.
Man muss die folgenden Schritte daher in einem iterativen Prozess meist mehr-
fach wiederholen, bevor das Rollenmodell einer Kollaboration vollständig ist:                                                                                                                   
5.9   Konstruktion eines Rollenmodells1. Identifikation des Kollaborationsziels Als Erstes muss geklärt werden, 
welches Ziel die Objekte mit ihrem Zusammenspiel verfolgen. Ergebnis 
dieses Schritts ist eine Beschreibung des Kollaborationsziels, die als Kon-
text für die folgenden Schritte dient.
2. Identifikation der Rollen und Zuständigkeiten Danach muss ermittelt 
werden, welche Objekte in die Kollaboration eingebunden sind. Dafür 
muss man zum einen die Rollen der Objekte und zum anderen die damit 
verknüpften Zuständigkeiten identifizieren. Darüber hinaus muss man die 
Kollaborationsbeziehungen zwischen den Objekten untersuchen, da sie 
die Positionen der Objekte innerhalb der Kollaborationsstruktur bestim-
men. Diese Informationen bilden die Basis des Rollenmodells.
3. Identifikation der Rollentypen Im nächsten Schritt werden die Rollenty-
pen der identifizierten Rollen spezifiziert. Dazu muss man die Attribute 
und Nachrichten identifizieren, die die Objekt benötigen, um ihre Zustän-
digkeiten in der Kollaboration zu erfüllen. Um eine geeignete Hierarchie 
von Rollentypen zu definieren, steht dabei die Aufdeckung von Gemein-
samkeiten zwischen verschiedenen Rollen im Vordergrund.
4. Spezifikation der Kollaborationsstruktur Aus den bis dahin gesammel-
ten Rollen und Rollentypen wird dann das Rollendiagramm für die Kolla-
borationsstruktur erstellt. Dafür müssen zum einen die Art und zum 
anderen die Kardinalitäten der Kollaborationsbeziehungen zwischen den 
Rollen näher bestimmt werden.
5. Identifikation der Eingangsschnittstelle Indem man die Stimulus-Nach-
richten identifiziert, kann anschließend die Eingangsschnittstelle des Rol-
lenmodells spezifiziert werden. Dafür muss man unterscheiden, welche 
Rollen zur Umgebung und welche zum Kern der Kollaboration gehören.
6. Testfallkonstruktion Schließlich wird das Kollaborationsverhalten spezi-
fiziert, indem man für jede Stimulus-Nachricht des Rollenmodells Test-
fälle konstruiert (siehe Kapitel 6). Dies ist zugleich ein wichtiger Prüfstein 
für die vorangegangene Konstruktion, da sich hier zeigt, ob das bisherige 
Rollenmodell aussagekräftig genug ist, um damit das Verhalten der Kolla-
boration vollständig zu beschreiben.
Letztendlich gibt es nicht „das“ Rollenmodell. So ähnelt die Identifikation der 
Rollen und ihrer Zuständigkeiten in vielen Bereichen dem Klassifikationsproblem 
[Booch (1994)] des objektorientierten Entwurfs. Es ist also ebenso schwierig, die 
Rollen einer Kollaboration zu identifizieren, wie Objekte nach ihren Klassen zu klas-
sifizieren. Und genauso, wie es keinen optimalen objektorientierten Entwurf, son-
dern höchstens einen guten Entwurf gibt, existiert daher auch für ein Rollenmodell 
keine korrekte, sondern bestenfalls eine geeignete Wahl der Rollen.
Die Anzahl der für eine Kollaboration theoretisch möglichen Rollenmodelle ist 
somit unbegrenzt. Bei der Identifikation der Rollen hat man allerdings den Vorteil, 111
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112  dass der Kontext einer Kollaboration in der Regel wesentlich kleiner als die Anwen-
dungsdomäne eines objektorientierten Entwurfs ist. In der Praxis ist es deshalb oft 
deutlich einfacher, die Rollen einer Kollaboration zu identifizieren als Begriffe einer 
Anwendungsdomäne zu klassifizieren. In der Praxis ist die Zahl sinnvoller Rollen-
modelle daher durchaus begrenzt.
Das eigentliche Problem der Rollenmodellkonstruktion reduziert sich also darauf, 
jenes Rollenmodell zu finden, das der abstrakten Idee der Kollaboration am nächsten 
kommt. Um eine Kollaboration mit einem Rollenmodell zu beschreiben, muss man 
dafür die Essenz der Kollaboration aus der vorgegebenen Implementierung destillie-
ren. Dem gleichen Problem steht derjenige gegenüber, der ein Entwurfsmuster spe-
zifizieren muss. Ein derartiger Abstraktionsschritt ist jedoch laut [Gamma et al. 
(1995)] ungleich schwieriger als nur zu erkennen, dass ein Entwurfsmuster (oder in 
diesem Fall eine bestimmte Kollaboration) in der Implementierung existiert. Alles in 
allem ist die Konstruktion eines Rollenmodells dadurch ähnlich aufwändig wie die 
Spezifikation eines Entwurfsmusters.
5.10 Zusammenfassung
In diesem Kapitel wurde ein neuer Ansatz für die rollenbasierte Modellierung von 
Kollaborationen vorgestellt, der sich insbesondere eignet, um Kollaborationen für 
den kollaborationsorientierten Test zu modellieren. Der Ansatz basiert dabei in wei-
ten Teilen auf den Konzepten von OOram, erweitert diese jedoch um Konzepte aus 
anderen Modellierungsansätzen, wo OOram nicht ausreicht oder zu unpräzise ist, um 
damit ein als Testorakel geeignetes Rollenmodell zu erstellen.
Ein grundlegend neuer, für den kollaborationsorientierten Test relevanter Aspekt 
ist dabei die Möglichkeit, dass man mit dem Rollendiagramm charakteristische Kon-
stellationen der Objekte in einer Kollaboration nachbilden (siehe Abschnitt 5.5.4) 
und so den Kontext einer Kollaboration für den Test modellieren kann (siehe Ab-
schnitt 5.6.3). Darüber hinaus kann man mit dem Realisierungsdiagramm (siehe Ab-
schnitt 5.8.3) spezifizieren, wie ein fertiges Rollenmodell für den Test auf eine 
Implementierung abgebildet werden muss. Wie man nun aus einem solchen Rollen-
modell einer zu testenden Kollaboration Testfälle konstruieren kann, ist das Thema 
des nächsten Kapitels.                                                                                                                   
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Mit dem im vorigen Kapitel vorgestellten Ansatz für die rollenbasierte Modellie-
rung kann, wie in Kapitel 3 für den kollaborationsorientierten Test gefordert, eine 
Kollaboration aus dem Objektzusammenspiel isoliert und implementierungsunab-
hängig als Rollenmodell spezifiziert werden. Darauf aufbauend widmet sich dieses 
Kapitel der zweiten Teilfrage, die in dieser Arbeit beantwortet werden soll, und zeigt, 
wie man für ein sonst fertiges Rollenmodell systematisch Testfälle konstruieren und 
diese so implementierungsunabhängig spezifizieren kann, dass man diese für unter-
schiedliche Implementierungen der modellierten Kollaboration verwenden kann. 
Dieses Kapitel führt somit auch die Diskussion aus Kapitel 5 fort, indem es zeigt, 
wie man in einem Rollenmodell das Kollaborationsverhalten mit Testfällen spezifi-
zieren kann. Dabei ist die Konstruktion rollenbasierter Testfälle ähnlich wie die Kon-
struktion eines Rollenmodells (siehe Abschnitt 5.9) auf eine Vorlage der zu testenden 
Kollaboration angewiesen, um Fragen bezüglich des Objektzusammenspiels zu be-
antworten. Die Diskussion der Konstruktion und Spezifikation rollenbasierter Test-
fälle wird daher durch einen Überblick über weitere Vorlagen eingeleitet, die man für 
die Testfall-, aber auch für die Rollenmodellkonstruktion nutzen kann.
6.1 Vorlagen für den rollenbasierten Test
Die ideale Vorlage für ein Rollenmodell und damit auch für die Testfallkonstruk-
tion ist eine existierende Implementierung der zu testenden Kollaboration (siehe Ab-
schnitt 5.9.1). Für den rollenbasierten Test ergeben sich daraus aber zwei Probleme:
• Verzögerung des Testbeginns Oft existiert zu Beginn eines neuen Ent-
wicklungsprojekts weder ein fertiges Rollenmodell - höchstens aus einem 
früheren Projekt - noch eine fertige Implementierung der zu testenden 
Kollaboration. Wenn man aber mit der Testfallkonstruktion warten muss, 
bis die Kollaboration fertig implementiert ist, verzögert dies den Testbe-
ginn erheblich. Um die Kosten für die Fehlerbehebung gering zu halten, 
muss man jedoch so früh wie möglich - am besten schon während der Pro-
grammanalyse - mit den Testvorbereitungen beginnen.
• Implementierungslastigkeit der Testfälle Wenn man für die Testfallkon-
struktion die Implementierung jener Kollaboration verwendet, die man 
später damit testen will, birgt dies immer die Gefahr, dass dabei die 
ursprünglichen Benutzeranforderungen zugunsten willkürlicher Annah-
men des Entwicklers vernachlässigt werden. Ähnlich wie bei anderen 
White-box-Testverfahren auch zeigen die so entstandenen Testfälle zwar, 
dass die Kollaboration korrekt implementiert wurde, sie zeigen aber nicht, 
dass diese auch die ursprünglichen Benutzeranforderungen erfüllt. 113
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114  Beide Probleme lassen sich jedoch vermeiden, wenn man neben konkreten Imp-
lementierungen der zu testenden Kollaboration auch hypothetische Implementierun-
gen als Vorlage für die Rollenmodell- und Testfallkonstruktion zulässt. So bieten die 
folgenden Analysemodelle und Muster die zwei Vorteile, dass sie zum einen bereits 
wichtige Aspekte einer Kollaboration beschreiben und zum anderen in der Regel 
schon während der Anforderungsanalyse eines Programms zur Verfügung stehen, 
noch lange bevor die eigentliche Codierung des Programms beginnt:
• Die CRC-Analyse (siehe Abschnitt 4.3.1) wurde ursprünglich für die 
Analyse des Objektzusammenspiels entwickelt. Ergebnis der CRC-Ana-
lyse sind die CRC-Karten, die die Klassen eines Programms beschreiben, 
wobei vor allem die Zuständigkeiten der kollaborierenden Objekte unter-
sucht werden. Die so gesammelten Informationen lassen sich deshalb auch 
als Grundlage für die Rollenmodell- und Testfallkonstruktion verwenden. 
Zum Beispiel kann man die CRC-Karten gut verwenden, um die Rollen 
und Rollentypen eines Rollenmodells zu identifizieren.
• Anwendungsfälle (engl. use cases) [Jacobson et al. (1992)] Objektorien-
tierte Software wird heutzutage meist anwendungsfallgetrieben (engl. use-
case-driven) [Jacobson et al. (1999)] entwickelt. Dabei werden die wich-
tigsten Funktionen eines neuen Programms schon während der Anforde-
rungsanalyse durch Anwendungsfälle beschrieben, die dann schrittweise 
in Objektkollaborationen umgesetzt werden. Auch ein solcher Anwen-
dungsfall, der beschreibt, wie ein Anwender mit dem Programm umgeht, 
kann im Prinzip als Vorlage für die Rollenmodell- und Testfallkonstruk-
tion dienen. Dies hat den zusätzlichen Vorteil, dass so die Benutzeranfor-
derungen direkt in ein Rollenmodell miteinfließen. So kann zum Beispiel 
die textuelle Beschreibung eines Anwendungsfalls helfen, die Abläufe 
innerhalb einer Kollaboration besser zu verstehen.
• Entwurfsmuster (siehe Abschnitt 4.3.4) Auch ein Entwurfsmuster wie 
zum Beispiel Observer [Gamma et al. (1995)], das das Zusammenspiel 
der Objekte beschreibt, kann als Vorlage für die Rollenmodell- und Test-
fallkonstruktion dienen. Entwurfsmuster bieten dabei den Vorteil, dass sie 
Entwurfswissen aus verschiedenen Implementierungen dokumentieren. 
Da sie gleichzeitig von diesen Implementierungen abstrahieren, sind sie 
eine geradezu ideale Quelle für ein Rollenmodell. Leider gibt es aber 
heute erst wenige Entwurfsmuster, die komplette Kollaborationen, wie 
man sie für den kollaborationsorientierten Test benötigt, beschreiben.
Alle drei Alternativen können die Implementierung einer Kollaboration in punkto 
Aussagekraft und Präzision nicht vollständig ersetzen. Denn nur eine funktionieren-
de Implementierung kann letztendlich alle Fragen zum Zusammenspiel der Objekte 
beantworten. Sie reichen jedoch meist aus, um einen ersten Eindruck von der Struk-
tur und vom Verhalten einer Kollaboration zu vermitteln und sind deshalb eine wert-
volle Ergänzung für die Rollenmodell- und Testfallkonstruktion.                                                                                                                   
6.2   Die Category-Partition-Methode6.2 Die Category-Partition-Methode
Das Verhalten einer Kollaboration wird spezifiziert, indem man für alle Stimulus-
Nachrichten eines Rollenmodells angibt, wie die kollaborierenden Objekte bei Emp-
fang der Nachricht reagieren (vergleiche Abschnitt 5.6). Da dies in der Praxis nur für 
endlich viele Zustände einer Kollaboration möglich ist, besteht die Hauptaufgabe der 
Testfallkonstruktion darin, die für das Verhalten einer Kollaboration relevanten Zu-
stände zu finden. Jede Kombination aus einem solchen Kollaborationszustand und 
dem dafür erwarteten Soll-Resultat ergibt am Ende einen Testfall. Doch wie findet 
man die für den Test einer Kollaboration relevanten Zustände?
Ein einfaches, aber dennoch effektives Verfahren für diesen Zweck ist die Cate-
gory-Partition-Methode. Diese wurde ursprünglich von [Ostrand & Balcer (1988)] 
entwickelt, um funktionale Tests für ein Programm aus der Anforderungsspezifika-
tion oder bei Bedarf auch aus anderen Entwurfsdokumenten eines Programms abzu-
leiten. Dabei steht immer im Vordergrund, die Testfälle so zu konstruieren, dass sie 
mit besonders hoher Wahrscheinlichkeit einen Fehler finden.
Abb. 6-1  Natürlichsprachliche Spezifikation für den Suchbefehl find
Ausgangspunkt für die Testfallkonstruktion mit der Category-Partition-Methode 
ist typischerweise eine natürlichsprachliche Anforderungsspezifikation des zu tes-
tenden Programms, wie sie heute meist verwendet wird, um während der Analyse 
Benutzeranforderungen zu sammeln. Als Beispiel hierfür ist in Abb. 6-1 die Spezifi-
kation für den Suchbefehl find dargestellt, die [Ostrand & Balcer (1988)] in ihrem 
Originalpapier als Vorlage verwenden, um mit der Category-Partition-Methode 
Testfälle für den Befehl zu konstruieren.
Command:
find
Syntax:
find <pattern> <file>
Function:
The find command is used to locate one or more instances of a given pattern in a text file. All 
lines in the file that contain the pattern are written to standard output. A line containing the 
pattern is written only once, regardless of the number of times the pattern occurs in it.
The pattern is any sequence of characters whose length does not exceed the maximum length 
of a line in the file. To include a blank in the pattern, the entire pattern must be enclosed in 
quotes ("). To include a quotation mark in the pattern, two quotes in a row ("") must be used.
Examples:
find john myfile
   displays lines in the file myfile which contain john
find "john smith" myfile
   displays lines in the file myfile which contain john smith
find "john"" smith" myfile
   displays lines in the file myfile which contain john" smith115
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Definition 6-1
Definition 6-26.2.1 Kategorien und Partitionen
Mit anderen funktionalen Testverfahren würde man im Fall einer Anforderungs-
spezifikation, wie sie in Abb. 6-1 abgebildet ist, als Erstes die Definitionsbereiche 
der Eingabeparameter für den zu testenden Befehl find in Äquivalenzklassen zer-
legen, um dann aus jeder Äquivalenzklasse geeignete Werte als Vertreter auszuwäh-
len, mit denen man das Verhalten der Funktion in unterschiedlichen Situationen 
testen kann. Die meisten dieser Verfahren bieten dabei aber keine definierte Vorge-
hensweise, um die hierfür notwendigen Äquivalenzklassen systematisch zu ermit-
teln. Dies bleibt allein der Kreativität und Intuition des Testers überlassen. Genau 
hier setzen [Ostrand & Balcer (1988)] mit der Category-Partition-Methode an, indem 
sie der Suche nach den erforderlichen Äquivalenzklassen mit dem Begriff der Kate-
gorie (siehe Definition 6-1) mehr Systematik verleihen.
Bei [Ostrand & Balcer (1988)] ermittelt ein Tester demnach als Erstes systema-
tisch für alle Parameter und Variablen, die sich in der Anforderungsspezifikation fin-
den, die Kategorien, die für die zu testende Funktion relevant sind. Dazu geht er die 
vorliegende Spezifikation Wort für Wort durch, um dort nach Eigenschaften der Pa-
rameter und Variablen zu suchen, die das Verhalten der von ihm zu testenden Funk-
tion irgendwie beeinflussen. Und erst im Anschluss daran zerlegt er diese Kategorien 
ihrerseits in Äquivalenzklassen, die bei [Ostrand & Balcer (1988)] allerdings als Par-
titionen (siehe Definition 6-2) bezeichnet werden.
Im Falle des Suchbefehls find lassen sich so zum Beispiel folgende für den Test 
relevante Eigenschaften des Eingabeparameters <pattern> aus der Spezifikation 
in Abb. 6-1 ableiten: die Länge des Musters in Zeichen; die Frage, ob der Parameter 
in Anführungszeichen gesetzt ist; die Anzahl der eingebetteten Leerzeichen und die 
Anzahl der eingebetteten Anführungszeichen. Dementsprechend sind vier Kategori-
en für den Parameter <pattern> zu berücksichtigen: Pattern Size, Quoting, Em-
bedded blanks und Embedded quotes, die der Tester allein anhand von Informationen 
festlegt, die er in der Spezifikation vorfindet.
Kategorie (category)
Eigenschaft eines Parameters oder einer Variablen, die sich bei unter-
schiedlichen Wertebelegungen des Parameters bzw. der Variablen maß-
geblich auf das Verhalten der zu testenden Funktion auswirkt.
Partition (choice)
Jede Kategorie wird in disjunkte Partitionen zerlegt, die alle aus Sicht der 
Kategorie zulässigen Werte umfassen. Jede Partition enthält dabei ge-
nau die Werte, von denen man annimmt, dass sie sich ähnlich auf das 
Verhalten der zu testenden Funktion auswirken.                                                                                                                   
6.2   Die Category-Partition-MethodeUm diese Kategorien in Partitionen zu zerlegen, kann ein Tester wiederum auf die 
Spezifikation des Programms zurückgreifen. In der Regel braucht er dazu aber auch 
- wie bei allen Testverfahren - Erfahrung und Wissen aus vergleichbaren Testsitua-
tionen in der Vergangenheit. Auch eine Analyse der zu testenden Implementierung 
kann, sofern der Tester Zugriff darauf hat, wertvolle Hinweise für die Zerlegung ei-
ner Kategorie in Partitionen liefern.
So würde ein Tester zum Beispiel die Kategorie Pattern Size auf Basis vermuteter 
Implementierungsfehler zunächst in drei Partitionen zerlegen: Pattern Size = empty
und Pattern Size = single character, da er mit einer falschen Behandlung dieser zwei 
Grenzfälle rechnet, und Pattern Size = many character, da dies dem Standardfall ent-
spricht, bei dem er kein andersartiges Verhalten für unterschiedliche Musterlängen 
erwartet. Falls der Tester aber zum Beispiel weiß, dass das Betriebssystem den Spei-
cher in 256-Byte-Blöcken zuteilt, sollte er zusätzlich auch die drei Partitionen Pat-
tern Size < 256, Pattern Size = 256 und Pattern Size > 256 berücksichtigen. Eine 
sinnvolle Partition laut Spezifikation ist zum Beispiel auch Pattern Size = longer 
than any line in file, da der Suchbefehl find in diesem Fall zum Fehler führen muss.
6.2.2 Konstruktion der Testfälle
Aufbauend auf den zwei Begriffen Kategorie und Partition sind die folgenden 
grundlegenden Schritte notwendig, um mit der Category-Partition-Methode aus ei-
nem Anforderungsdokument Testdaten für funktionale Testfälle abzuleiten:
1. Als Erstes muss der Tester die Anforderungsspezifikation des zu testenden 
Programms in so genannte funktionale Einheiten (oder kurz: Funktionen) 
zerlegen, die sich dadurch auszeichnen, dass man sie getrennt voneinander 
testen kann. In der Regel sind das Benutzerbefehle, wie der Befehl find
in Abb. 6-1, oder Programmfunktionen, die von anderen Teilen des Pro-
gramms verwendet werden. Je nach Umfang des Programms kann dies 
eine vorhergehende Zerlegung des Programms in zu testende Teilkompo-
nenten und Subsysteme erfordern.
2. Danach identifiziert der Tester in der Spezifikation für jede Funktion die 
Parameter und Umgebungsbedingungen, die sich auf das Ausführungs-
verhalten der Funktion auswirken. Die Parameter entsprechen dabei den 
Eingaben, die durch den Benutzer oder das Programm direkt an die zu tes-
tende Funktion übergeben werden, während die Umgebungsbedingungen 
für Eigenschaften des Systemzustands stehen, die ebenfalls Einfluss auf 
die Ausführung der Funktion haben.
3. Für die im vorigen Schritt identifizierten Parameter und Umgebungsbe-
dingungen werden anschließend die Kategorien ermittelt, die diese cha-
rakterisieren. Dazu markiert der Tester bei einer aufmerksamen Lektüre 
der Anforderungsspezifikation (siehe Abb. 6-1) alle Sätze, die Hinweise 
darauf enthalten, wie sich die zu testende Funktion bezüglich verschiede-117
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118  ner Eigenschaften der Parameter und Umgebungsbedingungen verhält. 
Wie in Abb. 6-2 für den Suchbefehl find aus Abb. 6-1 dargestellt, führt 
jede hierbei entdeckte Eigenschaft zu einer neuen Kategorie der Parameter 
- Pattern size, Quoting, Embedded blanks, Embedded quotes, File name - 
oder der Umgebungsbedingungen - Number of occurrences of pattern in 
file, Pattern occurrences on target line.
4. Schließlich wird jede identifizierte Kategorie in disjunkte Partitionen zer-
legt. Dabei werden immer die Werte zu einer Partition zusammengefasst, 
die sich aus Sicht der Kategorie ähnlich auf die Ausführung der zu testen-
den Funktion auswirken. So wird zum Beispiel die Kategorie Quoting in 
Abb. 6-2 in drei Partitionen zerlegt, die jeweils eine andere Form des 
Parameters <pattern> vorschreiben: pattern is quoted, pattern is not 
quoted, pattern is improperly quoted.
5. Alle ermittelten Kategorien und Partitionen werden in einer Testspezifika-
tion (siehe Abschnitt 6.2.3) zusammengefasst und dann zu so genannten 
Testrahmen kombiniert. Jeder Testrahmen besteht dabei aus einer Menge 
von Partitionen, die so gewählt ist, dass jede Kategorie mit maximal einer 
Partition darin vertreten ist.
Indem man schließlich aus jeder Partition eines so erzeugten Testrahmens einen 
Wert auswählt, erhält man aus einem Testrahmen schließlich die Testdaten für einen 
neuen Testfall. Die Partitionen der Parameter bestimmen dabei über die Eingabewer-
te der zu testenden Funktion, während die Partitionen der Umgebungsbedingungen 
festlegen, welchen Systemzustand man vor Testbeginn herstellen muss. Die Testda-
ten müssen dann nur noch mit erwarteten Soll-Resultaten ergänzt werden, um fertige 
funktionale Testfälle zu erhalten. Die Testfallkonstruktion mit der Category-Partiti-
on-Methode ist dann abgeschlossen, wenn man für alle im ersten Schritt ermittelten 
funktionalen Einheiten entsprechende Testfälle konstruiert hat.
6.2.3 Testspezifikation der Category-Partition-Methode
Um besser auf neue Anforderungen und damit auf Änderungen der Testfälle rea-
gieren zu können, fassen [Ostrand & Balcer (1988)] die zuvor ermittelten Kategorien 
und Partitionen am Ende in einer so genannten Testspezifikation (siehe Abb. 6-2) zu-
sammen. Dabei handelt es sich um eine hierarchische Liste der Kategorien (in Abb. 
6-2 fettgedruckt) und Partitionen (in Abb. 6-2 unter ihrer jeweiligen Kategorie ange-
ordnet), aus der im Anschluss die Testrahmen erzeugt werden, indem man jeder Ka-
tegorie maximal eine Partition für einen Testrahmen entnimmt.
Dabei ist zu beachten, dass die Partitionen verschiedener Kategorien häufig in 
Konflikt miteinander stehen. Denn zum Beispiel kann ein leeres Muster (Pattern Size 
= empty) nicht zur gleichen Zeit in der durchsuchten Datei auftreten (Number of oc-
currences of pattern in file = exactly one oder more than one). [Ostrand & Balcer 
(1988)] unterscheiden daher die uneingeschränkte Testspezifikation, die nur die Ka-                                                                                                                   
6.2   Die Category-Partition-Methodetegorien und Partitionen enthält, und die eingeschränkte, in der die Partitionen (wie 
in Abb. 6-2) zusätzlich mit Einschränkungen annotiert sind.
Abb. 6-2  Testspezifikation mit den Kategorien und Partitionen für den Suchbefehl find
So wird beispielsweise durch die Einschränkungen [property Empty] und 
[property NonEmpty] im Fall der Kategorie Pattern size und die korrespondie-
rende Bedingung [if NonEmpty] anderer Partitionen in Abb. 6-2 dokumentiert, 
dass die meisten Partitionen der Testspezifikation nur dann Sinn machen, wenn nicht 
gleichzeitig nach dem leeren Muster gesucht wird. Diese anderen Partitionen dürfen 
deshalb nicht mit der Partition Pattern size = empty kombiniert werden. Häufig kann 
man auch Testaufwand sparen, wenn man eine bestimmte Partition nur einmal für ei-
nen Testrahmen verwendet. Dies gilt zum Beispiel für Partitionen, die immer zum 
# Test Specification for find command
Parameters:
   Pattern Size:
      empty                          [property Empty]
      single character               [property NonEmpty]
      many character                 [property NonEmpty]
      longer than any line in file   [error]
   Quoting:
      pattern is quoted              [property Quoted]
      pattern is not quoted          [if NonEmpty]
      pattern is improperly quoted   [error]
   Embedded blanks:
      no embedded blank              [if NonEmpty]
      one embedded blank             [if NonEmpty and Quoted]
      several embedded blanks        [if NonEmpty and Quoted]
   Embedded quotes:
      no embedded quotes             [if NonEmpty]
      one embedded quote             [if NonEmpty]
      several embedded quotes        [if NonEmpty][single]
   File name:
      good file name
      no file with this name         [error]
      omitted                        [error]
Environments:
   Number of occurrences of pattern in file:
      none                           [if NonEmpty][single]
      exactly one                    [if NonEmpty][property Match]
      more than one                  [if NonEmpty][property Match]
   Pattern occurrences on target line:
   # assumes line contains pattern
      one                            [if match]
      more than one                  [if match][single]119
6 Der rollenbasierte Test
120  Fehler führen, oder bei denen sich ein Test aller Kombinationen nicht lohnen würde, 
weil schon ein einziger Testfall ausreicht, um zu zeigen, dass das Programm funkti-
oniert. Dies wird in der Testspezifikation durch die Einschränkung [error] bezie-
hungsweise [single] einer Partition ausgedrückt.
Der Vorteil der eingeschränkten Testspezifikation besteht darin, dass man an-
schließend ein Werkzeug benutzen kann, um alle zulässigen Testrahmen automatisch 
zu erzeugen. So verwenden [Ostrand & Balcer (1988)] einen einfachen Generator, 
um die zuvor identifizierten Kategorien und Partitionen miteinander zu kombinieren.
6.3 Rollenbasierter Test einer Kollaboration
Die Anzahl der Zustände, die eine Kollaboration annehmen kann, ist in der Regel 
unendlich groß. Sie ergibt sich, wenn man für jedes Attribut des zugehörigen Rollen-
modells die Anzahl der dafür erlaubten Werte nimmt und diese Zahlen miteinander 
multipliziert. Problematisch ist dabei weniger, dass ein Attribut in der Regel sehr vie-
le Werte - man denke nur an eine Realzahl - annehmen kann, sondern dass ein Attri-
but häufig auch weitere Objekte referenziert und so die Kollaborationsstruktur 
beeinflusst. So hängt zum Beispiel die Anzahl der Zustände im Fall der Kollaborati-
on Observer (siehe Kapitel 5) auch davon ab, wie viele Beobachter zur selben Zeit 
beim Subjekt registriert sind. Und jeder zusätzlich registrierte Beobachter, vergrö-
ßert dabei noch durch seine Attribute den Zustandsraum der Kollaboration.
Trotz allem ist die Menge der Zustände, die man beim Test einer Kollaboration 
berücksichtigen muss, aber meist deutlich kleiner als die Menge der für die Kollabo-
ration zulässigen Zustände. Denn für den Test reicht es aus, wenn man die Kollabo-
rationszustände betrachtet, bei denen auch eine hohe Wahrscheinlichkeit besteht, 
dass sich die kollaborierenden Objekte anders als sonst verhalten. Es genügt also 
stets, einen Vertreter einer Menge ansonsten äquivalenter Zustände zu betrachten. 
Diese Zustände findet man, indem man aus einem Rollenmodell mit Hilfe der Cate-
gory-Partition-Methode systematisch Kategorien der Parameter und Attribute, die 
für die zu testende Nachricht relevant sind, ableitet. Die so gewonnenen Partitionen 
der Attribute führen dann direkt auf die zu testenden Kollaborationszustände.
6.3.1 Rollenmodelle und die Category-Partition-Methode
Da die Category-Partition-Methode keine speziellen Anforderungen an die für 
den Test verwendete Spezifikation stellt, sind keine besonderen Anpassungen not-
wendig, um die Methode auch auf Rollenmodelle zu übertragen. Hierfür reicht es aus 
zu untersuchen, welche Elemente eines Rollenmodells den funktionalen Einheiten, 
Parametern und Umgebungsbedingungen in der ursprünglichen Beschreibung der 
Category-Partition-Methode entsprechen:
• Funktionale Einheiten Bei der ursprünglichen Methode wird eine Spezi-
fikation in funktionale Einheiten zerlegt, die man getrennt voneinander 
testen kann. Die funktionalen Einheiten eines Rollenmodells sind demzu-                                                                                                                   
6.3   Rollenbasierter Test einer Kollaborationfolge nichts anderes als die Stimulus-Nachrichten, für die man zeigen will, 
dass sie sich genau so verhalten, wie es ein außenstehender Beobachter 
von ihnen erwartet.
• Parameter Entsprechend lassen sich die Parameter einer Stimulus-Nach-
richt eins-zu-eins auf die Parameter einer funktionalen Einheit übertragen.
• Umgebungsbedingungen Da eine Kollaboration konzeptionell in sich 
abgeschlossen ist, bestimmen allein die im Rollenmodell definierten Attri-
bute, welche Zustände die zu testende Kollaboration annehmen kann (ver-
gleiche Abschnitt 5.5.4). Die Attribute eines Rollenmodells entsprechen 
damit den Umgebungsbedingungen, die in der ursprünglichen Methode 
als Systemzustand das Verhalten einer funktionalen Einheit beeinflussen.
 Die Category-Partition-Methode lässt sich also auf Rollenmodelle übertragen, 
indem man einfach die Stimulus-Nachrichten eines Rollenmodells als funktionale 
Einheiten betrachtet und für jede Stimulus-Nachricht systematisch Kategorien und 
Partitionen der zugehörigen Nachrichtenparameter und der für die Nachricht rele-
vanten Rollenmodellattribute ermittelt. Kombiniert miteinander, liefern die Katego-
rien und Partitionen dann die Testdaten für die jeweilige Stimulus-Nachricht.
6.3.2 Der rollenbasierte Konstruktionsprozess
Im Folgenden wird vorgestellt, wie der Prozess der Testfallkonstruktion mit der 
Category-Partition-Methode aussieht, wenn man statt einer Anforderungsspezifika-
tion ein Rollenmodell als Grundlage verwendet. Das UML-Aktivitätsdiagramm in 
Abb. 6-3 zeigt dazu die Abfolge der Aktivitäten, die notwendig sind, um mit der Ca-
tegory-Partition-Methode rollenbasierte Testfälle zu konstruieren. Ausgangspunkt 
für die Konstruktion ist demnach das bis auf die Testfälle fertige Rollenmodell.
Da die zu testenden Stimulus-Nachrichten zu Beginn der Testfallkonstruktion be-
reits in der Eingangsschnittstelle des Rollenmodells spezifiziert sind, kann hier die 
sonst bei der Category-Partition-Methode übliche Zerlegung in funktionale Einhei-
ten entfallen. Angewandt auf ein Rollenmodell reduziert sich die Methode deshalb 
darauf, die Eingangsschnittstelle zu nehmen und für jede dort angegebene Stimulus-
Nachricht den in Abb. 6-3 skizzierten Konstruktionsprozess zu durchlaufen:
1. Identifikation der Attribute und Parameter Zuerst muss man die Spe-
zifikationen der Rollen und Rollentypen des gegebenen Rollenmodells 
analysieren, um all jene Attribute und Parameter zu identifizieren, von 
denen man aufgrund der Beschreibungen der Attribute und Nachrichten 
des Rollenmodells vermuten muss, dass sie die Reaktion der kollaborie-
renden Objekte auf die zu testende Stimulus-Nachricht beeinflussen.
2. Auswahl fester Kategorien Als Nächstes werden zusätzlich noch die 
Beschreibung des Kollaborationsziels sowie die für jede Rolle des Rollen-
modells spezifizierten Zuständigkeiten untersucht, um charakteristische 
Eigenschaften der zuvor identifizierten Attribute und Parameter zu ermit-121
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122  teln, die sich mit hoher Wahrscheinlichkeit auf die Reaktion der kollabo-
rierenden Objekte auswirken. Jede hierbei entdeckte Eigenschaft liefert 
eine neue Kategorie. Dieser Schritt erfordert besondere Sorgfalt, da vor 
allem die Auswahl der Kategorien darüber entscheidet, ob die am Ende 
konstruierten Testfälle tatsächlich alle für das Kollaborationsverhalten 
relevanten Kollaborationszustände berücksichtigen. Deshalb werden bei 
diesem Schritt auch häufig Widersprüche und Ungenauigkeiten im bisher 
erstellten Rollenmodell entdeckt, die es erforderlich machen, das bishe-
rige Modell weiter zu präzisieren.
Abb. 6-3  UML-Aktivitätsdiagramm der rollenbasierten Testfallkonstruktion
3. Zerlegung in disjunkte Partitionen Anschließend werden die identifi-
zierten Kategorien in disjunkte Partitionen zerlegt. Außer den bis dahin 
aus den Beschreibungen des Rollenmodells gesammelten Informationen 
benötigt ein Tester hierfür genauso wie bei der ursprünglichen Category-
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6.3   Rollenbasierter Test einer KollaborationPartition-Methode vor allem Erfahrung aus vergleichbaren Testsituationen 
sowie Wissen über existierende oder potenzielle Implementierungen der 
Kollaboration. Denn bei der Zerlegung müssen insbesondere die Sonder- 
und Grenzfälle der einzelnen Kategorien betrachtet werden.
4. Konstruktion der Testfälle Im nächsten Schritt werden aus den Katego-
rien und Partitionen wie bisher auch Testrahmen gebildet, indem die Parti-
tionen so miteinander kombiniert werden, dass jede Kategorie maximal 
eine Partition pro Testrahmen beisteuert. Um zu verhindern, dass unzuläs-
sige oder unsinnige Testrahmen erstellt werden, muss man allerdings auch 
hier bestehende Einschränkungen und Abhängigkeiten zwischen den Par-
titionen beachten. Jeder Testrahmen legt dann sowohl Werte für die Para-
meter der zu testenden Stimulus-Nachricht als auch durch Werte für die 
Rollenmodellattribute den Kollaborationszustand fest, der vor Testbeginn 
herzustellen ist. Ein Testrahmen liefert damit alle für einen neuen Testfall 
notwendigen Testdaten und wird daher in der Testfalltabelle (siehe 
Abschnitt 6.5.2) für die zu testende Stimulus-Nachricht abgelegt.
5. Überprüfung der Testfälle Anschließend werden alle zuvor konstruier-
ten Testrahmen nochmals auf Plausibilität geprüft, um sicherzustellen, 
dass die erzeugte Testfalltabelle vollständig ist, und dass es keine offen-
sichtlich ungetesten Situationen mehr gibt. Dabei muss auch überprüft 
werden - indem man die Testfälle beispielsweise auf eine konkrete Imple-
mentierung abbildet -, ob alle bisher erstellten Testrahmen wirklich zuläs-
sig sind, und ob keine Abhängigkeiten zwischen Partitionen übersehen 
wurden. Dazu gehört auch redundante Testfälle, die am Ende mehrfach in 
der Testfalltabelle auftauchen, zu entfernen. Übersehene Kategorien oder 
Partitionen erfordern dabei häufig die Wiederaufnahme der vorangegan-
genen Aktivitäten (siehe Abb. 6-3).
6. Festlegen der Soll-Resultate Um die Testfälle zu vervollständigen, muss 
schließlich noch für jeden Testfall das erwartete Soll-Resultat spezifiziert 
werden. Dieses wird ebenfalls in der Testfalltabelle (siehe Abschnitt 6.5.2) 
notiert, was jedoch abhängig von der Art der zu testenden Nachricht auf 
unterschiedliche Weise geschehen (siehe Abschnitt 6.5.3) kann.
Der hier vorgestellte Konstruktionsprozess zeigt alle Aktivitäten, die notwendig 
sind, um rollenbasierte Testfälle zu konstruieren. Die Qualität der so konstruierten 
Testfälle hängt allerdings - wie immer beim Software-Test - entscheidend davon ab, 
welches zusätzliche Wissen in den Konstruktionsprozess einfließt. So ist die Zerle-
gung in Partitionen, aber auch die anschließende Kombination der Partitionen ohne 
zusätzliches Wissen über potenzielle Fehler nur schwer möglich. Denn am Ende 
muss man jeden neuen Testfall daran messen, ob er die Wahrscheinlichkeit erhöht 
hat, einen sonst bisher unerkannten Fehler zu finden; andernfalls war er überflüssig.
Der Prozess der Testfallkonstruktion wird dabei vor allem durch Hypothesen be-
züglich potenzieller Fehler in einer Implementierung der Kollaboration getrieben. 123
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124  Dafür ist zum einen die Erfahrung des Testers gefragt, doch zum anderen muss dafür 
auch jede verfügbare Quelle auf potenzielle Fehler untersucht werden. Dazu gehören 
insbesondere die anderen Vorlagen für eine Kollaboration, wie Anwendungsfälle 
und Entwurfsmuster, (siehe Abschnitt 6.1). Doch ähnlich wie bei der Rollenmodell-
konstruktion kann auch hier nur eine konkrete Implementierung der zu testenden 
Kollaboration alle Fragen beantworten, die bei der Testfallkonstruktion auftreten. 
Umgekehrt liefern unterschiedliche Implementierungen einer Kollaboration oft Hin-
weise auf typische Fehler, die bei der Implementierung immer wieder gemacht wer-
den. Mit jeder weiteren Implementierung, die in die Testfallkonstruktion einfließt, 
steigt daher die Effektivität der rollenbasierten Testfälle.
Im Extremfall würde das allerdings bedeuten, dass man für jeden hypothetischen 
Fehler einen neuen Testfall konstruiert. Der Test ist aber ein Stichprobenverfahren, 
bei dem man stets das Verhältnis zwischen Kosten und Nutzen optimieren muss. Bei 
der Konstruktion rollenbasierter Testfälle muss deshalb immer eine gewisse Plausi-
bilität der zu testenden Implementierung zugrunde gelegt werden. Nur dann, wenn 
tatsächlich mit einem entsprechenden Fehler zu rechnen ist, sollte man auch einen 
Testfall dafür konstruieren. Denn letzten Endes kann selbst der umfangreichste Test 
nicht verhindern, dass ein Entwickler versucht, mutwillig Fehler im Programm zu 
verstecken. Zum Beispiel indem er eine Sonderbehandlung für den tausendsten, re-
gistrierten Beobachter in der Kollaboration Observer implementiert. Effizienter für 
die Suche nach derartigen „Anomalien“ im Programmcode - sofern man sie kennt - 
sind da entsprechende Werkzeuge für die automatische Code-Analyse. Denn der 
Software-Test kann nur das Vertrauen erhöhen, dass ein Programm wie erwartet 
funktioniert, beweisen kann er es nicht.
6.3.3 Rollenbasierte Testfallkonstruktion am Beispiel Observer
Der Prozess der rollenbasierten Testfallkonstruktion wird hier am Beispiel des 
Rollenmodells Observer illustriert. Gemäß dem Rollendiagramm in Abb. 6-4 um-
fasst der Kern des Rollenmodells die Systemrolle Subject, die das Subjekt repräsen-
tiert, und die Systemrolle SingleObserver, die für einen dedizierten Beobachter steht, 
sowie die Multirolle FellowObserver, die für weitere, nicht näher spezifizierte Beo-
bachter steht. Die Eingangsschnittstelle des Rollenmodells wird dabei durch die Kol-
laborationsbeziehung der Umgebungsrolle Client zur Systemrolle Subject definiert.
 
Abb. 6-4  Rollendiagramm des Rollenmodells Observer
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6.3   Rollenbasierter Test einer KollaborationGemäß dem Konstruktionsprozess aus Abschnitt 6.3.2 sind die folgenden sechs 
Schritte notwendig, um Testfälle für die Stimulus-Nachricht attachObser-
ver(a: Observer) des Rollenmodells Observer zu konstruieren:
1. Zunächst müssen die Attribute und Parameter identifiziert werden, die das 
Verhalten der Kollaboration beeinflussen. Da attachObserver(a:
Observer) einen neuen Beobachter beim Subjekt registriert, sind das 
zum einen das Attribut obs der Rolle Subject, das die registrierten Beob-
achter verwaltet (und das gleichzeitig das einzige Attribut des simplen 
Modells ist) sowie zum anderen der Parameter a der Nachricht, der den zu 
registrierenden Beobachter referenziert.
Abb. 6-5  Kategorien und Partitionen für die Nachricht attachObserver(a: Observer)
2. Für das Attribut Subject.obs und den Parameter a werden dann jene 
charakteristischen Eigenschaften ermittelt, die die Reaktion der kollabo-
rierenden Objekte auf die Stimulus-Nachricht attachObserver(…)
beeinflussen. Die so ermittelten Kategorien sind in der Übersicht der 
Kategorien und Partitionen für die Nachricht attachObserver(…) in 
Abb. 6-5 durch C1 bzw. C2 gekennzeichnet. So muss gemäß der Katego-
rie C1 des Attributs Subject.obs damit gerechnet werden, dass ein 
Entwickler einen Grenzfall bezüglich der Anzahl der bisher registrierten 
Beobachter übersehen hat. Gleichzeitig stellt sich die Frage, was passiert, 
wenn ein Klient der Kollaboration versucht, denselben Beobachter zwei-
mal beim Subjekt zu registrieren. Die Kategorie C2 des Attributs Sub-
ject.obs unterscheidet deshalb, ob der dedizierte Beobachter 
SingleObserver bei Empfang der Nachricht attachObserver(…)
bereits beim Subjekt registriert ist oder nicht. Im Falle des Parameters a
interessiert wiederum, welches Objekt oder besser welchen Beobachter 
der Parameter bei Aufruf der Nachricht referenziert, was durch die Kate-
gorie C1 des Parameters a ausgedrückt wird.
3. Anschließend werden die Wertebereiche der im zweiten Schritt identifi-
zierten Kategorien in Partitionen zerlegt. Diese sind in Abb. 6-5 gekenn-
Subject.obs
C1 Anzahl der registrierten Observer
P1 keiner
P2 einer
P3 viele
C2 Registrierung des SingleObserver
P1 registriert
P2 nicht registriert
Parameter a
C1 Referenziertes Objekt
P1 kein Objekt (null)
P2 das SingleObserver-Objekt125
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126  zeichnet als P1 bis P3 unter ihrer jeweiligen Kategorie angegeben. So 
wird die Kategorie C1, die Anzahl der registrierten Beobachter, so in Par-
titionen zerlegt, dass jeder Grenzfall durch eine eigene Partition abgedeckt 
wird. Entsprechend werden Partitionen mit keinem, einem sowie mehr als 
einem Beobachter spezifiziert. Da die Anzahl der Beobachter durch das 
Entwurfsmuster Observer nicht beschränkt ist, lässt sich hier jedoch keine 
feste Obergrenze angeben. Falls der Tester weiß, dass die zu testende Imp-
lementierung größere Beobachterzahlen anders als sonst behandelt, 
müsste er allerdings auch diese Beobachterzahlen durch entsprechende 
Partitionen berücksichtigen, um einen adäquaten Test der Implementie-
rung zu gewährleisten. Bezüglich der Kategorie C2, die Registrierung des 
SingleObserver, werden hier nur zwei Fälle unterschieden: Entweder das 
Objekt ist beim Subjekt registriert, oder es ist nicht registriert. Auch für 
die Kategorie C1 des Parameters a kann man nur zwei Partitionen identi-
fizieren: Entweder a referenziert einen bestimmten Beobachter, hier Sin-
gleObserver, oder a referenziert gar kein Objekt. Eine Partition für den 
Fall, dass der Parameter a ein beliebiges Objekt referenziert, macht hinge-
gen keinen Sinn, weil dies - zumindest in streng typgebundenen Sprachen 
- bereits durch den Compiler verhindert wird.
Abb. 6-6  Rollenbasierte Testfälle als Kombinationen der Partitionen
4. Die Übersicht in Abb. 6-5 zeigt alle für die Nachricht attachObser-
ver(…) ermittelten Kategorien und Partitionen. Daraus kann man jetzt 
durch systematische Kombination der Partitionen die Testfälle konstruie-
ren. Da jede Kategorie pro Testrahmen maximal eine Partition beisteuern 
darf, können aus den Partitionen in Abb. 6-5 theoretisch 3 x 2 x 2 = 12 
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6.3   Rollenbasierter Test einer KollaborationTestfälle konstruiert werden (siehe Abb. 6-6). Davon sind jedoch nur acht 
tatsächlich sinnvoll, da die übrigen (in Abb. 6-6 gestrichenen) Testrahmen 
aufgrund von Abhängigkeiten zwischen den Partitionen nicht zulässig 
sind. So kann zum einen SingleObserver nicht beim Subject registriert 
sein, wenn dort gar kein Beobachter registriert ist. Zum anderen hat die 
Frage, ob der SingleObserver beim Subjekt registriert ist oder nicht, aller 
Voraussicht nach keinen Einfluss auf die Registrierung einer leeren Refe-
renz. Es ist daher unnötig, beide Fälle zu testen. Jeder am Ende als sinn-
voll erkannte Testrahmen führt auf einen Testfall, der in der Testfalltabelle 
(siehe Abschnitt 6.5) abgelegt wird.
5. Bleibt noch, die bis dahin konstruierten Testfälle auf Vollständigkeit und 
eventuelle Fehler zu prüfen. Wurden Kategorien oder Partitionen überse-
hen? Oder wurden Testrahmen ausgewählt, die in Wirklichkeit doch nicht 
zulässig sind? Hier erweist sich eine Abbildung der bisher konstruierten 
Testfälle auf eine konkrete Implementierung der modellierten Kollabora-
tion oft als hilfreich. Im gegebenen Fall erscheint alles soweit plausibel.
6. Schließlich muss für jeden im vierten Schritt ermittelten Testfall noch ein 
Soll-Resultat spezifiziert werden. Da das kein spezifischer Teil der Cate-
gory-Partition-Methode mehr ist, wird dies jedoch erst im Zusammenhang 
mit der Spezifikation der Testfälle in Abschnitt 6.5 beschrieben.
6.3.4 Einfluss auf die Rollenmodellkonstruktion
Ein wichtiger Aspekt bei der Konstruktion rollenbasierter Testfälle ist der Ein-
fluss, den diese auf die Konstruktion des übrigen Rollenmodells nimmt. So muss vor 
allem die im Rollendiagramm modellierte Kollaborationsstruktur ausdrucksstark ge-
nug sein, damit sie auch wirklich alle für die Spezifikation des Kollaborationsverhal-
tens relevanten Kollaborationszustände, also Konstellationen der kollaborierenden 
Objekte, wiedergeben kann. Denn schließlich bildet das Rollendiagramm den Kon-
text für die rollenbasierten Testfälle (siehe Abschnitt 5.6.3).
Dies lässt sich gut am Beispiel des Rollenmodells Observer verdeutlichen: Dort 
gibt es auf den ersten Blick keinen Grund, im Rollendiagramm (siehe Abb. 6-4) zwi-
schen der Rolle SingleObserver auf der einen und der Multirolle FellowObserver auf 
der anderen Seite zu unterscheiden. Dies macht erst dann Sinn, wenn man versucht, 
Testfälle für die Nachricht attachObserver(…) zu konstruieren. Denn, um so-
wohl die ein- als auch die mehrmalige Registrierung eines Beobachters beim Subjekt 
zu testen, muss man im Test zwischen einem ausgewählten Beobachter, der zum Bei-
spiel mit dem Parameter a übergeben wird, und der übrigen Menge anonymer Beo-
bachter, die gleichzeitig beim Subjekt registriert sind, unterscheiden können.
Wie die Struktur einer Kollaboration im Rollendiagramm beschrieben wird, 
hängt also auch entscheidend davon ab, welche Testfälle man braucht, um das Kol-
laborationsverhalten zu testen. Das hat zur Folge, dass sich häufig erst bei der Iden-
tifikation der Kategorien und Partitionen für die rollenbasierten Testfälle zeigt, ob 127
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alle charakteristischen Eigenschaften der Parameter und Attribute auszudrücken. 
Denn, wenn beispielsweise das Rollendiagramm nicht vorsieht, dass mehrere Beob-
achter der Multirolle FellowObserver parallel zum SingleObserver registriert sein 
können, kann man diese Situation auch nicht testen. Ähnlich wie bei anderen spezi-
fikationsbasierten Testverfahren zeigen sich deshalb bei der Konstruktion rollenba-
sierter Testfälle oft Mängel und Fehler im Rollenmodell, die es erforderlich machen, 
das Modell nochmals zu überarbeiten.
Falls sich bei der Identifikation der Kategorien und Partitionen herausstellt, dass 
bei der Konstruktion eines Rollenmodells ein Attribut oder eine Rolle übersehen 
wurde, kann es daher passieren, dass man das Rollenmodell erst entsprechend erwei-
tern muss, bevor man die Testfälle konstruieren kann. Im Extremfall kann dies so-
weit gehen, dass man ein komplett neues Rollenmodell erstellen muss. Zum Beispiel, 
wenn sich herausstellt, dass zwei ursprünglich als unabhängig angesehene Kollabo-
rationen genauer betrachtet doch zusammengehören, weil eine der zu testenden Sti-
mulus-Nachrichten auch von Attributen des anderen Rollenmodells abhängt.
6.3.5 Werkzeugunterstützung
Die Konstruktion rollenbasierter Testfälle kann zumindest teilweise durch Werk-
zeuge unterstützt werden. So lassen sich zwar Aktivitäten wie die Identifikation der 
Kategorien und deren anschließende Zerlegung in Partitionen kaum automatisieren, 
da es hier vor allem auf das Urteilsvermögen des Testers ankommt. Doch im Gegen-
zug dafür kann man die anschließende Kombination der ermittelten Partitionen zu 
Testrahmen nahezu vollständig automatisieren, wie der ursprünglich von [Ostrand & 
Balcer (1988)] für diesen Zweck entwickelte Generator beweist.
Im Rahmen dieser Arbeit wurde jedoch bisher auf eine solche Werkzeugunter-
stützung verzichtet, da es momentan kein geeignetes Werkzeug für diese Aufgabe 
gibt. So wurde der von [Ostrand & Balcer (1988)] ursprünglich entwickelte Genera-
tor meines Wissens nie der Allgemeinheit zur Verfügung gestellt. Und ein anderes 
Werkzeug, das zumindest ansatzweise dieselbe Aufgabe übernehmen könnte, näm-
lich der Testfalleditor CTE XL [Lehmann & Wegener (2000)], der speziell für die 
Klassifikationsbaum-Methode (engl. classification tree), eine abgewandelte Form 
der Category-Partition-Methode, entwickelt wurde, hat sich, was die automatische 
Kombination der Partitionen betrifft, in der Praxis als recht unübersichtlich erwiesen. 
Der Aufwand für die Bedienung dieses Testfalleditors übersteigt deshalb oft den 
Nutzen, den man durch die Generierung der Testrahmen erzielen kann.
Aus diesem Grund wurde im Rahmen dieser Arbeit auch darauf verzichtet, die er-
mittelten Partitionen wie bei der ursprünglichen Category-Partition-Methode am 
Ende durch Einschränkungen zu annotieren (siehe Abschnitt 6.2.3). Anstatt Auf-
wand in die Annotation der Partitionen mit Einschränkungen zu stecken, wurden die 
zwischen Partitionen erkannten Abhängigkeiten direkt in entsprechende Testfälle 
der Testfalltabelle umgesetzt. Das heißt jedoch nicht, dass eine Werkzeugunterstüt-                                                                                                                   
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entwicklung des hier vorgestellten Ansatzes wäre es deshalb durchaus zu überlegen, 
ein neues Werkzeug speziell für diese Aufgabe zu entwickeln.
6.4 OCL (Object Constraint Language)
Die OCL (Object Constraint Language) ist eine formale Sprache, die als Teil der 
UML [OMG (2001)] standardisiert ist. Dort wird sie in erster Linie verwendet, um 
Einschränkungen (engl. constraints) zwischen den Elementen des UML-Meta-
modells zu formulieren. Die OCL ist aber nicht auf die Beschreibung der UML-Se-
mantik beschränkt, sondern kann für alle Modelle eingesetzt werden, in denen man 
Abhängigkeiten zwischen Elementen formulieren möchte. So verwendet zum Bei-
spiel auch Catalysis die OCL, um die Integrität der Typ- und Kollaborationsmodelle 
zu erhöhen (siehe Abschnitt 4.4.4). Dementsprechend kann man die OCL auch für 
die hier vorgestellten Rollenmodelle verwenden, um rollenbasierte Testfälle zu spe-
zifizieren. Die folgende, kurze Einführung in die OCL dient daher als Vorbereitung 
für den Abschnitt 6.5, der die Spezifikation der Testfälle diskutiert.
6.4.1 Grundlagen der OCL
Mit der OCL kann man invariante Eigenschaften eines Modells mathematisch ex-
akt beschreiben, die früher meist natürlichsprachlich und mit entsprechenden Mehr-
deutigkeiten als Kommentare an den Rand eines Modells geschrieben wurden. Zum 
Beispiel, wenn eine Klasse für eine bestimmte Assoziation darauf angewiesen ist, 
dass die Instanz der Klasse zur selben Zeit mit einer bestimmten Anzahl anderer Ob-
jekte assoziiert ist. Eine solche Abhängigkeit kann man mit den übrigen, meist gra-
fischen Mitteln der UML in der Regel nicht oder nur schwer ausdrücken.
Die OCL bietet dagegen den Vorteil, dass man solche Abhängigkeiten nicht nur 
eindeutig, sondern auch seiteneffektfrei formulieren kann. Das heißt, die Auswer-
tung eines OCL-Ausdrucks verändert den Zustand des zugrundeliegenden Modells 
nicht. Denn ein OCL-Ausdruck darf nur Attribute und Zugriffsmethoden des be-
trachteten Modells verwenden, die nichts am Zustand des Modells ändern können. 
So kann man mit einem OCL-Ausdruck zwar Zustandsänderungen im Modell spezi-
fizieren, aber nicht bewirken. Die OCL ist auch keine vollwertige Programmierspra-
che. Man kann mit ihr keine Algorithmen und Kontrollflüsse programmieren, 
sondern nur Ausdrücke formulieren, die abhängig vom Zustand des Modells einen 
Wert zurückliefern. Ein OCL-Ausdruck wird dabei grundsätzlich ohne Zeitverzöge-
rung ausgewertet, so dass sich der Zustand des Modells während der Auswertung 
nicht mehr verändern kann.
Bei alldem verzichtet die OCL auf eine komplexe Syntax und exotische Sonder-
zeichen. OCL-Ausdrücke lassen sich daher mit jedem Texteditor schreiben und auch 
von mathematisch wenig erfahrenen Entwicklern relativ problemlos lesen. Mit Hilfe 
der in EBNF vollständig spezifizierten OCL-Grammatik [OMG (2001)] ist es zudem 129
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Ausdrücken automatisch prüfen kann.
6.4.2 OCL-Ausdrücke
OCL ist eine streng typgebundene Sprache. Jeder OCL-Ausdruck und jedes darin 
verwendete Element hat einen definierten Typ. Deshalb dürfen zum Beispiel nur typ-
konforme OCL-Ausdrücke miteinander verglichen werden. Die OCL definiert dazu 
zum einen einige einfache Basistypen, wie Boolean, Integer, Real und 
String, samt zugehöriger Operationen. Zum anderen sind alle Klassen (wie auch 
Rollen) eines betrachteten Modells und durch die UML vordefinierten Datentypen, 
wie zum Beispiel Aufzählungen (engl. enumerations), in den zugehörigen OCL-Aus-
drücken automatisch als gültige Typen definiert. Alle im Modell deklarierten Attri-
bute und Werte dürfen daher auch in den OCL-Ausdrücken verwendet werden.
Abb. 6-7  OCL-Invariante für das Attribut age einer Klasse Person
In den meisten Fällen werden OCL-Ausdrücke verwendet, um Invarianten bezüg-
lich eines Modells zu beschreiben. Abb. 6-7 zeigt als Beispiel eine Invariante, die 
ausdrückt, dass das Attribut age einer Klasse Person - wie das Alter einer leben-
den Person - immer größer 0 sein muss. Diese Invariante muss dementsprechend von 
allen Instanzen der Klasse Person, zu jedem Zeitpunkt erfüllt werden.
Gemäß Abb. 6-7 ist jeder OCL-Ausdruck in einen Kontext eingebettet (eingelei-
tet durch das OCL-Schlüsselwort context), der angibt, worauf sich die folgenden 
Einschränkungen, hier nur die Invariante (eingeleitet durch das OCL-Schlüsselwort 
inv:), bezieht. Alle nach der Deklaration verwendeten Attribute oder Nachrichten 
beziehen sich dann auf diesen Kontext. Die Kontextdeklaration kann allerdings ent-
fallen, wenn zum Beispiel in einem Diagramm eindeutig ist, worauf sich eine ange-
gebene OCL-Bedingung bezieht. Innerhalb des deklarierten Kontext kann man das 
in OCL dafür reservierte Wort self benutzen, um den Kontext, also in Abb. 6-7 die 
Klasse Person, explizit zu referenzieren. Doch auch diese Angabe kann entfallen, 
wenn keine Verwechslung zwischen verschiedenen Modellelementen droht. In Abb. 
6-7 wäre daher auch der verkürzte Ausdruck inv: age > 0 als Invariante zulässig.
Eine weitere wichtige Anwendung der OCL ist die Spezifikation der Vor- und 
Nachbedingungen zu den Operationen bzw. Methoden eines Modells (vergleiche 
Abschnitt 3.3.5). Als Beispiel ist in Abb. 6-8 die OCL-Spezifikation der Wurzelfunk-
tion sqrt(x: Real): Real der Klasse Calculator abgebildet. Gemäß Vor-
bedingung (eingeleitet durch das OCL-Schlüsselwort pre:) erwartet die Funktion 
sqrt(…) als Eingabe eine positive Zahl x (vom Typ Real) und garantiert dafür mit 
der Nachbedingung (eingeleitet durch das OCL-Schlüsselwort post:), dass sie als 
context Person
   inv: self.age > 0                                                                                                                   
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die Vor- als auch die Nachbedingung boolesche Ausdrücke sind, die den Wert true
liefern müssen, und dass sie nirgends Werte zuweisen. Die Bedingungen spezifizie-
ren also nur das Verhalten der Funktion sqrt(…), implementieren es aber nicht.
Abb. 6-8  OCL-Spezifikation der Wurzel-Funktion
Auf den Rückgabewert einer Funktion kann man im Kontext einer Nachbedin-
gung in OCL, wie in Abb. 6-8 mit dem Term x = result * result gezeigt, mit 
dem eigens dafür reservierten Wort result zugreifen. Der Typ von result ent-
spricht dabei dem für den Rückgabewert der Funktion deklarierten Typ. self be-
zieht sich hingegen im Fall einer Operation auf die Klasse, in Abb. 6-8
Calculator, zu der die Operation gehört. Bei Bedarf kann man für eine Operation 
auch eine Invariante wie in Abb. 6-7 spezifizieren, die dann immer vor und nach 
Ausführung der Operation erfüllt sein muss, die dazwischen aber auch kurzzeitig 
verletzt sein darf.
Abb. 6-9  OCL-Spezifikation einer Prozedur für die Wurzel-Funktion
In der Nachbedingung einer Operation kann man in OCL auch auf den Wert zu-
greifen, den ein Parameter oder Attribut vor Ausführung der Operation hatte. Um 
dies zu illustrieren, zeigt die Abb. 6-9 die OCL-Spezifikation einer Implementierung 
der Wurzelfunktion als Prozedur sqrt(x: Real), die die Quadratwurzel nicht 
mehr als separaten Wert, sondern im Parameter x zurückgibt. Hier ist der ursprüng-
liche Wert des Parameters x nach Ausführung der Prozedur verloren, da ihn die Pro-
zedur mit dem neuen Wert, der Quadratwurzel von x, überschreibt. Mit dem eigens 
dafür definierten Postfix @pre, kann man aber in der Nachbedingung immer noch 
auf den Wert zugreifen, den der Parameter x in der Vorbedingung hatte. Das Postfix 
@pre ist demnach nur in Nachbedingungen erlaubt und auch dort nur für Elemente 
definiert, die nicht erst während der Ausführung der Operation erzeugt werden.
6.4.3 Collection-Typen
Insbesondere um Einschränkungen für Assoziationen, deren Enden Kardinalitä-
ten größer eins haben, zu spezifizieren, bietet die OCL auch eine Reihe vordefinierter 
Collection-Typen an, die Mengen von Elementen modellieren. Abhängig davon, ob 
context Calculator.sqrt(x: Real): Real
   pre:  x > 0
   post: x = result * result
context Calculator.sqrt(x: Real)
   pre:  x > 0
   post: x@pre = x * x131
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erlauben soll, werden in der OCL drei Collection-Typen unterschieden:
• Set modelliert Mengen im mathematischen Sinn. Eine solche Menge ent-
hält keine Duplikate und kennt keine Reihenfolge der Elemente.
• Bag modelliert wie Set eine ungeordnete Folge von Elementen, erlaubt 
aber Duplikate. Dasselbe Element darf also mehrfach abgelegt werden.
• Sequence modelliert eine geordnete Folge von Elementen, also eine 
Sequenz, die auch Duplikate enthalten darf.
Die OCL definiert dabei bereits für den abstrakten Supertyp aller Collection-Ty-
pen Collection eine Reihe von Basisoperationen, die jeder Collection-Typ be-
reitstellen muss. Die wichtigsten dieser Operationen sind:
• size(): Integer gibt die Zahl der Elemente in der Collection zurück.
• includes(object: OclAny): Boolean ergibt wahr, wenn das Ele-
ment object (mit dem allen OCL-Typen gemeinsamen Supertyp 
OclAny) in der Collection enthalten ist, andernfalls falsch.
• isEmpty(): Boolean ergibt wahr, wenn die Collection gar kein Ele-
ment enthält, andernfalls falsch.
• notEmpty(): Boolean ergibt wahr, wenn die Collection wenigstens 
ein Element enthält, andernfalls falsch.
• exists(expr: OclExpression): Boolean ergibt wahr, wenn 
der OCL-Ausdruck expr wenigstens für ein Element der Collection als 
wahr ausgewertet wird, andernfalls falsch.
• forAll(expr: OclExpression): Boolean ergibt wahr, wenn 
der Ausdruck expr für alle Elemente in der Collection als wahr ausge-
wertet wird, andernfalls falsch.
Um derartige Operationen auf eine Collection anzuwenden, werden sie in einem 
OCL-Ausdruck, wie in Abb. 6-10 exemplarisch für die Operation size() darge-
stellt, mit dem Operator -> an die betreffende Collection-Instanz angehängt. So legt 
zum Beispiel die Invariante in Abb. 6-10 fest, dass das Attribut isParent der Klas-
se Person genau dann true sein muss, wenn die Zahl der durch das als Collection 
realisierte Attribut children referenzierten Kinder größer als eins ist.
Abb. 6-10  Zugriff auf die OCL-Collection children
Neben den Basisoperationen des Supertyps Collection definiert jeder Collec-
tion-Typ darüber hinaus noch weitere für ihn sinnvolle Operationen, um Instanzen 
des Typs miteinander zu vereinigen oder um Teile daraus zu entnehmen. So definiert 
zum Beispiel der Collection-Typ Set Mengenoperationen, mit denen man die Ver-
einigungs- bzw. die Schnittmenge zweier Instanzen des Typs Set bilden kann.
context Person
   inv: self.isParent = self.children->size() > 0                                                                                                                   
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trachtete Modell konzentriert und dabei von einer zugrundeliegenden Implementie-
rung vollständig abstrahiert. So kann man zum Beispiel mit dem Collection-Typ Set
eine Objektbeziehung zu einer Menge von Objekten modellieren, ohne detaillierte 
Annahmen darüber zu machen, wie diese später realisiert wird. Und gerade dies 
macht die OCL für die Spezifikation rollenbasierter Testfälle so interessant.
6.5 Spezifikation rollenbasierter Testfälle
Im Abschnitt 6.3 wurde beschrieben, wie man mit Hilfe der Category-Partition-
Methode rollenbasierte Testfälle schrittweise konstruieren kann. In diesem Zusam-
menhang wird allerdings offen gelassen, wie man die so konstruierten Testfälle in ei-
ner Testfalltabelle ablegt. Dies wird nun nachgeholt, indem vorgestellt wird, wie man 
rollenbasierte Testfälle mit der OCL (siehe Abschnitt 6.4) so spezifizieren kann, dass 
man daraus eine Testfalltabelle aufbauen kann. Dabei wird auch erläutert, wie man 
das Soll-Resultat eines rollenbasierten Testfalls spezifizieren kann.
6.5.1 Ein rollenbasierter Testfall
Jeder für eine Stimulus-Nachricht als zulässig erkannte Testrahmen ergibt am 
Ende einen Testfall (siehe Abschnitt 6.3.2). Und jeder Testrahmen legt dabei mit Par-
titionen für die Rollenmodellattribute den Kollaborationszustand und mit Partitionen 
für die Nachrichtenparameter aktuelle Parameterwerte fest, die als Testdaten vor 
Aufruf der zu testenden Stimulus-Nachricht erforderlich sind. Jede Partition eines 
Testrahmens spezifiziert daher eine Vorbedingung für die zu testende Nachricht. Für 
einen vollständigen Testfall muss man dann nur noch das für die Nachricht in diesem 
Fall erwartete Soll-Resultat angeben, das analog zu den durch den Testrahmen vor-
gegebenen Vorbedingungen den Nachbedingungen der zu testenden Nachricht ent-
spricht.
Abb. 6-11  OCL-Ausdruck für einen Testfall der Nachricht attachObserver(a: Observer)
Ein rollenbasierter Testfall kann also allein mit Vor- und Nachbedingungen der 
zu testenden Nachricht spezifiziert werden. Die OCL ist dabei eine präzise und sei-
teneffektfreie Möglichkeit, um dies zu tun (siehe Abschnitt 6.4.2). Im Rahmen dieser 
Arbeit werden rollenbasierte Testfälle daher mit OCL-Ausdrücken beschrieben. Als 
Beispiel zeigt die Abb. 6-11 den OCL-Ausdruck für einen rollenbasierten Testfall 
der Stimulus-Nachricht attachObserver(a: Observer). Den Kontext des 
context Subject.attachObserver(a: Observer)
  pre : obs->size() = 1 and 
        obs->includes(SingleObserver) and 
        a = SingleObserver
  post: obs = obs@pre133
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der Rolle Subject. Das im OCL-Ausdruck angegebene Attribut obs sowie der Para-
meter a entstammen beide diesem Kontext. Der in Abb. 6-11 spezifizierte Testfall 
entspricht dabei dem dritten, als zulässig erkannten Testrahmen aus Abb. 6-6.
Die Vorbedingungen in Abb. 6-11 legen fest, mit welchen Werten man das Attri-
but Subject.obs und den Parameter a vor Testbeginn für den Testfall vorbelegen 
muss. So wird für das Attribut Subject.obs, das den Collection-Typ Set hat, 
spezifiziert, dass es genau ein Element enthalten muss, das gleichzeitig dem Single-
Observer entspricht. Die dritte Vorbedingung in Abb. 6-11 drückt hingegen aus, dass 
zur selben Zeit der Parameter a den SingleObserver referenzieren muss. Der Testfall 
prüft also, was passiert, wenn man versucht denselben Beobachter, hier SingleObser-
ver, ein zweites Mal beim Subjekt zu registrieren.
Durch die Nachbedingung des Testfalls wird schließlich das Soll-Resultat spezi-
fiziert, das man als Reaktion auf die Nachricht erwartet. So drückt die Nachbedin-
gung in Abb. 6-11 aus, dass in dieser Situation erwartet wird, dass der 
SingleObserver kein zweites Mal beim Subjekt registriert wird. Das Attribut Sub-
ject.obs darf sich also nicht verändern und muss am Ende den gleichen Wert wie 
vor dem Aufruf der zu testenden Nachricht haben.
6.5.2 Testfalltabelle
Da man im Normalfall nicht nur einen, sondern gleich eine ganze Reihe von Test-
fällen für eine Stimulus-Nachricht benötigt, wäre es allerdings zu unübersichtlich 
und zu aufwändig, jeden Testfall mit einem vollständigen OCL-Ausdruck zu spezi-
fizieren. Deshalb werden die rollenbasierten Testfälle für eine Stimulus-Nachricht 
am Ende der Testfallkonstruktion in einer Testfalltabelle zusammengefasst, in der 
nur noch die unbedingt notwendigen Bestandteile der ursprünglichen OCL-Ausdrü-
cke, sprich die darin enthaltenen Vor- und Nachbedingungen, abgelegt werden. 
Denn, weil alle Testfälle in der Tabelle ohnehin den gleichen, nämlich durch die zu 
testende Stimulus-Nachricht vorgegebenen OCL-Kontext besitzen, kann darauf ver-
zichtet werden, für jeden Testfall explizit einen Kontext zu deklarieren.
Als Beispiel einer solchen Testfalltabelle zeigt Tab. 6-1 die Testfälle für die Sti-
mulus-Nachricht attachObserver(…) aus dem Rollenmodell Observer. Eine 
Testfalltabelle für rollenbasierte Testfälle besteht demnach aus vier Spalten, von de-
nen die erste die Testfälle fortlaufend durchnummeriert. Die in der ersten Spalte fest-
gelegte Nummer dient später als Referenz auf die einzelnen Testfälle. Die Tab. 6-1
umfasst also insgesamt neun verschiedene Testfälle.
Der Testfall 7 in Tab. 6-1 entspricht dabei dem Testfall, der in Abb. 6-11 noch als 
vollständiger OCL-Ausdruck dargestellt ist. Bei einem Vergleich der beiden Darstel-
lungen zeigt sich dass die Vor- und Nachbedingungen des OCL-Ausdrucks in der 
Testfalltabelle in der vierten Spalte angegeben sind. Sie werden jeweils den Attribu-
ten und Parametern in der dritten Spalte der Tabelle zugeordnet, auf die sie sich be-
ziehen. Die Attribute und Parameter wiederum werden ihrer jeweiligen Rolle in der                                                                                                                    
6.5   Spezifikation rollenbasierter Testfällezweiten Spalte der Tabelle zugeordnet. Parameter der zu testenden Nachricht sind in 
der Testfalltabelle per Konvention jener Rolle zugeordnet, zu der auch die zu testen-
de Nachricht gehört.
Tab. 6-1 Testfalltabelle für die Stimulus-Nachricht attachObserver(a: Observer)
Auf diese Weise erhält man von links nach rechts gelesen aus den Zeilen der Test-
falltabelle für jedes Attribut und jeden Parameter die Vorbedingungen aus dem ur-
sprünglichen OCL-Ausdruck. So ergibt sich beispielsweise aus der ersten Zeile des 
Testfalls 2 in Tab. 6-1 für das Attribut Subject.obs der OCL-Term Sub-
ject.obs->size() = 1. Aus der zweiten Zeile des Testfalls 5 erhält man hinge-
gen (wenn man in Gedanken den fehlenden Zuweisungsoperator ergänzt) für den 
Parameter a die OCL-Vorbedingung Subject.a = SingleObserver. Wie in 
OCL-Ausdrücken auch können dabei in der Testfalltabelle mehrere Vorbedingungen 
mit logischen Operatoren wie and und or miteinander verknüpft werden.
 Für das Soll-Resultat eines rollenbasierten Testfalls wird in der dritten Spalte der 
Testfalltabelle für die Rolle, zu der die zu testende Stimulus-Nachricht gehört (in 
Tab. 6-1 die Rolle Subject), abgesehen von ihren Attributen und den Nachrichtenpa-
rametern auch die Nachricht selbst aufgeführt. Die für die Nachricht in der vierten 
Spalte der Tabelle angegebenen Bedingungen entsprechen dann den Nachbedingun-
gen des ursprünglichen OCL-Ausdrucks. So wird zum Beispiel durch die Bedingung 
# Rolle Attribut/Nachricht Bedingungen
1 Subject
obs ->isEmpty()
a ->isEmpty()
attachObserver obs = obs@pre
2 Subject
obs ->size() = 1
a ->isEmpty()
attachObserver obs = obs@pre
3 Subject
obs ->size() > 1
a ->isEmpty()
attachObserver obs = obs@pre
4 Subject
obs ->isEmpty()
a SingleObserver
attachObserver obs = obs@pre->including(SingleObserver)
5 Subject
obs ->size() = 1 and not ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre->including(SingleObserver)
6 Subject
obs ->size() > 1 and not ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre->including(SingleObserver)
7 Subject
obs ->size() = 1 and ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre
8 Subject
obs ->size() = 2 and ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre
9 Subject
obs ->size() > 2 and ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre135
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136  obs = obs@pre->including(SingleObserver) in der letzten Zeile des 
Testfalls 5 in Tab. 6-1 als Soll-Resultat spezifiziert, dass das Objekt mit der Rolle 
SingleObserver nach Ausführung der zu testenden Nachricht Teil der Beobachter-
menge - repräsentiert durch das Attribut Subject.obs - sein muss.
 Insgesamt spezifiziert die Tab. 6-1 auf diese Weise neun Testfälle für die Nach-
richt attachObserver(a: Observer), die sich alle - mit Ausnahme des später 
noch hinzugefügten Testfalls 8 - direkt aus den in Abb. 6-6 dargestellten Testrahmen 
ergeben. Die Testfälle 1 bis 3 prüfen dabei, was bei unterschiedlichen Beobachter-
zahlen passiert, wenn eine leere Referenz als neuer Beobachter registriert wird, wäh-
rend die Testfälle 4 bis 6 das Gleiche für den Fall tun, dass der Parameter a einen 
gültigen Beobachter - nämlich SingleObserver - referenziert.
Die Testfälle 7 bis 9 befassen sich schließlich mit der Frage, was passiert, wenn 
man versucht, den bereits als Beobachter registrierten SingleObserver ein zweites 
Mal zu registrieren. Zusätzlich zu den zwei Testfällen 7 und 9, die zwei ermittelten 
Testrahmen in Abb. 6-6 entsprechen, prüft hier der Testfall 8, was passiert, wenn in 
dieser Situation außer dem SingleObserver noch genau ein weiterer Beobachter beim 
Subjekt registriert ist. Das zeigt, dass am Ende immer noch der Tester entscheidet, 
welche Testfälle er als sinnvoll erachtet. Die mit der Category-Partition-Methode er-
mittelten Testrahmen geben nur vor, was in jedem Fall getestet werden sollte. Ob ein 
Tester alle Testrahmen in die Testfalltabelle übernimmt, und ob er bei Bedarf noch 
weitere Testfälle hinzunimmt, bleibt ihm überlassen.
Manchmal kann es auch sinnvoll sein, eine Invariante für eine zu testende Stimu-
lus-Nachricht zu spezifizieren. Zum Beispiel um auszudrücken, dass ein Attribut im 
Verlauf einer Kollaboration einen festgelegten Wertebereich nie verlässt. Die Inva-
riante muss also unabhängig vom Kollaborationszustand immer erfüllt sein. Da die 
entsprechende OCL-Invariante für alle Testfälle gleichermaßen gilt, wird sie jedoch 
nicht in der Testfalltabelle selbst abgelegt, sondern der Tabelle als eigener OCL-Aus-
druck vorangestellt. Analog kann man auch Vor- und Nachbedingungen, die jeder 
Testfall erfüllen muss, der Testfalltabelle als OCL-Ausdruck voranstellen, um sie an-
schließend nicht mehr für jeden Testfall einzeln angeben zu müssen.
6.5.3 Spezifikation des Soll-Resultats
Grundsätzlich gibt es drei Möglichkeiten, um das Verhalten einer Nachricht zu 
spezifizieren (siehe Abschnitt 5.6). Dementsprechend kann man ihr Soll-Resultat ab-
hängig davon, ob die Nachricht einen Rückgabewert liefert, den Kollaborationszu-
stand ändert oder während ihrer Ausführung Nachrichten an andere Objekte 
verschickt, auf drei verschiedene Arten in der Testfalltabelle angeben:
• Rückgabewert Vorausgesetzt die zu testende Nachricht gibt eine Wert 
zurück, kann man im einfachsten Fall als Soll-Resultat den Rückgabewert 
spezifizieren, den die Nachricht im gegebenen Kollaborationszustand lie-
fern muss. In der Testfalltabelle kann man diesen mit dem in OCL dafür 
reservierten Wort result angeben (siehe Abschnitt 6.4.2). Ebenso kann                                                                                                                    
6.5   Spezifikation rollenbasierter Testfälleman auch für jeden Wertparameter einer Nachricht einen Sollwert festle-
gen. So kann man zum Beispiel mit dem Ausdruck a->isEmpty() in 
den Nachbedingungen eines rollenbasierten Testfalls spezifizieren, dass 
der Parameter a bei Testende kein Objekt mehr referenzieren darf.
• Zustandsänderungen Die Seiteneffekte einer Nachricht kann man in der 
Testfalltabelle festlegen, in dem man die Änderungen im Kollaborations-
zustand als Soll-Resultat spezifiziert. Dazu muss man für jedes geänderte 
Attribut angeben, welchen Wert es nach Ausführung der Nachricht hat. 
Man kann die Veränderungen dabei relativ zu den Attributwerten spezifi-
zieren, die vor Ausführung der Nachricht galten, indem man in den Nach-
bedingungen mit dem OCL-Postfix @pre darauf zugreift. So drückt zum 
Beispiel die Bedingung obs = obs@pre->including(SingleOb-
server) aus, dass das Attribut Subject.obs bei Testende zusätzlich 
zu den bisher enthaltenen Elementen auch eine Referenz auf den Single-
Observer enthalten muss. Dabei gilt die Konvention, dass Attribute, für 
die kein expliziter Wert in den Nachbedingungen spezifiziert wird, bei 
Testende den gleichen Wert wie zu Testbeginn besitzen.
• Nachrichten Wenn man nicht das Produkt einer Nachricht, sondern den 
Weg dorthin prüfen will, kann man auch die von der zu testenden Nach-
richt verschickten Nachrichten als Soll-Resultat spezifizieren. Für den 
Test kann man die erwarteten Nachrichten zum Beispiel in einer eigens 
dafür definierten OCL-Collection zusammenfassen (siehe Abschnitt 
6.5.5). Indem man eine vollständige Nachrichtensequenz als Soll-Resultat 
spezifiziert, wird der algorithmische Aspekt einer Kollaboration betont.
Am Ende hängt die Form des Soll-Resultats also davon ab, was im Einzelfall ge-
prüft werden soll: die von der Nachricht gelieferte Rückgabe, die Seiteneffekte der 
Nachricht oder der durch die Nachricht angestoßene Algorithmus. Da ein Testfall 
idealerweise alle drei Aspekte gleichzeitig prüft, wird man allerdings meist versu-
chen, alle drei Varianten zu einem möglichst umfassenden Soll-Resultat zu bündeln.
6.5.4 Nachrichtenarten
Wie man das Soll-Resultat eines rollenbasierten Testfalls am besten spezifiziert, 
hängt vor allem davon ab, wie die zu testende Nachricht beschaffen ist. So kann man 
beispielsweise nur dann einen Soll-Wert für den Rückgabewert einer Nachricht an-
geben, wenn die Nachricht auch tatsächlich etwas zurückgibt. Und nur, wenn die 
Nachricht wenigstens ein Attribut verändert, kann man diese Änderung als Soll-Re-
sultat spezifizieren. Entscheidend ist hierfür auch, welche Aufgabe die zu testende 
Nachricht in der Kollaboration erfüllt. So macht es zum Beispiel keinen Sinn, die 
Reihenfolge der verschickten Nachrichten zu prüfen, wenn für das Kollaborations-
verhalten nur die Veränderungen im Kollaborationszustand von Bedeutung sind.137
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138  Abb. 6-12  Nachrichtenarten im Rollendiagramm des Rollenmodells Observer
Unter diesen Gesichtspunkten lassen sich im Rollenmodell vier grundlegend ver-
schiedene Arten von Nachrichten unterscheiden, die man auch durch entsprechende 
UML-Stereotypen (siehe Abb. 6-12) im Rollendiagramm kennzeichnen kann:
• Modify-Nachricht Jede Nachricht, die möglicherweise den Zustand ihrer 
Rolle verändert, indem sie einem Attribut einen neuen Wert zuweist, wird 
als Modify-Nachricht bezeichnet. Typische Beispiele solcher Modify-
Nachrichten sind attachObserver(…) und detachObserver(…)
in Abb. 6-12, die beide das Attribut obs der Rolle Subject beeinflussen.
• Update-Nachricht Eine Nachricht, die zwar Nachrichten an andere Rol-
len schickt, den Zustand ihrer Rolle aber unberührt lässt, wird als Update-
Nachricht bezeichnet. Eine Update-Nachricht kann so zwar andere Rollen 
im Rollenmodell aktualisieren, indem sie diese über Ereignisse informiert. 
Sie darf dabei aber kein Attribut ihrer eigenen Rolle verändern - auch 
nicht indirekt durch rekursive Nachrichten anderer Rollen. Dies schließt 
allerdings nicht aus, dass eine Update-Nachricht andere Attribute des von 
der Rolle repräsentierten Objekts, die nur im gegebenen Rollenmodell 
unberücksichtigt bleiben, verändert. Update-Nachrichten begegnet man 
deshalb häufig an den „Rändern“ eines Rollenmodells, wo sie zum Bei-
spiel Stimulus-Nachrichten anderer Rollenmodelle repräsentieren. Die 
Nachrichten notifyObservers() und update() in Abb. 6-12, die 
beide kein Attribut ihrer eigenen Rolle verändern, sind typische Beispiele 
solcher Update-Nachrichten.
• Query-Nachricht Da die Attribute eines Objekts in der Regel gekapselt 
sind, benötigt man spezielle Zugriffsoperationen, um den Wert eines Attri-
buts abzufragen. Ein Rollenmodell muss deshalb für jedes Attribut dessen 
Wert im Test benötigt wird eine entsprechende Query-Nachricht vorsehen. 
Um Query-Nachrichten möglichst vielseitig verwendbar zu halten, sind 
sie seiteneffektfrei. Sie verändern also weder den Kollaborationszustand, 
noch lösen sie eine Nachricht aus, die zu anderen, von außen beobachtba-
ren Effekten führen. Typisches Beispiel einer Query-Nachricht ist die 
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6.5   Spezifikation rollenbasierter TestfälleNachricht getObservers() in Abb. 6-12, die den aktuellen Inhalt des 
Attributs Subject.obs zurückliefert.
• Set-up-Nachricht Set-up-Nachrichten genießen eine Sonderstellung im 
Rollenmodell. Bei ihnen handelt es sich im Prinzip um Modify-Nachrich-
ten, die jedoch nur dem speziellen Zweck dienen, bei Testbeginn die erfor-
derliche Objektkonstellation herzustellen. Sie leisten also keinen Beitrag 
zum Kollaborationsziel und gehören daher genau genommen nicht zum 
Rollenmodell. Typisches Beispiel einer Set-up-Nachricht ist die Nachricht 
setObservers(…) in Abb. 6-12, die nur dazu dient, bei Testbeginn in 
einem Schritt eine Menge von Beobachtern beim Subjekt zu registrieren.
Jede der vier Nachrichtenarten stellt andere Anforderungen an das Soll-Resultat 
eines Testfalls. Die Tab. 6-2 zeigt dazu in einer Übersicht, was für jede Nachrichten-
art unbedingter Bestandteil des Soll-Resultats sein muss. Dabei wird zwischen Set-
up- und Modify-Nachrichten nicht unterschieden.
Tab. 6-2 Soll-Resultat für verschiedene Nachrichtenarten
Gemäß Tab. 6-2 interessiert bei einer Modify-Nachricht in erster Linie, wie sie 
den Kollaborationszustand verändert. Welchen Algorithmus sie dafür verwendet, 
und welche Nachrichten sie deswegen mit anderen Rollen austauschen muss, hat da-
gegen meist keine Bedeutung. So interessiert im Fall der Nachricht attachOb-
server(…) nur, ob der als Parameter übergebene Beobachter registriert wird; wie 
das geschieht, ist für das Kollaborationsverhalten unwichtig.
Als Soll-Resultat einer Update-Nachricht kann man oft nur die Nachrichten ange-
ben, die sie während ihrer Ausführung mit anderen Rollen austauscht. Solange sie 
den Kollaborationszustand ansonsten nicht beeinflusst und auch keinen Rückgabe-
wert besitzt, ist dies die einzige Möglichkeit, um ein erwartetes Resultat zu spezifi-
zieren. So kommen zum Beispiel für die Nachricht notifyObservers() nur die 
von ihr an die Beobachter geschickten update()-Nachrichten als Resultat infrage.
Bei Query-Nachrichten interessiert vor allem, welchen Wert sie am Ende zurück-
geben. Da Query-Nachrichten im übrigen seiteneffektfrei sind, kann deshalb nur der 
erwartete Rückgabewert als Soll-Resultat spezifiziert werden.
Bei der Übersicht in Tab. 6-2 ist allerdings zu beachten, dass der jeweils angege-
bene typische Bestandteil des Soll-Resultats nicht ausschließt, dass man abhängig 
von der jeweiligen Nachricht noch weitere Bedingungen an das erwartete Resultat 
stellt. So wird man zum Beispiel für Modify- und Update-Nachrichten, die einen 
Rückgabewert besitzen, auch immer den dafür erwarteten Wert spezifizieren oder bei 
Modify-Nachrichten, bei denen der verwendete Algorithmus doch relevant für das 
Kollaborationsverhalten ist, die ausgetauschten Nachrichten vorgeben.
Art der Nachricht Form des Soll-Resultats
Modify/Set-up-Nachricht Kollaborationszustand
Update-Nachricht Nachrichten
Query-Nachricht Rückgabewert139
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140  6.5.5 Nachrichten als Soll-Resultat
Wenn die von einer zu testenden Nachricht ausgelösten Nachrichten als Soll-Re-
sultat eines rollenbasierten Testfalls spezifiziert werden sollen, so kann man dies in 
der Testfalltabelle mit einer einfachen OCL-Collection ausdrücken. Für diesen 
Zweck genügt es, eine OCL-Collection messages zu definieren, die per Definition 
alle Nachrichten enthält, die während der Ausführung der zu testenden Nachricht 
zwischen den Rollen ausgetauscht werden. Der Inhalt der Collection messages ist 
folglich erst in den OCL-Nachbedingungen eines rollenbasierten Testfalls definiert. 
Dort kann dieser Inhalt dann verwendet werden, um verschiedene Eigenschaften be-
züglich der ausgetauschten Nachrichten zu spezifizieren.
Je nachdem, ob man die OCL-Collection messages im Vorfeld mit dem Coll-
ection-Typ Set, Bag oder Sequence deklariert, kann man dabei die Präzision, mit 
der die Nachrichten in der Spezifikation beschrieben werden, variieren. So berück-
sichtigt eine Collection des Typs Set weder die Reihenfolge, in der die Nachrichten 
verschickt werden, noch die Tatsache, ob eine bestimmte Nachricht mehrfach auf-
tritt. Ein Collection des Typs Sequence hingegen gibt sowohl die Reihenfolge der 
Nachrichten als auch mehrfach ausgetauschte Nachrichten wieder. Wie man eine sol-
che OCL-Collection, die alle beim Test ausgetauschte Nachrichten aufzeichnet, tech-
nisch realisieren kann, ist im Anhang C.3.1 beschrieben.
Abb. 6-13  Soll-Resultat der Nachricht notifyObservers() mit der OCL-Collection messages
 Als Beispiel dafür, wie man Nachrichten als Soll-Resultat eines rollenbasierten 
Testfalls spezifizieren kann, zeigt die Abb. 6-13 das Soll-Resultat für die Update-
Nachricht notifyObservers(). Hier wird durch die OCL-Collection messa-
ges ausgedrückt, dass in der Menge aller ausgetauschten Nachrichten am Ende für 
jede Beobachterrolle (im Fall von FellowObserver für jedes Element der Multirolle) 
die Nachricht update() wenigstens einmal enthalten sein muss. Jeder Beobachter 
muss also während des Tests die Nachricht update() mindestens einmal empfan-
gen haben. Für die Spezifikation wird eine Nachricht dabei als Zeichenkette vom 
Typ String, die außer dem Namen der Nachricht noch den Namen der Empfänger-
rolle angibt, in der Collection messages abgelegt. Da messages hier als Collec-
tion des Typs Set deklariert ist, hat in diesem Fall die Reihenfolge der update()-
Nachrichten keinen Einfluss auf den Testausgang.
In diesem Zusammenhang sei nochmals daran erinnert, dass man in der Regel auf 
die vollständige Spezifikation einer Nachrichtensequenz als Soll-Resultat verzichten 
sollte, da dies die Implementierungsunabhängigkeit der Testfälle unnötig ein-
schränkt (siehe Abschnitt 5.6.2.3). Tatsächlich ist dies nur dann notwendig, wenn 
man nachweisen muss, dass ein bestimmter Algorithmus eingehalten wird. Meist ge-
messages->includes(’SingleObserver.update()’) and 
messages->includes(’FellowObserver.update()’)                                                                                                                   
6.6   Zusammenfassungnügt es jedoch zu zeigen, dass infolge einer Nachricht genau die Nachrichten ausge-
tauscht werden, die für das Kollaborationsverhalten relevant sind. Alle anderen, 
insbesondere Query-Nachrichten, können dagegen ignoriert werden.
6.5.6 Test verschiedener Nachrichtenarten
Außer über die Form des Soll-Resultats entscheidet die Art einer Nachricht (siehe 
Abschnitt 6.5.4) auch darüber, ob diese überhaupt als Teil eines Rollenmodells ge-
testet werden muss. So muss man zum Beispiel die Modify- und Update-Nachrichten 
eines Rollenmodells immer testen, denn sie bestimmen das Verhalten der modellier-
ten Kollaboration. Anders sieht es jedoch mit den Query- und Set-up-Nachrichten ei-
nes Rollenmodells aus, wie die folgende Diskussion zeigt.
Die Query-Nachrichten eines Rollenmodells werden in erster Linie für die Test-
auswertung benötigt, um die Ist- mit den Soll-Werten zu vergleichen. Ihre Korrekt-
heit ist deshalb wichtig für den Testausgang. Andererseits sind sie aber meist primitiv 
aufgebaut und geben zum Beispiel nur den Wert eines Attributs zurück. Der umfas-
sende Test einer Query-Nachricht ist daher in viele Fällen zu aufwändig. Zudem ist 
ein solcher Test, wie die Validierung gezeigt hat (siehe Kapitel 8), selbst sehr anfällig 
für Fehler. In der Praxis ist es deshalb oft effektiver, Query-Nachrichten schon vor 
dem rollenbasierten Test auf andere Weise - zum Beispiel durch eine Code-Inspekti-
on - zu prüfen. Dies hat allerdings den Nachteil, dass diese Prüfung für jede neue Im-
plementierung der Kollaboration wiederholt werden muss. Langfristig zahlt es sich 
daher doch aus auch für die Query-Nachrichten eines Rollenmodells geeignete Test-
fälle zu konstruieren, die man später beliebig oft wiederverwenden kann.
Da die Set-up-Nachrichten genau genommen nicht zum Rollenmodell, sondern 
zur Testinfrastruktur gehören, macht es in der Regel keinen Sinn, sie als Teil des Rol-
lenmodells zu testen. Was nicht heißen soll, dass man sie überhaupt nicht prüfen 
müsste. So ist die Korrektheit der Set-up-Nachrichten ähnlich wie die der Query-
Nachrichten zwingend für den erfolgreichen Testausgang. Doch genauso wie die 
Query-Nachrichten sollten auch die Set-up-Nachrichten schon getestet sein, bevor 
der rollenbasierte Test beginnt. Es ist daher ratsam, Set-up-Nachrichten bereits im 
Vorfeld zu testen - zum Beispiel als Teil eines anderen Rollenmodells, das die Kon-
struktion der Objektstruktur modelliert.
6.6 Zusammenfassung
In diesem Kapitel wurde gezeigt, wie man für ein Rollenmodell weitgehend sys-
tematisch rollenbasierte Testfälle konstruieren und diese mit OCL in Testfalltabellen 
spezifizieren kann. Ähnlich wie in Catalysis (siehe Abschnitt 4.4.4), wo ebenfalls 
OCL verwendet wird, um Abhängigkeiten in einem Modell möglichst abstrakt zu be-
schreiben, zeichnen sich die rollenbasierten Testfälle dabei durch hohe Präzision und 
ihre Unabhängigkeit von einer konkreten Implementierung aus. Gegenüber Catalysis 
hat der hier vorgestellte Ansatz jedoch den Vorteil, dass er nicht nur weitgehend sta-141
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142  tische Abhängigkeiten zwischen Modellelementen beschreibt, sondern auch die Dy-
namik einer Kollaboration spezifiziert, indem er in Testfalltabellen eine Vielzahl 
rollenbasierter Testfälle pro Stimulus-Nachricht sammelt. Darüber hinaus kann ein 
Tester die in OCL-spezifizierten Testfälle - und das war das eigentliche Ziel des Ka-
pitels - später verwenden, um mit ihnen konkrete Implementierungen der Kollabora-
tion zu testen. Wie man die so spezifizierten, rollenbasierten Testfälle effizient auf 
eine Implementierung anwenden kann, ist Thema des nächsten Kapitels.                                                                                                                   
7 Die Automatisierung  
rollenbasierter Testfälle
Objektorientierte Programme werden meist in einem hoch iterativen Entwick-
lungsprozess auf der Basis von Rahmenwerken entwickelt, wodurch der Regressi-
onstest objektorientierter Software enorm an Bedeutung gewinnt (siehe Abschnitt 
3.2.1). Ein praxistauglicher Ansatz für den Test objektorientierter Programme muss 
daher auch berücksichtigen, dass man die einmal konstruierten Testfälle immer wie-
der auf eine Implementierung anwenden muss. Und dies setzt wiederum voraus, dass 
man die Ausführung der Testfälle automatisieren kann. In diesem Kapitel wird daher 
am Beispiel von Java untersucht, wie man rollenbasierte Testfälle so automatisieren 
kann, dass diese unempfindlich gegenüber Änderungen an der Implementierung blei-
ben, die keinen direkten Einfluss auf die zu testende Kollaboration haben. Denn nur, 
wenn die Implementierungsunabhängigkeit der in OCL-spezifizierten Testfälle ge-
wahrt bleibt, können diese auch in automatisierter Form für unterschiedliche Imple-
mentierungen einer Kollaboration wiederverwendet werden. Damit wird zugleich 
die dritte im Rahmen dieser Arbeit zu klärende Teilfrage nach der effizienten Auto-
matisierung rollenbasierter Testfälle beantwortet.
7.1 JUnit
Eine gute Möglichkeit, um Testfälle für ein Java-Programm zu automatisieren, ist 
das JUnit-Rahmenwerk [Beck & Gamma (1998)]. Denn damit kann man Testfälle so 
automatisieren, dass man sie später jederzeit, sozusagen „auf Knopfdruck“, wieder-
holen kann. JUnit erfordert dabei keine spezielle Skriptsprache, um die Testfälle zu 
implementieren, sondern der Tester realisiert diese als Java-Klassen in derselben 
Laufzeitumgebung wie die zu testende Implementierung. Im Folgenden wird dazu 
zuerst betrachtet, welche Vorteile JUnit allgemein für die Testautomatisierung bietet, 
bevor die Implementierung von JUnit-Testfällen an einem Beispiel gezeigt wird.
7.1.1 Vorteile des JUnit-Rahmenwerks
JUnit ist ein einfaches, in Java implementiertes Rahmenwerk, mit dem man Unit-
Tests für Java-Programme implementieren und ausführen kann. Also Testfälle, bei 
denen gezielt einzelne Methoden einer Klasse getestet werden. Ursprünglich als zen-
traler Bestandteil des Test-First-Ansatzes (siehe Abschnitt 3.3.4) entwickelt, hat sich 
JUnit aufgrund seines einfachen Konzepts und seiner guten Benutzbarkeit inzwi-
schen auch außerhalb der XP-Gemeinde etabliert [JUnit (2003)] und zu einem popu-
lären Testwerkzeug für Java-Programme entwickelt. So bietet JUnit für die 
Automatisierung von Testfällen insbesondere die folgenden Vorteile:143
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144  • Effizienter Regressionstest Einmal implementiert, können JUnit-Test-
fälle ohne zusätzlichen Aufwand beliebig oft mit dem JUnit-Testrunner 
(siehe Abb. 7-1) wiederholt werden - ein Knopfdruck genügt.
• Gute Benutzbarkeit JUnit-Testfälle werden genauso wie die zu testende 
Implementierung in Java geschrieben, so dass die Implementierung eines 
JUnit-Testfalls in der Regel geringen Aufwand erfordert. Denn ein Ent-
wickler muss sich nicht umstellen, um einen Testfall zu implementieren. 
JUnit eignet sich deshalb besonders gut für so genannte Entwicklertests, 
die parallel zur Programmentwicklung implementiert werden.
Abb. 7-1  JUnit-Testrunner
• Hohe Flexibilität Da JUnit-Testfälle mit Java, einer vollwertigen Pro-
grammiersprache, implementiert werden, kann man diese sehr flexibel 
gestalten. Theoretisch kann so gut wie alles als JUnit-Testfall realisiert 
werden, was sich irgendwie in Java programmieren lässt.
• Hohe Steuer- und Beobachtbarkeit JUnit ist ein objektorientiertes Rah-
menwerk, bei dem die Testfälle in derselben Laufzeitumgebung wie die zu 
testende Implementierung ausgeführt werden. Dies garantiert - geeignete 
Zugriffsmethoden der am Test beteiligten Objekte vorausgesetzt - eine 
optimale Steuer- und Beobachtbarkeit der zu testenden Implementierung.
• Gute Portierbarkeit Das JUnit-Rahmenwerk ist einfach aufgebaut und 
lässt sich daher ohne großen Aufwand auch auf viele andere Program-
miersprachen übertragen. So gibt es im Umfeld des Extreme Program-
ming [XP (2003)] bereits eine Reihe vergleichbarer Rahmenwerke für                                                                                                                    
7.1   JUnitProgrammiersprachen wie Ada, C++ und Smalltalk. Das JUnit-Konzept 
der Testausführung ist also nicht auf Java beschränkt.
Neben diesen konzeptionellen Vorteilen bietet das JUnit-Rahmenwerk aber noch 
eine ganze Reihe weiterer technischer und organisatorischer Vorteile, die sich vor al-
lem in der Praxis bei der Automatisierung der Testfälle bezahlt machen: 
• Vordefinierte Vergleiche JUnit stellt eine umfangreiche Sammlung vor-
definierter assert-Anweisungen bereit, die man bei Testende dazu ver-
wenden kann, die erzielten Ist- mit den Soll-Werten zu vergleichen. Dies 
spart in der Regel viel Aufwand bei der Testautomatisierung.
• Wiederverwendung der Testdaten Ähnliche Testfälle benötigen oft die-
selben Testdaten. Mit JUnit kann man Testdaten deshalb einmal als so 
genannte Fixture in der eigens dafür vorgesehenen Methode setUp()
implementieren und anschließend für mehrere Testfälle wiederverwenden.
• Organisation der Testfälle Der effiziente Regressionstest erfordert, dass 
man bei Bedarf mehrere Testfälle gemeinsam ausführen und dabei die 
Testfälle unterschiedlich kombinieren kann. In JUnit kann man Testfälle 
zu diesem Zweck in so genannten Testsuites zusammenfassen, die man 
anschließend in einem Durchlauf ausführen kann.
Alles in allem bringt JUnit damit nahezu ideale Voraussetzungen mit, um auch 
die Testfälle für die verschiedenen Stimulus-Nachrichten eines Rollenmodells zu au-
tomatisieren. JUnit wird deshalb im Rahmen dieser Arbeit als Grundlage für die Au-
tomatisierung rollenbasierter Testfälle verwendet.
7.1.2 Testautomatisierung mit JUnit
Um die Testautomatisierung mit JUnit zu erläutern, werden im Folgenden die 
Schritte vorgestellt, die allgemein notwendig sind, um einen JUnit-Testfall zu imp-
lementieren. Als Beispiel wird dazu der JUnit-Testfall testSimpleAdd() aus 
dem Artikel von [Beck & Gamma (1998)] verwendet. Dieser prüft für die Klasse 
Money, die Geldbeträge in verschiedenen Währungen wie US-Dollar und Schweizer 
Franken implementiert, ob die Methode add(Money m) tatsächlich wie erwartet, 
zwei Instanzen der Klasse Money miteinander addiert.
Gemäß dem in Java implementierten JUnit-Testfall in Abb. 7-2 muss demnach als 
Erstes eine neue Testklasse, hier MoneyTest, von der eigens dafür vorgesehenen 
JUnit-Basisklasse TestCase abgeleitet werden. Die neue Testklasse erbt dadurch 
eine Reihe vordefinierter Methoden, die jeder JUnit-Testfall benötigt. Dazu gehören 
unter anderem die abstrakten Hook-Methoden setUp(), runTest() und tear-
Down(), die später, um den automatisierten Testfall auszuführen, vom JUnit-Rah-
menwerk in genau dieser Reihenfolge durch eine Template-Methode [Gamma et al. 
(1995)] der Basisklasse TestCase aufgerufen werden. Um einen JUnit-Testfall zu 
automatisieren, muss man also nur noch diese drei Methoden geeignet redefinieren.145
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146  Abb. 7-2  JUnit-Implementierung des Testfalls testSimpleAdd()
Jeder JUnit-Testfall ist folglich in vier Phasen gegliedert (vergleiche Abb. 7-2):
1. Testaufbau Als erstes werden mit der Methode setUp() die benötigten 
Testdaten erzeugt und konfiguriert. Hier sind dies zum einen die beiden 
Money-Objekte f12CHF und f14CHF als Summanden sowie zum ande-
ren das Money-Objekt f26CHF als erwartetes Resultat der Addition.
2. Test Die Methode runTest() führt dann den eigentlichen Test durch. 
Damit gleichzeitig mehrere Testfälle pro Testklasse definiert werden kön-
nen, implementiert man den Test dabei aber nicht direkt in der Methode 
runTest(), sondern in einer separaten Testmethode, hier testSim-
pleAdd(). Um die einzelnen Testfälle auszuführen, wird dann für jede 
derartige Testmethode ein Objekt der Testklasse erzeugt, bei dem die 
Methode runTest() so redefiniert ist, dass sie den Aufruf an die 
gewünschte Testmethode delegiert. So ruft zum Beispiel in diesem Fall 
runTest() die Testmethode testSimpleAdd() auf, die schließlich 
die zu testende Methode add(…) auf die Testdaten anwendet.
3. Testauswertung Wie der Tester die Testmethode für einen Testfall imple-
mentiert, bleibt weitgehend ihm überlassen. Am Ende einer Testmethode, 
hier testSimpleAdd(), muss jedoch immer die Testauswertung erfol-
gen. Dazu wird das Ist- mit dem Soll-Resultat verglichen, und das Ergeb-
nis des Vergleichs durch eine entsprechende assert-Anweisung geprüft. 
Die Basisklasse TestCase bietet für diesen Zweck eine Reihe vordefi-
nierter assert-Anweisungen. Jede assert-Anweisung produziert als 
public class MoneyTest extends TestCase
{ 
   private Money f12CHF;
   private Money f14CHF;
   protected void setUp()
   {
      f12CHF = new Money(12, "CHF");
      f14CHF = new Money(14, "CHF");  }
   protected void runTest()
   {  testSimpleAdd(); }
   public void testSimpleAdd()
   {
      Money expected = new Money(26, "CHF");
      Money result = f12CHF.add(f14CHF);
      assertTrue(expected.equals(result));
   }
}                                                                                                                   
7.2   Effiziente Automatisierung der TestfälleTestergebnis entweder den booleschen Wert true, wenn der Test in Ord-
nung war, oder false, wenn ein Abweichung zwischen Ist- und Soll-
Resultat entdeckt wurde. Der Wert wird dann an das JUnit-Rahmenwerk 
weitergeleitet, das die Ergebnisse für alle Testfälle protokolliert.
4. Testabbau Mit der Methode tearDown() kann man schließlich, falls 
dies notwendig ist, dauerhafte Veränderungen in der Testumgebung wie-
der rückgängig machen (in Abb. 7-2 nicht dargestellt). Mit dieser Methode 
können zum Beispiel beim Testaufbau geöffnete Dateien wieder geschlos-
sen oder eingerichtete Netzwerkverbindungen abgebaut werden.
Jedes Objekt einer Testklasse, dessen runTest()-Methode geeignet redefiniert 
wurde, entspricht dann einem mit JUnit ausführbaren Testfall. Für Objekte der glei-
chen Testklasse wird dabei immer dieselbe setUp()-Methode wiederverwendet. 
setUp() realisiert daher eine so genannte Fixture [Beck & Gamma (1998)], die für 
alle Testfälle in der Testklasse die gleichen Testdaten bereitstellt. Analog kann man 
mit der Methode tearDown() für alle Testfälle einer Testklasse aufräumen. Die 
fertigen Testfälle kann man dann, egal ob sie in der gleichen oder in verschiedenen 
Testklassen implementiert sind, zu Testsuiten zusammenfassen.
Eine Testsuite kann anschließend mit dem JUnit-Testrunner (siehe Abb. 7-1) aus-
geführt werden. Ein Fortschrittsbalken zeigt dabei an, wie viele Testfälle der Testsu-
ite bereits ausgeführt sind. Dieser Balken ist bei Testbeginn grün, wird jedoch rot, 
sobald ein Fehler entdeckt wird. Zugleich protokolliert der Testrunner jeden gefun-
denen Fehler und unterscheidet dabei zwischen Fehlschlägen (engl. failures), die aus 
einer verletzten assert-Anweisung resultieren, und unerwarteten Fehlern (engl. 
error), die zum Programmabbruch führen. Am Ende kann mit dem Testrunner für je-
den gefundenen Fehler das beim Test aufgezeichnete Protokoll angezeigt werden 
(siehe dazu Abb. 7-1), das angibt, welche assert-Anweisung verletzt wurde bzw. 
welche Java-Ausnahme zum Programmabbruch geführt hat. Für weitere Details zu 
JUnit sei hier jedoch auf den einführenden Artikel von [Beck & Gamma (1998)] und 
die Dokumentation des JUnit-Rahmenwerks [JUnit (2003)] verwiesen.
7.2 Effiziente Automatisierung der Testfälle
Eine effiziente Automatisierung rollenbasierter Testfälle setzt nicht nur voraus, 
dass man diese relativ einfach implementieren kann, sondern erfordert auch, dass der 
Wartungsaufwand für einmal automatisierte Testfälle gering bleibt. Denn nur so 
rechnet sich längerfristig die Arbeit, die man anfangs in die Testautomatisierung in-
vestieren muss. Ein geeigneter Ansatz für die Automatisierung rollenbasierter Test-
fälle muss daher die folgenden zwei Anforderungen erfüllen:
• Wahrung der Implementierungsunabhängigkeit Damit man die auto-
matisierten Testfälle später nicht für jede zu testende Implementierung der 
Kollaboration überarbeiten muss, müssen die in OCL spezifizierten, rol-
lenbasierten Testfälle so automatisiert werden, dass dabei ihre ursprüngli-
che Implementierungsunabhängigkeit gewahrt bleibt.147
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148  • Einfache Anpassbarkeit Damit man die automatisierten Testfälle später 
möglichst vielseitig wiederverwenden kann, muss es außerdem möglich 
sein, die einmal automatisierten Testfälle ohne allzu großen Aufwand an 
jede zu testende Implementierung der Kollaboration anzupassen.
Technisch betrachtet, verfolgen diese Anforderungen widerstreitende Ziele. Zum 
einen möchte man vermeiden, die Implementierung der Testfälle zu ändern, zum an-
deren möchte man aber die Freiheit haben, die Testfälle an jede zu testende Imple-
mentierung anzupassen. Eine Lösung, die beide Anforderungen erfüllt, erfordert 
daher einen Kompromiss, der beide Ziele in Einklang miteinander bringt.
7.2.1 Prinzip der Automatisierung
Ein Ansatz, um die Anforderungen an eine effiziente Automatisierung rollenba-
sierter Testfälle zu erfüllen, besteht darin, strikt zwischen dem Kontext des Rollen-
modells auf der einen und dem der zu testenden Implementierung auf der anderen 
Seite zu trennen. Das Schema in Abb. 7-3 illustriert dieses Prinzip, in dessen Zen-
trum eine Adaptionsschicht steht, die zwischen Rollenmodell und zu testender Imp-
lementierung (in Abb. 7-3 getrennt durch eine gestrichelte Linie) vermittelt. Alle 
Details der zu testenden Implementierung werden dabei in der Adaptionsschicht ge-
kapselt, so dass die automatisierten Testfälle unabhängig von der zu testenden Imp-
lementierung bleiben. Und indem man die Adaptionsschicht überarbeitet, kann man 
die automatisierten Testfälle weiterhin an unterschiedliche Implementierungen der 
zu testenden Kollaboration anpassen.
Abb. 7-3  Prinzip der Automatisierung rollenbasierter Testfälle
Rollenbasierte Testfälle werden, um sie zu automatisieren, demzufolge nur auf 
Basis der im Rollenmodell spezifizierten Rollen und Rollentypen implementiert. Ins-
besondere der Testaufbau und die Testauswertung laufen vollständig im Kontext des 
Rollenmodells ab, so dass die automatisierten Testfälle keinerlei Annahmen über die 
zu testende Implementierung enthalten. Anpassungen aufgrund zum Beispiel verän-
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7.2   Effiziente Automatisierung der Testfällederter Schnittstellen, die sich für unterschiedliche Implementierungen einer Kollabo-
ration (in Abb. 7-3 die drei Implementierungen A bis C) in der Regel nicht vermeiden 
lassen, werden vollständig in die Adaptionsschicht ausgelagert. Diese ist deshalb so 
schmal wie möglich angelegt und passt nur die zu testenden Klassen an die Rollen-
typen des Rollenmodells an. Denn die Adaptionsschicht muss für jede zu testende 
Implementierung überarbeitet werden.
Abb. 7-4  Implementierung rollenbasierter Testfälle am Beispiel Observer
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150  7.2.2 Beispiel für die Automatisierung rollenbasierter Testfälle
Abb. 7-4 zeigt am Beispiel des Rollenmodells Observer und einer exemplari-
schen Java-Implementierung der Kollaboration, wie man das in Abschnitt 7.2.1 kon-
zeptionell vorgestellte Prinzip technisch umsetzen kann. Die Testfälle werden dabei 
durch ein von der JUnit-Basisklasse TestCase abgeleitetes Testobjekt obser-
verTests als JUnit-Testfälle implementiert, die nur durch Rollentypen, die als 
Java-Interfaces (hier die Interfaces Subject und Observer) implementiert sind, 
auf den zu testenden Klassen (hier DrawingA, ViewA und ViewB) operieren.
Tatsächlich getestet werden also nicht Instanzen der zu testenden Klassen, son-
dern eigens für den Test instantiierte Objekte, die auf der einen Seite von der zu tes-
tenden Klasse erben und auf der anderen Seite Java-Interfaces implementieren, die 
den für das Rollenmodell erforderlichen Rollentypen entsprechen. Diese speziell für 
den rollenbasierten Test implementierten Adapter (siehe Abschnitt 7.3) realisieren 
folglich die Adaptionsschicht zwischen Rollenmodell und zu testender Implementie-
rung. Jeder Adapter spielt im Test eine Rolle aus dem Rollenmodell (Er wird deshalb 
in Abb. 7-4 durch seinen Rollen- bzw. Multirollennamen gekennzeichnet.) und ver-
mittelt zwischen dem Rollentyp seiner Rolle und einer zu testenden Klasse. In Abb. 
7-4 vermittelt so zum Beispiel das Objekt der Klasse DrawingA2SubjectAdap-
ter, das im Rollenmodell Observer die Rolle Subject spielt, zwischen dem zugehö-
rigen Rollentyp Subject und der zu testenden Klasse DrawingA.
Die JUnit-Testfälle werden also entsprechend dem Prinzip in Abschnitt 7.2.1
nicht auf Basis der zu testenden Implementierung, sondern der Rollen und Rollenty-
pen des Rollenmodells implementiert. Hierfür wird ausgenutzt, dass man Rollenty-
pen in einem Java-Programm als Java-Interfaces nachbilden kann (siehe Abschnitt 
5.8.2). Die am Test beteiligten Adapter werden dabei, wie die <<uses>>-Bezie-
hungen in Abb. 7-4 andeuten, in den Testfällen nicht mit ihrer Klasse, sondern nur 
mit ihrem als Java-Interface implementierten Rollentyp deklariert. Die JUnit-Test-
fälle können daher nur auf die Attribute und Nachrichten der am Test beteiligten Ob-
jekte zugreifen, die auch im Rollentyp vereinbart sind.
Abb. 7-5  Realisierungsdiagramm für das Rollenmodell Observer
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7.3   Adaption an die ImplementierungIndem man für jede Implementierung eigene Adapter benutzt, kann man die au-
tomatisierten Testfälle so ohne großen Aufwand an beinahe jede Implementierung 
der zu testenden Kollaboration anpassen. Die korrekte Zuordnung zwischen Rollen-
typen des Rollenmodells und den zu testenden Klassen einer Implementierung wird 
dabei im Realisierungsdiagramm (siehe Abschnitt 5.8.3) spezifiziert. Denn dieses 
zeigt, welchen Rollentyp eine Klasse realisieren muss, damit Instanzen der Klasse 
eine bestimmte Rolle spielen können. So muss zum Beispiel gemäß dem Realisie-
rungsdiagramm in Abb. 7-5 die Klasse DrawingA in Abb. 7-4 für die Kollaboration 
Observer den Rollentyp Subject und müssen die Klassen ViewA und ViewB den 
Rollentyp Observer realisieren.
Obgleich das Beispiel in Abb. 7-4 komplett auf Java basiert, lässt sich das hier 
vorgestellte Prinzip für die Automatisierung rollenbasierter Testfälle auch auf die 
meisten anderen objektorientierten Programmiersprachen übertragen. So wird zwar 
hier für Rollentypen das Java-Interface verwendet, doch kann man bekanntlich die-
ses Konstrukt in anderen Sprachen, wie etwa C++, auch durch eine Kombination aus 
abstrakter Klasse und Mehrfachvererbung nachbilden (vergleiche Abschnitt 5.8.2). 
Da zudem auch das hier verwendete JUnit-Rahmenwerk in vielen anderen Program-
miersprachen zur Verfügung steht (vergleiche Abschnitt 7.1.1), ist die hier gezeigte 
Automatisierung rollenbasierter Testfälle also nicht auf Java beschränkt.
7.3 Adaption an die Implementierung
Dreh- und Angelpunkt für die effiziente Automatisierung rollenbasierter Testfälle 
(siehe Abschnitt 7.2.1) ist die Adaption der zu testenden Klassen an die Rollentypen 
des Rollenmodells. Denn die hierfür notwendigen Rollentypadapter bilden die Ad-
aptionsschicht, die die rollenbasierten Testfälle von der zu testenden Implementie-
rung trennt. Dieser Abschnitt beschreibt daher das Prinzip, gemäß dem ein solcher 
Rollentypadapter implementiert werden kann, und erläutert auch, welche Konse-
quenzen sich daraus für den rollenbasierten Test ergeben.
7.3.1 Rollentypadapter
Einerseits abstrahiert eine Rolle von der Menge der Objekte, die sie repräsentiert 
(siehe Abschnitt 5.3.3). Andererseits muss eine Klasse, deren Instanzen eine Rolle 
spielen sollen, den Rollentyp dieser Rolle realisieren (siehe Abschnitt 5.8.1). Dabei 
genügt es jedoch, wenn die Klasse einen verhaltenskonformen Subtyp des Rollen-
typs realisiert, was im Endeffekt einigen Spielraum für Unterschiede zwischen der 
Schnittstelle der Klasse und der des Rollentyps lässt. Am Ende muss nämlich nur ge-
währleistet sein, dass jede Nachricht des Rollentyps eindeutig auf die entsprechende 
Methode der zu testenden Klasse abgebildet wird (vergleiche Abschnitt 5.4.1).
Für den Test muss deshalb die Schnittstelle einer zu testenden Klasse an die 
Schnittstellen aller Rollentypen angepasst werden, die Instanzen der Klasse beherr-
schen müssen, um an der zu testenden Kollaboration teilzunehmen. Ein solcher Rol-151
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152  lentypadapter lässt sich am besten mit Hilfe des Entwurfsmusters Adapter [Gamma 
et al. (1995)] realisieren. Das Prinzip, nach dem ein solcher Klassenadapter imple-
mentiert werden kann, ist in Abb. 7-6 dargestellt. Die Klasse des Adapters, hier 
DrawingA2SubjectAdapter, erbt dazu auf der einen Seite die Implementie-
rung der zu testenden Klasse DrawingA und implementiert auf der anderen Seite 
den als Java-Interface implementierten Rollentyp Subject. Die Aufgabe des Adapters 
besteht dann darin, alle Nachrichten aus der Schnittstelle des Rollentyps auf die pas-
senden Methoden der zu testenden Klasse abzubilden.
Abb. 7-6  Adaption der Klasse DrawingA an den Rollentyp Subject
Die automatisierten Testfälle kommunizieren also beim Test nicht direkt mit In-
stanzen der zu testenden Klassen, sondern sind dabei immer auf entsprechende Klas-
senadapter angewiesen, die die Rollentypnachrichten verstehen. Jeder Adapter steht 
dann stellvertretend für die Instanz einer zu testenden Klasse. Eine alternative Imp-
lementierung der Adapter als Objektadapter, die nicht von der zu testenden Klasse 
erben, sondern ein Objekt der Klasse aggregieren, scheidet daher von vornherein aus. 
Denn, damit man die Adapter beim Test auch als Parameter oder Rückgabewerte für 
die zu testende Implementierung verwenden kann, muss jeder Adapter dieselbe Iden-
tität wie die Instanz der adaptierten Klasse besitzen. Zudem muss ein solcher Adap-
ter, damit die Objekte beim Test wie bisher kollaborieren können, alle Nachrichten 
verstehen, die auch eine Instanz der adaptierten Klasse verstanden hätte.
Im Einzelnen bietet ein derart implementierter Rollentypadapter für die Automa-
tisierung rollenbasierter Testfälle folgende Vorteile:
• Adaption an den Rollentyp Die Nachrichten eines Rollentyps können für 
unterschiedliche Implementierungen gezielt auf die Methoden der jeweils 
zu testenden Klasse abgebildet werden (siehe Abschnitt 7.3.2).
• Klassenadapter hat Klassentyp Der Klassenadapter (im Gegensatz zum 
Objektadapter) übernimmt nicht nur die Implementierung, sondern auch 
den Typ der zu testenden Klasse. Jeder Rollentypadapter hat einen Subtyp 
des Klassentyps und versteht so zum einen alle Nachrichten, die bereits in 
der zu testenden Klasse implementiert sind, und kann zum anderen überall 
verwendet werden, wo ein Objekt der zu testenden Klasse erwartet wird.
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7.3   Adaption an die Implementierung• Kein Eingriff in den existierenden Code Bei alldem vermeidet es ein 
Klassenadapter, den Code der zu testenden Klasse zu verändern. Die zu 
testende Implementierung bleibt vom Test unberührt.
Aus Sicht des Software-Tests hat die Tatsache, dass die zu testende Implementie-
rung nicht direkt, sondern nur durch Rollentypadapter getestet wird, aber auch einen 
Nachteil. Denn ein solcher Klassenadapter birgt die Gefahr, dass bei der Adaption an 
die zu testende Klasse Fehler eingeschleppt werden. Diese werden zwar, wie die Va-
lidierung des Verfahrens (siehe Kapitel 8) gezeigt hat, genauso wie Fehler in der zu 
testenden Implementierung beim Test meist schnell gefunden. Es bleibt aber ein, 
wenn auch geringes Restrisiko, dass ein solcher Fehler einen Fehler in der zu testen-
den Implementierung verdeckt, der deshalb nicht gefunden wird.
Dies ist ein Schwachpunkt des hier vorgestellten Ansatzes für die Automatisie-
rung rollenbasierter Testfälle, den man letzten Endes nicht vollständig ausschalten 
kann. Die Gefahr solcher Fehler bei der Automatisierung wird allerdings deutlich 
verringert, wenn man sich zum einen bei der Implementierung der Adapter auf die 
im folgenden Abschnitt beschriebenen Anpassungen beschränkt, und zum anderen 
auf Werkzeuge zurückgreift, um die Rollentypadapter weitgehend automatisch zu 
generieren (vergleiche Anhang C).
7.3.2 Adaption an die Rollentypnachrichten
Ein Rollentypadapter muss jede Nachricht des Rollentyps auf die entsprechende 
Methode der zu testenden Klasse abbilden. Dies gilt zumindest für all jene Nachrich-
ten, die aus dem Kontext der automatisierten Testfälle an eine Instanz der zu testen-
den Klasse gerichtet werden. Neben den Stimulus-Nachrichten, die die Testfälle 
anstoßen, gehören dazu insbesondere die Query- und Set-up-Nachrichten eines Rol-
lenmodells, die man für die Testauswertung und den Testaufbau benötigt. Die inter-
nen Nachrichten eines Rollenmodells, die nur von einer Systemrolle an die andere 
geschickt werden, müssen dagegen nicht auf die zu testenden Klassen abgebildet 
werden. Denn sie verlassen nie den Kontext der zu testenden Implementierung.
Abb. 7-7  Adaption der Methode addView(v: View) mit Konvertierung des Parameters
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154  Das Beispiel in Abb. 7-7 zeigt das Prinzip, mit dem eine Methode der zu testenden 
Klasse an eine Nachricht des Rollentyps adaptiert wird. Die Nachricht attachOb-
server(…) des Rollentyps Subject wird dabei im Rollentypadapter (implementiert 
durch die Klasse DrawingA2SubjectAdapter) so implementiert, dass diese je-
den Aufruf an die korrespondierende Methode addView(…) der zu testenden Klas-
se DrawingA delegiert. Abhängig davon, wie man diese Delegation an die Methode 
der zu testenden Klasse gestaltet, bietet ein Rollentypadapter dabei eine Vielzahl von 
Möglichkeiten, die man für den rollenbasierten Test nutzen kann:
• Konvertierung der Parameter und Rückgabewerte Da die Nachricht 
eines Rollentyps und die Methode der zu testenden Implementierung nur 
signaturkompatibel sein müssen, muss der Rollentypadapter in der Regel 
Typ und Wert der Parameter sowie der Rückgabewerte einer Methode an 
diejenigen der Rollentypnachricht anpassen. Der Rollentypadapter kann 
dazu die Parameter vor und die Rückgabewerte nach dem Aufruf einer 
Methode entsprechend konvertieren (siehe Anhang C.1 und C.2).
• Query-Nachrichten Die Query-Nachrichten eines Rollentyps (vergleiche 
Abschnitt 6.5.4) muss der Rollentypadapter an Zugriffsmethoden der zu 
testenden Klasse delegieren. Falls die zu testende Klasse keine dafür pas-
senden Zugriffsmethoden besitzt, kann man eine Query-Nachricht im Rol-
lentypadapter allerdings auch nachimplementieren, indem man dafür 
andere Methoden der zu testenden Klasse miteinander kombiniert.
• Filterung existierender Methoden Da ein Rollentypadapter als Klassen-
adapter realisiert wird, erbt er alle öffentlichen Methoden der zu testenden 
Klasse. Der Rollentypadapter kann daher jeden Zugriff auf eine Methode 
der Klasse filtern, indem er die Methode geeignet redefiniert. Dies kann 
man zum einen nutzen, um die Reihenfolge der beim Test ausgetauschten 
Nachrichten aufzuzeichnen (siehe Anhang C.3.1), und zum anderen, um 
die Nachrichtenfolge zu unterbrechen, wenn eine Nachricht auf Objekte 
zugreift, die nicht zur Kollaboration gehören (siehe Anhang C.3.2).
• Implementierung zusätzlicher Set-up-Nachrichten Ähnlich wie Query-
Nachrichten können mit einem Rollentypadapter bei Bedarf spezielle Set-
up-Nachrichten auf Basis existierender Methoden der zu testenden Klasse 
implementiert werden (siehe Anhang C.4). Auf diese Weise werden 
Abhängigkeiten des Testaufbaus von der Struktur der zu testenden Imple-
mentierung in die Set-up-Nachrichten des Rollentypadapters verlagert, so 
dass die automatisierten Testfälle implementierungsunabhängig bleiben.
• Realisierung eines Konstruktors Damit man einen Rollentypadapter als 
voll funktionsfähigen Vertreter für eine Instanz der zu testenden Klasse 
instantiieren kann, muss er über einen geeigneten Konstruktor verfügen 
(siehe Anhang C.5). Dieser unterstützt in der Regel den Testaufbau, indem 
er zusätzliche Objekte und Parameter bereitstellt, die für den Test benötigt                                                                                                                    
7.4   Automatisierung rollenbasierter Testfällewerden. Ähnlich wie die im Adapter definierten Set-up-Nachrichten ent-
koppelt der Konstruktor des Rollentypadapters dabei die automatisierten 
Testfälle von der zu testenden Implementierung.
Wie die verschiedenen Bestandteile eines Rollentypadapters im Detail implemen-
tiert werden müssen, ist im Anhang C ausführlich beschrieben. Für die im Folgenden 
diskutierte Automatisierung rollenbasierter Testfälle genügt es zu wissen, dass ein 
Rollentypadapter die hier vorgestellten Dienste für den Test bereitstellt.
7.4 Automatisierung rollenbasierter Testfälle
Die hohe Flexibilität des JUnit-Rahmenwerks (siehe Abschnitt 7.1.1) erlaubt es, 
auch rollenbasierte Testfälle damit zu automatisieren. Dieser Abschnitt zeigt dazu, 
wie man einen in der Testfalltabelle eines Rollenmodells mit OCL spezifizierten rol-
lenbasierten Testfall (vergleiche Abschnitt 6.5) auf relativ einfache Weise mit JUnit 
implementieren kann. Dabei wird auch betrachtet, wie man eine solche Implemen-
tierung rollenbasierter Testfälle übersichtlich in Paketen organisieren kann.
7.4.1 Paketstruktur der implementierten Testfälle
Um bei der Automatisierung und Ausführung rollenbasierter Testfälle nicht den 
Überblick zu verlieren, ist es ratsam, deren Implementierung in Paketen zu organi-
sieren. Diese Pakete lassen sich zum Beispiel in Java als Java-Packages realisieren. 
Abb. 7-8  Paketstruktur implementierter Testfälle für das Rollenmodell Observer
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156  Wie das Beispiel implementierter Testfälle für das Rollenmodell Observer in 
Abb. 7-8 zeigt, werden dafür insgesamt drei Pakete benötigt. Das Paket mit den JU-
nit-Testklassen (hier observertest) übernimmt dabei die Aufgabe eines Kern-
pakets, das zwei Subpakete (hier roletypes und adapters) mit den für die 
Testautomatisierung notwendigen Rollentypen und Rollentypadaptern umfasst. Um 
die Portierung der automatisierten Testfälle auf eine andere Implementierung der 
Kollaboration zu erleichtern, hält man alle drei Pakete von der zu testenden Imple-
mentierung (hier im Paket implementation) getrennt.
Das Kernpaket enthält für jede zu testende Stimulus-Nachricht des Rollenmodells 
eine eigene JUnit-Testklasse, die alle für die Nachricht spezifizierten Testfälle imp-
lementiert. So enthält zum Beispiel das Paket observerTest in Abb. 7-8 Klassen 
für die Stimulus-Nachrichten attachObserver(…), detachObserver(…), 
notifyObservers() und getObservers(). Die implementierten Testfälle 
sind dabei, wie die Importbeziehungen des Pakets observertest zeigen, auf die 
Rollentypen und Adapter aus den Subpaketen angewiesen. Sie sind aber unabhängig 
von der zu testenden Implementierung im Paket implementation.
Die Java-Interfaces, die die Rollentypen des Rollenmodells implementieren, sind 
im Subpaket roletypes zusammengefasst. Das Paket dient deshalb (siehe Abb. 7-
8) sowohl als Grundlage für die Implementierung der Testfälle im Kernpaket ob-
servertest als auch der Rollentypadapter im Subpaket adapters. Indem man 
die Java-Interfaces voneinander erben lässt, kann man die Rollentypen dabei entspre-
chend ihrer Rollentyphierarchie organisieren. Aus implementierungstechnischen 
Gründen wird dazu eigens ein Basisrollentyp Roletype eingeführt, der für die Au-
tomatisierung der Testfälle notwendige Hilfsmethoden deklariert. Indem alle Rollen-
typen von diesem Basisrollentyp erben, wird sichergestellt, dass am Ende jeder am 
Test beteiligte Rollentypadapter diese Hilfsmethoden bereitstellt. Dadurch wird zum 
Beispiel erzwungen, dass jeder Rollentypadapter eine Methode getRoleName()
implementiert, mit der man während des Tests feststellen kann, welche Rolle ein am 
Test beteiligtes Objekt spielt (vergleiche auch Abschnitt 7.4.3).
Das Subpaket adapters enthält schließlich die Rollentypadapter (siehe Ab-
schnitt 7.3), die zwischen der zu testenden Implementierung und den automatisierten 
Testfällen vermitteln. Für diese Adapter müssen nicht nur die Rollentypen aus dem 
Paket roletypes, sondern auch die zu adaptierenden Klassen aus dem Paket im-
plementation importiert werden (siehe Abb. 7-8). Auf diese Weise werden alle 
Abhängigkeiten von der zu testenden Implementierung im Paket adapters kon-
zentriert. Die Rollentypen und die automatisierten Testfälle in den übrigen Paketen 
bleiben dagegen unabhängig von der zu testenden Implementierung.
7.4.2 Implementierung eines rollenbasierten Testfalls
Im Folgenden wird anhand eines Testfalls für die Stimulus-Nachricht attach-
Observer(a: Observer) des Rollenmodells Observer demonstriert, wie man 
einen in OCL spezifizierten rollenbasierten Testfall in einen ausführbaren JUnit-                                                                                                                   
7.4   Automatisierung rollenbasierter TestfälleTestfall umsetzen kann. Dazu ist in Tab. 7-1 die vollständige OCL-Spezifikation des 
verwendeten Testfalls (vergleiche Abschnitt 6.5.2) nochmals dargestellt.
Tab. 7-1 OCL-Spezifikation eines Testfalls für die Nachricht attachObserver(…)
Abb. 7-9  JUnit-Implementierung eines rollenbasierten Testfalls
 Die Abb. 7-9 zeigt am Beispiel der Klasse AttachObserverTest, in der alle 
Testfälle für die Nachricht attachObserver(…) implementiert werden, wie eine 
JUnit-Testklasse für rollenbasierte Testfälle grundsätzlich aufgebaut ist. Wie die 
schematisch gezeigte Implementierung des rollenbasierten Testfalls aus Tab. 7-1 mit 
der Testmethode testAttachObserver05() zeigt, umfasst die Implementie-
rung eines rollenbasierten Testfalls dabei ähnlich wie die anderer JUnit-Testfälle 
(siehe Abschnitt 7.1.2) mehrere Phasen:
1. Testaufbau Zunächst müssen die Testdaten bereitgestellt werden. Dazu 
müssen insbesondere die Rollentypadapter, die stellvertretend für Objekte 
der zu testenden Klassen am Test teilnehmen, erzeugt und so konfiguriert 
werden, dass sie den spezifizierten Kollaborationszustand erfüllen.
2. Prüfen der Vorbedingungen Anschließend muss geprüft werden, ob die 
bis dahin erzeugten Testdaten und der hergestellte Kollaborationszustand 
die im Testfall spezifizierten OCL-Vorbedingungen erfüllen.
# Rolle Attribut/Nachricht Bedingungen
5 Subject
obs ->size() = 1 and not ->includes(SingleObserver)
a SingleObserver
attachObserver obs = obs@pre->including(SingleObserver)
public class AttachObserverTest extends TestCase
{ 
   // Deklaration der Rollen und Parameter
   protected Subject  subject;
   ...
   // Testaufbau
   protected void setUp()
   {  ... /* Erzeugen der Adapter */ ...  }
   ... /* weitere Testfälle */ ...
   public void testAttachObserver05()
   {
      ... /* Fertigstellung des Testaufbaus */ ...    
      ... /* Prüfen der Vorbedingungen */ ...      
      ...
      subject.attachObserver(a); // Test
      ...
      ... /* Testauswertung */ ...  }
}157
7 Die Automatisierung rollenbasierter Testfälle
158  3. Test Als Nächstes wird die zu testende Stimulus-Nachricht ausgelöst, 
wobei im Hintergrund alle Nachrichten aufgezeichnet werden, die als 
Reaktion auf die Nachricht zwischen den Rollen ausgetauscht werden.
4. Testauswertung Schließlich muss der Test noch ausgewertet werden. 
Dazu wird geprüft, ob die verwendeten Testdaten, der erreichte Kollabora-
tionszustand und die Rückgabewerte der zu testenden Nachricht alle im 
Testfall spezifizierten OCL-Nachbedingungen erfüllen.
Da für jeden in der Testklasse implementierten rollenbasierten Testfall neue In-
stanzen der Rollentypadapter erzeugt werden, kann hier meist darauf verzichtet wer-
den, einen expliziten Testabbau mit der Methode tearDown() zu implementieren.
7.4.3 Testaufbau
Testdaten für den rollenbasierten Test sind in erster Linie die miteinander kolla-
borierenden Objekte. Sie werden in der Regel für alle Testfälle einer Nachricht be-
nötigt. Für jede Rolle des Rollenmodells wird deshalb (siehe Abb. 7-10) eine 
Instanzvariable in der JUnit-Testklasse deklariert, die den entsprechenden Rollen-
typadapter aufnehmen kann. Wie die Instanzvariablen für Subject und SingleObser-
ver zeigen, werden diese dabei mit ihrem Rollentyp, dem Java-Interface aus dem 
Paket roletypes, vereinbart. Für eine Multirolle, wie FellowObserver, wird hin-
gegen ein offenes Array von Objekten des Rollentyps deklariert, das man anschlie-
ßend mit mehreren Adaptern füllen kann. Weil die meisten Testfälle zudem Werte 
für die Parameter der zu testenden Nachricht benötigen, werden auch für diese, wie 
zum Beispiel für den Parameter a, Instanzvariablen in der Testklasse angelegt.
Mit der setUp()-Methode der JUnit-Testklasse wird dann für jede als Instanz-
variable deklarierte Rolle der gewünschte Adapter erzeugt (siehe Abb. 7-10). Wel-
cher Adapter für welche Rolle instantiiert wird, hängt hier davon ab, welche zu 
testende Klasse die Instanz für die Rolle stellen soll. So wird zum Beispiel in Abb. 
7-10 für die Rolle Subject ein Adapter erzeugt, der zwischen der Klasse DrawingA
und dem Rollentyp Subject vermittelt, während der für die Rolle SingleObserver in-
stantiierte Adapter, dasselbe für die Klasse ViewB tut.
An den Konstruktor des Rollentypadapters wird dabei jeweils der Name der Rolle 
übergeben, die der Adapter im Test spielt. Dieser wird vom Adapter gespeichert und 
kann so beim Test mit der im Basisrollentyp Roletype (vergleiche Abschnitt 
7.4.1) vereinbarten Hilfsmethode getRolename() ermittelt werden. Falls der 
Konstruktor einer adaptierten Klasse auf Objekte angewiesen ist, die selber eine Rol-
le in der Kollaboration spielen, muss man an den Konstruktor des Adapters konse-
quenterweise die entsprechenden Rollentypadapter übergeben.
Für die Instanzvariable einer Multirolle, wie fellowObserver in Abb. 7-10, 
werden in der setUp()-Methode gleich mehrere Adapter erzeugt. Die genaue An-
zahl der erzeugten Adapter hängt davon ab, wie viele Instanzen für die Multirolle 
maximal im Test vorgesehen sind. So benötigt man zum Beispiel für die Multirolle                                                                                                                    
7.4   Automatisierung rollenbasierter TestfälleFellowObserver mindestens zwei Adapter, um auszudrücken, dass mehr als ein wei-
terer Beobachter beim Subjekt registriert ist; wobei allerdings jede Anzahl größer 
oder gleich zwei infrage kommt. Per Konvention werden deshalb in Abb. 7-10 drei 
Adapter für die Multirolle FellowObserver erzeugt. Dadurch wird einerseits 
eine repräsentative Anzahl getestet, andererseits hält sich der Aufwand für den Test-
aufbau damit im Rahmen. Da man zwischen den Vertretern einer Multirolle nicht un-
terscheiden muss, bekommen all diese Adapter den Namen der Multirolle.
Abb. 7-10  Testaufbau mit der Methode setUp() der Testklasse AttachObserverTest
Auch den in der setUp()-Methode deklarierten Parametern der zu testenden 
Nachricht werden Startwerte zugewiesen. So wird zum Beispiel dem Parameter a in 
Abb. 7-10 eine Referenz auf den Adapter bzw. das Objekt mit der Rolle SingleOb-
server zugewiesen. Dieser Startwert ist zwar nicht für jeden Testfall geeignet, durch 
die Initialisierung wird aber verhindert, dass der Parameter a bei Testbeginn einen 
zufälligen und möglicherweise unbekannten Wert besitzt.
Prinzipbedingt kann die setUp()-Methode der JUnit-Testklasse nur den Anteil 
des Testaufbaus erledigen, der für alle rollenbasierten Testfälle in der Klasse iden-
tisch ist. Dazu gehört in erster Linie die Instantiierung der Adapter. Wie die Zuwei-
sung eines Startwerts für den Parameter a zeigt, sind aber für die einzelnen Testfälle 
oft noch weitere Anpassungen nötig. Denn oft muss man die anfangs erzeugten Rol-
lentypadapter noch so konfigurieren, dass sie den in den Vorbedingungen des Test-
falls spezifizierten Kollaborationszustand erfüllen. Der Testaufbau kann deshalb erst 
zu Beginn der jeweiligen Testmethode fertiggestellt werden. So muss man zum Bei-
...
protected Subject    subject;         // Rolle
protected Observer   singleObserver;  // Rolle
protected Observer[] fellowObserver;  // Multirolle
protected Observer   a;               // Parameter
protected void setUp()
{
   // Erzeugen der Adapter
   subject        = new DrawingA2SubjectAdapter("subject");
   singleObserver = new ViewB2ObserverAdapter("singleObserver");
   fellowObserver = new Observer[3];
   for (int i = 0; i < 3; i++)
      fellowObserver[i] =
         new ViewA2ObserverAdapter("fellowObserver");
   // Startwert für Parameter a
   a = singleObserver;   }
...159
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160  spiel in jeder Testmethode der Klasse AttachObserverTest, wie in Abb. 7-11
für die Methode testAttachObserver05() gezeigt, als Erstes die für den 
Testfall erforderliche Anzahl an Vertretern der Multirolle FellowObserver beim 
Subjekt registrieren, bevor der Testaufbau abgeschlossen ist.
Abb. 7-11  Fertigstellung des Testaufbaus in der Testmethode testAttachObserver05()
7.4.4 Prüfen der OCL-Vorbedingungen
Sobald der Testaufbau für einen rollenbasierten Testfall abgeschlossen ist, muss 
geprüft werden, ob der dadurch erreichte Kollaborationszustand und die zugewiese-
nen Parameterwerte auch wirklich die im Testfall spezifizierten OCL-Vorbedingun-
gen erfüllen. Zu diesem Zweck wird in der Testmethode für jede spezifizierte 
Vorbedingung eine assert-Anweisung implementiert, die den JUnit-Testfall ab-
bricht, falls die Vorbedingung verletzt ist. So wird zum Beispiel in Abb. 7-12 durch 
die drei assertTrue-Anweisungen geprüft, ob nach dem Testaufbau tatsächlich 
genau ein weiterer Beobachter beim Subjekt registriert ist, bei dem es sich nicht um 
den SingleObserver handelt, und ob der Parameter a wie erwartet den SingleObser-
ver referenziert (vergleiche Tab. 7-1). Nur, wenn diese drei Bedingungen erfüllt sind, 
kann der eigentliche Test beginnen.
Abb. 7-12  Prüfen der Vorbedingungen in der Testmethode testAttachObserver05()
Auf den ersten Blick erscheint es überflüssig, die OCL-Vorbedingungen eines 
Testfalls nochmals explizit durch assert-Anweisungen zu prüfen, nachdem diese 
schon als Grundlage für den Testaufbau gedient haben. Bei näherer Betrachtung 
sprechen allerdings die folgenden Gründe dafür, es dennoch zu tun:
• Mangelnde Korrektheit verwendeter Nachrichten Oft muss man für 
den Testaufbau andere Nachrichten eines Rollenmodells verwenden, 
public void testAttachObserver05()
{
   // Fertigstellung des Testaufbaus
   subject.attachObserver(fellowObserver[0]);
   ...
}
...
// Prüfen der Vorbedingungen
Bag preObs = subject.getObservers();
assertTrue(preObs.size() == 1);
assertTrue(!preObs.contains(singleObserver));
assertTrue(a == singleObserver);
... subject.attachObserver(a); ...                                                                                                                   
7.4   Automatisierung rollenbasierter Testfällederen Korrektheit zu diesem Zeitpunkt noch gar nicht geprüft wurde. So 
wird zum Beispiel in der Testmethode testAttachObserver05()
(siehe Abb. 7-11) sogar die zu testende Nachricht selbst für den Testauf-
bau verwendet, also jene Nachricht, die eigentlich getestet werden soll.
• Verwendung spezieller Set-up-Nachrichten Falls eine Set-up-Nachricht 
für den Testaufbau verwendet wird, die die Testfälle an die zu testende 
Implementierung anpasst (vergleiche Abschnitt 7.3.2), dann sollte man 
vor dem Test prüfen, ob die Nachricht auch wirklich den gewünschten 
Effekt erzielt oder eventuell falsch implementiert wurde.
Die explizite Prüfung der OCL-Vorbedingungen schafft so zusätzliche Sicherheit 
und verhindert, dass ein unvollständiger oder falscher Testaufbau Fehler in der zu 
testenden Implementierung verdeckt (vergleiche Abschnitt 7.3.1). Gleichzeitig sorgt 
sie dafür, dass eventuell vorhandene Fehler dort entdeckt werden, wo sie entstehen, 
nämlich schon beim Testaufbau und nicht erst bei der Testauswertung. Dies macht 
es später einfacher, den Defekt zu lokalisieren, der einen Fehler verursacht.
7.4.5 Test
Nachdem die OCL-Vorbedingungen geprüft sind, kann der eigentliche Test be-
ginnen. Hierfür muss nur (wie für die Nachricht attachObserver(…) in Abb. 7-
13 dargestellt) die entsprechende Methode des zugehörigen Adapters (hier referen-
ziert durch die Instanzvariable subject) aufgerufen werden. Als aktuelle Parame-
ter werden dabei die als Instanzvariablen deklarierten Parameter (hier der Parameter 
a) verwendet, die während des Testaufbaus geeignet initialisiert wurden.
Abb. 7-13  Aufruf der zu testenden Nachricht in der Testmethode testAttachObserver05()
Vorausgesetzt, die beim Testaufbau verwendeten Rollentypadapter wurden ent-
sprechend implementiert (vergleiche Abschnitt 7.3.2), können dabei alle Nachrich-
ten aufgezeichnet werden, die die Rollen während des Tests austauschen. Dazu muss 
lediglich mit der Methode start() (siehe Abb. 7-13), die Aufzeichnung der Nach-
richten durch den messageRecorder angestoßen werden (siehe auch Anhang 
C.3.1). Dies darf allerdings erst unmittelbar, bevor die zu testende Nachricht ausge-
löst wird, passieren, denn andernfalls werden auch die Nachrichten des Rollenmo-
dells aufgezeichnet, die noch dem Testaufbau und der Prüfung der Vorbedingungen 
dienen. Ebenso muss die Aufzeichnung der Nachrichten mit stop() sofort wieder 
...
messageRecorder.start();
subject.attachObserver(a);
messageRecorder.stop();
List ms = messageRecorder.getMessageSequence();
...161
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162  angehalten werden, sobald die zu testende Nachricht abgearbeitet ist. Die mit dem 
messageRecorder aufgezeichnete Nachrichtensequenz enthält am Ende alle 
(durch die Rollentypadapter gefilterten) Nachrichten, die zwischen start() und 
stop() zwischen den Rollen ausgetauscht wurden. Diese Liste kann man dann zum 
Beispiel für die Testauswertung benutzen.
7.4.6 Testauswertung
Am Ende muss man jeden Testfall noch auswerten und das Ist- mit dem Soll-Re-
sultat vergleichen, um das Testergebnis zu ermitteln. Wie bei der Prüfung der OCL-
Vorbedingungen wird dazu für jede OCL-Nachbedingung eines rollenbasierten Test-
falls eine assert-Anweisung implementiert, die prüft, ob die Bedingung erfüllt ist.
Abb. 7-14  Testauswertung der Testmethode testAttachObserver05()
Als Beispiel ist in Abb. 7-14 die Testauswertung aus der Testmethode testAt-
tachObserver05() dargestellt. Gemäß dem Testfall (siehe Tab. 7-1) muss hier 
geprüft werden, ob die Menge der beim Subjekt registrierten Beobachter (repräsen-
tiert durch das Attribut Subject.obs) nach der Nachricht attachObser-
ver(…) tatsächlich wie erwartet eine zusätzliche Referenz auf den SingleObserver
enthält. Dazu muss bereits vor dem Test der Nachricht attachObserver(…)
(siehe Abb. 7-14) die Menge der zu Beginn registrierten Beobachter in der Variablen 
preObs gespeichert werden. Diese Variable repräsentiert dann den in OCL als 
obs@pre spezifizierten Vorzustand des Attributs Subject.obs. Um den Single-
Observer erweitert, entspricht die Variable preObs dann dem für den Testfall er-
warteten Soll-Resultat. Man muss also nur noch eine assert-Anweisung 
implementieren, die dieses Soll-Resultat in Form der Variablen preObs mit dem er-
zielten Ist-Resultat in der Variablen resObs vergleicht. Dabei empfiehlt es sich 
Soll- und Ist-Resultat (wie in Abb. 7-14 gezeigt) im Kommentar der assert-An-
weisung anzugeben. Denn dieser Kommentar wird von JUnit ausgegeben, wenn der 
Vergleich fehlschlägt. Die Fehlersuche wird dadurch erheblich vereinfacht.
Das Beispiel in Abb. 7-14 zeigt nebenbei, dass ein Attribut mit dem OCL-Typ 
Set, wie Subject.obs, in Java am besten als Instanz der Klasse Bag implemen-
// Speichern des Vorzustands
Bag preObs = subject.getObservers();
... subject.attachObserver(a); ...
// Testauswertung/Prüfen der Nachbedingungen
Bag resObs = subject.getObservers();
preObs.add(SingleObserver);
assertTrue("Different sets of attached observers!" +
              "\nExpected: " + preObs.toString() +
              "\nResult  : " + resObs.toString(),
              preObs.equals(resObs));                                                                                                                   
7.4   Automatisierung rollenbasierter Testfälletiert wird. Diese ist zwar kein standardmäßiger Bestandteil des Java-Collection-Rah-
menwerks [Sun (2001)], lässt sich dort aber ohne großen Aufwand implementieren. 
Der Vorteil eines solchen Objekts besteht darin, dass man mehrere Vertreter dessel-
ben Elements darin ablegen kann, ohne dabei die Reihenfolge der Elemente zu be-
rücksichtigen. Ein Objekt der Klasse Bag ist daher leistungsfähiger als eine Menge 
im mathematischen Sinne, die bekanntlich keine Duplikate erlaubt. Da man bei der 
Testauswertung erst noch prüfen will, ob die zu testende Implementierung der im 
Rollenmodell spezifizierten Semantik entspricht, macht es nämlich keinen Sinn, das 
im Test verwendete Attribut von vornherein als Instanz der Klasse Set zu realisie-
ren. Denn dadurch würden eventuell vorhandene Duplikate bereits bei der Konver-
tierung im Adapter vernichtet, und es wäre nicht mehr möglich zu prüfen, ob die zu 
testende Implementierung irrtümlicherweise Duplikate verwendet.
Analog wird ein Attribut des OCL-Typs Sequence, wie zum Beispiel das Attri-
but Composite.comps aus dem Rollenmodell Component Searching (siehe Ab-
schnitt 8.3), in Java am besten als Objekt der Klasse List realisiert, die im 
Gegensatz zur Klasse Bag auch die Reihenfolge der Elemente berücksichtigt.
7.4.7 Auswirkungen auf Rollenmodell und Prüfling
Spätestens bei der Automatisierung rollenbasierter Testfälle zeigt sich, ob die Set-
up- und Query-Nachrichten eines Rollenmodells ausreichen, um einerseits die erfor-
derlichen Kollaborationszustände herzustellen und andererseits die Attribute und Ei-
genschaften der kollaborierenden Objekte zu inspizieren. So bereiten ungeeignete 
oder fehlende Set-up-Nachrichten vor allem beim Testaufbau Probleme, während 
fehlende Query-Nachrichten die Prüfung der Vorbedingungen und die Testauswer-
tung behindern. Jeder derartige Mangel in der Steuer- und Beobachtbarkeit der be-
teiligten Rollen erfordert deshalb, dass das betreffende Rollenmodell nochmals 
überarbeitet und bei Bedarf um zusätzliche Nachrichten erweitert wird.
Mit der Spezifikation einer weiteren Nachricht im Rollenmodell ist es allerdings 
meist noch nicht getan. Denn schließlich muss man am Ende jede Nachricht des Rol-
lenmodells mit einem Rollentypadapter auf die zu testende Implementierung abbil-
den. Dies setzt voraus, dass jede zu testende Klasse hierfür geeignete Methoden 
anbietet. Wenn dies nicht der Fall ist, muss die zu testende Implementierung daher 
im Vorfeld des Tests entsprechend erweitert werden, um ihre Testbarkeit zu verbes-
sern. Das Spektrum solcher Änderungen, die die Steuer- und Beobachtbarkeit der zu 
testenden Implementierung erhöhen, reicht dabei von der Integration zusätzlicher 
Zugriffsmethoden, die den Wert einzelner Attribute liefern, bis zu Methoden, die 
komplexe Eigenschaften eines Objekts berechnen oder Objekte konfigurieren. Das 
alles ist jedoch kein spezielles Problem des rollenbasierten Tests, sondern wird durch 
die Kapselung der Objekte verursacht, die zum Beispiel auch beim Klassentest 
Schwierigkeiten bereitet (siehe Abschnitt 3.3.1).163
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164  7.5 Zusammenfassung
Für den effizienten Regressionstest objektorientierter Programme ist es zwin-
gend, die Ausführung rollenbasierter Testfälle zu automatisieren. Denn nur automa-
tisierte Testfälle lassen sich schnell und zuverlässig wiederholen. In diesem Kapitel 
wurde daher gezeigt, wie man rollenbasierte Testfälle mit Hilfe des JUnit-Rahmen-
werks relativ einfach implementieren und ausführen kann. Und wie man gleichzeitig 
mit Hilfe der Rollentypadapter die Implementierungsunabhängigkeit der rollenba-
sierten Testfälle bewahren kann, so dass man die automatisierten Testfälle weiterhin 
auf verschiedene Implementierungen einer Kollaboration angewenden kann. Die 
Rollentypadapter bieten darüber hinaus noch eine Reihe weiterer Vorteile für den 
Test objektorientierter Software, wie zum Beispiel die Möglichkeit die beim Test 
zwischen den Objekten ausgetauschten Nachrichten aufzuzeichnen. Die hier vorge-
stellten Techniken zeigen somit alles in allem, wie man den rollenbasierten Test auch 
in der Praxis einsetzen kann, um die Qualität eines objektorientierten Programms zu 
erhöhen. Weitere technische Details zur Automatisierung rollenbasierter Testfälle 
finden sich im Anhang C.                                                                                                                   
8 Validierung am Beispiel JHotDraw
Der rollenbasierte Test objektorientierter Programme wurde am Beispiel des 
JHotDraw-Rahmenwerks validiert. Dazu wurden Rollenmodelle für zentrale Kolla-
borationen des Rahmenwerks konstruiert, um deren Testfälle im Anschluss mit JUnit 
zu automatisieren und auf die JHotDraw-Implementierung anzuwenden. Die dabei 
erstellten Rollenmodelle sowie die bei der Automatisierung und Durchführung der 
rollenbasierten Testfälle gemachten Beobachtungen werden im Folgenden vorge-
stellt und diskutiert. Am Ende des Kapitels werden dann, um den Ansatz zu bewer-
ten, die Effektivität des rollenbasierten Tests, die man an der Anzahl der in JHotDraw 
gefundenen Fehler erkennt, und der dafür notwendige Aufwand gegenübergestellt.
8.1 JHotDraw
JHotDraw [Eggenschwiler & Gamma (1998)] ist ein frei verfügbares Java-Rah-
menwerk für interaktive Zeichenprogramme. Es stellt viele der grundlegenden Funk-
tionen bereit, die man für Grafikprogramme benötigt, bei denen ein Benutzer per 
Maus und Tastatur grafische Figuren auf einer Zeichenfläche erzeugen, manipulieren 
und miteinander verknüpfen kann. Das Rahmenwerk unterstützt dabei die meisten 
heute für Grafikprogramme üblichen Operationen, wie zum Beispiel das Selektieren 
und Verschieben von grafischen Figuren.
Abb. 8-1  JHotDraw-Programm PERT-Editor
Ähnlich wie bei den meisten anderen Rahmenwerken auch können die Benutzer 
von JHotDraw die vorgegebene Funktionalität an ihre Bedürfnisse anpassen, indem 
sie neue grafische Figuren implementieren und anwendungsspezifische Abhängig-
keiten zwischen den Figuren definieren. Das Spektrum der mit JHotDraw so reali-165
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166  sierbaren Programme reicht dabei vom einfachen Malwerkzeug bis hin zum 
anwendungsspezifischen Editor, mit dem man Informationen einer Anwendungsdo-
mäne grafisch aufbereiten kann. Wie zum Beispiel der PERT-Editor in Abb. 8-1, mit 
dem man PERT-Charts für die Projektplanung editieren kann.
JHotDraw wurde speziell für Schulungszwecke entwickelt und baut auf einer 
Reihe früherer Rahmenwerke auf. So gehen viele der in JHotDraw verwendeten 
Konzepte und Kollaborationen auf HotDraw [Johnson (1992)] ein vergleichbares 
Smalltalk-Rahmenwerk zurück, und auch ET++, ein bekanntes C++-Rahmenwerk 
für interaktive GUI-Anwendungen [Weinand & Gamma (1995)], hat die Architektur 
des JHotDraw-Rahmenwerks durch seine Entwickler - unter anderem Erich Gamma 
- entscheidend beeinflusst. Dies alles lässt den Schluss zu, dass das JHotDraw-Rah-
menwerk trotz seines nicht-kommerziellen Hintergrunds eine hohe Reife besitzt, die 
es zu einem aussagekräftigen Umfeld für die Validierung des Testansatzes macht.
Genauso wie HotDraw [Johnson (1992), Beck & Johnson (1994)] zeichnet sich 
auch JHotDraw durch eine hohe Dichte an Entwurfsmustern aus. Dies lässt zum ei-
nen vermuten, dass die Kollaborationen des Rahmenwerks effizient implementiert 
sind, und dass das Rahmenwerk deshalb einer idealtypischen, objektorientierten Lö-
sung recht nahe kommt. Zum anderen haben es die in JHotDraw verwendeten Ent-
wurfsmuster erleichtert, im Zuge der Validierung zentrale Abläufe im Rahmenwerk 
zu rekonstruieren. Denn jedes Entwurfsmuster dokumentiert, wie das Rahmenwerk 
funktioniert. In Kombination mit der umfangreichen Dokumentation des Rahmen-
werks haben sie daher entscheidend dazu beigetragen, die wichtigsten Kollaboratio-
nen im Rahmenwerk zu identifizieren und Rollenmodelle dafür zu konstruieren.
8.1.1 Struktur des JHotDraw-Rahmenwerks
Technische Grundlage für die Validierung ist die JHotDraw-Version 5.1 [Eggen-
schwiler & Gamma (1998)]. Diese umfasst circa 150 Klassen und Java-Interfaces, 
die sich auf acht Java-Pakete verteilen. Dabei sind die wichtigsten Teile, die den 
Kern des Rahmenwerks ausmachen, im Paket framework abgelegt. Es enthält 
Java-Interfaces wie Figure, Drawing und DrawingView, die genau festlegen, 
welche Methoden zentrale Elemente wie eine Figur, eine Zeichnung oder die Sicht 
auf eine Zeichnung für JHotDraw implementieren müssen.
In den Paketen figures und standard sind hingegen häufig benötigte Imp-
lementierungen dieser Schnittstellen abgelegt. Getrennt danach, ob eine Klasse eine 
Figur, wie Ellipse- oder RectangleFigure, oder ein anderes JHotDraw-Ele-
ment implementiert. So enthält das Paket standard Basisimplementierungen der 
meisten in framework definierten Java-Interfaces, wie zum Beispiel die Klassen 
StandardDrawing und StandardDrawingView. Die drei Pakete figures, 
framework und standard bilden zusammen den Hauptteil des Rahmenwerks, 
der allein rund 100 Klassen und Java-Interfaces umfasst.
Auch vier auf JHotDraw basierende Programme sind Bestandteil der JHotDraw-
Version 5.1. Jedes davon ist in einem Subpaket des Pakets samples abgelegt:                                                                                                                   
8.1   JHotDraw• Nothing realisiert ein minimales Programm ohne konkrete Aufgabe, das 
den schnellen Einstieg in die JHotDraw-Programmierung erleichtert.
• JavaDraw ist ein einfaches, aber leistungsfähiges Zeichenprogramm, das 
eine Reihe unterschiedlicher Grafikwerkzeuge anbietet, mit denen man 
eine Zeichnung interaktiv erstellen und bearbeiten kann.
• PERT-Editor ist ein anwendungsspezifischer Editor, mit dem man inter-
aktiv PERT-Charts für die Projektplanung erstellen kann (siehe Abb. 8-1).
• Net-Editor ist ein anwendungsspezifischer Editor, um ein einfaches Netz-
werk (z.B. ein Rechnernetz) mit mehreren Knoten zu zeichnen.
Anwendungsspezifische Klassen, wie PertDependency und PertFigure
für den PERT-Editor oder NodeFigure für den Net-Editor, sind dabei jeweils im 
Subpaket des zugehörigen Beispielprogramms realisiert.
8.1.2 Objektstruktur eines JHotDraw-Programms
In Abb. 8-2 ist die typische Objektstruktur eines JHotDraw-Programms am Bei-
spiel des Zeichenprogramms JavaDraw abgebildet. Dargestellt sind die wichtigsten 
Objekte, die zur Laufzeit für das Programm instantiiert sein müssen. Im Zentrum 
steht demnach immer ein Objekt der Programmklasse, hier JavaDrawApp, das 
wiederum eine Reihe weiterer Objekte benötigt, zu denen unter anderem die bearbei-
tete Zeichnung, die die Zeichnung darstellende Sicht und das momentan aktive Gra-
fikwerkzeug gehören. In Abb. 8-2 repräsentiert durch Objekte der Klassen 
StandardDrawing, StandardDrawingView und SelectionTool.
Man kann die Objektstruktur eines JHotDraw-Programms somit grob in zwei Be-
reiche aufteilen. Auf der einen Seite stehen die beschriebenen, zentralen Objekte, die 
eine Zeichnung aus mehreren Figuren verwalten, darstellen und verändern. Sie bil-
den den Kern des Programms. Auf der anderen Seite steht die Zeichnung, die aus ei-
ner Menge von Figuren zusammengesetzt ist. Die Figurenhierarchie der Zeichnung 
entspricht dabei einem gerichteten, azyklischen Graphen von Figur-Objekten, der 
eine Instanz der Klasse StandardDrawing als Wurzel hat. Da eine Figur, wie die 
Instanz der Klasse GroupFigure in Abb. 8-2, wiederum aus Figuren zusammen-
gesetzt sein kann, ist die Tiefe dieser Hierarchie im Prinzip unbeschränkt.
Die Figuren einer Zeichnung werden zur Laufzeit - je nach ausgeführter Operati-
on - durch weitere Hilfsobjekte ergänzt, die in Abb. 8-2 ebenfalls angedeutet sind:
• Handles Mit einem Handle-Objekt kann man eine Eigenschaft einer 
Figur, wie zum Beispiel ihre Größe, interaktiv mit der Maus verändern. So 
kann man mit dem Handle in Abb. 8-2, einem Objekt der Klasse Chan-
geConnectionStartHandle, den Startpunkt einer Linie, ein Objekt 
der Klasse LineConnection, neu verknüpfen.
• Konnektoren Gemäß dem Entwurfsmuster Strategy [Gamma et al. 
(1995)] verwendet JHotDraw ein Konnektor-Objekt, um zu berechnen, wo 
eine Linie, die zwei Figuren miteinander verbindet, an eine Figur geknüpft 167
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168  werden soll. So berechnet zum Beispiel der Konnektor in Abb. 8-2, ein 
Objekt der Klasse ChopBoxConnector, den passenden Anknüpfungs-
punkt für die zugehörige Instanz der Klasse RectangleFigure.
Abb. 8-2  Kollaborationen in der Objektstruktur des JHotDraw-Programms JavaDraw
8.1.3 Betrachtete Rollenmodelle
Für die Validierung wurde versucht, möglichst unterschiedliche, aber für JHot-
Draw trotzdem zentrale Kollaborationen auszuwählen, um sie als Rollenmodelle zu 
spezifizieren. Wie in Abb. 8-2 durch gestrichelte Ellipsen angedeutet, decken die im 
Rahmen der Validierung erstellten Rollenmodelle daher ganz unterschiedliche Be-
reiche in der Objektstruktur eines JHotDraw-Programms ab. So konzentriert sich 
zum Beispiel das Rollenmodell Observer auf einen relativ kleinen, lokalen Aus-
schnitt der Objektstruktur (bzw. mehrere solcher Ausschnitte), während das Rollen-
modell Selection Mechanism eine Kollaboration beschreibt, die sich quer durch alle 
zentralen Objekte eines JHotDraw-Programms schneidet.
Folgende Rollenmodelle wurden im Rahmen der Validierung untersucht:
• Observer Obwohl in Abb. 8-2 nur für Objekte der Klassen Standard-
Drawing und StandardDrawingView eingezeichnet, wird das Ent-
wurfsmuster Observer im JHotDraw-Rahmenwerk überall eingesetzt, wo 
eine 1:n-Beziehung zwischen Objekten besteht - also insbesondere für die 
Beziehung zwischen Figuren in der Figurenhierarchie einer Zeichnung.
• Component Management und Component Searching beziehen sich 
beide auf die Figurenhierarchie einer Zeichnung und bei beiden steht die 
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8.1   JHotDrawWurzel der Hierarchie, nämlich die Zeichnung, im Vordergrund. Doch 
während Component Management beschreibt, wie man eine Zeichnung 
über die Wurzel aufbauen und verändern kann, gibt Component Searching
an, wie man in der fertigen Zeichnung ausgehend von der Wurzel nach 
einer bestimmten Figur suchen kann.
• Damage Collection bezieht sich ebenfalls auf die Figurenhierarchie einer 
Zeichnung. Im Gegensatz zu Component Management und Searching
steht hier aber nicht die Wurzel, sondern stehen die Blätter der Hierarchie 
im Vordergrund. Das Rollenmodell beschreibt, wie die Figuren den dar-
stellbaren Bereich einer Figur, sobald dieser ungültig wird, entlang ihrer 
Hierarchie propagieren, und wie die darstellende Sicht diesen Bereich für 
eine spätere Aktualisierung der Zeichnung sammelt.
• Selection Mechanism beschreibt den in JHotDraw für die Auswahl von 
Figuren verwendeten Werkzeugmechanismus. Das Modell beschreibt, wie 
man mit dem Auswahlwerkzeug Figuren in einer Zeichnung selektieren, 
deselektieren und verschieben oder durch Handles verändern kann. Dabei 
ist das Werkzeug nach dem Entwurfsmuster State [Gamma et al. (1995)] 
implementiert und auf Objekte mit dem aktuellen Werkzeugzustand, wie 
die Instanz der Klasse SelectAreaTracker in Abb. 8-2, angewiesen.
• Change Connection Handle beschreibt, wie man das Ende einer Linie, 
die zwei Figuren miteinander verbindet, mit einem Handle manipulieren 
und neu verknüpfen kann. Das Modell setzt folglich dort an, wo das Rol-
lenmodell Selection Mechanism aufhört, indem es zeigt, wie die Nachrich-
ten an ein Handle weiterverarbeitet werden. Also jene Nachrichten, die 
den Kontext des Rollenmodells Selection Mechanism verlassen.
8.1.4 Untersuchte Aspekte
Die Validierungsergebnisse für die Rollenmodelle Observer, Component Sear-
ching und Selection Mechanism werden in den Abschnitten 8.2 bis 8.4 noch ausführ-
licher betrachtet. Dabei werden für jedes Rollenmodell folgende Aspekte analysiert:
• Rollenmodell Der erste Teilabschnitt beschreibt die zentralen Bestand-
teile des erstellten Rollenmodells. Neben dem Kollaborationsziel und Rol-
lendiagramm sind dies die im Modell enthaltenen Rollen, wobei zwischen 
Hauptrollen, die an beinahe jedem Testfall beteiligt sind, und Nebenrollen, 
die nur für spezielle Objektkonstellationen nötig sind, unterschieden wird. 
Auch die für das Modell erforderlichen Rollentypen werden vorgestellt.
• Test Der zweite Teilabschnitt beschreibt die Stimulus-Nachrichten, für die 
als Teil des Rollenmodells Testfälle konstruiert wurden. Um einen Ein-
druck von der Testfallkonstruktion zu vermitteln, werden hier zumindest 
teilweise die für die Stimulus-Nachrichten identifizierten Kategorien und 
Partitionen sowie die dafür konstruierten Testfälle vorgestellt.169
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170  • Anwendbarkeit Der dritte Teilabschnitt fasst zusammen, welche Erfah-
rungen und Beobachtungen bei der Anwendung der rollenbasierten Test-
fälle auf die JHotDraw-Implementierung gemacht wurden. So wurden alle 
im Rahmen der Validierung erstellten Testfälle mit JUnit implementiert 
(siehe Kapitel 7) und anschließend auf unterschiedliche Kombinationen 
von JHotDraw-Klassen angewendet. Dazu wird mittels entsprechender 
Realisierungsdiagramme gezeigt, welche JHotDraw-Klassen welche Rol-
lentypen des Modells realisieren, so dass Objekte der Klasse in den zuge-
hörigen Rollen getestet werden können. Und es wird diskutiert, wo 
JHotDraw-Klassen für den rollenbasierten Test angepasst werden muss-
ten, um zum Beispiel ihre Testbarkeit zu verbessern, und welche weiteren 
Probleme bei der Anwendung der rollenbasierten Testfälle aufgetreten 
sind. Ziel dabei ist es, Grenzen des rollenbasierten Tests aufzuzeigen.
• Effektivität Um die Effektivität des Ansatzes zu beurteilen, gibt der letzte 
Teilabschnitt an, welche Fehler die Testfälle in der JHotDraw-Implemen-
tierung gefunden haben. Wenn man diese Anzahl später in Relation zum 
Aufwand für die Konstruktion eines Rollenmodells und seiner Testfälle 
setzt, kann man letzten Endes auch die Effizienz des Ansatzes abschätzen.
8.2 Observer
Das vom gleichnamigen Entwurfsmuster abgeleitete Rollenmodell Observer be-
schreibt eine relativ einfache und überschaubare Kollaboration. Nicht zuletzt deshalb 
wird es in dieser Arbeit immer wieder als Beispiel herangezogen. Doch darüber hin-
aus spezifiziert das Rollenmodell auch eine Kollaboration, die in objektorientierten 
Programmen und vor allem in JHotDraw an besonders vielen Stellen auftritt. So wird 
das Entwurfsmuster überall in JHotDraw verwendet, wo eine 1:n Beziehung zwi-
schen Objekten besteht; also zum Beispiel zwischen einer Zeichnung und ihren Sich-
ten oder einer Figur und der von ihr abhängigen Figuren. Das Rollenmodell kann 
deshalb auf unterschiedliche Bereiche von JHotDraw angewandt werden.
8.2.1 Rollenmodell
Kollaborationsziel des Rollenmodells Observer ist, eine 1:n Beziehung zwischen 
einem Subjekt und seinen Beobachtern, die sich für den aktuellen Zustand des Sub-
jekts interessieren, herzustellen. Ein Klient kann zu diesem Zweck Beobachter beim 
Subjekt registrieren und wieder löschen. Zudem kann er das Subjekt veranlassen, alle 
registrierten Beobachter über Änderungen zu benachrichtigen.
Hauptrollen im Rollenmodell Observer (siehe Abb. 8-3) sind:
• Subject Das Subjekt, an dessen Zustand die Beobachter interessiert sind.
• SingleObserver Ein dedizierter Beobachter des Subjekts.
Die Multirolle FellowObserver spielt im Gegensatz dazu nur eine Nebenrolle:                                                                                                                   
8.2   Observer• FellowObserver steht als Multirolle für weitere, anonyme Beobachter, 
die neben dem SingleObserver beim Subject registriert sind.
Abb. 8-3  Rollendiagramm des Rollenmodells Observer
Laut Abb. 8-3 unterscheidet man im Rollenmodell Observer zwei Rollentypen:
• Der Rollentyp Subject spezifiziert die Zuständigkeiten eines Subjekts, das 
erlaubt, neue Beobachter zu registrieren, alte zu löschen und bei Bedarf 
die registrierten Beobachter über Änderungen zu benachrichtigen.
• Der Rollentyp Observer definiert hingegen die Schnittstelle eines Beob-
achters, über die das Subjekt den Beobachter benachrichtigen kann.
8.2.2 Test
Die folgenden Nachrichten der Rolle Subject müssen beziehungsweise können als 
Stimulus-Nachrichten des Rollenmodells Observer getestet werden:
• attachObserver(a: Observer) registriert zusätzlich den Beob-
achter a in der Menge der bereits beim Subject registrierten Beobachter.
• detachObserver(a: Observer) löscht den Beobachter a aus der 
Menge der beim Subject registrierten Beobachter.
• notifyObservers() benachrichtigt alle beim Subject registrierten 
Beobachter darüber, dass sich der Zustand von Subject verändert hat.
• getObservers() gibt die Menge der momentan beim Subject regist-
rierten Beobachter zurück.
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172  Abb. 8-4  Kategorien und Partitionen für die Nachricht attachObserver(a: Observer)
Als Beispiel zeigt die Abb. 8-4 die im Rollenmodell Observer für die Nachricht 
attachObserver(a: Observer) identifizierten Kategorien und Partitionen. 
Sie sind identisch mit denen der Nachricht detachObserver(…). Die Tab. 8-1
zeigt die daraus resultierenden Testfälle für die Nachricht detachObserver(…).
Tab. 8-1 Testfälle für die Nachricht detachObserver(a: Observer)
Wie die Testfälle für die Nachricht detachObserver(…) in Tab. 8-1 zeigen, 
werden beim rollenbasierten Test insbesondere folgende Situationen berücksichtigt:
Subject.obs
C1 Anzahl der registrierten Observer
P1 keiner
P2 einer
P3 viele
C2 SingleObserver
P1 registriert als Observer
P2 nicht registriert als Observer
Parameter a
C1 Referenziertes Objekt
P1 referenziert kein Objekt
P2 referenziert das SingleObserver-Objekt
# Rolle Attribut/Nachricht Bedingungen
1 Subject
obs ->isEmpty()
a ->isEmpty()
detachObserver obs = obs@pre
2 Subject
obs ->size() = 1
a ->isEmpty()
detachObserver obs = obs@pre
3 Subject
obs ->size() > 1
a ->isEmpty()
detachObserver obs = obs@pre
4 Subject
obs ->isEmpty()
a SingleObserver
detachObserver obs = obs@pre
5 Subject
obs ->size() = 1 and not ->includes(SingleObserver)
a SingleObserver
detachObserver obs = obs@pre
6 Subject
obs ->size() > 1 and not ->includes(SingleObserver)
a SingleObserver
detachObserver obs = obs@pre
7 Subject
obs ->size() = 1 and ->includes(SingleObserver)
a SingleObserver
detachObserver obs->isEmpty()
8 Subject
obs ->size() = 2 and ->includes(SingleObserver)
a SingleObserver
detachObserver obs = obs@pre->excluding(SingleObserver)
9 Subject
obs ->size() > 2 and ->includes(SingleObserver)
a SingleObserver
detachObserver obs = obs@pre->excluding(SingleObserver)                                                                                                                   
8.2   Observer• Löschen einer leeren Referenz Obwohl der Parameter a keinen Beob-
achter referenziert, wird versucht, diesen für unterschiedlich viele bereits 
registrierte Beobachter zu entfernen (Testfälle 1 bis 3).
• Löschen des nicht registrierten SingleObserver Für unterschiedliche 
Zahlen registrierter Beobachter wird versucht, den selbst noch nicht beim 
Subject registrierten SingleObserver zu löschen (Testfälle 4 bis 6).
• Löschen des registrierten SingleObserver Für unterschiedliche Zahlen 
registrierter Beobachter wird versucht, den beim Subject registrierten Sin-
gleObserver zu löschen (Testfälle 7 bis 9).
Analog wird mit den neun Testfällen für die Nachricht attachObserver(…)
(siehe Abschnitt 6.5.2) geprüft, was geschieht, wenn man eine leere Referenz regis-
triert oder den SingleObserver das erste bzw. ein weiteres Mal registriert.
Tab. 8-2 Testfälle für die Nachricht notifyObservers()
Im Fall der Nachricht notifyObservers() reduzieren sich die Kategorien 
und Partitionen aus Abb. 8-4 auf die Kategorie C1 des Attributs Subject.obs. In 
den zugehörigen Testfällen (siehe Tab. 8-2) wird also nur die Zahl der registrierten 
Beobachter variiert, wobei geprüft wird, ob in jedem Kollaborationszustand tatsäch-
lich alle Beobachter benachrichtigt werden. Da notifyObservers() eine Up-
date-Nachricht ist, spezifiziert die Tab. 8-2 die update()-Nachrichten an die 
FellowObserver als Soll-Resultat, während der OCL-Ausdruck obs = obs@pre
nur prüft, ob die Menge der beim Subject registrierten Beobachter unverändert bleibt.
Tab. 8-3 Testfälle für die Nachricht getObservers(): Set(Observer)
Schließlich zeigt die Tab. 8-3 noch die Testfälle für die optional zu testende Que-
ry-Nachricht getObservers(). Auch in diesem Fall wird nur die Anzahl der be-
reits registrierten Beobachter variiert. Als Soll-Resultat wird hier der für die 
Nachricht erwartete Rückgabewert spezifiziert, also die Menge jener Beobachter, die 
beim Testaufbau im Attribut Subject.obs abgelegt wurden.
# Rolle Attribut/Nachricht Bedingungen
1 Subject
obs ->isEmpty()
notifyObservers obs = obs@pre
2 Subject
obs ->size() = 1
notifyObservers obs = obs@pre andmessages->includes(’FellowObserver.update()’)
3 Subject
obs ->size() > 1
notifyObservers obs = obs@pre andmessages->includes(’FellowObserver.update()’)
# Rolle Attribut/Nachricht Bedingungen
1 Subject
obs ->isEmpty()
getObservers result->isEmpty()
2 Subject
obs ->size() = 1
getObservers result = obs@pre
3 Subject
obs ->size() > 1
getObservers result = obs@pre173
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174  8.2.3 Anwendbarkeit
Die Kollaboration Observer wird in JHotDraw für zwei verschiedene Aufgaben 
eingesetzt. Zum einen, um voneinander abhängige Figuren in einer Zeichnung über 
Ereignisse zu informieren, zum anderen, um die Sichten, die eine Zeichnung darstel-
len, über den aktuellen Zustand der Zeichnung zu informieren. Beide Fälle können 
mit dem Rollenmodell Observer getestet werden.
8.2.3.1 Anwendbarkeit auf die Figuren einer Zeichnung
Das Realisierungsdiagramm in Abb. 8-5 zeigt, welche Figur-Klassen in JHot-
Draw die für das Rollenmodell Observer erforderlichen Rollentypen realisieren:
• Subject Der Rollentyp Subject wird von jeder Klasse realisiert, die von 
der abstrakten Rahmenwerksklasse AbstractFigure erbt. Sie imple-
mentiert bereits alle Zuständigkeiten eines Subjekts in der Figurenhierar-
chie und wird in der Regel von Subklassen unverändert übernommen.
• Observer Als Beobachter einer Figur können in JHotDraw nur Klassen 
fungieren, die das dafür vorgesehene Java-Interface FigureChange-
Listener implementieren. Dieses definiert eine Methode für jedes zu 
übermittelnde Ereignis. Durch Redefinition der Methoden kann daher 
festgelegt werden, auf welche Ereignisse Objekte der Klasse reagieren.
Die Kollaboration Observer wird in JHotDraw verwendet, um fünf unterschied-
liche Ereignisse zwischen Figuren zu übermitteln. Entsprechend definiert auch das 
Java-Interface FigureChangeListener fünf verschiedene Methoden:
• figureInvalidated(…) teilt einem Beobachter mit, dass der dar-
stellbare Bereich des Subjekts ungültig geworden ist und daher neu 
gezeichnet werden muss.
• figureChanged(…) teilt dem Beobachter mit, dass sich ein wichtiger 
Aspekt des Subjekts verändert hat.
• requestRemove(…) teilt dem Beobachter mit, dass das Subjekt aus 
der Figurenhierarchie entfernt werden soll.
• figureRemoved(…) teilt dem Beobachter mit, dass das Subjekt end-
gültig aus der Figurenhierarchie gelöscht wurde.
• figureRequestUpdate(…) teilt dem Beobachter mit, dass das Sub-
jekt eine sofortige Aktualisierung der Zeichnung wünscht.
Jedes als separate Methode definierte Ereignis liefert dabei eine eigene Instanz 
des Rollenmodells Observer, die für sich getestet werden kann. Weil sich die beob-
achtete Figur in der Rolle Subject dabei aber nicht ändert, genügt es hier, immer nur 
die Nachrichten notifyObservers() und update() an das jeweils zu testen-
de Ereignis anzupassen. Zum Beispiel müssen sie das eine Mal an das Methodenpaar 
invalidate()/figureInvalidated(…)und das andere Mal an das Paar 
changed()/figureChanged(…) adaptiert werden.                                                                                                                   
8.2   ObserverAbb. 8-5  Observer-Realisierungsdiagramm für die Figur-Klassen in JHotDraw 5.1
Wenn man allerdings das Rollenmodell Observer auf die in Abb. 8-5 dargestell-
ten JHotDraw-Klassen anwendet, treten in der Praxis die folgenden Probleme auf:
• Fehlende Implementierung der Nachricht notify() Für die zwei Metho-
den figureRequestRemove(…) und -Update(…) existiert in der 
Klasse AbstractFigure keine Methode, die der Nachricht notify-
Observers() entspricht; wie etwa invalidate() für die Nachricht 
figureInvalidated(…). Stattdessen greifen die anderen Objekte 
direkt auf die beim Subject registrierten Beobachter zu. Dies erfordert, 
dass man eine solche Methode nachträglich implementiert, um die Rollen-
modellnachricht notifyObservers() beim Test darauf abzubilden.
• Verwaltung der Beobachter Die beim Subjekt registrierten Beobachter 
werden in JHotDraw in einer Kette von Objekten der Klasse Figu-
reChangeEventMultiCaster (einer Subklasse der JDK-Klasse 
AWTEventMultiCaster [Sun (2001)]) verwaltet. Dies macht es 
schwierig, im Test die Menge der registrierten Beobachter zu ermitteln. 
Für die Nachricht getObservers() muss die Klasse FigureChan-
geEventMultiCaster daher erst durch geeignete Zugriffsmethoden 
erweitert werden, die die Beobachter aus dieser Kette extrahieren.
• Test der Klasse FigureChangeEventMultiCaster Auch die Klasse 
FigureChangeEventMultiCaster implementiert das Java-Inter-
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176  face FigureChangeListener und realisiert so den Rollentyp Obser-
ver. Ein Test der Klasse scheitert aber daran, dass man ihre Instanzen, 
damit sie korrekt funktionieren, mit weiteren Beobachtern als Dummy-
Elemente initialisieren muss. Denn dies verändert die Menge der regist-
rierten Beobachter. Genauer betrachtet handelt es sich bei Instanzen der 
Klasse also nur um Hilfsobjekte und nicht um herkömmliche Beobachter.
• Sequenz der Benachrichtigungen Die Reihenfolge, in der die Beobach-
ter benachrichtigt werden, ist in JHotDraw frei wählbar (vergleiche 
Abschnitt 5.6.2.3). Dies muss bei der Spezifikation von Nachrichten als 
Soll-Resultat berücksichtigt werden, da die rollenbasierten Testfälle sonst 
irrtümlicherweise einen Fehler melden, wo keiner ist.
8.2.3.2 Anwendbarkeit auf die Beziehung Drawing/DrawingView
Die zweite Implementierung des Rollenmodells Observer in JHotDraw dient da-
zu, eine Sicht, zum Beispiel ein GUI-Fenster, über Veränderungen der durch die 
Sicht dargestellten Zeichnung zu informieren. Gemäß Realisierungsdiagramm in 
Abb. 8-6 realisieren dabei die zwei Zeichnungsklassen StandardDrawing und 
BouncingDrawing mit dem Java-Interface Drawing beide den Rollentyp Sub-
ject, während die Klasse StandardDrawingView anhand des Java-Interface 
DrawingChangeListener den Rollentyp Observer realisiert.
Abb. 8-6  Observer-Realisierungsdiagramm für Drawing und DrawingView in JHotDraw 5.1
Wie bei den Figur-Klassen wird auch hier die Kollaboration Observer dazu ver-
wendet, unterschiedliche Ereignisse an die Sicht zu übermitteln, wobei für jedes Er-
eignis eine Methode im Interface DrawingChangeListener definiert ist:
• Mit drawingInvalidated(…) teilt eine Zeichnung ihrer Sicht mit, 
dass sie sich teilweise verändert hat und neu dargestellt werden muss. Sie 
leitet so den mit figureInvalidated(…) erhaltenen Bereich weiter.
• Mit drawingRequestUpdate(…) teilt eine Zeichnung ihrer Sicht 
mit, dass ihre Darstellung aktualisiert werden muss, und sie kann so einen 
Aufruf der Methode figureRequestUpdate(…) weiterleiten.
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8.3   Component SearchingDemzufolge kann man die Testfälle ähnlich wie bei den Figur-Klassen auf zwei 
Methodenpaare, figureInvalidated(…)/drawingInvalidated(…) und 
figureRequestUpdate(…)/drawingRequestUpdate(…), anwenden. Je 
nachdem, für welches Ereignis die Propagierung getestet werden soll.
Da die registrierten Beobachter in diesem Fall in einem Java-Vektor verwaltet 
werden, auf den man mit der Methode drawingChangeListeners() direkt zu-
greifen kann, gibt es hier keine Probleme wegen fehlender Beobachtbarkeit der re-
gistrierten Beobachter. Dafür müssen jedoch die Beobachter, also die Adapter der 
DrawingView-Klassen, beim Testaufbau mit einem Objekt der Klasse DrawAp-
plication initialisiert werden, das in JHotDraw den Kontext einer Sicht bildet.
8.2.4 Effektivität
In den zwei im vorigen Abschnitt vorgestellten JHotDraw-Implementierungen 
der Kollaboration Observer wurden die zwei folgenden Fehler, die jeweils die Imp-
lementierung der Nachricht attachObserver(…) betreffen, gefunden:
• Registrieren einer leeren Referenz In den Klassen StandardDra-
wing und BouncingDrawing kann auch eine leere Referenz als Beob-
achter registriert werden. Dies hat aber zur Folge, dass das Programm mit 
einer NullPointerException abstürzt, wenn man im Anschluss die 
Beobachter über Änderungen benachrichtigt. Die Figur-Klassen in JHot-
Draw ignorieren hingegen die Registrierung einer leeren Referenz.
• Doppelte Registrierung eines Beobachters In beiden Implementierun-
gen der Kollaboration kann man denselben Beobachter ein zweites Mal 
beim Subjekt registrieren, so dass er anschließend auch zweimal benach-
richtigt wird. In anderen Implementierungen des Entwurfsmusters, zum 
Beispiel im JDK 1.3, wird hingegen vor der Registrierung geprüft, ob ein 
Beobachter bereits registriert ist.
8.3 Component Searching
Das Rollenmodell Component Searching spezifiziert, wie in der Hierarchie einer 
JHotDraw-Zeichnung nach jener Figur gesucht wird, die einen gegebenen Punkt, 
zum Beispiel die aktuelle Mausposition, enthält. Dabei gilt die Prämisse, dass die Fi-
gurenhierarchie zu diesem Zeitpunkt komplett aufgebaut ist und sich im Verlauf der 
Kollaboration nicht mehr verändert. Abhängig von der anfänglichen Objektkonstel-
lation führt die Kollaboration dabei zu ganz unterschiedlichen Resultaten.
8.3.1 Rollenmodell
Das Rollenmodell Component Searching setzt voraus, dass mehrere Komponen-
ten in einer Baumstruktur verwaltet werden, die eine Hierarchie von Teilen und de-
ren Zusammenfassungen repräsentiert. Dabei haben gemäß dem Entwurfsmuster 177
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178  Composite [Gamma et al. (1995)] einzelne und zusammengesetzte Komponenten 
eine gemeinsame Schnittstelle. Gleichzeitig besitzt jede so verwaltete Komponente 
einen rechteckigen, darstellbaren Bereich, den sie zum Beispiel auf einer Zeichenflä-
che einnimmt. Mit den zwei Nachrichten findComponent(a: Point) und 
findComponentInside(a: Point) kann dann nach jener Komponente ge-
sucht werden, die in ihrem darstellbaren Bereich den gegebenen Punkt a enthält. Da-
für ist insbesondere die Reihenfolge der Komponenten von Bedeutung, da diese zum 
Beispiel der Anordnung der Figuren auf einer Zeichenfläche entspricht.
Abb. 8-7  Rollendiagramm des Rollenmodells Component Searching
Hauptrollen des Rollenmodells Component Searching (siehe Abb. 8-7) sind:
• Leaf und OtherLeaf sind zwei dedizierte Komponenten, die nicht zusam-
mengesetzt sind, und möglicherweise den gegebenen Punkt enthalten.
• Root steht für die Wurzel der Komponentenhierarchie und ist dementspre-
chend aus Teilkomponenten zusammengesetzt.
Bei den übrigen Rollen in Abb. 8-7 handelt es sich hingegen um Nebenrollen:
• Intermediate ist eine zusammengesetzte Teilkomponente von Root.
• Decorator ist eine dekorierende Komponente (vgl. Entwurfsmuster Deco-
rator [Gamma et al. (1995)]), die selbst Teilkomponente von Root ist. 
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8.3   Component Searching• RootChild und IntermediateChild stehen für Komponenten, die neben 
Leaf und OtherLeaf Teilkomponenten von Root bzw. Intermediate sind.
Gemäß Abb. 8-7 umfasst das Rollenmodell genau drei verschiedene Rollentypen:
• Der Rollentyp Component spezifiziert die Zuständigkeiten einer Kompo-
nente, die einen rechteckigen, darstellbaren Bereich besitzt. Dazu gehört 
die Prüfung, ob die Komponente einen gegebenen Punkt enthält, und die 
Suche nach eventuellen Teilkomponenten der Komponente.
• Der Rollentyp Composite erweitert Component um die Zuständigkeiten 
einer zusammengesetzten Komponente. Man kann die direkten Teilkom-
ponenten sowie deren Reihenfolge verändern, und man kann nach jener 
direkten Teilkomponente suchen, die einen gegebenen Punkt enthält.
• Der Rollentyp Decorator erweitert Component um die Zuständigkeiten 
einer Komponente, die als Dekoration einer anderen Komponente dient.
8.3.2 Test
Die folgenden Nachrichten der Rolle Root müssen als Stimulus-Nachrichten des 
Rollenmodells Component Searching getestet werden:
• findComponentInside(a: Point): Component sucht jene 
Komponente in der Komponentenhierarchie, die den Punkt a enthält und 
nicht zusammengesetzt ist, sonst wird null zurückgegeben.
• findComponent(a: Point): Component sucht jene direkte Teil-
komponente von Root, die den Punkt a enthält, gibt sonst null zurück.
• getComponents(): Sequence(Component) gibt die geordnete 
Folge der direkten Teilkomponenten von Root zurück.
• setAsFirst(c: Component) setzt die Komponente c an die erste 
Stelle der geordneten, von Root verwalteten Folge von Teilkomponenten.
• setAsLast(c: Component) setzt die Komponente c an die letzte 
Stelle der geordneten, von Root verwalteten Folge von Teilkomponenten.
Als Beispiel zeigt die Abb. 8-8 die für die Nachricht findComponentInsi-
de(a: Point) identifizierten Kategorien und Partitionen. Sie sind nahezu iden-
tisch mit denen der Nachricht findComponent(…), bei der man lediglich die 
Kategorie C2 für das Attribut Intermediate.comps vernachlässigen kann, da 
die Nachricht nur die direkten Teilkomponenten einer Komponente betrachtet.
Tab. 8-4 zeigt eine Auswahl aus den insgesamt 31 Testfällen für findCompo-
nentInside(…), die beim Test die folgenden Situationen berücksichtigen:
• Leaf kein Teil der Komponentenhierarchie Für unterschiedlich viele 
Elemente der Multirolle RootChild wird geprüft, was passiert, wenn Leaf
den Punkt a enthält, aber kein Teil der Hierarchie ist (Testfälle 1 bis 3).
• Leaf direkte Teilkomponente von Root Für unterschiedlich viele Ele-
mente der Multirolle RootChild wird geprüft, was passiert, wenn Leaf179
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180  direkte Teilkomponente von Root ist. Für den Fall, dass Leaf den Punkt a
enthält (Testfälle 4 bis 6) und umgekehrt (Testfälle 7 bis 9).
Abb. 8-8  Kategorien und Partitionen für findComponentInside(a: Point)
• Überlappung von Leaf und OtherLeaf Leaf und OtherLeaf enthalten 
den Punkt a, wurden aber in unterschiedlicher Reihenfolge als Teilkom-
ponenten von Root eingefügt (Testfälle 10 bis 12).
• Leaf keine direkte Teilkomponente von Root Für unterschiedlich viele 
Elemente der Multirolle IntermediateChild, wird geprüft, was passiert, 
wenn Leaf Teilkomponente von Intermediate ist und den Punkt a enthält 
(Testfälle 13 bis 15) bzw. nicht enthält (Testfälle 16 bis 18). Auch hier tes-
tet man zusätzlich die Überlappung mit OtherLeaf (Testfälle 19 bis 21).
Root.comps
C1 Anzahl der Teilkomponenten
P1 keine
P2 eine
P3 viele
C2 Position von Leaf/OtherLeaf/Intermediate/Decorator
P1 erste Teilkomponente
P2 dazwischen (weder erste noch letzte Teilkomponente)
P3 letzte Teilkomponente
C3 Position von Leaf relativ zu OtherLeaf
P1 kommt davor
P2 kommt danach
C4 Position von OtherLeaf relativ zu Intermediate
P1 kommt davor
P2 kommt danach
Intermediate.comps
C1 Anzahl der Teilkomponenten
P1 eine
P2 zwei
P3 viele
C2 Position von Leaf/OtherLeaf
P1 erste Teilkomponente
P2 dazwischen (weder erste noch letzte Teilkomponente)
P3 letzte Teilkomponente
C3 Position von Leaf relativ zu OtherLeaf
P1 kommt davor
P2 kommt danach
Decorator.comp
C1 Referenziertes Objekt
P1 referenziert das Leaf Objekt
Parameter a
C1 Leaf
P1 enthält den Punkt a
P2 enthält nicht den Punkt a
C2 OtherLeaf
P1 enthält den Punkt a
P2 enthält nicht den Punkt a                                                                                                                   
8.3   Component SearchingTab. 8-4 Auswahl von Testfällen für findComponentInside(a: Point)
• OtherLeaf als direkte/Leaf als indirekte Teilkomponente von Root Für 
verschiedene Konstellationen wird geprüft, was passiert, wenn beide Leaf
und OtherLeaf den Punkt a enthalten und Leaf Teilkomponente von Inter-
mediate sowie OtherLeaf von Root ist (Testfälle 22 bis 29).
• Dekoration von Leaf Für die Fälle, dass Leaf den Punkt a enthält (Test-
fall 30) bzw. nicht enthält (Testfall 31), wird geprüft, was passiert, wenn 
Leaf gleichzeitig durch den Decorator dekoriert wird.
Analog prüfen die 28 Testfälle für die Nachricht findComponent(a:
Point), ob diese tatsächlich nur direkte Teilkomponenten, und wenn ja, ob sie je-
weils die richtige Teilkomponente zurückliefert.
# Rolle Attribut/Nachricht Bedingungen
2
Intermediate comps
Decorator comp
Root
comps ->size() = 1
a Leaf.contains(a)
findCompInside result->isEmpty()
5
Intermediate comps
Decorator comp
Root
comps ->size() = 2 and ->includes(Leaf)
a Leaf.contains(a)
findCompInside result = Leaf
8
Intermediate comps
Decorator comp
Root
comps ->size() = 2 and ->includes(Leaf)
a not Leaf.contains(a)
findCompInside result->isEmpty()
12
Intermediate comps
Decorator comp
Root
comps ->size() > 3 and x > 1 and x < y and y < ->size() and ->at(x) = Leaf and ->at(y) = OtherLeaf
a Leaf.contains(a) and OtherLeaf.contains(a)
findCompInside result = OtherLeaf
14
Intermediate comps ->size() = 2 and ->includes(Leaf)
Decorator comp
Root
comps ->size() > 2 and ->includes(Intermediate)
a Leaf.contains(a)
findCompInside result = Leaf
24
Intermediate comps ->size() > 2 and ->includes(Leaf)
Decorator comp
Root
comps ->size() > 3 and ->first() = OtherLeaf and ->last() <> Intermediate and ->includes(Intermediate)
a Leaf.contains(a) and OtherLeaf.contains(a)
findCompInside result = Leaf
30
Intermediate comps
Decorator comp Leaf
Root
comps ->size() > 2 and ->includes(Decorator)
a Leaf.contains(a)
findCompInside result = Leaf181
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182  Abb. 8-9  Kategorien und Partitionen für getComponents(): Sequence(Component)
Tab. 8-5 Testfälle für die Nachricht getComponents(): Sequence(Component)
Wie die Kategorien und Partitionen für die Nachricht getComponents(…) in 
Abb. 8-9 zeigen, sind die übrigen Nachrichten des Rollenmodells weniger komplex 
als findComponent(…) und -Inside(…). Denn zum einen muss man bei die-
Root.comps
C1 Anzahl der Teilkomponenten
P1 keine
P2 eine
P3 viele
C2 Leaf
P1 ist Teilkomponente
P2 ist keine Teilkomponente
C3 Decorator
P1 enthalten
P2 nicht enthalten
C4 Intermediate
P1 enthalten
P2 nicht enthalten
Intermediate.comps
C1 Anzahl der Teilkomponenten
P1 viele
C2 Leaf
P1 ist Teilkomponente
Decorator.comp
C1 Referenziertes Objekt
P1 referenziert das Leaf Objekt
# Rolle Attribut/Nachricht Bedingungen
1
Intermediate comps
Decorator comp
Root
comps ->isEmpty()
getComponents result->isEmpty()
2
Intermediate comps
Decorator comp
Root
comps ->size() = 1 and ->includes(Leaf)
getComponents result = comps@pre
3
Intermediate comps
Decorator comp
Root
comps ->size() > 1 and ->includes(Leaf)
getComponents result = comps@pre
4
Intermediate comps ->size() > 2 and ->includes(Leaf)
Decorator comp
Root
comps ->size() > 2 and ->includes(Intermediate)
getComponents result = comps@pre
5
Intermediate comps
Decorator comp Leaf
Root
comps ->size() > 2 and ->includes(Decorator)
getComponents result = comps@pre                                                                                                                   
8.3   Component Searchingsen Nachrichten keine Konkurrenz zwischen Leaf und OtherLeaf testen, zum ande-
ren muss man in diesem Fall nur die direkten Teilkomponenten von Root betrachten.
Es genügt folgende Konstellationen von Komponenten zu testen (siehe Tab. 8-5):
• Root ohne Teilkomponenten Es wird geprüft, was passiert, wenn Root
gar keine Teilkomponenten enthält (Testfall 1).
• Leaf als direkte Teilkomponente von Root Für unterschiedlich viele 
weitere Teilkomponenten von Root wird getestet, was geschieht, wenn 
Leaf direkte Teilkomponente von Root ist (Testfälle 2 und 3).
• Leaf als Teilkomponente von Intermediate bzw. Decorator Es wird 
getestet, ob im Fall, dass Leaf keine direkte Teilkomponente von Root ist, 
nicht irrtümlich auch Leaf zurückgegeben wird (Testfall 4 bzw. 5).
Tab. 8-6 Auswahl von Testfällen für die Nachricht setAsFirst(c: Component)
Die Kategorien und Partitionen für die Nachrichten setAsFirst(c: Compo-
nent) und setAsLast(c: Component) unterscheiden sich von denen der 
Nachricht getComponents(…) nur insofern, dass für beide Nachrichten auch die 
Position von Leaf innerhalb des Attributs Root.comps relevant ist, und dass eine 
neue Kategorie für das durch den Parameter c referenzierte Objekt hinzukommt.
Entsprechend testen die 11 Testfälle für die Nachricht setAsFirst(…), wie 
die exemplarische Auswahl in Tab. 8-6 belegt, folgende Situationen:
# Rolle Attribut/Nachricht Bedingungen
1
Intermediate comps
Decorator comp
Root
comps ->size() > 1
c ->isEmpty()
setAsFirst comps = comps@pre
2
Intermediate comps
Decorator comp
Root
comps ->isEmpty()
c Leaf
setAsFirst comps = comps@pre
3
Intermediate comps
Decorator comp
Root
comps ->size() > 1
c Leaf
setAsFirst comps = comps@pre
5
Intermediate comps
Decorator comp
Root
comps ->size() = 2 and ->first() = Leaf
c Leaf
setAsFirst comps = comps@pre
10
Intermediate comps ->size() > 2 and ->includes(Leaf)
Decorator comp
Root
comps ->size() > 2 and ->includes(Intermediate)
c Leaf
setAsFirst comps = comps@pre183
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184  • Leere Referenz Es wird geprüft, was passiert, wenn der Parameter c gar 
kein Objekt referenziert (Testfall 1).
• Root ohne Teilkomponenten Es wird getestet, was geschieht, wenn c
Leaf referenziert, Root aber keine Teilkomponenten besitzt (Testfall 2).
• Leaf keine Teilkomponente Was passiert, wenn Root Teilkomponenten 
hat, zu denen aber nicht das durch c referenzierte Leaf gehört (Testfall 3).
• Leaf an verschiedenen Positionen Es wird getestet, ob sich die Reihen-
folge der Teilkomponenten von Root verändert, wenn Leaf an verschiede-
nen Positionen im Attribut Root.comps abgelegt ist (Testfälle 4 bis 9).
• Leaf keine direkte Teilkomponente Zudem werden die Fälle geprüft, 
wenn Leaf Teil von Intermediate oder Decorator ist (Testfall 10 bzw. 11).
Abb. 8-10  Component-Searching-Realisierungsdiagramm für JHotDraw 5.1
8.3.3 Anwendbarkeit
Das Realisierungsdiagramm in Abb. 8-10 zeigt, welche JHotDraw-Klassen die 
für das Rollenmodell Component Searching erforderlichen Rollentypen realisieren:
• Component Die Klasse AbstractFigure implementiert die wichtigs-
ten Funktionen einer Figur mit einem rechteckigen, darstellbaren Bereich; 
wie etwa die Methode displayBox(Rectangle r), mit der dieser 
Bereich neu gesetzt werden kann. Auch alle Klassen, die von 
AbstractFigure erben, realisieren damit automatisch den Rollentyp 
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8.3   Component SearchingComponent. Dies gilt allerdings nicht für die Klassen Composite- und 
DecoratorFigure sowie deren Subklassen, da diese bereits das Ver-
halten des übergeordneten Rollentyps Composite bzw. Decorator realisie-
ren und mit ihren Methoden rekursiv auf enthaltene Teilfiguren zugreifen.
• Composite Alle Klassen, die von CompositeFigure erben, realisieren 
den Rollentyp Composite, indem sie Methoden anbieten, um Teilfiguren 
zu aggregieren. Aus Sicht des Rollenmodells besteht dabei kein semanti-
scher Unterschied zwischen GroupFigure und StandardDrawing. 
Beide realisieren den Rollentyp Composite, und die Kollaboration funkti-
oniert mit Instanzen beider Klassen in der Rolle Intermediate.
• Decorator Alle von DecoratorFigure abgeleiteten Klassen realisie-
ren den Rollentyp Decorator.
Interessant ist hier, dass sich Instanzen der Klasse PertFigure, die Knoten in 
einem PERT-Chart repräsentieren, nicht für die Rolle Composite eigenen. Und das, 
obwohl PertFigure genauso wie GroupFigure von der Klasse Composite-
Figure erbt. Ursache hierfür ist, dass die Klasse PertFigure für jede Instanz 
mehrere Teilfiguren erzeugt, die sie anschließend aggregiert. Man kann daher nicht 
kontrollieren, welche Figurenhierarchie zur Laufzeit aufgebaut wird. Diese Kontrol-
le ist jedoch eine Voraussetzung dafür, dass das Rollenmodell Component Searching
funktioniert. PertFigure implementiert also gar keine zusammengesetzte Figur, 
sondern eigentlich eine nicht weiter zerlegbare Einzelfigur, die nur von Composi-
teFigure erbt, um die Implementierung der Klasse wiederzuverwenden.
Wendet man das Rollenmodell Component Searching auf die in Abb. 8-10 darge-
stellten JHotDraw-Klassen an, treten allerdings in der Praxis folgende Probleme auf:
• Mangelnde Steuerbarkeit Bei einigen komplexeren Figuren wie Text-
Figure, PolyLineFigure und LineConnection erschwert die 
mangelnde Steuerbarkeit ihres darstellbaren Bereichs den Testaufbau. 
Denn diese Klassen implementieren die dafür zuständige Methode dis-
playBox(Rectangle r) entweder funktionslos oder falsch, so dass 
sich die Figuren beim Testaufbau nicht wie gefordert ausrichten lassen.
• Zwei Methoden für denselben Zweck Die JHotDraw-Basisklasse 
AbstractFigure definiert gleich zwei Methoden, nämlich decom-
pose() und figures(), um auf Teilfiguren einer Figur (im Fall einer 
Einzelfigur nur die Figur selbst) zuzugreifen. Subklassen der Klasse Com-
positeFigure redefinieren jedoch nur die Methode figures(), 
während die Methode decompose() dort die in AbstractFigure
implementierte Semantik behält. Verwendet man im Test die falsche 
Methode decompose(), führt dies also zwangsläufig zu Fehlern.
• Initialisierung mit Dummy-Elementen Der Test von Verbindungsfigu-
ren, wie sie PolyLineFigure und LineFigure implementieren, 
erfordert, dass man diese beim Testaufbau mit beliebigen, aber sinnvollen 185
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186  Start- und Endpunkten ausstattet. Ebenso müssen Objekte der Klassen 
GroupFigure und BorderDecorator für die Rolle einer einzelnen 
Komponente mit geeigneten Teilfiguren als Dummies initialisiert werden.
• Test der Klasse BouncingDrawing Auch die Klasse BouncingDra-
wing implementiert das Java-Interface Drawing und realisiert daher den 
Rollentyp Root. Um die Figuren animiert darzustellen, dekoriert sie aber 
jede neu hinzugefügte Figur mit einer Instanz der Klasse Anima-
tionDecorator, wodurch die eingefügten Figuren ihre Identität verlie-
ren. Nebenbei entsteht so eine Figurenhierarchie, die nicht mehr mit der 
im Rollenmodell übereinstimmt. Auch eine ausgeklügelte Adaption der 
Klassen, kann die daraus resultierenden Probleme nicht beheben.
• final-Methoden Die Methode figures() in CompositeFigure ist 
als final deklariert. Um sie im Testadapter zu redefinieren, muss diese 
technische Einschränkung aufgehoben werden.
8.3.4 Effektivität
Abgesehen von fehlerhaften und fehlenden Implementierungen der Methode 
displayBox(…) bei einigen Figuren, die den Testaufbau behindern (siehe Ab-
schnitt 8.3.3), wurden mit dem Rollenmodell Component Searching in JHotDraw 
keine Fehler gefunden. Eine Ursache hierfür mag sein, dass die Kollaboration mit je-
dem Mausklick des Benutzers angestoßen wird, und so eventuelle Fehler in der Ge-
samtfunktion eines JHotDraw-Programms schnell auffallen.
Eine Untersuchung der JHotDraw-Implementierung zeigt aber auch, dass schon 
kleine Defekte, wie etwa eine vergessene Redefinition der Nachricht findCompo-
nent(…), ausreichen, um einen Fehler in der Kollaboration zu verursachen. So ist 
die Rekursion in den Rollen Intermediate und Decorator ein potenzieller Schwach-
punkt der Kollaboration Component Searching, die immer das Risiko eines Fehlers 
birgt. Mit den Testfällen des Rollenmodells kann man diese jedoch schnell finden.
8.4 Selection Mechanism
Das Rollenmodell Selection Mechanism beschreibt, wie die Objekte in JHotDraw 
zusammenspielen müssen, damit ein Benutzer mit der Maus Figuren selektieren und 
verändern kann. Als Beispiel zeigt die Abb. 8-11, wie man in JHotDraw mehrere Fi-
guren mit einem so genannten Lasso-Rechteck gleichzeitig selektieren kann, wobei 
die Auswahl auch die Handles der Komponente aktiviert. Im Einzelnen kann ein Be-
nutzer folgende Aktionen mit dem JHotDraw-Auswahlwerkzeug ausführen:
• Selektion und Deselektion einzelner Figuren per Mausklick
• Selektion mehrerer Figuren mit einem Lasso-Rechteck (siehe Abb. 8-11)
• Verschieben einer oder mehrerer selektierter Figuren mit der Maus
• Verändern einer selektierten Figur mit einem aktivierten Handle                                                                                                                   
8.4   Selection MechanismDer Benutzer kann dabei mit der Umschalttaste steuern, ob bereits selektierte Fi-
guren ausgewählt bleiben oder wieder aus der Auswahl entfernt werden sollen.
Abb. 8-11  JHotDraw - Selektieren von Figuren in JavaDraw mit einem Lasso-Rechteck
Der dem Rollenmodell zugrundeliegende Werkzeug-Mechanismus ist ein zentra-
les Element der JHotDraw-Architektur. Die Kollaboration hat deshalb entscheidende 
Bedeutung für das Verhalten eines JHotDraw-Programms. Aufgrund der unter-
schiedlichen Aktionen, die man mit dem Auswahlwerkzeug ausführen kann, be-
schreibt das Rollenmodell dabei eine der komplexesten Kollaboration in JHotDraw. 
Beides macht das Rollenmodell für die Validierung besonders interessant.
8.4.1 Rollenmodell
Mit dem Auswahlwerkzeug können Komponenten selektiert und deselektiert so-
wie selektierte Komponenten verschoben werden. Zudem kann, falls eine Kompo-
nente bereits selektiert ist, mit dem dadurch aktivierten Handle das Aussehen der 
Komponente verändert werden. Das Werkzeug empfängt hierzu Nachrichten über 
Maus- und Tastatureingaben, auf die es reagiert, indem es Operationen auf die selek-
tierten Komponenten anwendet. Die selektierbaren Komponenten werden dabei alle 
in einer zusammengesetzten Komponente, zum Beispiel einer Zeichnung, verwaltet.
Hauptrollen des Rollenmodells Selection Mechanism (siehe Abb. 8-12) sind:
• SelectionTool steht für das Werkzeug, mit dem Komponenten ausgewählt 
und verschoben sowie Handles manipuliert werden.
• SelectionAdmin steht für das Objekt, das die Menge der momentan selek-
tierten Komponenten und der zugehörigen Handles verwaltet.
• Root steht für die Wurzel der Komponentenhierarchie, die alle selektier-
baren Komponenten enthält.
• FirstComponent steht für eine dedizierte Komponente, die selektiert und 
manipuliert werden kann.187
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188  Nebenrollen des Rollenmodells in Abb. 8-12 sind im Gegensatz dazu:
• SecondComponent steht für eine dedizierte Komponente, die alternativ 
zu FirstComponent ausgewählt und manipuliert werden kann.
• First- und SecondHandle stehen für dedizierte Handles, mit denen First-
bzw. SecondComponent verändert werden können.
• Fellow- und SelectedComponent stehen für weitere (selektierte) Kompo-
nenten, die neben First- und SecondComponent Teil von Root sind.
• RubberBander steht für jenes Objekt, das das Lasso-Rechteck darstellt.
Abb. 8-12  Rollendiagramm des Rollenmodells Selection Mechanism
Gemäß Abb. 8-12 umfasst das Rollenmodell sechs verschiedene Rollentypen:
• Der Rollentyp SelectionTool spezifiziert die Zuständigkeiten eines Werk-
zeugs, das Nachrichten über Mausoperationen, wie Drücken, Ziehen und 
Loslassen der Maus, empfängt und diese weiterverarbeitet.
• Der Rollentyp Component spezifiziert die Zuständigkeiten einer Kompo-
nente mit Position und darstellbarem Bereich. Dazu gehört auch die Prü-
fung, ob sie oder eines ihrer Handles einen gegebenen Punkt enthält.
-""
-""G -""G -"" -""
G
G
KK7EE
O

O;
&(
&(
II

%
%
KK:EE
&(&&+""",
&1+""",
&/&+""",
KK4:EE
+,(
*&+,(

%+,
"""
I+,"""
O/	
KK%EE
+%=%(,
&+,
O
&+
%,
KK:EE

%+""",

%+""",

%+""",

%&+,
KK4:EE
I+(,"""

%&+,+""",
O/
%&4+
%,
KK&%EE

%+""",
KK4:EE

%+""","""

%&+,4"""
O.
%
O
%
/
%&(
KK:EE
+""",
KK&%EE
&+/,

(+""",
I
"""
KK4:EE
&+(,"""
+,"""
(&+,"""
I+(,
O
%
O
%
/
%&(
KK:EE
+""",
KK&%EE
&+/,

(+""",
I
"""
KK4:EE
&+(,"""
+,"""
(&+,"""
I+(,
O.&
%
O
%
/
%&(
KK:EE
+""",
KK&%EE
&+/,

(+""",
I
"""
KK4:EE
&+(,"""
+,"""
(&+,"""
I+(,
O
%
O
%
/
%&(
KK:EE
+""",
KK&%EE
&+/,

(+""",
I
"""
KK4:EE
&+(,"""
+,"""
(&+,"""
I+(,
O.&I
OI
KK%EE
&+(,
&%+(,
&%+(,
KK4:EE
&+(,"""

%+,"""

%
OI
OI
KK%EE
&+(,
&%+(,
&%+(,
KK4:EE
&+(,"""

%+,"""

%                                                                                                                   
8.4   Selection Mechanism• Der Rollentyp SelectionAdmin verwaltet die Menge der selektierten 
Komponenten und liefert jenes Handle einer selektierten Komponente 
zurück, das sich an einem gegebenen Punkt befindet.
• Der Rollentyp Root verwaltet Komponenten in einer festen Reihenfolge 
und sucht die zuoberst liegende Komponente, die einen Punkt enthält.
• Der Rollentyp Handle verarbeitet Nachrichten, die angeben, ob eine Ver-
schiebung des Handles gestartet, fortgeführt oder abgeschlossen wird. 
Dazu gehört auch die Prüfung, ob das Handle einen Punkt enthält.
• Der Rollentyp RubberBander zeichnet und löscht das Lasso-Rechteck.
8.4.2 Test
Die folgenden Nachrichten der Rolle SelectionTool müssen als Stimulus-Nach-
richten des Rollenmodells Selection Mechanism getestet werden:
• mousePressed(shift: Boolean, a: Point) übermittelt das 
Ereignis, dass die Maus am Punkt a gedrückt wurde. Der Parameter 
shift gibt dabei an, ob gleichzeitig die Umschalttaste gedrückt war.
• mouseDragged(a: Point) übermittelt das Ereignis, dass die Maus 
bei gedrückter Maustaste an die Position a gezogen wurde.
• mouseReleased(shift: Boolean, a: Point) übermittelt das 
Ereignis, dass die Maus am Punkt a losgelassen wurde. Der Parameter 
shift gibt dabei an, ob gleichzeitig die Umschalttaste gedrückt war.
Abb. 8-13 zeigt dazu die für die Nachricht mouseDragged(a: Point) iden-
tifizierten Kategorien und Partitionen. Da man bei dieser Nachricht im Gegensatz zu 
mousePressed(…) weder den Zustand der Umschalttaste noch die Konkurrenz 
zwischen First- und SecondComponent berücksichtigen muss, und man im Gegen-
satz zu mouseReleased(…) auch weniger Konstellationen bezüglich der am 
Ende durch das Lasso-Rechteck ausgewählten Komponenten unterscheiden muss, ist 
mouseDragged(…) noch die einfachste der drei Nachrichten. Um den Rahmen 
dieses Kapitels nicht zu sprengen, aber trotzdem einen Eindruck von den Testfällen 
des Rollenmodells Selection Mechanism zu vermitteln, werden hier deshalb nur die 
Testfälle für die Nachricht mouseDragged(…) vorgestellt.
Für die Verschiebung mit der Nachricht mouseDragged(…) sind vor allem die 
Startposition (im Attribut SelectionTool.start), die letzte Position (im Attri-
but Selection.last) und die momentane Position (als Parameter a übergeben) 
des Mauszeigers von Bedeutung (siehe Abb. 8-13). Dabei wird auch eine Snap-to-
Distanz zur Startposition berücksichtigt, in der noch keine Verschiebung der selek-
tierten Komponenten erfolgt. Darüber hinaus muss man die durch das eventuell auf-
gezogene Lasso-Rechteck selektierten Komponenten im Test betrachten. Insgesamt 
erfordert die Nachricht mouseDragged(…) daher insgesamt 39 Testfälle. Im Ver-
gleich dazu erfordern die Nachrichten mousePressed(…) und mouseReleas-
ed(…) sogar 50 beziehungsweise 77 rollenbasierte Testfälle.189
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190  Abb. 8-13  Kategorien und Partitionen für mouseDragged(a: Point)
Entsprechend testen die 39 Testfälle für die Nachricht mouseDragged(a:
Point), wie die exemplarische Auswahl in Tab. 8-7 belegt, folgende Situationen:
• Verschiebung nach Mausklick in den Zeichenbereich Für verschiedene 
Konstellationen der Positionen start, last und a wird geprüft, was 
passiert, nachdem man mit der Maus in den leeren Bereich zwischen den 
Root.comps
C1 Anzahl der Komponenten
P1 viele
SelectionAdmin.selection
C1 Anzahl der ausgewählten Komponenten
P1 keine
P2 eine
P3 viele
C2 FirstComponent
P1 ausgewählt
P2 nicht ausgewählt
SelectionTool.actComp
C1 Zuletzt aktivierte Komponente
P1 leere Referenz
P2 referenziert FirstComponent
SelectionTool.actHandle
C1 Zuletzt aktiviertes Handle
P1 leere Referenz
P2 referenziert FirstHandle
SelectionTool.last
C1 Verhältnis zu start
P1 äquivalent
P2 in Snap-to-Distanz
P3 außerhalb Snap-to-Distanz
C2 Rechteck (start, last) enthält nicht-ausgewählte Komponenten
P1 keine
P2 einige
C3 Rechteck (start, last) enthält ausgewählte Komponenten
P1 keine
P2 einige
Parameter a
C1 Verhältnis zu start
P1 äquivalent
P2 in Snap-to-Distanz
P3 außerhalb Snap-to-Distanz
C2 Verhältnis zu last
P1 äquivalent
P2 nicht äquivalent
C3 Rechteck (start, a) enthält nicht-ausgewählte Komponenten
P1 keine
P2 einige
C4 Rechteck (start, a) enthält ausgewählte Komponenten
P1 keine
P2 einige                                                                                                                   
8.4   Selection MechanismKomponenten geklickt hat (Testfälle 1 bis 11). Es wird vor allem geprüft, 
ob in diesem Fall wie erwartet das Lasso-Rechteck dargestellt wird.
Tab. 8-7 Auswahl von Testfällen für die Nachricht mouseDragged(a: Point)
• Verschiebung nach Mausklick bei gedrückter Umschalttaste Für 
unterschiedliche Konstellationen der Positionen start, last und a
(allerdings hier ohne Snap-to-Distanz) wird getestet, was geschieht, wenn 
# Rolle Attribut/Nachricht Bedingungen
11
SelectionAdmin selection ->size() > 1
SelectionTool
actComp ->isEmpty()
actHandle ->isEmpty()
last
not inSnapToDist(start, last) and
rectContainsSomeComps(start, last, Root.comps) and
rectContainsSomeComps(start, last, SelectionAdmin.selection)
a
not equals(last) and not inSnapToDist(start, a) and
rectContainsSomeComps(start, a, Root.comps) and
rectContainsSomeComps(start, a, SelectionAdmin.selection)
mouseDragged
SelectionAdmin.selection = SelectionAdmin.selection@pre and
SelectionAdmin.selection->forAll(position = position@pre) and
messages->includes(’RubberBander.erase()’) and
messages->includes(’RubberBander.draw(start, a)’)
15
SelectionAdmin selection ->size() > 1
SelectionTool
actComp FirstComponent
actHandle ->isEmpty()
last
not equals(start) and
rectContainsSomeComps(start, last, Root.comps) and
rectContainsSomeComps(start, last, SelectionAdmin.selection)
a
not equals(last) and not equals(start) and
rectContainsSomeComps(start, a, Root.comps) and
rectContainsSomeComps(start, a, SelectionAdmin.selection)
mouseDragged
SelectionAdmin.selection = SelectionAdmin.selection@pre and
SelectionAdmin.selection->forAll(position = position@pre) and
messages->includes(’RubberBander.erase()’) and
messages->includes(’RubberBander.draw(start, a)’)
20
SelectionAdmin selection ->size() > 2 and includes(fc)
SelectionTool
actComp FirstComponent
actHandle ->isEmpty()
last not equals(start) and inSnapToDist(start, last)
a not equals(last) and equals(start)
mouseDragged SelectionAdmin.selection = SelectionAdmin.selection@pre andSelectionAdmin.selection->forAll(position = position@pre)
27
SelectionAdmin selection ->size() = 1 and includes(FirstComponent)
SelectionTool
actComp FirstComponent
actHandle ->isEmpty()
last not inSnapToDist(start, last) andrectContainsSomeComps(start, last, Root.comps)
a not equals(last) and not inSnapToDist(start, a) andrectContainsSomeComps(start, a, Root.comps)
mouseDragged SelectionAdmin.selection = SelectionAdmin.selection@pre andallCompsMoved(last, a, SelectionAdmin.selection)
35
SelectionAdmin selection ->size() > 2 and includes(FirstComponent)
SelectionTool
actComp ->isEmpty()
actHandle FirstHandle
last not equals(start) and inSnapToDist(start, last)
a
not equals(last) and not inSnapToDist(start, a) and
rectContainsSomeComps(start, a, Root.comps) and
rectContainsSomeComps(start, a, SelectionAdmin.selection)
mouseDragged
SelectionAdmin.selection = SelectionAdmin.selection@pre and
SelectionAdmin.selection->excluding(FirstComponent)-> 
forAll(position=position@pre) and messages-> 
includes(’FirstHandle.step(a)’)191
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192  man bei gedrückter Umschalttaste in die bereits selektierte Komponente 
FirstComponent klickt (Testfälle 12 bis 15). Denn dann muss FirstCom-
ponent deselektiert und ein Lasso-Rechteck aufgezogen werden.
• Verschiebung ausgewählter Komponenten Für dieselben Konstellatio-
nen der Positionen start, last und a wie in den Testfällen 1 bis 11 
wird geprüft, ob tatsächlich alle selektierten Komponenten verschoben 
werden, wenn man in die Komponente FirstComponent geklickt hat, und 
diese anschließend immer noch selektiert ist (Testfälle 16 bis 26).
• Anzahl gleichzeitig ausgewählter Komponenten In Anlehnung an den 
Testfall 26 werden zusätzlich zwei Grenzfälle mit keiner bzw. einer 
gleichzeitig selektierten Komponente getestet (Testfälle 27 und 28).
• Verschiebung eines Handles Für dieselben Konstellationen der Positio-
nen start, last und a wie in den Testfällen 1 bis 11 wird geprüft, ob 
die Mausverschiebung an das Handle FirstHandle propagiert wird, wenn 
man in dieses Handle geklickt hat (Testfälle 29 bis 39).
Die mitunter umfangreichen OCL-Bedingungen in Tab. 8-7 sind zum Teil mit 
entsprechenden OCL-Funktionen formuliert, die zuvor in den OCL-Invarianten der 
Testfalltabelle spezifiziert wurden. So berechnet zum Beispiel die OCL-Funktion 
inSnapToDist(…), ob zwei Punkte in Snap-to-Distanz zueinander liegen, und 
die OCL-Funktion rectContainsSomeComps(…), ob sich Komponenten im 
durch zwei Punkte aufgespannten Lasso-Rechteck befinden. Die dafür notwendigen, 
komplexen OCL-Bedingungen lassen sich so mehrfach wiederverwenden.
Abb. 8-14  Selection-Mechanism-Realisierungsdiagramm für JHotDraw 5.1
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8.4   Selection Mechanism8.4.3 Anwendbarkeit
Das Realisierungsdiagramm in Abb. 8-14 zeigt, welche JHotDraw-Klassen die 
für das Rollenmodell Selection Mechanism erforderlichen Rollentypen realisieren:
• SelectionAdmin In JHotDraw verwaltet die Sicht auf eine Zeichnung die 
aktuell selektierten Figuren. Als einzige Sichtklasse realisiert daher nur 
StandardDrawingView in JHotDraw den Rollentyp SelectionAdmin. 
Um die Klasse zu testen, muss man jedoch den SelectionAdmin-Adapter 
beim Testaufbau mit einem Objekt der Application-Klasse als Kon-
text und dem Root-Adapter der darzustellenden Zeichnung versorgen.
• Root Der Rollentyp Root wird in JHotDraw von der Klasse Standard-
Drawing realisiert, da sie das Java-Interface Drawing implementiert.
• SelectionTool Nur die Klassen SelectionTool und MySelection-
Tool implementieren Auswahlwerkzeuge in JHotDraw. Da Werkzeuge in 
JHotDraw das Entwurfmuster State [Gamma et al. (1995)] nutzen, bei 
dem alle Ereignisse an Zustandsobjekte delegiert werden, muss man aber 
vor dem rollenbasierten Test für beide Klassen die Testbarkeit erhöhen. So 
muss sich ein Werkzeug für die Testauswertung merken, wo die Maus 
zuletzt geklickt wurde, und wo sie sich bei einer vorangegangenen Ver-
schiebung befand. Außerdem muss es speichern, welche Figur oder wel-
ches Handle der letzte Mausklick aktiviert hat.
• Rubberbander Eines der Zustandsobjekte für die Auswahlwerkzeuge in 
JHotDraw implementiert die Klasse SelectAreaTracker. Sie verar-
beitet alle Ereignisse, die ein Auswahlwerkzeug im Lasso-Modus errei-
chen, und ist somit für die Darstellung des Lasso-Rechtecks zuständig. Sie 
realisiert als einzige in JHotDraw den Rollentyp RubberBander. Da Werk-
zeuge in JHotDraw ihre Zustandsobjekte selbst erzeugen, kann man den 
dafür notwendigen Adapter hier allerdings nicht direkt beim Testaufbau 
erzeugen, sondern muss ihn indirekt instantiieren (siehe Anhang C.6).
• Component Alle von AbstractFigure abgeleiteten Klassen, also alle 
Figuren in JHotDraw, realisieren den Rollentyp Component.
• Handle Alle Subklassen der Klasse AbstractHandle in JHotDraw 
realisieren den Rollentyp Handle. Dabei entscheidet jedoch die jeweilige 
Figur in der Rolle First- bzw. SecondComponent, welches Handle die 
Rolle First- und welches die Rolle SecondHandle spielt. Denn die für eine 
Figur verfügbaren Handles erzeugt in JHotDraw die Factory-Methode 
handles() [Gamma et al. (1995)] der jeweiligen Figur-Klasse. Die Set-
up-Nachricht makeHandleContainPoint(a: Point) steuert des-
halb, indem sie die Figur entsprechend ausrichtet, welches der Handles 
beim Test aktiviert wird. Dabei müssen die Adapter für die Handles wie 
beim Rubberbander indirekt instantiiert werden (siehe Anhang C.6).193
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194  Man kann die Adapter für die Rollen First- und SecondComponent also beim Test 
nicht mit beliebigen Handles kombinieren, sondern diese legen selbst fest, welche 
Handles an der Kollaboration teilnehmen. So kann man zum Beispiel ein Objekt der 
Klasse PolygonHandle nur dann in der Rolle FirstHandle testen, wenn ein Ob-
jekt der Klasse PolygonFigure die Rolle FirstComponent spielt, das so ausge-
richtet wurde, dass im Test die Position der Maus mit dem Handle zusammenfällt.
Wendet man das Rollenmodell Selection Mechanism auf die in Abb. 8-14 darge-
stellten JHotDraw-Klassen an, treten allerdings in der Praxis folgende Probleme auf:
• Identifizierung der Handle-Adapter Die Methode handles() erzeugt 
mit jedem Aufruf neue Handle-Objekte. Dies hat zur Folge, dass im Test 
verschiedene Adapter für ein und dieselbe Rolle erzeugt werden. Um fest-
zustellen, welche Rolle ein Adapter spielt, reicht es daher nicht mehr aus, 
die Identität der Adapter zu vergleichen. Jeder Adapter muss deshalb eine 
Nachricht getRoleName() implementieren (siehe Abschnitt 7.4.1), die 
den Namen der gespielten Rolle zurückgibt. Der Adapter eines Handles 
kann nämlich daran, ob First- oder SecondComponent der Eigentümer des 
Handles ist, feststellen, welche Rolle er spielt.
• Adaption der Klasse SelectAreaTracker Die Methoden der Klasse 
SelectAreaTracker sind als private deklariert und daher für Sub-
klassen unzugänglich. Um sie im RubberBander-Adapter zu redefinieren, 
muss man sie deshalb eigens für den Test als protected deklarieren.
• Adaption der Handles Alle Handles, um eine Figur an ihren Ecken und 
Kanten zu skalieren, sind in JHotDraw in der Klasse BoxHandleKit
zusammengefasst. Bevor man eines dieser Handles adaptieren kann, muss 
man daher erst dessen Klasse in eine eigene Datei auslagern.
• Überlagerung mit anderen Kollaborationen Da sich die Kollaboration 
Selection Mechanism an ihren Rändern mit anderen Kollaborationen über-
lagert, muss man im Test häufig die Nachrichtensequenz unterbrechen 
(siehe Anhang C.3.2). Zum Beispiel muss, weil beim Test kein funktionie-
render Grafikkontext existiert, verhindert werden, dass der RubberBander
tatsächlich versucht das Lasso-Rechteck zu zeichnen. Und beim Test von 
Handles, die ein Verbindungsende manipulieren, muss ausgeschlossen 
werden, dass dabei tatsächlich auf die verknüpften Figuren zugegriffen 
wird, da sie für den Test nicht instantiiert werden. In diesen Fällen genügt 
es zu prüfen, ob die Nachrichten tatsächlich verschickt werden.
• Mangelnde Steuerbarkeit Auch hier bereitet die mangelnde Steuerbar-
keit des darstellbaren Bereichs von Figuren wie TextFigure, Pert-
Figure und GroupFigure Probleme beim Testaufbau.
• Initialisierung mit Dummy-Elementen Und auch hier muss man Instan-
zen der Klassen PolyLineFigure, GroupFigure sowie Border-                                                                                                                   
8.4   Selection MechanismDecorator, die eine Rolle mit Rollentyp Component spielen, beim 
Testaufbau mit geeigneten Dummy-Elementen initialisieren.
• Test der Klasse BouncingDrawing Aufgrund der Dekorationsproblema-
tik (siehe Abschnitt 8.3.3) sind auch hier Instanzen der Klasse Bounc-
ingDrawing nicht für die Rolle Root geeignet.
8.4.4 Effektivität
Wie bereits die Entwickler des JHotDraw-Rahmenwerks feststellen mussten: 
„adding rubberband support required lots of debugging“ [Eggenschwiler & Gamma 
(1998)], beschreibt das Rollenmodell Selection Mechanism eine der komplexesten 
Kollaboration im JHotDraw-Rahmenwerk. So ist es auch nicht weiter verwunder-
lich, dass der rollenbasierten Test trotz des für JHotDraw eingesetzten Entwicklungs-
aufwands immer noch sechs Fehler in der JHotDraw-Implementierung gefunden hat. 
Diese zum Teil subtilen Fehler sind in erster Linie auf Defekte in den Klassen Sel-
ectionTool und StandardDrawingView zurückzuführen, werden zum Teil 
aber auch durch die Klassen DragTracker und SelectAreaTracker, die die 
Zustandsobjekte des Auswahlwerkzeugs implementieren, verursacht:
• Reihenfolge der Handles Die Reihenfolge, in der die Methode selec-
tionHandles() der Klasse StandardDrawingView die Handles 
der aktuell selektierten Figuren zurückgibt, entspricht nicht jener, in der 
ihre Figuren in der Zeichnung angeordnet sind. Falls sich die Handles 
zweier Figuren verdecken, wird daher unter Umständen das verdeckte und 
somit falsche Handle verändert.
• Mausklick auf selektierte Figur Falls man bei gedrückter Umschalttaste 
mit der Maus auf eine bereits selektierte Figur klickt, so wird diese wie 
erwartet deselektiert. Bewegt man dann die Maus mit weiterhin gedrück-
ter Maustaste, wird aber nicht, wie zu erwarten wäre, ein Lasso-Rechteck 
aufgezogen, sondern werden die noch selektierten Figuren verschoben.
• Falsche Startposition Befindet sich die Position, die mit der letzten 
Mausbewegung erreicht wurde, noch in Snap-to-Distanz zur Startposition 
einer Verschiebung mit gedrückter Maustaste, wird beim Loslassen der 
Maustaste diese Position und nicht die ursprüngliche Startposition ver-
wendet. Die Verschiebung einer Figur bleibt daher unvollständig.
• Ungültige Verschiebung Falls die letzte, mit mouseDragged(…) über-
mittelte Position identisch mit der Startposition ist, wird die zuvor vorge-
nommene Verschiebung einer Figur nicht, wie zu erwarten, rückgängig 
gemacht. Hier kommt irrtümlicherweise die Snap-to-Distanz zum Tragen.
• Unvollständige Verschiebung Bei der Verschiebung einer Figur wird die 
letzte durch mouseReleased(…) übermittelte Position nicht berück-
sichtigt. Die Verschiebung einer Figur ist deshalb unvollständig.195
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196  • Keine Prüfung der Umschalttaste Die Nachricht mousePressed(…)
prüft die Umschalttaste nur zu Beginn einer Verschiebung mit gedrückter 
Maustaste. Lässt der Benutzer die Umschalttaste zwischenzeitlich los, 
bleibt eine zu Beginn ausgewählte Figur beim Loslassen der Maustaste 
daher trotzdem ausgewählt, obwohl sie nicht im Lasso-Rechteck liegt.
Der Test der JHotDraw-Implementierung mit dem Rollenmodell Selection Me-
chanism zeigt allerdings auch Grenzen des rollenbasierten Tests. So haben die rol-
lenbasierten Testfälle zum Beispiel nicht entdeckt, dass eine Figur nicht ausgewählt 
wird, wenn eine Seite ihres darstellbaren Bereichs exakt mit der Kante des aufgezo-
genen Lasso-Rechtecks zusammenfällt. Ein Fehler, der nur zufällig gefunden wurde.
Ursache des Fehlers ist, dass die Klasse SelectAreaTracker nach einem 
Auswahlvorgang nicht prüft, ob das Rechteck, das dem darstellbaren Bereich der Fi-
gur entspricht, im Lasso-Rechteck enthalten ist, sondern nur, ob dessen Eckpunkte 
darin liegen. Die dafür verwendete Klasse Rectangle des JDK 1.3 [Sun (2001)] 
unterscheidet aber zwischen einzelnen Punkten und Rechtecken. So wird ein Recht-
eck A, bei dem eine Kante mit der eines Rechtecks B zusammenfällt, und das sonst 
vollständig im Rechteck B enthalten ist, als Teil des Rechtecks B betrachtet, während 
ein Punkt auf einer Kante von B nicht als Teil des Rechtecks angesehen wird.
Die Testfälle für Selection Mechanism erkennen diesen Grenzfall nicht, weil die 
bei der Testfallkonstruktion ausgewählten Kategorien und Partitionen dafür zu grob 
sind. Dies ließe sich zwar durch die Hinzunahme weiterer Kategorien und Partitionen 
lösen, doch dem steht entgegen, dass man deren Zahl minimieren muss, um die Zahl 
der resultierenden Testfälle noch handhaben zu können. Der einzig sinnvolle Aus-
weg aus diesem Dilemma besteht darin, derart detaillierte Eigenschaften bereits auf 
einer feiner granularen Ebene zu testen. So könnte man zum Beispiel schon im Vor-
feld testen, ob Objekte der Klasse Rectangle so wie erwartet funktionieren. Denn, 
wenn gewährleistet ist, dass sich eine Implementierung nur auf derart geprüfte Ba-
sismechanismen einer Klasse verlässt, kann man darauf verzichten, in einem Rollen-
modell wie Selection Mechanism jedes Detail von neuem zu testen.
8.5 Bewertung des Verfahrens
Die Effektivität eines Testverfahrens kann man daran messen, wie viele und wel-
che Fehler der damit durchgeführte Test findet. Demgegenüber steht jedoch der Auf-
wand, der notwendig ist, um mit dem Verfahren Testfälle zu konstruieren und diese 
auszuführen. Ein Test rechnet sich nämlich erst dann, wenn dieser Aufwand in einem 
vernünftigen Verhältnis zu den im Test gefundenen Fehlern steht. Im Folgenden wird 
daher zum einen untersucht, wie viele und welche Fehler mit den für die Validierung 
erstellten Rollenmodellen in JHotDraw gefunden wurden, und zum anderen, wel-
chen Aufwand dies erforderte. Schließlich wird beides gegenübergestellt, um die Ef-
fizienz des rollenbasierten Tests zu beurteilen.                                                                                                                   
8.5   Bewertung des Verfahrens8.5.1 Effektivität des Verfahrens
Die Übersicht in Abb. 8-15 zeigt, wie viele Fehler mit jedem für die Validierung 
erstellten Rollenmodell in der JHotDraw-Implementierung gefunden wurden. Dabei 
sind nur die Fehler aufgeführt, die einer tatsächlichen Abweichung zwischen der Im-
plementierung einer Kollaboration und ihrer Spezifikation im Rollenmodell entspre-
chen (und die deshalb hier explizit diskutiert wurden). Andere Mängel in JHotDraw, 
wie etwa unvollständig implementierte Subklassen, die zum Beispiel die Testauto-
matisierung behindert haben, sind hier nicht mitgezählt.
Betrachtet man die Werte in Abb. 8-15, fällt auf, dass mit den meisten JHotDraw-
Rollenmodellen immer noch eine Vielzahl von Fehlern in der JHotDraw-Implemen-
tierung gefunden wurde. Und das, obwohl das Rahmenwerk in der Version 5.1 als 
weitgehend ausgereift gelten kann - zumindest soweit es derart wichtige Kollabora-
tionen wie Observer, Component Management und Selection Mechanism betrifft. 
Zwar wurde mit den Modellen Component Searching und Damage Collection kein 
Fehler in JHotDraw gefunden, doch ist dies vermutlich weniger auf die mangelnde 
Effektivität der Testfälle als auf die zentrale Bedeutung der Kollaborationen für das 
Rahmenwerk zurückzuführen (vergleiche auch Abschnitt 8.3.4). Der rollenbasierte 
Test hilft also in jedem Fall, die Qualität eines Programms zu verbessern.
Abb. 8-15  Übersicht über die in JHotDraw gefundenen Fehler
Untersucht man die Art dieser beim rollenbasierten Test entdeckten Fehler genau-
er, so lassen sich die gefundenen Fehler in wenigstens vier Kategorien unterteilen:
• Defekte in der Implementierung Zum Teil sind die Fehler durch kon-
krete Defekte in einer Klasse verursacht, wie zum Beispiel im Fall Selec-
tion Mechanism die falsche Reihenfolge der selektierten Figuren oder im 
Fall Component Management falsch berechnete Rückgabewerte.
• Vergessene Funktionalität Einige Fehler haben ihre Ursache darin, dass 
zwar ursprünglich geplant war, eine bestimmte Funktionalität zu imple-
mentieren, später aber vergessen wurde, die angedachte Lösung auch in 
die Tat umzusetzen. Beispiele hierfür sind eine nicht implementierte Steu-
erung der Sichtbarkeit von Handles im Fall Change Connection Handle
oder die vergessene Prüfung der Umschalttaste im Fall Selection Mecha-
nism.
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198  • Unklare Spezifikation Manche Fehler sind darauf zurückzuführen, dass 
es ohne Rollenmodell noch keine klare Spezifikation der Kollaboration 
gab. Derartige Fehler zeugen nicht von einem Defekt in der Implementie-
rung, sondern deuten vielmehr auf eine unklare Spezifikation, die schließ-
lich zu einer ungeeigneten Implementierung geführt hat. Ein Beispiel für 
einen solchen Fehler ist eine umständliche Berechnung des Verknüpfungs-
punkts bei der Verschiebung eines Handles im Fall Change Connection 
Handle. Die Konstruktion eines Rollenmodells kann hier helfen, eine Kol-
laboration übersichtlicher und intuitiver zu implementieren.
• Übersehene Randbedingungen und Sonderfälle Die meisten mit dem 
rollenbasierten Test in JHotDraw gefundenen Fehler sind allerdings auf 
Randbedingungen und Sonderfälle der jeweiligen Kollaboration zurück-
zuführen, die bei der Implementierung schlicht übersehen wurden. Dazu 
gehört das Einfügen leerer Referenzen in den Fällen Observer und Com-
ponent Management genauso wie die falsche Verschiebung einer Kompo-
nente für spezielle Mauspositionen im Fall Selection Mechanism.
Der rollenbasierte Test findet also nicht nur offensichtliche Defekte in der Imple-
mentierung einer Kollaboration, sondern hilft durch die Rollenmodellkonstruktion 
auch das Zusammenspiel der Objekte besser zu verstehen und so am Ende effizienter 
und robuster zu implementieren.
Desweiteren hat die Validierung gezeigt, dass der rollenbasierte Test nicht nur 
Fehler in der zu testenden Kollaboration findet, sondern oft nebenbei weitere Mängel 
in der Implementierung aufdeckt. So wurden mit den meisten JHotDraw-Rollenmo-
dellen fast ebenso viele Mängel entdeckt, die den Testaufbau oder die Testauswer-
tung behindern, wie Fehler in der zu testenden Kollaboration. Ein Beispiel hierfür ist 
die mangelnde Steuerbarkeit des darstellbaren Bereichs bei einigen Figuren. Obwohl 
die Suche nach diesen Mängeln nicht das Hauptziel des rollenbasierten Tests ist, 
trägt sie doch maßgeblich dazu bei, die Qualität eines Programms zu verbessern.
8.5.2 Aufwand
Neben der Effektivität muss man auch den Aufwand betrachten, den der rollen-
basierte Test erfordert. Hierbei muss man allerdings zwischen dem Aufwand für die 
Rollenmodellkonstruktion, die Testfallkonstruktion und die Automatisierung der 
Testfälle unterscheiden. Die drei werden deshalb im Folgenden getrennt untersucht.
8.5.2.1 Kennzahlen der Rollenmodelle
Ähnlich wie den Aufwand für ein objektorientiertes Modell kann man den Auf-
wand für die Rollenmodell- und Testfallkonstruktion nicht in absoluten Zahlen aus-
drücken. So macht es zum Beispiel nur wenig Sinn, die dafür benötigten 
Personenstunden anzugeben, da eine Vielzahl äußerer Faktoren, wie die individuel-
len Fähigkeiten und Erfahrungen des Modellierers, diese beeinflussen. Um trotzdem 
konkrete Aussagen zu machen, stützen sich die nachfolgenden Aufwandsbetrachtun-                                                                                                                   
8.5   Bewertung des Verfahrensgen deshalb nicht auf solche, meist subjektiven Messgrößen, sondern auf Kennzah-
len, wie die Anzahl der Rollen in einem Rollenmodell, die sich unmittelbar auf den 
Konstruktionsaufwand auswirken und zudem objektiv messbar sind.
Tab. 8-8 Kennzahlen für die JHotDraw-Rollenmodelle
Die Tab. 8-8 zeigt die Kennzahlen für die JHotDraw-Rollenmodelle, um den Auf-
wand für die Rollenmodellkonstruktion abzuschätzen. Neben der Anzahl der Rollen, 
Rollentypen und Attribute, die sich auf Größe und Komplexität eines Rollenmodells 
auswirken, gehört dazu auch die Zahl der Nachrichten pro Rollentyp, die auf die 
Komplexität der Objektinteraktionen schließen lässt. Um das Zentrum und die Peri-
pherie einer Kollaboration zu trennen, wird in Tab. 8-8 für die Rollen, Rollentypen 
und Attribute zusätzlich unterschieden, ob sie zu Haupt- oder Nebenrollen gehören. 
Zugleich wird bei den Nachrichten pro Rollentyp zwischen Durchschnitts-, Mini-
mal- und Maximalwert unterschieden, um auch Extremfälle zu berücksichtigen.
Die Tab. 8-9 zeigt die Kennzahlen für die rollenbasierten Testfälle der JHotDraw-
Rollenmodelle, die den Aufwand für die Testfallkonstruktion charakterisieren. Ent-
scheidend für diesen Aufwand ist zunächst die Anzahl der Stimulus-Nachrichten des 
jeweiligen Rollenmodells, da man nur für diese Nachrichten Testfälle konstruieren 
muss. Es wird zwischen Stimulus-Nachrichten unterschieden, die man in jedem Fall 
testen muss, und solchen, die man bei Bedarf zusätzlich testen kann. Im Übrigen prä-
gen vor allem die Zahlen der Kategorien und der Partitionen pro Kategorie den Auf-
wand für die Testfallkonstruktion, denn sie bestimmen letztlich, wie viele Testfälle 
jede Nachricht erfordert. Einen unmittelbaren Eindruck vom Gesamtaufwand für die 
Testfallkonstruktion gibt außerdem die Zahl der tatsächlich pro Stimulus-Nachricht 
konstruierten Testfälle in Tab. 8-9. Um auch die Extremfälle zu berücksichtigen, sind 
für die Kategorien, Partitionen und Testfälle neben den Durchschnitts- in Tab. 8-9
auch immer die Minimal- und Maximalwerte dargestellt, wobei sich aber alle ange-
gebenen Werte nur auf die zwingend zu testenden Stimulus-Nachrichten beziehen.
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Rollen
Insgesamt 3 7 7 7 10 13
Hauptrollen 2 2 2 3 4 7
Nebenrollen 1 5 5 4 6 5
Rollentypen
Insgesamt 2 4 3 5 6 7
Hauptrolle 2 2 2 3 4 5
Nebenrolle - 2 1 2 2 2
Attribute
Insgesamt 1 10 10 10 16 28
Hauptrolle 1 3 3 4 8 16
Nebenrolle - 7 7 6 8 12
Nachrichten/Rollentyp
Ø 3 5 6 4.4 5.17 5.85
Minimal 1 3 4 3 2 2
Maximal 5 6 9 6 8 14199
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200  Tab. 8-9 Kennzahlen für die rollenbasierten Testfälle der JHotDraw-Rollenmodelle
8.5.2.2 Aufwand für die Rollenmodellkonstruktion
Zunächst einmal hat die Validierung gezeigt, dass von den Aufwänden für den 
rollenbasierten Test jener für die Rollenmodellkonstruktion am schwierigsten abzu-
schätzen ist. Denn er hängt vor allem davon ab, wie viel Zeit man benötigt, um die 
relevanten Rollen, Rollentypen, Nachrichten und Attribute für ein Rollenmodell zu 
identifizieren. Der dafür notwendige Abstraktionsvorgang (siehe Abschnitt 5.9) lässt 
sich aber ähnlich wie die Definition eines Entwurfsmusters nicht mit einem festen 
Algorithmus beschreiben, sondern erfordert vor allem Wissen und Erfahrung auf 
Seiten des Entwicklers. So ließ sich zum Beispiel das Rollenmodell Observer, für das 
schon ein fertiges Entwurfsmuster vorlag, in einem Schritt konstruieren, während die 
Konstruktion der übrigen Rollenmodelle stets mehrere Iterationen benötigte.
Abb. 8-16  Kennzahlen der JHotDraw-Rollenmodelle
Vergleicht man diese bei der Validierung gemachten Beobachtungen mit den 
Kennzahlen der JHotDraw-Rollenmodelle in Abb. 8-16 (vergleiche Tab. 8-8), lässt 
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Stimulus-Nachrichten
Insgesamt 4 3 5 3 3 3
Test notwendig 3 3 5 2 3 3
Test möglich 1 - - 1 - -
Kategorien
Ø 2.33 8.33 8.4 9.5 12 14
Minimal 1 8 7 9 11 12
Maximal 3 9 10 10 13 15
Partitionen/Kategorie
Ø 2.43 2.24 2.02 2.53 2.14 1.64
Minimal 2 2 1 2 1 1
Maximal 3 3 3 4 3 4
Testfälle/
Stimulus-Nachricht
Ø 7 16.66 17.2 14 55.33 25
Minimal 3 16 5 12 39 14
Maximal 9 17 31 16 77 34
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8.5   Bewertung des Verfahrenssich trotz aller Unwägbarkeiten immer noch eine deutliche Abhängigkeit zwischen 
der Größe eines Rollenmodells und dem für die Rollenmodellkonstruktion erforder-
lichen Aufwand feststellen. So war zum Beispiel der Aufwand für das Rollenmodell 
Change Connection Handle mit Abstand am größten, während die Aufwände für die 
Rollenmodelle Component Management, Component Searching und Damage Col-
lection ebenso wie ihre Kennzahlen in Abb. 8-16 alle in einer ähnlichen Größenord-
nung lagen. Wie zu erwarten, hat also die Zahl der Rollen und Rollentypen sowie der 
Attribute und Nachrichten in einem Rollenmodell tatsächlich entscheidenden Ein-
fluss auf den Aufwand für die Rollenmodellkonstruktion.
Dies wirft die Frage auf, wie groß ein Rollenmodell maximal sein darf, damit der 
dafür erforderliche Konstruktionsaufwand noch vertretbar ist? [Reenskaug et al. 
(1996)] haben für OOram (siehe Abschnitt 4.4.2) die These aufgestellt, dass ein Rol-
lenmodell im Idealfall nicht mehr als 7 ± 2 Rollen umfassen sollte. Denn dies ent-
spricht der Anzahl an Dingen, die ein Mensch gleichzeitig im Kurzzeitgedächtnis 
behalten kann. Auch wenn man, wie die Validierung gezeigt hat, in diesem Punkt 
zwischen den Haupt- und Nebenrollen einer Kollaboration unterscheiden sollte, wird 
diese These letzten Endes durch die hier gemachten Erfahrungen bestätigt. So hat 
insbesondere das Rollenmodell Change Connection Handle mit seinen insgesamt 13 
Rollen, von denen 7 Hauptrollen sind, gezeigt, dass die Komplexität bei einer Kolla-
boration dieser Größenordnung schon derart anwächst, dass hier der noch vertretbare 
Aufwand für ein Rollenmodell mit Sicherheit erreicht ist.
Abb. 8-17  Kennzahlen für die Testfälle der JHotDraw-Rollenmodelle
8.5.2.3 Aufwand für die Testfallkonstruktion
Der Aufwand für die Konstruktion rollenbasierter Testfälle setzt sich aus zwei 
Komponenten zusammen: Auf der einen Seite steht der Aufwand, um aus den Kate-
gorien und Partitionen Testrahmen zu bilden und für diese mit OCL Testfälle zu spe-
zifizieren. Hierbei handelt es sich um eine weitgehend mechanische Tätigkeit, so 
dass sich dieser Aufwand unmittelbar aus der Zahl der zu testenden Stimulus-Nach-
richten sowie der für die jeweilige Nachricht ermittelten Kategorien und Partitionen 
(siehe Abb. 8-17) ergibt. Auf der anderen Seite ist aber auch der Aufwand zu sehen, 
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202  den man investieren muss, um im Vorfeld die Kategorien und Partitionen für die 
Nachrichten zu identifizieren. Dieser Aufwand ist ähnlich wie der für die Rollenmo-
dellkonstruktion nur schwer abzuschätzen, da dieser Schritt vor allem das Wissen des 
Testers und seine Erfahrungen mit ähnlichen Testsituationen erfordert. Für alle hier 
vorgestellten Rollenmodelle waren daher mehrere Iterationen nötig, um sämtliche 
für den Test relevanten Kategorien und Partitionen zu identifizieren.
Interessant ist in diesem Zusammenhang, dass die Validierung bestätigt hat, dass 
kein unmittelbarer Zusammenhang zwischen der Größe eines Rollenmodells und 
dem Aufwand für die Konstruktion seiner rollenbasierten Testfälle besteht. Denn wie 
die Übersicht über die Zahl der Testfälle, die für die JHotDraw-Rollenmodelle kon-
struiert wurden, belegt (siehe Abb. 8-18), wurden für das Rollenmodell Selection 
Mechanism (166 Testfälle) deutlich mehr Testfälle als für das Rollenmodell Change 
Connection Handle (75 Testfälle) konstruiert. Und das, obwohl Change Connection 
Handle gemessen am Aufwand für die Rollenmodellkonstruktion komplexer ist. Da-
bei unterstreicht die Tatsache, dass für das Rollenmodell Change Connection Handle
zum Teil auch noch mehr Kategorien und Partitionen als für das Rollenmodell Sel-
ection Mechanism identifiziert wurden, lediglich, dass es für die Zahl der Testfälle 
nur darauf ankommt, welche Kombinationen der Kategorien und Partitionen man am 
Ende tatsächlich berücksichtigen muss.
8.5.2.4 Aufwand für die Testautomatisierung
Im Gegensatz zu den Aufwänden für die Rollenmodell- und Testfallkonstruktion 
birgt der Aufwand für die Automatisierung der rollenbasierten Testfälle so gut wie 
keine Unwägbarkeiten oder Überraschungen. Denn dieser Aufwand ist mehr oder 
weniger proportional zur Anzahl der konstruierten Testfälle (siehe Abb. 8-18). Zwar 
bereitet manchmal die Implementierung der Rollentypadapter Schwierigkeiten oder 
es kann vorkommen, dass andere technische Probleme die Testautomatisierung ver-
zögern (siehe auch Abschnitt 8.5.3). Der hierfür erforderliche Aufwand hält sich aber 
dennoch in Grenzen und lässt sich relativ gut planen.
Abb. 8-18  Anzahl der Testfälle für die JHotDraw-Rollenmodelle
Darüber hinaus muss man in der Praxis auch den Aufwand für die Ausführung der 
JUnit-Testfälle berücksichtigen. Die Validierung hat allerdings gezeigt, dass dieser 
Aufwand für alle JHotDraw-Rollenmodelle so gering ist, dass man ihn getrost ver-
75
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28
86
50
21
Change Connection Handle
Selection Mechanism
Damage Collection
Component Searching
Component Management
Observer                                                                                                                   
8.5   Bewertung des Verfahrensnachlässigen kann. So benötigte zum Beispiel der für die Validierung eingesetzte 
Standard-PC (AMD-Athlon 1,4 GHz, 128 MB) im Extremfall 2 bis 3 Sekunden, um 
alle 166 JUnit-Testfälle des Rollenmodells Selection Mechanism auf die JHotDraw-
Implementierung anzuwenden und alle erzielten Testergebnisse zu protokollieren.
8.5.3 Probleme bei der Testautomatisierung
Die Validierung hat aber auch Grenzen des rollenbasierten Tests aufgezeigt. So 
bereitet die Automatisierung rollenbasierter Testfälle in der Praxis oft Probleme. 
Dies gilt ohne Ausnahme für alle hier untersuchten JHotDraw-Rollenmodelle. Zwar 
lassen sich viele dieser Probleme vermeiden, indem man schon während der Imple-
mentierung eines Programms versucht, die Testbarkeit des Programms zu verbes-
sern. Doch einige Probleme deuten auch auf grundlegende Schwierigkeiten des 
rollenbasierten Tests in der Praxis hin. Die folgenden vier Kategorien von Problemen 
bei der Testautomatisierung lassen sich unterscheiden:
• Probleme beim Testaufbau Der Testaufbau bereitet in der Praxis zum 
Teil erhebliche Probleme. Denn oft reicht die Steuerbarkeit der am Test 
beteiligten Objekte nicht aus, um den gewünschten Kollaborationszustand 
herzustellen, oder die Objekte müssen für den Test aufwändig mit speziel-
len Dummy-Elementen parametrisiert werden. Auch lässt sich der Tes-
taufbau oft nur mit Mühe implementierungsunabhängig realisieren, weil 
man hierfür auch die Umgebung einer Kollaboration betrachten muss. So 
erfordert zum Beispiel die implementierungsunabhängige Ausrichtung der 
Figuren und die Vorhersage des Verknüpfungspunkts für eine Verbindung 
im Rollenmodell Change Connection Handle so viel Geschick, dass hier 
die Grenze des noch Machbaren erreicht zu sein scheint. Die Konsequenz 
hieraus ist, dass man im Extremfall den Testaufbau für jede neue, zu tes-
tende Implementierung nochmals anpassen muss.
• Probleme bei der Adaptererstellung Viele Probleme bei der Testauto-
matisierung sind darauf zurückzuführen, dass die für den Test erforderli-
che Methoden in der zu testenden Implementierung entweder fehlen oder 
nicht redefiniert werden können - weil sie zum Beispiel als private
oder final deklariert sind. Diese technischen Einschränkungen erschwe-
ren zwar die Adaption der Klassen für den rollenbasierten Test, lassen sich 
aber meist ohne viel Aufwand beseitigen, indem man die Testbarkeit der 
Implementierung durch die entsprechenden Änderungen erhöht. Eine 
Werkzeugunterstützung (siehe Anhang C.7) kann hier helfen, die für den 
Test nötigen Veränderungen nach außen hin zu verbergen.
• Überlagerung mit weiteren Kollaborationen Wie erwartet, kommt es 
beim rollenbasierten Test manchmal durch die Überlagerung mit anderen 
Kollaborationen eines Programms zu unerwünschten Wechselwirkungen. 
Beispiele hierfür sind ein unerwartete Löschen des Damage-Bereichs im 203
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204  Rollenmodell Damage Collection oder das unerwünschte Zeichnen des 
Lasso-Rechtecks im Rollenmodell Selection Mechanism. Diese Überlage-
rungen lassen sich jedoch im Test ausschalten, indem man die jeweilige 
Nachrichtensequenz geeignet unterbricht (siehe Anhang C.3.2).
• Dekorationsproblematik Ein grundlegendes Problem für den rollenba-
sierten Test ist die Dekoration eines Objekts, wie das Beispiel der Klasse 
BouncingDrawing zeigt, die jede in die Zeichnung eingefügte Figur 
von sich aus dekoriert. Denn in diesem Fall verliert ein am Test beteiligtes 
Objekt aus Sicht der rollenbasierten Testfälle seine Identität, was spätes-
tens bei der Testauswertung zu Problemen führt. Der rollenbasierte Test 
erlaubt daher die Dekoration eines Objekts nur dann, wenn dies im Rol-
lenmodell explizit spezifiziert ist.
Ein weiteres Problem in der Praxis sind Defekte in den automatisierten Testfällen 
und den im Test verwendeten Rollentypadaptern. Die Validierung hat jedoch ge-
zeigt, dass solche Defekte zwar häufig zu Verzögerungen beim rollenbasierten Test 
führen, das Testergebnis aber ansonsten nicht beeinflussen. Denn in der Regel führen 
sie einfach dazu, dass die JUnit-Testfälle dort einen Fehler in der Implementierung 
finden, wo eigentlich gar kein Fehler ist. Die einzige Schwierigkeit bleibt nur zu er-
kennen, ob ein „echter“ Defekt in der zu testenden Implementierung oder ein Defekt 
in den Testfällen bzw. Adaptern den gefundenen Fehler verursacht hat.
8.5.4 Effizienz des Verfahrens
Zusammenfassend kann man sagen, der rollenbasierte Test ist effektiv. Indem er 
den gesamten Kontext einer Kollaboration betrachtet, findet er Fehler im Zusam-
menspiel der Objekte, die man auf der Ebene einzelner Klassen nicht erkennen kann. 
Er ist aber auch aufwändig. So ist der absolute Aufwand, um ein Rollenmodell und 
seine Testfälle zu erstellen, gemessen in Personenstunden sicher zu hoch, um dies für 
den einmaligen Test eines Programms zu tun. Erst wenn man die Testfälle öfters wie-
derverwendet, macht sich der für die Rollenmodell- und Testfallkonstruktion inves-
tierte Aufwand wieder bezahlt. Sinnvolle Einsatzgebiete für den rollenbasierten Test 
sind daher vor allem längerfristige Projekte und rahmenwerkbasierte Programme, bei 
denen die gleichen Kollaborationen über einen längeren Zeitraum zur Anwendung 
kommen und dabei ständig mit neuen und erweiterten Klassen konfrontiert werden. 
In einem solchen Umfeld können die automatisierten Testfälle, da sie unabhängig 
von den zu testenden Klassen bleiben, immer wieder eingesetzt werden, um die Re-
alisierung dieser Kollaborationen zu prüfen. Und in diesen Fällen ist der rollenbasier-
te Test auch effizient.                                                                                                                   
9 Zusammenfassung
Ziel dieser Arbeit war es, ein neues, möglichst systematisches Verfahren für den 
Test objektorientierter Software zu entwickeln, das die Eigenheiten objektorientier-
ter Programme stärker berücksichtigt und sich außerdem für den Einsatz in der itera-
tiven und inkrementellen Software-Entwicklung eignet. Wie in der Einleitung 
vorgestellt, waren dazu drei Teilfragen zu klären, die zum einen die Modellierung 
von Kollaborationen und zum anderen die Konstruktion und Automatisierung von 
Testfällen für diese Kollaborationen betreffen. Die folgenden Abschnitte fassen da-
her zusammen, inwieweit diese Fragen mit dem rollenbasierten Test beantwortet 
wurden, und welche Ergebnisse dabei erzielt wurden. Zusätzlich wird auf offene 
Punkte eingegangen, die in dieser Arbeit nicht abschließend geklärt werden konnten 
und die zugleich interessante Themen für weitere Forschungen darstellen.
9.1 Isolation und Modellierung einer Kollaboration
Die Frage, wie man eine zu testende Kollaboration aus dem Objektzusammen-
spiel eines Programms isolieren und möglichst implementierungsunabhängig model-
lieren kann, wurde in Kapitel 5 mit einem neuen Ansatz für die rollenbasierte 
Modellierung von Kollaborationen beantwortet. Ausgangsbasis dafür waren die von 
OOram verwendeten Konzepte der Rollenmodellierung, die jedoch im Hinblick auf 
den rollenbasierten Test in zwei entscheidenden Bereichen erweitert wurden: 
• Modellierung charakteristischer Objektkonstellationen Im Gegensatz 
zum OOram-Rollenmodell, das eine weitgehend statische Sicht auf die 
Struktur einer Kollaboration hat, berücksichtigt das hier vorgestellte Rol-
lendiagramm auch die Dynamik der Objektstruktur zu Laufzeit. Für den 
rollenbasierten Test kann ein Rollenmodell daher unterschiedliche Objekt-
konstellationen zur Laufzeit wiedergeben.
• Realisierungsdiagramm Das hier vorgestellte Realisierungsdiagramm 
zeigt im Gegensatz zum ursprünglichen OOram-Rollenmodell, welche 
Klassen einer zu testenden Implementierung für welche Rollen einer Kol-
laboration geeignet sind, ohne jedoch bereits vorzuschreiben, wie diese 
Implementierung im Detail aussehen muss.
Die Validierung in Kapitel 8 hat in diesem Zusammenhang bestätigt, dass der hier 
vorgestellte rollenbasierte Modellierungsansatz geeignet ist, um Kollaborationen aus 
dem Zusammenspiel der Objekte in einem Programm zu isolieren und weitgehend 
unabhängig von der jeweiligen Implementierung zu modellieren. Dabei haben sich 
zwei Vorteile des Ansatzes gezeigt, die für den rollenbasierten Test wichtig sind:205
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206  • Identifikation von Sonderfällen und Randbedingungen Die Konstruk-
tion eines Rollenmodells zwingt einen Entwickler, sich mit Grenz- und 
Sonderfällen einer Kollaboration auseinanderzusetzen, die man sonst bei 
der Implementierung einzelner Klassen gerne übersieht. Die Rollenmo-
dellkonstruktion führt also zu einem besseren Verständnis beim Entwick-
ler, wodurch Fehler schon im Vorfeld vermieden werden.
• Wiederverwendbare Spezifikation Ein Rollenmodell beschreibt eine 
Kollaboration unabhängig von einer konkreten Implementierung. Man 
kann das Modell daher für unterschiedliche Implementierungen der glei-
chen Kollaboration wiederverwenden. So wurden zum Beispiel die im 
Rahmen der Validierung konstruierten Rollenmodelle für unterschiedliche 
Kombinationen von JHotDraw-Klassen wiederverwendet. Zumindest aus 
theoretischer Sicht spricht daher auch nichts dagegen, diese Rollenmo-
delle auch auf andere Programme zu übertragen, die dieselben Kollabora-
tionen verwenden.
Die Validierung hat allerdings auch einige Probleme im Zusammenhang mit der 
Rollenmodellierung offenbart, die vor allem im praktischen Umgang mit Rollenmo-
dellen Schwierigkeiten bereiten:
• Aufwand Die vollständige Spezifikation eines Rollenmodells erfordert, 
dass ein Entwickler die zu modellierende Kollaboration in all ihren Kon-
sequenzen versteht. Obwohl dies bei ihrer Implementierung selbstver-
ständlich sein sollte, hat die Validierung allerdings gezeigt, dass gerade 
bei komplexen Kollaborationen in der Praxis oft nur die zentralen Abläufe 
betrachtet werden. Die Sonder- und Grenzfälle, die später Fehler verursa-
chen, werden dagegen meistens vernachlässigt. Der Aufwand für die Kon-
struktion eines Rollenmodells ist deshalb meist wesentlich höher als für 
die erste Implementierung einer Kollaboration.
• Abstraktion vs. Implementierung Die Konstruktion eines Rollenmo-
dells ist immer eine Gratwanderung zwischen der abstrakten Beschrei-
bung und der konkreten Implementierung einer Kollaboration. Einerseits 
kann man ein Rollenmodell nicht vollkommen losgelöst von einer Imple-
mentierung spezifizieren (siehe Abschnitt 5.9.1), und andererseits verhin-
dern zuviele Implementierungsdetails die Wiederverwendung des fertigen 
Rollenmodells. Ähnlich wie für Entwurfsmuster gibt es deshalb auch kei-
nen definierten Prozess für die Rollenmodellkonstruktion.
• Anforderungen an den Entwickler Ein Rollenmodell modelliert die 
Laufzeitdynamik eines objektorientierten Programms. So zwingt die 
Modellierung mit Rollen mehr noch als die mit Objekten einen Entwickler 
dazu, von der Implementierung eines Programms zu abstrahieren. Es 
bleibt daher abzuwarten, inwieweit der typische Entwickler die nötigen 
Fähigkeiten mitbringt, um Kollaborationen rollenbasiert zu modellieren.                                                                                                                   
9.2   Konstruktion von Testfällen für eine KollaborationAlles in allem ist der absolute Aufwand, um ein Rollenmodell zu konstruieren, 
mit Sicherheit zu hoch, um dies nur für den einmaligen Gebrauch zu tun. Erst wenn 
man ein Rollenmodell mehrmals wiederverwendet, macht sich der Aufwand, den 
man anfangs investieren muss, wieder bezahlt.
Die Validierung hat aber auch gezeigt, dass Rollenmodelle vergleichbar den Ent-
wurfsmustern ein wertvolles Mittel sind, um Know-how und Wissen bezüglich ver-
schiedener Kollaborationen zu dokumentieren. Das Potenzial der rollenbasierten 
Modellierung - und damit auch das des rollenbasierten Tests - erschließt sich deshalb 
erst, wenn man Rollenmodelle nicht erst nachträglich für den Test konstruiert, son-
dern bereits für den Entwurf eines Programms verwendet, um mit ihnen das Zusam-
menspiel der Objekte zu entwickeln. Im Idealfall verwendet man demnach 
Rollenmodelle aus früheren Projekten als Grundlage für die Implementierung eines 
neuen Programms, wobei die Testfälle der Rollenmodelle gleichzeitig als Basis für 
den Integrations- und Regressionstest des neuen Programms dienen.
9.2 Konstruktion von Testfällen für eine Kollaboration
Im Kapitel 6 wurde gezeigt, wie man die ursprünglich für Anforderungsspezifi-
kationen entwickelte Category-Partition-Methode auf Rollenmodelle übertragen 
kann, um für eine zuvor modellierte Kollaboration systematisch Testfälle zu konstru-
ieren. Insbesondere wurde dort vorgestellt, wie man diese Testfälle anschließend mit 
OCL präzise spezifizieren und in Tabellen zusammenfassen kann.
Der rollenbasierten Test unterscheidet sich dabei von herkömmlichen Testansät-
zen für objektorientierte Software in wenigstens zwei Punkten:
• Beschreibung der Kollaborationsdynamik Indem jeder Testfall eine 
Reaktion der kollaborierenden Objekte auf eine Stimulus-Nachricht spezi-
fiziert, beschreiben die Testfalltabellen detailliert, wie die Objekte in einer 
Kollaboration zusammenspielen. Die rollenbasierten Testfälle bilden dem-
nach den dynamischen Teil eines Rollenmodells.
• Implementierungsunabhängige Testfälle Weil die Testfälle auf Basis 
des Rollenmodellkontexts mit OCL spezifiziert werden, sind sie weitge-
hend unabhängig von einer konkreten Implementierung. Sie sind daher für 
verschiedene Implementierungen der Kollaboration gleichzeitig gültig.
Für den Test objektorientierter Programme bietet der rollenbasierte Test dabei 
folgende, durch die Validierung in Kapitel 8 bestätigte Vorteile:
• Konzentration auf relevante Funktionalität Indem man Rollenmodelle 
bevorzugt für die zentralen Kollaborationen eines Programms konstruiert, 
stellt man sicher, dass genau die Teile eines Programms getestet werden, 
die auch über dessen korrekte Funktion entscheiden. Jeder rollenbasierte 
Testfall, der für ein Programm ausgeführt wird, steigert in diesem Fall das 
Vertrauen in die Korrektheit des zu testenden Programms.207
9 Zusammenfassung
208  • Test isolierter Klassen Mit dem rollenbasierten Test kann man im Kon-
text eines Rollenmodells auch solche Klassen testen, die man bisher - zum 
Beispiel im Zuge eines Klassentests - nicht sinnvoll testen konnte. Dies 
gilt zum Beispiel für die meisten JHotDraw-Klassen, die man nicht ohne 
weiteres von den übrigen Klassen des Rahmenwerks trennen und deshalb 
nur im Kontext eines Rollenmodells testen kann.
• Testen rahmenwerkbasierter Programme Das Verhalten eines rahmen-
werkbasierten Programms ist durch die Kollaborationen charakterisiert, 
die das Rahmenwerk vorgibt. Wie die Validierung am Beispiel JHotDraw 
gezeigt hat, kann man die für ein Rahmenwerk konstruierten, rollenbasier-
ten Testfälle daher für alle Programme wiederverwenden, die auf dem 
gleichen Rahmenwerk aufbauen.
Trotz aller aufgeführten Vorteile bereitet aber auch der rollenbasierte Test - ein-
mal abgesehen von der Tatsache, dass er ein Rollenmodell der zu testenden Kollabo-
ration voraussetzt - im praktischen Umgang Probleme:
• Auswahl der Kategorien und Partitionen Die Effektivität rollenbasier-
ter Testfälle hängt maßgeblich davon ab, wie die Kategorien und Partitio-
nen für die Testfälle gewählt wurden. Doch weil hierfür auch das 
zwangsläufig immer unvollständige Wissen über potenzielle Fehler von 
Bedeutung ist, gibt es hier letztendlich keine hundertprozentig korrekte 
Wahl. Der Kontext eines Rollenmodells gibt aber in der Regel bereits 
zahlreiche Hinweise auf sinnvolle Kategorien und Partitionen.
• Menge der Testfälle Wie viele Kategorien und Partitionen man für eine 
Nachricht auswählt, entscheidet auch über die Anzahl der am Ende erfor-
derlichen Testfälle. Man ist deshalb oft gezwungen, einen sinnvollen 
Kompromiss zwischen den zu testenden Situationen und einer noch hand-
habbaren Zahl an Testfällen zu finden. Auch hier kann das Rollenmodell 
helfen, wichtige von weniger wichtigen Situationen zu unterscheiden.
Prinzipbedingt findet der rollenbasierte Test alle Abweichungen einer Implemen-
tierung von der als Rollenmodell gegebenen Spezifikation einer Kollaboration. Der 
rollenbasierte Test ist dementsprechend ein spezifikationsbasiertes Testverfahren, 
bei dem das Testende erreicht ist, wenn alle identifizierten Kategorien und Partitio-
nen durch Testfälle abgedeckt sind.
Damit ist aber noch nichts darüber ausgesagt, ob die Testfälle für die zu testende 
Implementierung ausreichen (vergleiche Abschnitt 3.1.6). Denn rollenbasierte Test-
fälle prüfen immer nur den Teil einer Klasse, der den für die Kollaboration erforder-
lichen Rollentyp realisiert. Um ein Programm vollständig zu testen, muss daher jede 
Klasse eines Programms für jeden von ihr realisierten Rollentyp in allen Rollen ge-
testet werden, die diesen Rollentyp haben. Die Instanz einer Klasse muss also theo-
retisch an jeder für die Instanz zulässigen Position in allen Kollaborationen des 
Programms getestet werden. Da es in der Praxis aber viel zu aufwändig sein dürfte,                                                                                                                    
9.3   Testautomatisierung für eine Kollaborationfür jede Kollaboration in einem Programm ein eigenes Rollenmodell zu erstellen, 
wird man sich in der Regel damit begnügen, nur sehr komplexe oder mit hohem Ri-
siko behaftete Kollaborationen rollenbasiert zu testen.
Man kann demnach ein objektorientiertes Programm in allen wichtigen Bereichen 
testen, indem man Rollenmodelle verschiedener Kollaborationen miteinander kom-
biniert. Der rollenbasierte Test erfüllt dabei auch die Weyuker’schen Axiome (siehe 
Abschnitt 3.1.6) der Antidekomposition und -komposition. Als spezifikationsbasier-
tes Verfahren, bei dem die gleichen Testfälle auf verschiedene Implementierungen 
angewandt werden, erfüllt er allerdings nicht das Axiom der Antiextensionalität. Da-
her ist es auch so wichtig, die Testfälle eines Rollenmodells mit jeder neuen Imple-
mentierung zu erweitern, um das Modell so stets auf dem aktuellen Stand zu halten.
Im Übrigen hat die Validierung gezeigt, dass der rollenbasierte Test meist eine 
bessere Überdeckung des Programmcodes erreicht als herkömmliche programmba-
sierte Testverfahren. Denn während programmbasierte Verfahren nur die für eine 
Methode lokalen Ausführungspfade betrachten, wird eine Methode beim rollenba-
sierten Test in der Regel in unterschiedlichen Aufruffolgen geprüft. So wird zum 
Beispiel jede Stimulus-Nachricht in mehreren Kollaborationszuständen getestet, und 
auch die internen Nachrichten eines Rollenmodells werden unter wechselnden Be-
dingungen wiederholt. Der Kontext eines Methodenaufrufs erstreckt sich dabei stets 
über alle am Test beteiligten Klassen.
9.3 Testautomatisierung für eine Kollaboration
Ein praxistauglicher Ansatz für den Test objektorientierter Software setzt voraus, 
dass man die Testfälle für einen Regressionstest ohne großen Aufwand wiederholen 
kann. Das Kapitel 7 zeigt daher, wie man rollenbasierte Testfälle mit JUnit und Rol-
lentypadaptern so automatisieren kann, dass man sie im iterativen Umfeld der objek-
torientierten Software-Entwicklung effizient wiederverwenden kann.
Die Adaption der rollenbasierten Testfälle mit Rollentypadaptern bietet dabei ge-
genüber herkömmlichen Testverfahren den Vorteil, dass die für den Test unter-
schiedlicher Implementierungen nötigen Anpassungen in den Adaptern gekapselt 
bleiben. Der Aufwand für die Wartung automatisierter Testfälle beschränkt sich da-
her auf die Konvertierung der Parameter und Änderungen am Testaufbau, wenn man 
die Testfälle an eine neue Implementierung anpasst. Die Testfälle selbst bleiben da-
gegen unverändert. Zusätzlich bieten die Rollentypadapter den Vorteil, dass man mit 
ihnen während des Tests gezielt Nachrichten aufzeichnen und blockieren kann.
Zwar hat die Validierung auch gezeigt, dass die Testautomatisierung nicht immer 
problemlos ist (vergleiche Abschnitt 8.5.3). Die meisten in der Praxis aufgetretenen 
Probleme lassen sich jedoch auf die fehlende Steuer- und Beobachtbarkeit der zu tes-
tenden Implementierung zurückführen, die auch bisher schon beim Test objektorien-
tierter Software Schwierigkeiten gemacht hat.209
9 Zusammenfassung
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les in allem einen gangbaren Weg für den Test objektorientierter Software dar. Der 
Test entlang der Kollaborationen eines Programms hilft dabei, viele der sonst beim 
Integrations- und Regressionstest objektorientierter Software auftretenden Probleme 
von Anfang an zu vermeiden. So kann man beim rollenbasierten Test in der Regel 
auf eine explizite Integrationsreihenfolge sowie auf den Einsatz von Teststümpfen 
verzichten. Stattdessen genügt es, nach jeder Änderung an der Implementierung ei-
ner Kollaboration die automatisierten Testfälle zu wiederholen.
9.4 Ausblick
Wie die Diskussion im Abschnitt 9.1 gezeigt hat, lohnt sich der rollenbasierte Test 
erst, wenn man Rollenmodelle mehrfach wiederverwendet. Langfristig muss es des-
halb das Ziel sein, eine Sammlung von Rollenmodellen, die häufig verwendete Kol-
laborationen spezifizieren, aufzubauen, auf die man dann beim Entwurf neuer 
Progamme zurückgreifen kann - vergleichbar einem Entwurfsmuster-Katalog. In 
diesem Fall muss man nur noch dann ein neues Rollenmodell spezifizieren, wenn ein 
neues Programm eine bisher noch unbekannte Kollaboration enthält.
Auf dem Weg zu einem solchen rollenbasierten Entwurfs- und Testansatz, gilt es 
allerdings noch einige Hindernisse zu überwinden. Die folgende Liste offener Punk-
te, die im Rahmen dieser Arbeit nicht adressiert wurden, die sich aber für die weitere 
Forschung anbieten, soll einen Eindruck davon vermitteln, welche Schwierigkeiten, 
aber auch welche Chancen ein derartiger Ansatz birgt:
• Wiederverwendbarkeit rollenbasierter Testfälle Die mit OCL spezifi-
zierten, rollenbasierten Testfälle sind unabhängig von einer konkreten 
Implementierung. So wurde im Rahmen der Validierung gezeigt, wie man 
dieselben Testfälle für unterschiedliche Klassen im JHotDraw-Rahmen-
werk wiederverwenden kann. Es bleibt jedoch offen, inwieweit die Test-
fälle auch für andere Implementierungen der jeweiligen Kollaboration 
wiederverwendbar sind. So findet man zwar die Kollaborationen Selection 
Mechanism und Change Connection Handle nicht nur in JHotDraw, son-
dern auch in vielen anderen Zeichenprogrammen, die zum Teil sogar Pate 
für die Konstruktion der Rollenmodelle standen. Für die Beurteilung der 
Wiederverwendbarkeit rollenbasierter Testfälle sind aber noch weitere 
Untersuchungen notwendig.
• Werkzeuge für die Rollenmodellkonstruktion Die Konstruktion eines 
Rollenmodells ist mit einigem Aufwand verbunden. Eine offene Frage ist 
daher, inwieweit Werkzeuge den Prozess der Rollenmodellkonstruktion 
unterstützen können. Zum Beispiel, indem sie helfen, Rollenmodelle in 
einer Implementierung zu identifizieren. So wäre es denkbar in Anleh-
nung an bekannte Reverse-Engineering-Werkzeuge für objektorientierte 
Software [De Pauw et al. (1994), Lange & Nakamura (1997)] Werkzeuge                                                                                                                    
9.5   Fazitauf Rollenbasis zu entwickeln, die ganze Kollaborationen zumindest teil-
automatisch aus dem Objektzusammenspiel eines Programms extrahieren.
• Verhältnis zu konstruktiven Ansätzen Offen ist auch noch, wie sich der 
rollenbasierten Test zu Entwurfsansätzen verhält, die versuchen, einen 
interaktionsorientierten Entwurf (vergleiche Abschnitt 4.3) direkt in eine 
Implementierung zu überführen. Außer den Kontrakten (siehe Abschnitt 
4.3.3) und einigen anderen Ansätzen [VanHilst & Notkin (1996), Sma-
ragdakis & Batory (1998)] gehört dazu beispielsweise auch die aspektori-
entierte Programmierung [Kiczales et al. (1997)], mit der man eine 
Kollaboration wie Observer unabhängig von den daran beteiligten Klas-
sen als Aspekt implementieren kann. Obwohl man vermuten darf, dass 
man trotz der direkten Umsetzung einer Kollaboration in ausführbaren 
Code auf den Test der fertigen Implementierung nicht verzichten kann, 
und obwohl zu befürchten ist, dass durch die Isolierung einer Kollabora-
tion in einem Aspekt die ursprünglich mit der Objektorientierung ange-
strebte Modularisierung des Codes wieder zerstört wird, sind hier für ein 
abschließendes Urteil noch weitere Untersuchungen nötig.
• Prüfstand für rahmenwerkbasierte Programme Für die Validierung 
wurden verschiedene Rollenmodelle für JHotDraw erstellt, die folglich 
Kollaborationen spezifizieren, die in jedem JHotDraw-basierten Pro-
gramm Verwendung finden. Man kann die rollenbasierten Testfälle daher 
auf beliebige JHotDraw-Programme anwenden, um zu prüfen, ob die vom 
Rahmenwerk vorgegebenen Kollaborationen dort überall wie vorgesehen 
funktionieren. Es stellt sich daher die Frage, inwieweit sich rollenbasierte 
Testfälle eignen, um damit wiederverwendbare Prüfstände für rahmen-
werkbasierte Programme zu realisieren.
• Test komponentenbasierter Systeme Systeme, bei denen Komponenten 
verschiedener Hersteller in einem Komponenten-Rahmenwerk kombiniert 
werden, gewinnen zunehmend an Popularität. Ein bisher noch weitgehend 
ungelöstes Problem ist allerdings, wie man solche Systeme effizient und 
angemessen testen kann. Da der rollenbasierte Test zum einen von der 
Implementierung der Objekte abstrahiert und zum anderen in erster Linie 
die Interaktionen der Objekte prüft, erscheint er ideal für den Test kompo-
nentenbasierter Systeme. Es wäre daher interessant zu untersuchen, inwie-
fern man den rollenbasierten Test einsetzen kann, um mit ihm CORBA-, 
COM- oder Javabeans-basierte Systeme zu testen.
9.5 Fazit
Zusammenfassend lässt sich sagen: Die Objektorientierung hilft zwar, die Quali-
tät eines Programms lokal zu verbessern, indem sie die Modularisierung des Pro-
gramms durch Objekte fördert. Sie verlagert dadurch aber auch die Komplexität 211
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212  eines Programms und damit viele Qualitätsprobleme in das Zusammenspiel der Ob-
jekte. Es gilt daher oft, umso klarer die statische Struktur eines objektorientierten 
Programms, desto unübersichtlicher ist seine Laufzeitstruktur.
Was den Test objektorientierter Programme betrifft, wird in der Praxis deswegen 
oft eine Trial-and-error-Philosophie verfolgt. Man implementiert erst einmal die ge-
forderte Funktionalität und schaut dann, ob das Ganze noch läuft. Tatsächlich ist die-
ses Vorgehen für die meisten Programme, die bisher objektorientiert entwickelt 
wurden - meist GUI-Anwendungen - kein wirkliches Problem. Denn, wie [Szyperski 
(1998)] bemerkt, ist es zwar manchmal störend, wenn die Bildschirmdarstellung ein-
mal mehr als notwendig flackert. Bei GUI-Anwendungen, bei denen ein Fehler nur 
selten Konsequenzen hat, ist dies jedoch durchaus noch vertretbar. In jüngerer Zeit 
erobert die objektorientierte Software-Entwicklung allerdings immer neue Anwen-
dungsfelder, und man darf gespannt sein, wie sich dadurch die Einstellung der Be-
nutzer zur Qualität solcher Programme verändert.
Der in dieser Arbeit vorgestellte rollenbasierte Test ist zwar ein aufwändiges, aber 
dafür auch effektives Verfahren für den Test objektorientierter Programme. Diese 
Arbeit zeigt somit, dass man zumindest prinzipiell betrachtet auch das Zusammen-
spiel der Objekte testen kann, um so die Qualität objektorientierter Software zu ver-
bessern. Das Argument, man könne die Interaktionen der Objekte nicht testen, ist 
demzufolge nicht haltbar. Ob der rollenbasierte Test in der hier vorgestellten Form 
auch in der Praxis einen gangbaren Weg für die Qualitätssicherung objektorientierter 
Software darstellt, bleibt zugegebenermaßen abzuwarten. Eines ist jedoch schon 
heute sicher, der Bedarf für derartige Verfahren existiert und wird aller Voraussicht 
nach in Zukunft noch steigen.                                                                                                                   
A Notation für Rollendiagramme
Grundlage für die in einem Rollenmodell verwendeten Diagramme ist die UML 
[OMG (2001)]. Das Rollendiagramm entspricht dabei einem teilweise erweiterten 
UML-Kollaborationsdiagramm. Im Folgenden werden dazu die Notation eines Rol-
lendiagramms und deren wichtigste Unterschiede zur UML vorgestellt. Ergänzt wird 
das Kapitel durch eine kurze Diskussion des Rollenkonzepts in der aktuellen UML.
A.1 Rollendiagramm
Auch die UML kennt neben den traditionellen Konzepten Klasse und Objekt das 
Konzept der Rolle. So ist die Rolle, die ein Objekt in einer Kollaboration spielt, seit 
der UML-Version 1.3 als so genannte Classifier Role ebenfalls Teil der UML. Denn 
seitdem unterscheidet man zwischen Interaktionsdiagrammen auf Spezifikationsebe-
ne (dargestellt mit Classifier Roles) und auf Instanzebene (dargestellt mit Objekten). 
Um eine Classifier Role von einer Klasse zu unterscheiden, wird eine Rolle dabei 
durch einen vorangestellten Schrägstrich gekennzeichnet (siehe Abb. A-1).
Abb. A-1  UML Instanz vs. Classifier Role
Gemäß dem UML-Metamodell benötigt jede Classifier Role mindestens einen 
Basis-Classifier, in der Regel eine Klasse, der ihr als Vorlage dient. Gleichzeitig 
kann man eine Classifier Role weiter spezialisieren, so dass man Rollen in der UML 
wie Klassen hierarchisch anordnen kann. Die Classifier Role berücksichtigt jedoch 
nicht die Position des repräsentierten Objekts in einer Kollaboration (siehe Abschnitt 
5.3.1) und hat daher eher den Charakter eines Rollentyps (siehe Abschnitt 5.4) statt 
den einer Kollaborationsrolle. Trotz allem wird im Rahmen dieser Arbeit die UML-
Notation für Classifier Roles verwendet, um Rollendiagramme zu zeichnen.
Das Rollendiagramm (siehe Abschnitt 5.5) entspricht demnach einem UML-Kol-
laborationsdiagramm auf Spezifikationsebene, das allerdings in den folgenden Punk-
ten erweitert wurde, beziehungsweise von der UML-Spezifikation abweicht:
• Rollenname und Rollentyp Die UML kennt keine Rollentypen, sondern 
nur die Rolle in Form einer Classifier Role. Sie erlaubt daher nur einen 
durch einen Schrägstrich eingeleiteten Rollenname pro Classifier Role. Es 
ist aber oft hilfreich, im Rollendiagramm außer dem Namen auch die Rol-
lentypen einer Rolle anzugeben. Deshalb darf man - durch zusätzliche 
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214  Schrägstriche abgetrennt - im Rollendiagramm auch alle Rollentypen 
einer Rolle an deren Namen anhängen.
• Dynamik der Struktur Zwar verbietet die UML nicht explizit, die im 
Kollaborationsdiagramm dargestellten Kollaborationsbeziehungen mit 
Kardinalitäten und anderen Assoziationsattributen zu annotieren, doch ist 
dies nicht üblich und wird deshalb so gut wie nie gemacht. Auch kennt die 
UML zwar ein Multi-Object, aber keine Multirolle (siehe Abschnitt 5.5.2), 
wie sie für Rollenmodelle benötigt wird. Beide sind aber essenziell, um 
die Dynamik der Kollaborationsstruktur zu modellieren.
• Nachrichtenfluss Im Gegensatz zum UML-Kollaborationsdiagramm 
stellt das Rollendiagramm die zwischen den Teilnehmern ausgetauschten 
Nachrichten nicht dar. Es dient nur dem Zweck, die Kollaborationsstruk-
tur zu spezifizieren, während sich die Nachrichten zum Beispiel mit einem 
Sequenzdiagramm auf Rollenbasis übersichtlicher darstellen lassen.
Die Abb. A-2 zeigt an einem vereinfachten Beispiel die typischen Notationsele-
mente eines Rollendiagramms, die einmal abgesehen von den oben erwähnten Aus-
nahmen die UML-übliche Semantik besitzen.
Abb. A-2  Notationselemente eines Rollendiagramms
Das Sequenzdiagramm auf Rollenbasis (siehe Abschnitt 5.6.2.3) entspricht dann, 
abgesehen von der Rollennamen-Rollentyp-Konvention, eins zu eins dem UML-Se-
quenzdiagramm auf Spezifikationsebene, wohingegen es sich beim Realisierungsdi-
agramm (siehe Abschnitt 5.8.3) um ein Rollendiagramm handelt, das zusätzlich 
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A.2   Das Rollenkonzept der UMLdurch Teile eines Klassendiagramms erweitert wird. Doch auch diese Erweiterung 
widerspricht nicht der UML, denn obwohl es ungewöhnlich ist, ein Kollaborations-
diagramm mit Klassen zu ergänzen, verbietet es die UML nicht.
A.2 Das Rollenkonzept der UML
Die UML kennt also das Konzept der Rolle. Es hat sich jedoch gezeigt, dass die 
meisten Nutzer der UML bis heute nicht wissen, wie sie korrekt damit umgehen sol-
len [OMG (1999)]. So werden Interaktionsdiagramme auf Basis von Classifier Roles
bisher von so gut wie keinem UML-Werkzeug unterstützt und auch im offiziellen 
UML-User-Guide [Booch et. al. (1999)] nur am Rande erwähnt. Eine wahrscheinli-
che Ursache dafür ist, dass die UML neben den Classifier Roles auch noch andere 
Rollen kennt. Zum Beispiel kann man in der UML auch die Enden einer Assoziation 
mit Rollennamen annotieren, wobei diese durch so genannte Interface Specifier, die 
das Aussehen der mit der Assoziation verknüpften Objekte beschreiben, zusätzlich 
präzisiert werden können. Die UML verwendet also nicht nur Rollen für die Objekte 
im Kontext einer Kollaboration, sondern mit Hilfe des Interface auch für die Teilneh-
mer einer Relation. Zu allem Überfluss kennt die UML zudem noch den Type, der 
für einen Typ steht, der unabhängig von der dafür implementierten Klasse ist und da-
mit weitgehend dem Typ in Catalysis (siehe Abschnitt 4.4.4) entspricht.
Wie die Diskussion [OMG (1999)] der verschiedenen Rollen-Konzepte in der 
UML-Version 1.3 zeigt, besteht das eigentliche Problem darin, dass man versucht hat 
in der UML die Rollen-Konzepte dreier Methoden, nämlich OMT, OOram und Ca-
talysis, zusammenzuführen, ohne ihre Semantik aufeinander abzustimmen. Dies 
führt zu Konflikten zwischen den verschiedenen Sichtweisen einer Rolle und macht 
die UML bezüglich Rollen hochgradig redundant. Denn momentan kann man den-
selben Sachverhalt auf unterschiedliche Weise modellieren.
So stellt sich zum Beispiel die Frage [OMG (1999)], wodurch sich momentan ein 
Interface von einer Classifier Role unterscheidet. Denn beide sind laut UML-Meta-
modell - genauso wie die Klasse - eine Spezialisierung eines Classifier, und beide 
dienen dem Zweck, die Sicht auf eine Klasse einzuschränken. Alle beide geben folg-
lich nur den Anteil einer Klasse wieder, der für eine Kollaboration beziehungsweise 
eine Assoziation erforderlich ist. Sie unterscheiden sich nur darin, dass ein Interface
im Gegensatz zur Classifier Role keine Attribute, sondern nur Nachrichten spezifi-
zieren darf - was vermutlich auf den Einfluss des Java-Interface zurückgeht. Doch 
gerade darin sieht Grady Booch [OMG (1999)] eine vollkommen unnötige und will-
kürliche Einschränkung des Interface-Konstrukts. Für die UML-Version 2.0 wurde 
daher eine grundlegende Überarbeitung der UML-Rollenkonzepte versprochen.215
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216                                                                                                                     
B Dokumentation 
eines Rollenmodells
Ein wichtiger Vorteil der Rollenmodellierung ist, dass man ein Rollenmodell für 
verschiedene Implementierungen derselben Kollaboration wiederverwenden kann. 
Dafür ist es allerdings auch notwendig, die Bestandteile eines Rollenmodells dauer-
haft zu dokumentieren. Das hier präsentierte Dokumentationsschema soll einen Leit-
faden hierfür an die Hand geben. Das Schema wurde im Verlauf dieser Arbeit 
entwickelt und hat sich bei der Validierung (siehe Kapitel 8) als einfaches Hilfsmittel 
für die übersichtliche und vollständige Dokumentation von Rollenmodellen bewährt.
B.1 Grundaufbau
Ähnlich wie die Beschreibung eines Entwurfsmusters (siehe Abschnitt 4.3.4) ist 
auch die Dokumentation eines Rollenmodells aus mehreren Teilen aufgebaut, von 
denen jeder einen Aspekt des Rollenmodells festhält. Als Beispiel sind in Abb. B-1
in einer Übersicht die Bestandteile der Dokumentation für das Rollenmodell Compo-
nent Searching, das eine Kollaboration aus JHotDraw beschreibt, dargestellt.
Abb. B-1  Dokumentation eines Rollenmodells am Beispiel Component Searching
,#"-+&

"
/:%=0%I&"
	&3=&	=N
3"
@0%=
(N"
(R=&&&(N"


/=&	0%"
+


	

@0%0%=(
N=&;%3&&3
&".&&&0%=3R"
"""	&	
=
 	
!	
"""
"(&"
"""	&&/:%&
%&"""
(&"
"""	&&/:%&1"""
.

R&=7&?@=&0%
30%&
/'0"
/%N&30%=&;
%3&&3&=
&(N"
/'0"
/%N&0%="""
"""	&R//='=
1=/
='
"""
1)
0%
	&=I
;H&&&
%N&""""T&
0%&=
&	&=&
3	&%&1&
"I3
	

	

0@0%
&=
(N"I&/=
;%3&
&30%R
=	"



&
2*'+
""";&&%3&&
;&NR&
&/
&"""
3&
-""-""
-"" -"" -""
DP?/F
G
G-""
DP?/F
-""
O1

O
%
O*
O
%
O'

O
%
O'
O
%&
O
%
O1
O
%
KK7EE
O

O/
O
%&
O
%
O/

O
%
4&
-""
-""
-"" -"" -""
DP?/F
G
G-"" -""
DP?/F
"""
O/

O/
&.
(:*
. .
;7. /. (:. >%&.
1.

%&
.
A%.

1

1
	
1
O* O'

O1
O'
O?*217
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218  Gemäß Abb. B-1 sind also folgende Elemente nötig, um die konzeptionellen Be-
standteile eines Rollenmodells (siehe Abschnitt 5.1) vollständig zu dokumentieren:
1. Kollaborationsziel Der erste Teil beschreibt in einem allgemein verständ-
lichen Text das Kollaborationsziel. Dadurch wird zum einen der Kontext 
für das restliche Dokument abgesteckt, zum anderen dient dieser Teil als 
Einleitung für Leser, die dem Rollenmodell zum ersten Mal begegnen.
2. Rollendiagramm Der zweite Teil präsentiert dann das Rollendiagramm 
und damit die Struktur der Kollaboration. Als zentraler Teil des Doku-
ments, der alle Rollen und Rollentypen sowie deren Attribute und Nach-
richten (in Abb. B-1 nicht dargestellt) zeigt, gibt das Rollendiagramm 
einen guten Überblick über das gesamte Rollenmodell.
3. Rollen Im dritten Teil werden die Rollen definiert. Dazu gibt ein knapper 
Kommentar zu jeder Rolle an, welche Position sie in der Kollaboration 
einnimmt, und welche Funktion sie dort hat.
4. Rollentypen mit Zuständigkeiten Die Rollentypen werden anschließend 
im vierten Teil getrennt von den Rollen spezifiziert. Dort werden für jeden 
Rollentyp die Zuständigkeiten, Attribute und Nachrichten aufgeführt, 
wobei ein allgemein verständlicher Kommentar jeweils Zweck und 
Semantik der Attribute und Nachrichten erläutert.
5. Testfälle Der fünfte Teil enthält die Testfälle für die Stimulus-Nachrichten 
des Rollenmodells und spezifiziert somit das Verhalten der Kollaboration. 
Der Aufbau dieses Teils wird im Abschnitt B.2 separat diskutiert.
6. Realisierungsdiagramm Der letzte Teil sammelt die Realisierungsdia-
gramme, die für die zu testenden Implementierungen zeigen, welche ihrer 
Klassen einen für die Kollaboration passenden Rollentyp realisieren. 
Diese Information wird zum Beispiel für die Testdurchführung benötigt. 
Obwohl die Realisierungsdiagramme genau betrachtet nicht direkt zum 
Rollenmodell gehören, werden sie ebenfalls als Teil des Modells doku-
mentiert, da sie nur in diesem Kontext Sinn machen.
Ein solches Dokument lässt sich mit jedem beliebigen Texteditor erstellen und 
bearbeiten, der es erlaubt, Grafiken und Tabellen einzubinden.
B.2 Testspezifikation
Der fünfte Teil in der Dokumentation eines Rollenmodells (siehe Abb. B-1), spe-
zifiziert das Kollaborationsverhalten und stellt gleichzeitig die Testspezifikation dar. 
Die dort abgelegten Testfälle, Bedingungen und Invarianten sind die Grundlage für 
die Testdurchführung. Für jede zu testende Stimulus-Nachricht, wie zum Beispiel 
findComponentInside(…) in Abb. B-2, wird dabei folgendes dokumentiert:
1. Kategorien und Partitionen Der erste Teil enthält die Kategorien und 
Partitionen, die bei der Testfallkonstruktion ermittelt wurden. Dadurch                                                                                                                    
wird zum einen festgehalten, welche Attribut- und Parametereigenschaf-
ten die Testfälle berücksichtigen. Oder anders ausgedrückt, welches Feh-
lermodell ihnen zugrundeliegt. Zum anderen ist es dadurch möglich, das 
Fehlermodell bei Bedarf zu überarbeiten und zu erweitern, so dass man 
die Testfälle eines Rollenmodells aufgrund der Erfahrungen beim Test 
verschiedener Implementierungen kontinuierlich weiterentwickeln kann.
Abb. B-2  Testspezifikation für die Stimulus-Nachricht findComponentInside(a: Point)
2. Bedingungen und Invarianten Der zweite Teil spezifiziert die OCL-Vor- 
und Nachbedingungen sowie Invarianten, die für alle Testfälle in der Test-
falltabelle gleichermaßen gelten (siehe Abschnitt 6.5.2). So drückt zum 
Beispiel die erste Invariante in Abb. B-2 aus, dass bei Testbeginn keine 
andere Teilkomponente von Root - abgesehen von Leaf und OtherLeaf - 
den als Parameter a übergebenen Punkt enthalten darf, denn andernfalls 
kann das spezifizierte Soll-Resultat nicht garantiert werden.
3. Kurzbeschreibung der Testfälle Um das Verständnis der in OCL spezifi-
zierten Testfälle zu erleichtern, werden diese im dritten Teil durch natür-
lichsprachliche Kommentare erläutert, die den Kollaborationszustand vor 
Testdurchführung und in der Regel die Idee hinter dem Testfall beschrei-
ben. Jeder Kommentar wird dabei durch die angegebenen Testfallnum-
mern einem oder auch mehreren Testfällen zugeordnet.
4. Testfalltabelle Der letzte Teil enthält schließlich die Testfalltabelle (siehe 
Abschnitt 6.5.2), die alle in OCL spezifizierten Testfälle aufführt.
Die Testspezifikation gemäß diesem Schema kann abhängig von der Anzahl und 
Komplexität der zu testenden Stimulus-Nachrichten sehr umfangreich werden. So 
belegt zum Beispiel die Testspezifikation für das Rollenmodell Component Sear-
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B Dokumentation eines Rollenmodells
220  ching, die Testfälle für fünf Stimulus-Nachrichten enthält, allein 16 von insgesamt 
21 Seiten der gesamten Dokumentation zu diesem Rollenmodell. Wie für die übrige 
Dokumentation genügt aber auch hier ein einfacher Texteditor, um die Testfälle zu 
beschreiben.                                                                                                                   
C Implementierung 
der Rollentypadapter
Der Abschnitt 7.3 stellt vor, wie ein Rollentypadapter, der im Verlauf eines auto-
matisierten Tests Rollentypnachrichten auf Methoden einer konkreten Implementie-
rung abbildet, im Prinzip aufgebaut sein muss. Dabei wird jedoch nicht näher darauf 
eingegangen, wie sich diese Adaption technisch realisieren lässt. Die folgenden Ab-
schnitte ergänzen daher das Kapitel 7, indem sie am Beispiel Java erläutern, wie man 
die verschiedenen Aspekte eines Rollentypadapters implementieren kann. Sie dienen 
somit als Anleitung für den praktischen Umgang mit Rollentypadaptern.
C.1 Adaption einer Methode
Die Abb. C-1 zeigt am Beispiel der Methode addView(…), die zu der zu testen-
den Klasse DrawingA gehört, wie man eine Methode an eine Rollentypnachricht, 
hier die Nachricht attachObserver(…) des Rollentyps Subject, adaptieren 
kann. Dafür genügt es die Nachricht attachObserver(…), die im entsprechen-
den Java-Interface Subject deklariert ist, so in der Klasse des Rollentypadapters, 
DrawingA2SubjectAdapter, zu implementieren, dass jeder Aufruf der Rol-
lentypnachricht anschließend an die Methode addView(…) delegiert wird.
Abb. C-1  Adaption der Methode addView(v: View) mit Konvertierung des Parameters
Bei dieser Delegation ändern sich in der Regel auch die Anzahl sowie die Positi-
onen und Typen der Parameter (vergleiche Abschnitt 5.4.1), so dass man diese meist 
konvertieren muss, bevor man sie an die adaptierte Methode weiterleiten kann. So 
muss zum Beispiel in Abb. C-1, da die Methode addView(…) den Rollentyp Ob-
server nicht kennt, der Typ des Parameters a explizit auf den auch im Kontext der zu 
testenden Implementierung bekannten Typ View eingeschränkt werden.
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222  Analog kann man auch die Anzahl und Position der Methodenparameter bei der 
Adaption an eine Rollentypnachricht verändern. So kann man zum Beispiel zwei 
XY-Koordinaten vor dem Aufruf der Methode zu einem Punktobjekt zusammenfas-
sen oder die Reihenfolge der weitergereichten Parameter verändern. Dabei kann es 
auch sein, dass die Methode der zu testenden Klasse mehr Parameter erwartet, als die 
Rollentypnachricht vorsieht. In diesem Fall muss man für jeden überzähligen Para-
meter einen geeigneten Ersatzwert an die adaptierte Methode übergeben.
Die für die Konvertierung des Parameters a verwendete Typeinschränkung in 
Abb. C-1 setzt natürlich voraus, dass mit dem Parameter a zur Laufzeit nur solche 
Objekte übergeben werden, die von der Klasse View oder einer ihrer Subklassen er-
ben. Da dies im Kontext der automatisierten Testfälle, wo grundsätzlich nur Klassen-
adapter verwendet werden, gewährleistet ist, ist dies aber nur selten ein Problem.
C.2 Konvertierung des Rückgabewerts
Falls eine Rollentypnachricht einen Rückgabewert erwartet, muss man dement-
sprechend auch den von der adaptierten Methode zurückgelieferten Rückgabewert 
konvertieren. Oder man muss, falls die Methode keinen Rückgabewert liefert, einen 
sinnvollen Ersatzwert zurückgeben.
Abb. C-2  Query-Nachricht getObservers() mit Konvertierung des Rückgabewerts
Als Beispiel für die Konvertierung des Rückgabewerts zeigt die Abb. C-2, wie die 
Query-Nachricht getObservers() des Rollentyps Subject auf die Methode 
getViews() der Klasse DrawingA abgebildet wird. Dabei erwartet die Rollen-
typnachricht getObservers(), dass die registrierten Beobachter in einer unge-
ordneten Liste - einem Objekt der Klasse Bag - zurückgegeben werden, während die 
adaptierte Methode getViews(), die Beobachter in einem Objekt des Typs Enu-
meration zurückgibt. Daher muss man das von getViews() zurückgelieferte 
Ergebnis e erst in ein Objekt der Klasse Bag konvertieren, hier das Objekt b, bevor 
man es als Ergebnis der Rollentypnachricht übergeben kann.

'(	

)*()	
%*+
&	&,'	



(#'	
*	


*

KKEE
@
"""
	?&&+,S
"""
1@%
"""
	?&&+,S
"""
1
"""
>9&+,S
"""                                                                                                                   
C.3   Filterung existierender MethodenC.3 Filterung existierender Methoden
Rollentypadapter werden im Test stellvertretend für Instanzen der zu testenden 
Klassen verwendet. Alle im Test ausgetauschten Nachrichten sind daher zunächst an 
einen Adapter gerichtet, von wo sie an die adaptierte Klasse weitergeleitet werden. 
Dies bietet die Möglichkeit, indem man die Methoden einer adaptierten Klasse im 
Rollentypadapter geeignet redefiniert, alle im Verlauf des Tests aufgerufenen Me-
thoden zu filtern. Dies kann man zum einen nutzen, um Nachrichten aufzuzeichnen, 
und zum anderen, um die Nachrichtensequenz zu unterbrechen.
C.3.1 Aufzeichnung einer Nachrichtensequenz
Das Soll-Resultat eines rollenbasierten Testfalls kann unter anderem spezifiziert 
werden, indem man die Nachrichten vorgibt, die zwischen den kollaborierenden Ob-
jekten ausgetauscht werden (siehe Abschnitt 6.5.3). Dies erfordert aber auch, dass 
diese Nachrichten während der Testausführung aufgezeichnet werden. Eine einfache 
Möglichkeit dies zu tun, besteht darin, alle Methoden, die aufzuzeichnenden Nach-
richten entsprechen, im Rollentypadapter so zu redefinieren, dass jeder Aufruf einer 
solchen Methode zuerst protokolliert wird, bevor er an die eigentliche Implementie-
rung der Methode in der adaptierten Klasse weitergeleitet wird.
C.3.1.1 Aufzeichnung einer Nachricht
Abb. C-3 illustriert die Aufzeichnung einer einzelnen Nachricht am Beispiel der 
Methode drawingInvalidated(), die in der zu testenden Klasse ViewB imp-
lementiert ist. Diese Methode entspricht der Nachricht update() des Rollenmo-
dells Observer, die als Reaktion auf die Nachricht notifyObservers()
zwischen Systemrollen ausgetauscht wird, so dass beim Test jedes Auftreten der 
Nachricht aufgezeichnet werden muss. Die Methode wird deshalb in der Adapter-
klasse ViewB2ObserverAdapter so redefiniert, dass bei jedem Aufruf der Me-
thode zunächst das Auftreten der Nachricht mit record(…) bei dem dafür 
vorgesehenen Objekt messageRecorder registriert wird, bevor der Aufruf mit 
dem Schlüsselwort super an die eigentliche Implementierung delegiert wird.
Abb. C-3  Aufzeichnung der Rollentypnachricht update()
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224  Um die Nachricht möglichst vollständig aufzuzeichnen, werden dabei sowohl der 
Name der Empfängerrolle (mit getRoleName() vom Adapter geliefert) als auch 
der Name der empfangenen Nachricht verpackt in ein Objekt der Klasse Message
an den messageRecorder übergeben. Hierfür werden nur die im Rollenmodell 
gültigen Namen verwendet. Es wird also nicht der Name der tatsächlich aufgerufe-
nen Methode, drawingInvalidated(), aufgezeichnet, sondern der Name der 
korrespondierenden Rollentypnachricht. Dies hat den einfachen Grund, dass Namen 
aus der zu testenden Implementierung im Kontext des Rollenmodells keine Bedeu-
tung haben. Die Namen aus dem Rollenmodell sind hingegen vollkommen ausrei-
chend, um eine aufgezeichnete Nachrichte bei der Testauswertung zu identifizieren.
C.3.1.2 Aufzeichnung von Parametern
Bei Nachrichten, die Parameter besitzen, ist es sinnvoll, auch diese als Bestandteil 
der Nachricht aufzuzeichnen. Wie das Beispiel der Nachricht findCompo-
nent(Point a) des Rollenmodells Component Searching in Abb. C-4 zeigt, kann 
man auch dies ohne große Probleme mit dem im vorigen Abschnitt vorgestellten 
Prinzip realisieren. Auch in diesem Fall wird die Methode findFigure(…) der zu 
testenden Klasse so redefiniert, dass erst die Rollentypnachricht beim messageRe-
corder registriert wird, bevor der Methodenaufruf im Anschluss an die ursprüng-
liche Implementierung delegiert wird.
Abb. C-4  Aufzeichnung der Parameter und des Rückgabewerts für findComponent(…)
Allerdings wird dieses Mal zusätzlich eine Liste mit den aktuellen Parameterwer-
ten (wiederum verpackt in ein Objekt der Klasse Message) an den messageRe-
corder übergeben. Diese Liste (in Abb. C-4 als params bezeichnet) ist dabei der 
Einfachheit halber als Java-Vektor realisiert, in dem jeder Parameterwert als eigenes 
Objekt abgelegt ist. Die Reihenfolge, in der die Werte in der Liste params abgelegt 
werden, entspricht dabei jener Reihenfolge, in der sie auch in der Parameterliste der 
Rollentypnachricht deklariert sind.
Bevor man die Parameterwerte einer aufzuzeichnenden Nachricht in der Liste 
params ablegen kann, muss man diese jedoch wiederum (vergleiche Abschnitt C.1) 
so konvertieren, dass sie zu den Parametern der korrespondierenden Rollentypnach-
KKEE

%&
"""

%
%+(,S
"""
A%.
"""
..+7=:,
"""
A%.
%&%
"""

%
%+(,
..+7=:,
"""

(	

		#-0


(	
,	1	
-
..-


2(2	#-0

	
-		




                                                                                                                   
C.3   Filterung existierender Methodenricht passen. Dementsprechend muss man zum Beispiel in Abb. C-4 die Koordinaten 
x und y der Methode findFigure(…) zunächst in ein Objekt der Klasse Point
konvertieren, bevor man dieses Objekt als Parameter a der Nachricht findCompo-
nent(…) in der Liste params ablegen darf.
C.3.1.3 Aufzeichnung der Rückgabewerte
Auch die Rückgabewerte einer Nachricht können aufgezeichnet werden. Sie kön-
nen allerdings erst dann aufgezeichnet werden, wenn sie auch berechnet sind - näm-
lich dann, wenn die adaptierte Methode abgeschlossen ist. Daher muss zum Beispiel 
das Ergebnis des Methodenaufrufs super.findFigure(…) in Abb. C-4 zu-
nächst in der Variablen f zwischengespeichert werden, bevor man diesen Wert nach-
träglich mit recordResult(…) beim messageRecorder registrieren kann. 
Dabei ist zu beachten, dass - je nach Schachtelungstiefe rekursiver Methodenaufrufe 
- ein Rückgabewert erst dann nachgereicht wird, wenn der messageRecorder be-
reits weitere Nachrichten aufgezeichnet hat. Daher muss man bei einer Nachricht mit 
Rückgabewerten in einer Variablen (in Abb. C-4 die Variable no) die Nummer zwi-
schenspeichern, unter der die Nachricht vom messageRecorder aufgezeichnet 
wird. Denn diese benötigt man später, um dem messageRecorder mitzuteilen, zu 
welcher Nachricht ein nachgereichter Wert gehört.
Auch der Rückgabewert einer Nachricht muss, bevor man ihn als Objekt der 
Klasse Result übergibt, so konvertiert werden, dass sein Typ dem im Rollenmo-
dell deklarierten Rückgabewert entspricht. So muss man zum Beispiel das Ergebnis 
der Methode findFigure(…) in Abb. C-4 zuerst auf den Rollentyp Component
einschränken, der als Typ des Rückgabewerts für die Nachricht findCompo-
nent(…) im Rollenmodell Component Searching deklariert ist.
C.3.1.4 Vollständige Aufzeichnung einer Nachrichtensequenz
Mit den hier vorgestellten Mitteln kann man im Grunde alle im Zuge eines Test-
falls ausgetauschten Nachrichten aufzeichnen. Dafür genügt es, alle Methoden der zu 
testenden Implementierung, die Nachrichten des Rollenmodells repräsentieren, wie 
beschrieben zu redefinieren. Aufrufe anderer Methoden, die beispielsweise nicht 
Teil des Rollenmodells sind, werden hingegen vernachlässigt. Man kann so zum Bei-
spiel auch fallweise entscheiden, ob man die Query-Nachrichten eines Rollenmo-
dells beim Test aufzeichnen will oder nicht (siehe Abschnitt 5.6.2.3).
Die Aufzeichnung einer vollständigen Nachrichtensequenz setzt natürlich voraus, 
dass alle zu diesem Zweck redefinierten Methoden den gleichen messageRecor-
der verwenden. Es empfiehlt sich daher, ihn als Singleton [Gamma et al. (1995)] zu 
realisieren. Der denkbar einfach implementierte messageRecorder macht da-
nach nichts anderes, als die ihm gemeldeten Nachrichtenobjekte chronologisch ge-
ordnet in einer Liste abzulegen, so dass diese bei Testende alle ausgetauschten 
Nachrichten enthält und für Vergleiche mit dem Soll-Resultat verwendet werden 
kann. So kann man die Liste zum Beispiel heranziehen, um zu prüfen, ob die Nach-
richt notifyObservers() des Rollenmodells Observer die Nachricht up-225
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226  date() tatsächlich an jeden registrierten Beobachter verschickt hat. Die Liste ist 
demnach eine Implementierung der OCL-Collection messages (siehe Abschnitt 
6.5.5), mit der man die Eigenschaften einer Nachrichtensequenz spezifizieren kann.
C.3.2 Unterbrechung der Nachrichtensequenz
Die Rollentypadapter adaptieren lediglich die zu testenden Klassen an ein be-
stimmtes Rollenmodell, während die zu testende Implementierung ansonsten unver-
ändert bleibt. Der Programmablauf wird daher vollständig von der zu testenden 
Implementierung kontrolliert, sobald eine Stimulus-Nachricht des zugehörigen Rol-
lenmodells aufgerufen wurde. Dadurch können aber im Testverlauf auch Methoden 
aufgerufen, die zwar für das fertige Programm wichtig sind, jedoch im Kontext des 
Rollenmodells ohne Bedeutung sind.
Die Ausführung solcher Methoden, die zur Ausgangsschnittstelle eines Rollen-
modells (siehe Abschnitt 5.7.2) gehören, ist meist kein Problem. Denn der Aufruf ei-
ner solchen Methode wird vollständig im Kontext der zu testenden Implementierung 
abgewickelt und bleibt deshalb für die automatisierten Testfälle unsichtbar. Schwie-
rigkeiten treten erst dann auf, wenn eine so aufgerufene Methode auf Objekte ange-
wiesen ist, die im Rollenmodell gar nicht vorgesehen sind. Denn diese Objekte 
müssen dann extra instantiiert werden, bevor man einen Testfall ausführen kann.
Abb. C-5  Unterbrechen der Nachrichtensequenz in der Methode redraw()
Dies lässt sich vermeiden, indem man die Nachrichtensequenz vor dem Aufruf ei-
ner solchen Methode einfach unterbricht. Das Beispiel in Abb. C-5 zeigt dazu, wie 
man den Rollentypadapter der Klasse ViewB so implementieren kann, dass beim 
Test der Kollaboration Observer die Nachrichtensequenz in der Methode re-
draw() unterbrochen wird. Einer Methode, die zwar auf weitere Objekte angewie-
sen ist, um die von der Klasse ViewB implementierte Sicht zu zeichnen, aber im 
Übrigen für die Kollaboration Observer bedeutungslos ist. Die Methode wird dazu 
im Rollentypadapter ViewB2ObserverAdapter so redefiniert, dass ihre ur-
sprüngliche Implementierung gar nicht mehr aufgerufen wird und jeder künftige 
Aufruf der Methode im Nichts endet.
Diese Lösung setzt allerdings voraus, dass die Methode, in der die Nachrichten-
sequenz gekappt werden soll, nicht irgendwo, sondern in einer Klasse implementiert 
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C.4   Implementierung spezieller Set-up-Nachrichtenist, für die auch ein Rollentypadapter erzeugt wird. In der Praxis ist das aber kein Pro-
blem, weil man in einer Implementierung den direkten Aufruf einer Methode immer 
durch einen indirekten ersetzen kann, bei dem zuerst eine lokale Methode aufgerufen 
wird, die den Aufruf dann an die ursprüngliche Methode weiterleitet.
C.4 Implementierung spezieller Set-up-Nachrichten
In der Praxis ist es oft schwierig, einen bestimmten Kollaborationszustand herzu-
stellen, ohne dabei Annahmen über die zu testende Implementierung zu machen. So 
muss man zum Beispiel im Fall des Rollenmodells Component Searching vor jedem 
Testfall die Komponenten so anordnen, dass sie das eine Mal einen gegebenen Punkt 
enthalten und das andere Mal nicht. Ausschlaggebend dafür ist die Prüfung mit der 
Nachricht contains(a: Point) des Rollentyps Component. Da die genaue Im-
plementierung dieser Nachricht nicht bekannt ist, wenn die Testfälle automatisiert 
werden, ist es demzufolge nicht möglich, den dafür notwendigen Testaufbau so zu 
implementieren, dass die Anordnung der Komponenten später für jede Implementie-
rung passt. Denn die Nachricht contains(…) wird sich für eine offene Linie an-
ders verhalten als für eine geschlossenes Rechteck. Man muss daher den Testaufbau 
für jede zu testende Implementierung anpassen. Mit entsprechenden Set-up-Nach-
richten kann man diese Anpassungen jedoch vollständig in die Adapter verlagern.
Abb. C-6  Set-up-Methode makeContainPoint(a: Point)
Typisches Beispiel für eine solche Set-up-Nachricht ist die Nachricht makeCon-
tainPoint(a: Point) in Abb. C-6. Sie richtet eine Komponente beim Testauf-
bau so aus, dass diese anschließend den gegebenen Punkt a enthält. Gleichzeitig 
kann man die Set-up-Nachricht in jedem Rollentypadapter anders implementieren - 
ganz wie es die adaptierte Klasse erfordert. So verschiebt makeContainPoint()
hier im Rollentypadapter RectangleFigure2ComponentAdapter den dar-
stellbaren Bereich des adaptierten Rechtecks so, dass der Punkt a anschließend ir-
gendwo im Darstellungsbereich des Rechtecks liegt, während eine offene Linie eine 
Ausrichtung erfordern würde, bei der der Punkt a auf einem Teilstück der Linie lan-
det. Mit derartigen Set-up-Nachrichten kann man folglich automatisierte Testfälle 
anpassen, ohne dafür ihre Implementierung zu verändern.
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228  C.5 Konstruktion eines Rollentypadapters
Ein Rollentypadapter muss auch einen Konstruktor bereitstellen, mit dem man 
vor dem Test einen voll funktionsfähigen Vertreter für die Instanz einer zu testenden 
Klasse erzeugen kann. Dabei sollte die Instantiierung eines Adapters möglichst we-
nig Aufwand erfordern, damit der Testaufbau möglichst mühelos vonstatten geht. Im 
Idealfall erwartet der Konstruktor eines Rollentypadapters daher, wie in Abb. C-7 für 
die Klasse ViewB2ObserverAdapter gezeigt, nur den Namen der Rolle, die der 
Adapter im Test spielt. Alles andere regelt die Implementierung des Konstruktors.
Abb. C-7  Konstruktor der Adapterklasse ViewB2ObserverAdapter
Der Konstruktor eines Rollentypadapters muss dazu immer einen Konstruktor der 
adaptierten Klasse aufrufen. Der parameterlose Standardkonstruktor der zu testenden 
Klasse reicht dafür jedoch meist aus. Falls die adaptierte Klasse keinen parameterlo-
sen Konstruktor besitzt, kann es aber auch passieren, dass der Konstruktor des Ad-
apters zusätzliche Objekte instantiieren und weitere Parameterwerte bereitstellen 
muss. Doch auch hier gilt, dass nur die für eine funktionsfähige Instanz absolut not-
wendigen Dinge an den adaptierten Konstruktor übergeben werden. So erwartet zum 
Beispiel der Konstruktor der Klasse ViewB in Abb. C-7 ein Objekt der Klasse Ap-
plication und Werte für die Breite und Höhe der adaptierten Sicht. Der Kon-
struktor des Rollentypadapters liefert in diesem Fall für beides zwar plausible, aber 
dennoch fiktive Objekte und Werte.
Falls der adaptierte Konstruktor als Parameter ein Objekt erwartet, das ebenfalls 
eine Rolle in der Kollaboration spielt, kann dieses allerdings nicht, wie in Abb. C-7
das Objekt der Klasse DrawApplication, im Konstruktor des Adapters instanti-
iert werden. Denn auch für dieses Objekt muss man in diesem Fall im Kontext der 
automatisierten Testfälle ein Rollentypadapter erzeugen, der dann als Parameter an 
den Konstruktor des anderen Rollentypadapters übergeben wird.
Der Konstruktor eines Rollentypadapters stellt darüber hinaus die für den Test 
notwendige Infrastruktur bereit. Zum einen speichert er den als Parameter übergebe-
nen Rollennamen, damit dieser im Testverlauf abgefragt werden kann. Zum anderen 
belegt er die Instanzvariable messageRecorder mit einer Instanz der Klasse 
MessageRecorder (siehe Abb. C-7), die später erforderlich ist, um beim Test 
ausgetauschte Nachrichten aufzuzeichnen (siehe Abschnitt C.3.1).
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C.6   Fremdinstantiierung eines RollentypadaptersC.6 Fremdinstantiierung eines Rollentypadapters
Die Instantiierung der Rollentypadapter beim Testaufbau setzt voraus, dass der 
Tester vollkommene Kontrolle darüber hat, wann, wo und wie die am Test beteilig-
ten Objekte instantiiert werden. So werden zum Beispiel im Fall des Rollenmodells 
Observer das Subjekt und die Beobachter unabhängig voneinander erzeugt und erst 
danach miteinander verknüpft. Der Tester kann also frei entscheiden, welchen Adap-
ter er für welche Kollaborationsrolle instantiiert.
Abb. C-8  Instantiierung von Handle-Objekten in JHotDraw
Diese Kontrolle ist aber nicht immer gegeben, denn oft werden Objekte erst zur 
Laufzeit von der zu testenden Implementierung erzeugt. So entscheidet zum Beispiel 
bei Entwurfsmustern wie Abstract Factory und Factory Method [Gamma et al. 
(1995)] erst die konkrete Klasse einer Instanz, welche Objekte sie zur Laufzeit er-
zeugt. Die Factory-Methode handles() der JHotDraw-Klasse RectangleFi-
gure (siehe Abb. C-8) gibt zum Beispiel einen Java-Vektor zurück, der alle Handle-
Objekte enthält, mit denen man das Rechteck manipulieren, vergrößern oder rotieren 
kann. Die einzelnen Handle-Objekte werden dabei, wie in Abb. C-8 angedeutet, erst 
bei Aufruf der Methode handles() instantiiert. Dies hat den Vorteil, dass man für 
jede Figur einen eigenen Satz von Handle-Objekten implementieren kann.
Diese Fremdinstantiierung von Objekten durch die zu testende Implementierung 
führt allerdings zu Problemen, wenn ein derart instantiiertes Objekt eine Rolle im 
rollenbasierten Test spielen soll. Denn wie kann der Tester in einem solchen Fall das 
Objekt der zu testenden Klasse durch einen Rollentypadapter ersetzen? Wie die fol-
gende Diskussion zeigt, gibt es hier verschiedene Lösungsmöglichkeiten.
C.6.1 Die primitive Lösung
Eine zumindest theoretische Möglichkeit, um fremdinstantiierte Objekte gegen 
Rollentypadapter auszutauschen, bestünde darin, die zu testende Implementierung 
überall, wo Instanzen zu testender Klassen erzeugt werden, so zu verändern, dass 
dort in Zukunft nur noch Instanzen der zugehörigen Rollentypadapterklassen erzeugt 
werden. Diese Lösung scheidet aber wegen grundsätzlicher Überlegungen aus. Denn 
public class RectangleFigure extends ...
{ 
   ...
   public Vector handles()
   {  
      Vector handles = new Vector();
      ... /* Instantiierung der passenden Handle-Objekte */ ...
      return handles;
   }
   ...
}229
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aber auf keinen Fall verändert werden.
Eine weitere Möglichkeit, um die Instantiierung von Rollentypadaptern zu er-
zwingen, besteht darin, jede zu testende Klasse vor dem Test gegen ihre Adapterklas-
se auszutauschen. Dafür muss die Adapterklasse allerdings so implementiert werden, 
dass sie den gleichen Namen wie die adaptierte Klasse trägt und dieselben Konstruk-
toren anbietet. Die adaptierte Klasse wird dann für den Zeitraum des Tests umben-
annt, so dass die Klasse des Rollentypadapters ihre Stelle in der zu testenden 
Implementierung einnehmen kann.
So kann man zum Beispiel die zu testende Klasse EastHandle (siehe Abb. C-
8), die ein Handle-Objekt implementiert, durch die Adapterklasse EastHandle-
2HandleRTAdapter ersetzen, indem man sie in EastHandleOriginal um-
benennt und anschließend die Adapterklasse mit identischen Konstruktoren wie die 
ursprüngliche Klasse unter dem Namen EastHandle abgelegt. Die Factory-Me-
thode handles() würde daher immer einen Adapter erzeugen, wenn sie ein Objekt 
der Klasse EastHandle instantiieren will. Doch auch diese Möglichkeit verändert 
die zu testende Implementierung und provoziert dadurch Fehler im Testablauf.
Abb. C-9  Aspekt zur Ersetzung der Klasse EastHandle durch eine Adapterklasse
C.6.2 Die aspektorientierte Lösung
Technisch besser als die im vorigen Abschnitt diskutierten primitiven Ansätze ist 
die Lösung, die Alexander Nyßen in seiner Diplomarbeit [Nyßen (2002)] vorstellt. 
Denn sie nutzt die Möglichkeiten der aspektorientierten Programmierung [Kiczales 
et al. (1997)] mit dem Ziel, das fehleranfällige Umbenennen und Ersetzen der zu tes-
public aspect EastHandle2HandleRTAdapterAspect
{  
   // Identifiziert Konstruktor des Originals als Join Point
   pointcut constructorCall():
      call(EastHandle .new(..)) && args(..);
   // Advice: Ersetzt das Original durch den Adapter
   Object around(): constructorCall()
   {
      Object[] constrArgs = thisJoinPoint.getArgs();
      ConstructorSignature constrSig =
         (ConstructorSignature) thisJoinPoint.getSignature();
      // Suche nach dem signaturkompatiblem Adapterkonstruktor
      Constructor targetConstr = 
         EastHandle2HandleRTAdapter.class.getDeclaredConstructor(
            constrSig.getParameterTypes());;
      
      return targetConstr.newInstance(constrArgs); } }                                                                                                                   
C.7   Werkzeugunterstützungtenden Klassen zu vermeiden. Dafür muss lediglich ein Aspekt für die zu testende 
Klasse implementiert werden, der zur Laufzeit bei jedem Konstruktoraufruf, der an 
die Klasse gerichtet wird, statt einer Instanz der ursprünglichen Klasse eine Instanz 
der Adapterklasse zurückliefert.
Um die Lösung zu illustrieren, zeigt die Abb. C-9 den mit AspectJ [AspectJ 
(2003)] für die zu adaptierende Klasse EastHandle und die Adapterklasse 
EastHandle2HandleRTAdapter implementierten Aspekt. Dort wird zunächst 
durch den angegebenen Pointcut jeder Konstruktoraufruf, der an die Klasse East-
Handle gerichtet wird, als so genannter Join Point herausgefiltert. Für jeden iden-
tifizierten Join Point, wird dann zur Laufzeit nicht mehr der ursprüngliche 
Konstruktor der Klasse EastHandle, sondern der ebenfalls im Aspekt definierte 
Advice ausgeführt. Dieser ermittelt, welcher Konstruktor der Klasse EastHandle
eigentlich aufgerufen werden sollte, und erzeugt dann mit dem signaturkompatiblen 
Konstruktor der Adapterklasse einen Rollentypadapter, der als neue Instanz der 
Klasse EastHandle zurückgegeben wird. Das alles geschieht unsichtbar für den 
Aufrufer, der darauf vertraut, ein Objekt der Klasse EastHandle zu instantiieren.
C.7 Werkzeugunterstützung
Die Implementierung der Rollentypadapter erfordert viele wiederkehrende, me-
chanische Tätigkeiten, die zwar einigen Aufwand, aber einmal abgesehen von den 
Konstruktoren und Set-up-Nachrichten keine besonderen Kenntnisse erfordern. An-
dererseits schleichen sich bei der Erstellung der Rollentypadapter in der Praxis oft 
Fehler ein, die zwar meist im Test entdeckt werden, diesen aber trotzdem unnötig 
aufhalten. Dies gilt im Übrigen auch für die Implementierung der rollenbasierten 
Testfälle als JUnit-Testklassen. Dies weckt den Wunsch nach Werkzeugen, die die 
Automatisierung rollenbasierter Testfälle unterstützen, indem sie die Implementie-
rung der Rollentypadapter und JUnit-Testklassen zumindest teilweise automatisie-
ren. Wie eine solche Werkzeugunterstützung aussehen kann, hat Alexander Nyßen 
in seiner Diplomarbeit [Nyßen (2002)] sowohl vom theoretischen als auch prakti-
schen Standpunkt aus untersucht. Dabei hat er insbesondere für das Eclipse-Rahmen-
werk [OTI (2003)] mehrere Werkzeuge entwickelt, die den praktischen Einsatz des 
rollenbasierten Tests erheblich erleichtern. Für weitere Details zu dieser Werkzeug-
unterstützung wird an dieser Stelle auf die Diplomarbeit [Nyßen (2002)] verwiesen.231
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Glossar
Abbnahmetest Prüft, ob ein Programm alle mit dem Kunden vertraglich verein-
barten Anforderungen erfüllt. Der Abnahmetest dient allein dem Zweck, die 
Einhaltung des geschlossenen Vertrags nachzuweisen.
Assoziation (association) Zwei Klassen sind miteinander assoziiert, wenn 
eine strukturelle Beziehung zwischen den beiden Klassen existiert.
Black-box-Test Siehe spezifikationsbasierter Test.
Debugging Suche und Korrektur eines Defekts in einem Programm, nachdem ein 
Fehler gefunden wurde.
Defekt (fault) Fehler werden durch Defekte in der Implementierung eines Pro-
gramms verursacht.
Entwurfsmuster (design pattern) Kombination aus einem Entwurfsproblem 
und einem Vorschlag, wie dieses Problem effektiv gelöst werden kann.
Fehler (failure) Abweichung zwischen den Ausgaben oder dem Verhalten eines 
Programms und den an das Programm gestellten Anforderungen.
Fundierung (foundedness) Ein Begriff α ist fundiert durch den Begriff β, 
wenn jede Instanz x von α notwendigerweise mit einer Instanz y von β asso-
ziiert ist. [Guarino (1992)]
Integrationstest Prüft, ob Gruppen von Komponenten, die für sich allein bereits 
einem Komponententest unterzogen wurden, wie im Entwurf vorgegeben zu-
sammenspielen. Ziel des Integrationstests ist, Fehler und unerwünschte Wech-
selwirkungen zwischen den Komponenten aufzudecken.
Kategorie (category) Eigenschaft eines Parameters oder einer Variablen, die 
sich bei unterschiedlichen Wertebelegungen des Parameters bzw. der Variab-
len maßgeblich auf das Verhalten der zu testenden Funktion auswirkt.
Klasse (class) Eine Klasse abstrahiert von einer Menge von Objekten, die alle 
die gleichen Attribute haben und dieselben Nachrichten verstehen.
Klassenimplementierung (class implementation) Der private, von außen 
unzugängliche Teil einer Klasse, indem die Datenstruktur und die in der Klas-
senschnittstelle deklarierten Methoden implementiert sind.
Klassenschnittstelle (class interface) Der öffentliche Teil einer Klasse, in 
dem die Nachrichten, die ein Objekt der Klasse versteht, deklariert sind. Jede 
Nachricht ist durch die Signatur einer öffentlichen Methode spezifiziert.233
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die Klasse die kleinste testbare Einheit ist. 
Klassentyp (class type) Der Typ einer Klasse spezifiziert, welche Attribute je-
des Objekt der Klasse besitzt, welche Nachrichten das Objekt versteht, und 
wie sich das Objekt bei Empfang der Nachrichten verhält.
Kollaboration (collaboration) Das Zusammenspiel einer Menge von Objek-
ten, mit dem gemeinsamen Ziel eine bestimmte Aufgabe zu erledigen.
Kollaborationsbeziehung (collaboration link) Repräsentiert nur den für die 
Kollaboration erforderlichen Anteil einer Objektbeziehung, die zur Laufzeit 
zwischen zwei durch Kollaborationsrollen repräsentierten Objekten besteht.
Kollaborationsrolle (collaboration role) Abstrahiert von der Menge der Ob-
jekte, die dieselbe Position in einer Kollaboration einnehmen können.
Komponententest Prüft, ob ein einzelner Bestandteil eines Programms, eine 
Komponente, die in der Spezifikation dafür festgelegten Anforderungen er-
füllt. Ziel des Komponententests ist, die lokal in einer Komponente verborge-
nen Fehler aufzudecken.
Multirolle Repräsentiert im Rollendiagramm mehrere Kollaborationsrollen mit 
dem gleichen Rollentyp zwischen denen nicht explizit unterschieden wird.
Objekt (object) Ein Objekt bündelt Daten mit den Methoden, die auf diesen Da-
ten arbeiten, zu einer Einheit. Die Implementierung der Daten und Methoden 
ist gekapselt, so dass ein Objekt nach außen nur durch seine Attribute und 
Nachrichten auftritt.
Objektbeziehung (link) Die Verbindung zwischen zwei Objekten zur Laufzeit, 
über die eine Nachricht geschickt werden kann.
Objektidentität (object identity) Jedes Objekt hat eine eigene Identität, die es 
von anderen Objekten eindeutig unterscheidet.
Objekttyp (object type) Zwei Objekte haben genau dann den gleichen Objekt-
typ, wenn sie sich gegenseitig in jeder Situation ersetzen können.
Objektzustand (object state) Jedes Objekt hat einen Zustand, der einer be-
stimmten Wertebelegung seiner Attribute beziehungswiese Daten entspricht, 
und der das Verhalten der zugehörigen Nachrichten beeinflusst.
Partition (choice) Jede Kategorie wird in disjunkte Partitionen zerlegt, die alle 
aus Sicht der Kategorie zulässigen Werte umfassen. Jede Partition enthält da-
bei genau die Werte, von denen man annimmt, dass sie sich ähnlich auf das 
Verhalten der zu testenden Funktion auswirken.
Programmbasierter Test Analysiert die Implementierung eines Programms, 
wobei die realisierte Programmstruktur im Vordergrund steht. Neben dem 
Kontroll- wird dafür auch häufig der Datenfluss eines Programms untersucht.                                                                                                                   
Realisierungsbeziehung (realization relationship) Eine Klasse realisiert 
einen Rollentyp genau dann, wenn eine beliebige Instanz der Klasse jede Kol-
laborationsrolle des Rollentyps spielen kann.
Regressionstest (regression test) Erneuter Test eines Programms mit be-
reits früher ausgeführten Testfällen, nachdem das Programm modifiziert wur-
de, um zu zeigen, dass durch die Modifikationen keine Fehler entstanden sind.
Rolle (role) Ein Begriff α wird als Rolle bezeichnet, wenn α fundiert und seman-
tisch nicht starr ist. [Guarino (1992)]
Rollendiagramm Spezifiziert die Struktur einer Kollaboration mittels Kollabo-
rationsrollen und deren Kollaborationsbeziehungen.
Rollenmodell (role model) Ein Rollenmodell spezifiziert die Struktur und das 
Verhalten einer Kollaboration unabhängig von anderen Kollaborationen oder 
einer bestimmten Implementierung der Kollaboration.
Rollentyp (role type) Jede Kollaborationsrolle hat einen Rollentyp, der die Zu-
ständigkeiten, Attribute und Nachrichten der repräsentierten Objekte im Kol-
laborationskontext beschreibt und ein bestimmtes Verhalten der Objekte 
impliziert.
Semantische Starrheit (semantic rigidity) Ein Begriff α ist semantisch 
starr, wenn er zur Identität einer Instanz beiträgt. [Guarino (1992)]
Separation of Concerns Prinzip der Trennung verschiedener, voneinander un-
abhängiger funktionaler Belange.
Software-Test Ausführen eines Programms mit dem Ziel, im Programm enthal-
tene Fehler zu finden. [Myers (2001)]
Spezifikationsbasierter Test Betrachtet das Programm oder die zu testende 
Komponente als Black-box. Die Testfälle werden aus der Anforderungsspezi-
fikation oder anderen Entwurfsdokumenten abgeleitet, während die Imple-
mentierung eines Programms vernachlässigt wird.
Stimulus-Nachricht (stimulus message) Nachricht, die von einer Umge-
bungsrolle an eine Systemrolle geschickt wird und dadurch eine Interaktion 
der Systemrollen auslöst.
Subtyp (subtype) Der Typ A ist genau dann ein Subtyp des Typs B, wenn jedes 
Element vom Typ B durch ein Element vom Typ A ersetzt werden kann.
Systemrolle Repräsentiert im Rollenmodell direkt an der Kollaboration beteilig-
te Objekte, die den Kern des Rollenmodells bilden
Systemtest Prüft, ob ein Programm als Ganzes, sprich das System, seine Spezi-
fikation erfüllt. Dabei werden vielfach auch nicht-funktionale Anforderungen 
wie Leistungsfähigkeit und Antwortverhalten eines Programms getestet.235
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Testdaten (test data) Eingaben für ein Programm oder eine Komponente für 
die als Teil eines Testfalls bereits ein Soll-Resultat festgelegt wurde.
Testendekriterium Kriterium, um zu entscheiden, welche und wie viele Testfäl-
le notwendig sind, um ein Programm ausreichend zu testen.
Testfall (test case) Gültige Kombination aus Testdaten und Soll-Resultat.
Testorakel Sagt für eine beliebige Kombination von Testdaten das erwartete 
Soll-Resultat vorher.
Testspezifikation Die Testspezifikation spezifiziert für jeden Testfall notwendi-
ge Vorbedingungen und Testdaten sowie ein erwartetes Soll-Resultat.
Typ (type) Der Typ eines Elements schützt das Element vor willkürlicher oder 
irrtümlicher Verwendung. Ein Typ spezifiziert dazu einen wohldefinierten 
Wertebereich und die für Elemente des Typs erlaubten Operationen.
Umgebungsrolle Repräsentiert im Rollenmodell Objekte, die zwar Nachrichten 
an beteiligte Objekte schicken, jedoch selbst nichts dazu beitragen, dass das 
Kollaborationsziel erreicht wird.
UML (Unified Modeling Language) Von der [OMG (2001)] standardisierte 
Notation für die Software-Modellierung.
Vererbung (inheritance) Wenn die Klasse A Teile der Datenstruktur und Me-
thoden der Klasse B übernimmt, erbt die Subklasse A von der Superklasse B.
White-box-Test Siehe programmbasierter Test.
Zuständigkeit (responsibility) Eine Zuständigkeit benennt ein Problem, das 
von einem Objekt gelöst werden muss.                                                                                                                   
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