Many NLP tasks rely on accurate statistics from large corpora.
Introduction
Since the emergence of the World Wide Web, social media and mobile devices, we have ever larger and richer examples of text data. Such vast corpora have led to leaps in the performance of many language-based tasks: the concept is that simple models trained on big data can outperform more complex models with fewer examples. However, this new view comes with its own challenges: principally, how to effectively represent such large data sets so that model parameters can be efficiently extracted? One answer is to adopt compact summaries of corpora in the form of probabilistic "sketches".
In recent years, the field of Natural Language Processing (NLP) has seen tremendous growth and interest in the use of approximation, randomization, and streaming techniques for large-scale problems (Brants et al., 2007; Turney, 2008) . Much of this work relies on tracking very many statistics. For example, storing approximate counts (Talbot and Osborne, 2007; Van Durme and Lall, 2009a; Goyal and Daumé III, 2011a) , computing approximate association scores like Pointwise Mutual Information (Li et al., 2008; Van Durme and Lall, 2009b; Goyal and Daumé III, 2011a) , finding frequent items (like n-grams) (Goyal et al., 2009) , building streaming language models (Talbot and Brants, 2008; Levenberg and Osborne, 2009) , and distributional similarity (Ravichandran et al., 2005; Van Durme and Lall, 2010) . All these problems ultimately depend on approximate counts of items (such as n-grams, word pairs and word-context pairs). Thus we focus on solving this central problem in the context of NLP applications.
Sketch algorithms (Charikar et al., 2004; Cormode, 2011 ) are a memory-and time-efficient solution to answering point queries. Recently in NLP, we (Goyal and Daumé III, 2011a) demonstrated that a version of the Count-Min sketch (Cormode and Muthukrishnan, 2004) accurately solves three largescale NLP problems using small bounded memory footprint. However, there are several other sketch algorithms, and it is not clear why this instance should be preferred amongst these. In this work, we conduct a systematic study and compare many sketch techniques which answer point queries with focus on large-scale NLP tasks. While sketches have been evaluated within the database community for finding frequent items (Cormode and Hadjieleftheriou, 2008) and join-size estimation (Rusu and Dobra, 2007) , this is the first comparative study for NLP problems.
Our work includes three contributions: (1) We propose novel variants of existing sketches by extending the idea of conservative update to them. We propose Count sketch (Charikar et al., 2004) with conservative update (COUNT-CU) and Count-mean-min sketch with conservative update (CMM-CU). The motivation behind proposing new sketches is inspired by the success of Count-Min sketch with conservative update in our earlier work (Goyal and Daumé III, 2011a) . (2) We empirically compare and study the errors in approximate counts for several sketches. Errors can be over-estimation, under-estimation, or a combination of the two. We also evaluate their performance via Pointwise Mutual Information and LogLikelihood Ratio. (3) We use sketches to solve three important NLP problems. Our experiments show that sketches can be very effective for these tasks, and that the best results are obtained using the "conservative update" technique. Across all the three tasks, one sketch (CM-CU) performs best.
Sketches
In this section, we review existing sketch algorithms from the literature, and propose novel variants based on the idea of conservative update (Estan and Varghese, 2002) . The term 'sketch' refers to a class of algorithm that represents a large data set with a compact summary, typically much smaller than the full size of the input. Given an input of N items (x 1 , x 2 . . . x N ), each item x (where x is drawn from some domain U ) is mapped via hash functions into a small sketch vector that records frequency information. Thus, the sketch does not store the items explicitly, but only information about the frequency distribution. Sketches support fundamental queries on their input such as point, range and inner product queries to be quickly answered approximately. In this paper, we focus on point queries, which ask for the (approximate) count of a given item.
The algorithms we consider are randomized and approximate. They have two user-chosen parameters and δ. controls the amount of tolerable error in the returned count and δ controls the probability with which the error exceeds the bound . These values of and δ determine respectively the width w and depth d of a two-dimensional array sk[·, ·] of count information. The depth d denotes the number of hash functions employed by the sketch algorithms.
Sketch Operations. Every sketch has two operations: UPDATE and QUERY to update and estimate the count of an item. They all guarantee essentially constant time operation (technically, this grows as O(log( 1 δ ) but in practice this is set to a constant) per UPDATE and QUERY. Moreover, sketches can be combined: given two sketches s 1 and s 2 computed (using the same parameters w and d, and same set of d hash functions) over different inputs, a sketch of the combined input is obtained by adding the individual sketches, entry-wise. The time to perform the COMBINE operation on sketches is O(d × w), independent of the data size. This property enables sketches to be implemented in distributed setting, where each machine computes the sketch over a small portion of the corpus and makes it scalable to large datasets.
Existing sketch algorithms
This section describes sketches from the literature: Count-Min sketch (CM): The CM (Cormode and Muthukrishnan, 2004 ) sketch has been used effectively for many large scale problems across several areas, such as Security (Schechter et al., 2010) , Machine Learning (Shi et al., 2009; Aggarwal and Yu, 2010) , Privacy (Dwork et al., 2010) , and NLP (Goyal and Daumé III, 2011a) . The sketch stores an array of size d × w counters, along with d hash functions (drawn from a pairwise-independent family), one for each row of the array. Given an input of N items (x 1 , x 2 . . . x N ), each of the hash functions h k :U → {1 . . . w}, ∀1 ≤ k ≤ d, takes an item from the input and maps it into a counter indexed by the corresponding hash function. UPDATE: For each new item "x" with count c, the sketch is updated as:
QUERY: Since multiple items are hashed to the same index for each array row, the stored frequency in each row is guaranteed to overestimate the true count, making it a biased estimator. Therefore, to answer the point query (QUERY (x)), CM returns the minimum over all the d positions x is stored.
Setting w= 2 and d=log( 1 δ ) ensures all reported frequencies by CM exceed the true frequencies by at most N with probability of at least 1 − δ. This makes the space used by the algorithm O( 1 log 1 δ ). Spectral Bloom Filters (SBF): Cohen and Matias (2003) proposed SBF, an extension to Bloom Filters (Bloom, 1970) to answer point queries. The UPDATE and QUERY procedures for SBF are the same as Count-Min (CM) sketch, except that the range of all the hash functions for SBF are the full array: h k :U → {1 . . . w × d}, ∀1 ≤ k ≤ d. While CM and SBF are very similar, only CM provides guarantees on the query error. Count-mean-min (CMM): The motivation behind the CMM (Deng and Rafiei, 2007) sketch is to provide an unbiased estimator for Count-Min (CM) sketch. The construction of CMM sketch is identical to the CM sketch, while the QUERY procedure differs. Instead of returning the minimum value over the d counters (indexed by d hash functions), CMM deducts the value of estimated noise from each of the d counters, and return the median of the d residues. The noise is estimated
. Nevertheless, the median estimate (f 1 ) over the d residues can overestimate more than the original CM sketch min estimate (f 2 ), so we return min (f 1 ,f 2 ) as the final estimate for CMM sketch. CMM gives the same theoretical guarantees as Count sketch (below). Count sketch (COUNT) (Charikar et al., 2004) : COUNT (aka Fast-AGMS) keeps two hash functions for each row, h k maps items onto [1, w] , and g k maps items onto {−1,+1}. UP-DATE: For each new item "x" with count c:
QUERY: the median over the d rows is an unbiased estimator of the point query:
Setting w= 
Conservative Update sketch algorithms
In this section, we propose novel variants of existing sketches (see Section 2) by combining them with the conservative update process (Estan and Varghese, 2002) . The idea of conservative update (also known as Minimal Increase (Cohen and Matias, 2003) ) is to only increase counts in the sketch by the minimum amount needed to ensure the estimate remains accurate. It can easily be applied to Count-Min (CM) sketch and Spectral Bloom Filters (SBF) to further improve the estimate of a point query. Goyal and Daumé III (2011a) showed that CM sketch with conservative update reduces the amount of overestimation error by a factor of at least 1.5, and also improves performance on three NLP tasks.
Note that while conservative update for CM and SBF never increases the error, there is no guaranteed improvement. The method relies on seeing multiple updates in sequence. When a large corpus is being summarized in a distributed setting, we can apply conservative update on each sketch independently before combining the sketches together (see "Sketch Operations" in Section 2). Count-Min sketch with conservative update (CM-CU): The QUERY procedure for CM-CU (Cormode, 2009; Goyal and Daumé III, 2011a ) is identical to Count-Min. However, to UPDATE an item "x" with frequency c, we first compute the frequencyĉ(x) of this item from the existing data struc-
) and the counts are updated according to:
The intuition is that, since the point query returns the minimum of all the d values, we update a counter only if it is necessary as indicated by ( * ). This heuristic avoids unnecessarily updating counter values to reduce the over-estimation error. Spectral Bloom Filters with conservative update (SBF-CU): The QUERY procedure for SBF-CU (Cohen and Matias, 2003 ) is identical to SBF. SBF-CU UPDATE procedure is similar to CM-CU, with the difference that all d hash functions have the common range d × w. Count-mean-min with conservative update (CMM-CU): We propose a new variant to reduce the over-estimation error for CMM sketch. The construction of CMM-CU is identical to CM-CU. However, due to conservative update, each row of the sketch is not updated for every update, hence the sum of counts over each row
Hence, the estimated noise to be subtracted here is
. CMM-CU deducts the value of estimated noise from each of the d counters, and returns the median of the d residues as the point query. Count sketch with conservative update (COUNT-CU): We propose a new variant to reduce overestimation error for the COUNT sketch. The QUERY procedure for COUNT-CU is the same as COUNT. The UPDATE procedure follows the same outline as CM-CU, but uses the current estimatê c(x) from the COUNT sketch, i.e.
Note, this heuristic is not as strong as for CM-CU and SBF-CU because COUNT can have both overestimate and under-estimate errors. Lossy counting with conservative update (LCU-WS): LCU-WS (Goyal and Daumé III, 2011b ) was proposed to reduce the amount of over-estimation error for CM-CU sketch, without incurring too much under-estimation error. This scheme is inspired by lossy counting (Manku and Motwani, 2002) . In this approach, the input sequence is conceptually divided into windows, each containing 1/γ items. The size of each window is equal to size of the sketch i.e. d × w. Note that there are γN windows; let t denote the index of current window. At window boundaries,
The idea is to remove the contribution of small items colliding in the same entry, while not altering the count of frequent items. The current window index is used to draw this distinction. Here, all reported frequenciesf have both under and over estimation error: f − γN ≤f ≤ f + N . Lossy counting with conservative update II (LCU-SWS): This is a variant of the previous scheme, where the counts of the sketch are decreased more conservatively. Hence, this scheme has worse over-estimation error compared to LCU-WS, with better under-estimation. Here, only those counts are decremented which are at most the square root of current window index, t. At window boundaries,
LCU-SWS has similar analytical bounds to LCU-WS.
Intrinsic Evaluations
We empirically compare and study the errors in approximate counts for all 10 sketches. Errors can be over-estimation, under-estimation, or a combination of the two. We also study the behavior of approximate Pointwise Mutual Information and Log Likelihood Ratio for the sketches.
Experimental Setup
DATA: We took 50 million random sentences from Gigaword (Graff, 2003) . We split this data in 10 chunks of 5 million sentences each. Since all sketches have probabilistic bounds, we report average results over these 10 chunks. For each chunk, we generate counts of all word pairs within a window size 7. This results in an average stream size of 194 million word pair tokens and 33.5 million word pair types per chunk.
To compare error in various sketch counts, first we compute the exact counts of all the word pairs. Second, we store the counts of all the word pairs in all the sketches. Third, we query sketches to generate approximate counts of all the word pairs. Recall, we do not store the word pairs explicitly in sketches but only a compact summary of the associated counts.
We fix the size of each sketch to be w = 20×10 6 3 and d = 3. We keep the size of sketches equal to allow fair comparison among them. Prior work (Deng and Rafiei, 2007; Goyal and Daumé III, 2011a) showed with fixed sketch size, a small number of hash functions (d=number of hash functions) with large w (or range) give rise to small error over counts. Next, we group all word pairs with the same true frequency into a single bucket. We then compute the Mean Relative Error (MRE) in each of these buckets. Because different sketches have different accuracy behavior on low, mid, and high frequency counts, making this distinction based on frequency lets us determine the regions in which different sketches perform best. Mean Relative Error (MRE) is defined as the average of absolute difference between the predicted and the exact value divided by the exact value over all the word pairs in each bucket.
Studying the Error in Counts
We study the errors produced by all 10 sketches. Since various sketches result in different errors on low, mid, and high frequency counts, we plot the results with a linear error scale ( Fig. 1(a) ) to highlight the performance for low frequency counts, and with a log error scale ( Fig. 1(b) ) for mid and high frequency counts. We make several observations on low frequency counts from Fig. 1(a) . (1) Spectral Bloom Filters (SBF) have identical MRE for word pairs. Using conservative update with CM (CM-CU) and SBF (SBF-CU) reduces the MRE by a factor of 1.5. MRE for CM-CU and SBF-CU is also identical. (2) COUNT has better MRE than CM-CU and using conservative update with COUNT (COUNT-CU) further reduces the MRE. (3) CMM has better MRE than COUNT and using conservative update with CMM (CMM-CU) further reduces the MRE. (4) Lossy counting with conservative update variants (LCU-SWS, LCU-WS) have comparable MRE to COUNT-CU and CMM-CU respectively.
In Fig. 1(b) , we do not plot the SBF variants as SBF and CM variants had identical MRE in Fig. 1(a) . From Figure 1(b) , we observe that, CM, COUNT, COUNT-CU, CMM, CMM-CU sketches have worse MRE than CM-CU, LCU-SWS, and LCU-WS for mid and high frequency counts. CM-CU, LCU-SWS, and LCU-WS have zero MRE for all the counts > 1000.
To summarize the above observations, for those NLP problems where we cannot afford to make errors on mid and high frequency counts, we should employ CM-CU, LCU-SWS, and LCU-WS sketches. If we want to reduce the error on low frequency counts, LCU-WS generates least error. For NLP tasks where we can allow error on mid and high frequency counts but not on low frequency counts, CMM-CU sketch is best.
Examining OE and UE errors
In many NLP applications, we are willing to tolerate either over-estimation or under-estimation errors. Hence we breakdown the error into over-estimation (OE) and under-estimation (UE) errors for the six best-performing sketches (COUNT, COUNT-CU, CMM, CMM-CU, LCU-SWS, and LCU-WS). To accomplish that, rather than using absolute error values, we divide the values into over-estimation (positive), and under-estimation (negative) error buck- ets. Hence, to compute the over-estimation MRE, we take the average of positive values over all the items in each bucket. For under-estimation, we take the average over the negative values. We can make several interesting observations from Figure 2: (1) Comparing COUNT-CU and LCU-SWS, we learn that both have the same overestimation errors. However, LCU-SWS has less under-estimation error than COUNT-CU. Therefore, LCU-SWS is always better than COUNT-CU. (2) LCU-WS has less over-estimation than LCU-SWS but with more under-estimation error on mid frequency counts. LCU-WS has less underestimation error than COUNT-CU. (3) CMM-CU has the least over-estimation error and most underestimation error among all the compared sketches.
From the above experiments, we conclude that tasks sensitive to under-estimation should use the CM-CU sketch, which guarantees over-estimation. However, if we are willing to make some underestimation error with less over-estimation error, then LCU-WS and LCU-SWS are recommended. Lastly, to have minimal over-estimation error with willingness to accept large under-estimation error, CMM-CU is recommended.
Evaluating association scores ranking
Last, in many NLP problems, we are interested in association rankings obtained using Pointwise Mutual Information (PMI) and Log Likelihood Ratio (LLR). In this experiment, we compare the word pairs association rankings obtained using PMI and LLR from several sketches and exact word pair counts. We use recall to measure the number of top-K sorted word pairs that are found in both the rankings.
In Figure 3 (a), we compute the recall for CM-CU, COUNT-CU, CMM-CU, LCU-SWS, and LCU-WS sketches at several top-K thresholds of word pairs for approximate PMI ranking. We can make several observations from Figure 3(a) . COUNT-CU has the worst recall for almost all the top-K settings. For top-K values less than 750, all sketches except COUNT-CU have comparable recall. Meanwhile, for K greater than 750, LCU-WS has the best recall. The is because PMI is sensitive to low frequency counts (Church and Hanks, 1989) , over-estimation of the counts of low frequency word pairs can make their approximate PMI scores worse.
In Figure 3(b) , we compare the LLR rankings. For top-K values less than 1000, all the sketches have comparable recall. For top-K values greater than 1000, CM-CU, LCU-SWS, and LCU-WS perform better. The reason for such a behavior is due to LLR favoring high frequency word pairs, and COUNT-CU and CMM-CU making under-estimation error on high frequency word pairs.
To summarize, to maintain top-K PMI rankings making over-estimation error is not desirable. Hence, LCU-WS is recommended for PMI rankings. For LLR, producing under-estimation error is not preferable and therefore, CM-CU, LCU-WS, and LCU-SWS are recommended. Table 1 : Pseudo-words evaluation on accuracy metric for selectional preferences using several sketches of different sizes against the exact. There is no statistically significant difference (at p < 0.05 using bootstrap resampling) among bolded numbers.
Extrinsic Evaluation

Experimental Setup
We study three important NLP applications, and compare the three best-performing sketches: CountMin sketch with conservative update (CM-CU), Count-mean-min with conservative update (CMM-CU), and Lossy counting with conservative update (LCU-WS). The above mentioned 3 sketches are selected from 10 sketches (see Section 2) considering these sketches make errors on different ranges of the counts: low, mid and, high frequency counts as seen in our intrinsic evaluations in Section 3. The goal of this experiment is to show the effectiveness of sketches on large-scale language processing tasks.
These adhere to the premise that simple methods using large data can dominate more complex models. We purposefully select simple methods as they use approximate counts and associations directly to solve these tasks. This allows us to have a fair comparison among different sketches, and to more directly see the impact of different choices of sketch on the task outcome. Of course, sketches are still broadly applicable to many NLP problems where we want to count (many) items or compute associations: e.g. language models, Statistical Machine Translation, paraphrasing, bootstrapping and label propagation for automatically creating a knowledge base and finding interesting patterns in social media.
Data:
We use Gigaword (Graff, 2003) and a 50% portion of a copy of news web (GWB50) crawled by (Ravichandran et al., 2005) . The raw size of Gigaword (GW) and GWB50 is 9.8 GB and 49 GB with 56.78 million and 462.60 sentences respectively. For both the corpora, we split the text into sentences, tokenize and convert into lower-case.
Pseudo-Words Evaluation
In NLP, it is difficult and time consuming to create annotated test sets. This problem has motivated the use of pseudo-words to automatically create the test sets without human annotation. The pseudo-words are a common way to evaluate selectional preferences models (Erk, 2007; Bergsma et al., 2008 ) that measure the strength of association between a predicate and its argument filler, e.g., that the noun "song" is likely to be the object of the verb "sing".
A pseudo-word is the conflation of two words (e.g. song/dance). One word is the original in a sentence, and the second is the confounder. For example, in our task of selectional preferences, the system has to decide for the verb "sing" which is the correct object between "song"/"dance". Recently, Chambers and Jurafsky (2010) proposed a simple baseline based on co-occurrence counts of words, which has state-of-the-art performance on pseudo-words evaluation for selectional preferences.
We use a simple approach (without any typed dependency data) similar to Chambers and Jurafsky (2010) , where we count all word pairs (except word pairs involving stop words) that appear within a window of size 3 from Gigaword (9.8 GB). That generates 970 million word pair tokens (stream size) and 94 million word pair types. Counts of all the 94 million unique word pairs are stored in CM-CU, CMM-CU, and LCU-WS. For a target verb, we return that noun which has higher co-occurrence count with it, as the correct selectional preference. We evaluate on Chambers and Jurafsky's three test sets 1 (excluding instances involving stop words) that are based on different strategies in selecting confounders: Random (4081 instances), Buckets (4028 instances), and Neighbor (3881 instances). To evaluate against the exact counts, we compute exact counts for only those word pairs that are present in the test sets. Accuracy is used for evaluation and is defined as the percentage of number of correctly identified pseudo words.
In Fig. 4 , we plot the cumulative proportion of true frequency counts of all word pairs (from the three tests) in Gigaword (GW). To include unseen word pairs from test set in GW on log-scale in Fig.  4 , we increment the true counts of all the word pairs by 1. This plot demonstrates that 45% of wordpairs are unseen in GW, and 67% of word pairs have counts less than 10. Hence, to perform better on this task, it is essential to accurately maintain counts of rare word pairs.
In Table 1 , we vary the size of all sketches (50 million (M ), 100M , 200M , 500M and 1 billion (1B) counters) with 3 hash functions to compare them against the exact counts. It takes 1.8 GB uncompressed space to maintain the exact counts on the disk. Table 1 shows that with sketches of size > 200M on all the three test sets, CM-CU and LCU-WS are comparable to exact. However, the CMM-CU sketch performs less well. We conjecture the reason for such a behavior is due to loss of recall (information about low frequency word pairs) by under-estimation error. For this task CM-CU and LCU-WS scales to storing 94M unique word pairs using 200M integer (4 bytes each) counters (using 800 MB) < 1.8 GB to maintain exact counts. Moreover, these results are comparable to Chambers and Jurafsky's state-of-the-art framework. 
Finding Semantic Orientation of a word
Given a word, the task of finding its Semantic Orientation (SO) (Turney and Littman, 2003) is to determine if the word is more probable to be used in positive or negative connotation. We use Turney and Littman's (2003) state-of-the-art framework to compute the SO of a word. We use same seven positive words (good, nice, excellent, positive, fortunate, correct, and superior) and same seven negative words (bad, nasty, poor, negative, unfortunate, wrong, and inferior) from their framework as seeds. The SO of a given word is computed based on the strength of its association with the seven positive words and the seven negative words. Association scores are computed via Pointwise Mutual Information (PMI). We compute the SO of a word "w" as:
where, Pos and Neg denote the seven positive and negative seeds respectively. If this score is negative, we predict the word as negative; otherwise, we predict it as positive. We use the General Inquirer lexicon 2 (Stone et al., 1966) as a benchmark to evaluate the semantic orientation similar to Turney and Littman's (2003) work. Our test set consists of 1611 positive and 1987 negative words. Accuracy is used for evaluation and is defined as the percentage of number of correctly identified SO words. We evaluate SO of words on two different sized corpora (see Section 4.1): Gigaword (GW) (9.8GB), and GW with 50% news web corpus (GWB50) (49GB). We fix the size of all sketches to 2 billion (2B) counters with 5 hash functions. We store exact counts of all words in a hash table for both GW and GWB50. We count all word pairs (except word pairs involving stop words) that appear within a window of size 7 from GW and GWB50. This yields 2.67 billion(B) tokens and .19B types Table 3 : Evaluating distributional similarity using sketches.
Scores are evaluated using rank correlation ρ. Bold and italic numbers denote no statistically significant difference.
from GW and 13.20B tokens and 0.8B types from GWB50. Next, we compare the sketches against the exact counts over two different size corpora. Table 2 shows that increasing the amount of data improves the accuracy of identifying the SO of a word. We get an absolute increase of 7 percentage points (with exact counts) in accuracy (The 95% statistical significance boundary for accuracy is about ± 1.5.), when we add 50% web data (GWB50). CM-CU results are equivalent to exact counts for all the corpus sizes. These results are also comparable to Turney's (2003) accuracy of 82.84%. However, CMM-CU results are worse by absolute 8.7 points and 6 points on GW and GWB50 respectively with respect to CM-CU. LCU-WS is better than CMM-CU but worse than CM-CU. Using 2B integer (4 bytes each) counters (bounded memory footprint of 8 GB), CM-CU scales to 0.8B word pair types (It takes 16 GB uncompressed disk space to store exact counts of all the unique word pair types.). Figure 4 has similar frequency distribution of word pairs 3 in SO test set as pseudo-words evaluation test sets word pairs. Hence, CMM-CU again has substantially worse results than CM-CU due to loss of recall (information about low frequency word pairs) by under-estimation error. We can conclude that for this task CM-CU is best.
Distributional Similarity
Distributional similarity is based on the distributional hypothesis that similar terms appear in simi-lar contexts (Firth, 1968; Harris, 1954) . The context vector for each term is represented by the strength of association between the term and each of the lexical, semantic, syntactic, and/or dependency units that co-occur with it. For this work, we define context for a given term as the surrounding words appearing in a window of 2 words to the left and 2 words to the right. The context words are concatenated along with their positions -2, -1, +1, and +2. We use PMI and LLR to compute the association score (AS) between the term and each of the context to generate the context vector. We use the cosine similarity measure to find the distributional similarity between the context vectors for each of the terms.
We use two test sets which consist of word pairs, and their corresponding human rankings. We generate the word pair rankings using distributional similarity. We report the Spearman's rank correlation coefficient (ρ) between the human and distributional similarity rankings. We report results on two test sets: WS-203: A set of 203 word pairs marked according to similarity (Agirre et al., 2009 ). MC-30: A set of 30 noun pairs (Miller and Charles, 1991) .
We evaluate distributional similarity on Gigaword (GW) (9.8GB) (see Section 4.1). First, we store exact counts of all words and contexts in a hash table from GW. Next, we count all the word-context pairs and store them in CM-CU, CMM-CU, and LCU-WS sketches. That generates a stream of size 3.35 billion (3.35B) word-context pair tokens and 215 million unique word-context pair types (It takes 4.6 GB uncompressed disk space to store exact counts of all these unique word-context pair types.). For every target word in the test set, we maintain top-1000 approximate AS scores contexts using a priority queue, by passing over the corpus a second time. Finally, we use cosine similarity with these approximate top-K context vectors to compute distributional similarity.
In Table 3 , we vary the size of all sketches across 10 million (M ), 50M , and 200M counters with 3 hash functions. The results using PMI shows that CM-CU has best ρ on both WS-203 and MC-30 test sets. The results for LLR in Table 3 show similar trends with CM-CU having best results on small size sketches. Thus, CM-CU scales using 10M counters (using fixed memory of 40 MB versus 4.6 GB to store exact counts). These results are compa-rable against the state-of-the-art results for distributional similarity (Agirre et al., 2009) .
On this task CM-CU is best as it avoids loss of recall (information about low frequency word pairs) due to under-estimation error. For a target word that has low frequency, using CMM-CU will not generate any contexts for it, as it will have large under-estimation error for word-context pairs counts. This phenomenon is demonstrated in Table 3 , where CMM-CU and LCU-WS have worse result with small size sketches.
Conclusion
In this work, we systematically studied the problem of estimating point queries using different sketch algorithms. As far as we know, this represents the first comparative study to demonstrate the relative behavior of sketches in the context of NLP applications. We proposed two novel sketch variants: Count sketch (Charikar et al., 2004) with conservative update (COUNT-CU) and Count-mean-min sketch with conservative update (CMM-CU). We empirically showed that CMM-CU has under-estimation error with small over-estimation error, CM-CU has only over-estimation error, and LCU-WS has more under-estimation error than over-estimation error. Finally, we demonstrated CM-CU has better results on all three tasks: pseudo-words evaluation for selectional preferences, finding semantic orientation task, and distributional similarity. This shows that maintaining information about low frequency items (even with over-estimation error) is better than throwing away information (under-estimation error) about rare items.
Future work is to reduce the bit size of each counter (instead of the number of counters), as has been tried for other summaries (Talbot and Osborne, 2007; Talbot, 2009; Van Durme and Lall, 2009a) in NLP. However, it may be challenging to combine this with conservative update.
