Abstract-Current approaches to detecting Bad Smells in code are mainly based on software metrics. We suggest that these methods lack precision in detecting Bad Smells, and we propose a code pattern-based approach to detecting Bad Smells. However before such a pattern-based approach can be implemented, Fowler's original definitions of Bad Smells need to be made more precise. Currently Fowler's definitions are too informal to implement in a pattern-searching tool. In this paper we use an expert panel to evaluate our enhanced definitions for five of Fowler's Bad Smells. We use a questionnaire to survey four experts' opinions of our Bad Smell definitions. Our results show that the experts basically agree with our enhanced definitions of the Message Chains, Middle Man and Speculative Generality Bad Smells. However, there are strong disagreements on our definitions of the Data Clumps and Switch Statements Bad Smells. We present enhanced definitions on the basis of these expert opinions.
INTRODUCTION
This paper describes how we use an expert panel to evaluate our pattern-based Bad Smells definitions. Bad Smells are structures in source code informally identified by Fowler et al. [1] that can give "indications that there is trouble [in the code] that can be solved by a refactoring". They are widely used for detecting refactoring opportunities in software [2] .
However, manually detecting Bad Smells is a timeconsuming process and strongly depends on developers' programming experience. As a consequence, recently, several tools and methodologies have been introduced for automatically detecting Bad Smells [3] [4] [5] [6] . Most of these methods are metric-based which identify Bad Smells using different compositions of software metrics. However, Bad Smells cannot be directly measured by software metrics. Consequently metric-based methods translate a Bad Smell into measurable code properties which are thought to be related to this Bad Smell. However, Moha et al. [7] argue that these metric-based methods are insufficient to precisely identify Bad Smells.
Hence, we propose a pattern-based approach to detect Bad Smells. The aim of our approach is to define Bad Smells as patterns of source code, so that Bad Smells can be identified through examining these patterns in source code. We report the first phase of this work here, where we have more precisely defined five of Fowler et al.'s [1] Bad Smells: Data Clumps, Switch Statements, Speculative Generality, Message Chains, and Middle Man. Our rationale for choosing these five code smells is explained in [8] . This paper also reports our use of an expert panel to evaluate how well our definitions reflect Fowler et al.'s Bad Smells.
The rest of this paper is structured as follows: Section 2 provides an overview of our pattern-based definitions. Section 3 presents our design of an expert panel for validating our definitions. Section 4 summarises and discusses the results of our expert panel. Finally, paper is concluded and further studies are proposed in Section 5.
II. OVERVIEW OF PATTERN BASED BAD SMELL DEFINITIONS
A pattern based approach defines Bad Smells as particular patterns of source code. This is a relatively new approach to identifying Bad Smells. Previous pattern based approaches first translate source code file into a meta-model [9] , and then define Bad Smells as particular structures in this meta-model. One recent study by Tourwe and Mens [10] describes how to define Bad Smells using a pattern based approach and detect them using a Logic Meta Programming language SOUL. They suggest that this is a better approach to identifying Bad Smells. However, they only demonstrate this approach for two Bad Smells and do not apply them for other Bad Smells. We have adopted a similar pattern-based approach to Tourwe and Mens [10] This section presents an overview of our pattern-based definitions. We first describe our approach to defining pattern-based Bad Smell. Secondly, our five Bad Smell definitions are provided.
A. Definition Translating Methodology
Although Fowler et al. [1] describe Bad Smells informally, they are described in a fairly consistent way. Fowler et al. [1] first describe a generic symptom for each Bad Smell. Each symptom is then separated into several subsituations. For each sub-situation Fowler et al. propose several refactoring methods to eliminate that Bad Smell.
In our definitions, we focus on the sub-situations described by Fowler et al. We translate each sub-situation for each Bad Smell into particular source code patterns. Each definition is translated using the following process. 
B. Pattern-Based Definitions
We have translated five Bad Smell definitions into our pattern-based definitions. These definitions are provided in Tables 1 to 5 . Expert panels are widely used in evaluating software engineering methodologies e.g. [11] as, expert opinions are an important source of information for software engineering research [12] . More particularly, Cushman and Rosenberg [13] suggest that expert opinions can provide insights that are not captured by metric-based data alone.
This section describes our methodology for conducting an expert panel.
A. Sampling Strategy
The aim of our expert panel is to capture expert opinions on our pattern-based Bad Smell definitions so that we can refine them. We need experienced Object-Oriented programming experts to take part in our panel in order to provide useful opinions. Hence, a purposive sampling strategy is adopted in this study. The purposive sampling strategy depends on the researcher's judgment to select the best fitted samples to the research [14] .
Two kinds of people are involved in our expert panel: academic researchers on Object-Oriented programming and software engineers from software industry. We selected academic researchers because we think that they can theoretically examine our definitions. We selected software engineers because they can evaluate whether these definitions are likely to be useful in real world software development. In order to deeply analyse all comments from our candidates, only a small size sample is used: four experts are selected in our expert panel, two researchers and two software engineers.
B. Data Capturing Methods
We use a questionnaire to capture expert opinions. Our questionnaire is separated into two sections. The first part captures the profile of experts. In this part all questions are closed questions. The second part captures experts' opinions of our definitions. In this part, we first present each of our definitions of Bad Smells along with Fowler et al.'s [1] definition, and then several questions are asked. These questions contain both closed questions and open-ended questions. The closed questions capture whether the experts agree on our definition. If they do not agree, the closed questions also capture which parts of the definitions they do not agree with. The open-ended questions elicit experts' overall comments on our definitions. This questionnaire has been validated by a pilot study of an experienced ObjectOriented programming expert. The questionnaire has been enhanced by suggestions from this expert.
We use two strategies to deliver our questionnaires. The questionnaires to academic researchers were delivered using a structured interview [14] . We met the experts and asked them the questions in our questionnaire script face-to-face. Adopting this strategy can ensure all questions are answered by experts, and their comments are fully captured. However, because the software developers were busy with their software projects, they could not take part in our interviews. Hence, their questionnaires were delivered on-line [14] . Their questionnaires were emailed and returned electronically.
IV. RESULTS AND DISCUSSION

A. Demographic
Four experts participated in our expert panel. Their demographic profile is presented in Table 6 which shows that all experts have good knowledge of OO programming. Each of the two academic researchers has more than 20 years experience of teaching and research on OO programming. Each of the two software developers has 5 to 10 years experience of software development using OO languages. They all have a strong knowledge background to provide valuable evaluations. Our results show that the software developers have stronger agreement of our definitions of Bad Smells than the academic researchers. We also found that academic researchers often refer to how students write code when describing their disagreements. Therefore, we think that this difference between researchers and developers may be caused by the different domains in which they are involved. The academic researchers normally face source code written by students. The quality of this source code is not always as good as that developed by professional developers. Consequently, academic researchers are likely to have more experience with Bad Smells than professional developers.
Moreover, our results also show that all experts agree on our definition of the Middle Man Bad Smell. We think that it may be because the Middle Man Bad Smell is defined relatively formally by Fowler et al. [1] so that our translation of this definition is straightforward. The main disagreements are in definitions of the Switch Statements, and the Data Clumps Bad Smells. Relatively, fewer disagreements exist in the Message Chains and Speculative Generality Bad Smells
C. Reasons for Disagreement
In our expert panel, experts were asked to provide their reasons if they disagree or partially agree on any of our definitions. Their reasons for disagreement are discussed in this section.
1) Data Clumps:
There are strong disagreements in our definition of the Data Clumps Bad Smell. Three out of four experts only partially agree on our definition of this Bad Smell.
Expert 2A and Expert 3D do not agree with Situation 1 of our definition of the Data Clumps Bad Smell (See Table 1 ). Both suggest that not only the data fields with same signatures (same name, same data type, same access modifier), but also data fields with similar signatures (similar name, same data type, same access modifier) should be treated as Data Clumps, if they exist in more than one class. However, although we agree with this suggestion, our definitions are intended to be implemented into an automatic tool. To identify similar signatures is a subjective decision, which is hard to implement in code. Consequently, we are not going to include this suggestion in our Data Clumps Bad Smell definition.
Expert 1A argues with our definition of Situation 2 of the Data Clumps Bad Smell. Expert 1A suggests that in Situation 2 we should exclude methods inherited from parent-classes. This expert's reason is that the inheritance features of OO programming allow a method from subclasses using the same signature to override a method from parent-classes. In this situation, we should not count the same parameters in these methods as a Data Clump, because they are not duplication. We agree with this suggestion so an additional criterion is added to our definition as in Table  1 (ii). 1. More than three data fields stay together in more than one class.
2. These data fields should have same signatures (same names, same data types, and same access modifiers). 3. These data fields may not group together in the same order.
Situation 2:
1. More than three input parameters stay together in more than one methods' declaration. 2. These parameters should have same signature (same names, same data types). 3. These parameters may not group together in the same order. 4. These methods should not in a same inheritance hierarchy and with a same method signature.
2) Message Chains: Expert 1A and Expert 2A partially agree with our definition of the Message Chains Bad Smell. They both think our definition of "temps" in Situation 2 of this definition (See Table 2 ) is wrong. Expert 2A argues that defining "temps" as temp method may not indicate problems of code and it is not a good interpretation of Fowler et al.'s [1] idea, but Expert 2A cannot provide a better definition of this. Expert 1A indicates that the Message Chains Bad Smell should refer to a class A in order to access the data parts of a class B has to through sequence of other classes. This is a problem with data transmission. Hence, in defining the Message Chains Bad Smell we should consider only the source code statements related to accessing data. Because, a getThis method often refers to a method designed to access the data part of a class, so "temps" should refer temporary data variable which access the data part of other classes.
We think that the disagreements here are caused by Fowler et al.'s [1] ambiguous description of "temps". However, we agree with the comment from Expert 1A which better interprets Fowler et al.'s idea. Hence, our definition of the Message Chain is changed as follows. 3) Speculative Generality: Expert 1A disagrees with our definition of the Speculative Generality Bad Smell (See Table 3 ). This expert indicates two reasons. Firstly, Expert 1A thinks that when a software project is still in the development phase, especially a project developed in parallel by two or more development teams, developers often intend to design an interface first and implement it later, so that other developers can use this interface to develop their parts of the program and do not need to wait until this interface has been fully implemented. Consequently, Situation 1 of our Speculative Generality definition is normal and should not cause problems in code. Secondly, Expert 1A argues that in Situation 2 of our definition, we should exclude the inheritance and overriding situation. Sometimes in order to reduce code duplication, similar methods in sub-classes are extracted to a parentclass. In this case, in order to provide a generalized interface, some parameters may not be used by some subclasses.
We do not agree with the comments regarding projects still in development. We think that our definitions of Bad Smells are designed to examine the problems in stable software applications so that projects still in development should not be a driving concern. For the comment regarding inheritance, we agree that sometimes in the inheritance situation un-used parameters are reasonable, but we think that this situation should also be identified and developers should decide whether to apply refactoring. Such a situation is discussed by Fowler et al. [1] when they introduce the Remove Parameters refactoring. They indicate that in some situations putting parameters which may not be used by subclasses in a parent-class is necessary. However, they also indicate that in many situations these parameters can be refactored using Extract Method. Consequently, we think this situation should be identified, because it can be an alarm to developers and let them consider further refactoring.
4) Switch Statements:
None of the experts agree with our definition of the Switch Statement Bad Smell. Two experts, Expert 3D and Expert 4D, respond with "don't know". Their reasons are that switch statements cannot be simply treated as bad structures in code. Sometimes, the switch statements have to be used, for example, to handle keyboard inputs when using switch statements is the best solution. Expert 2A disagrees with our definition of switch statement giving a similar reason as the other two experts. This expert argues that switch statements may not cause problems in code, and suggests that only similar switch statements existing in code should indicate problems. Expert 1A partially agrees with on our definition. This expert's comment is we should also treat the if-else statements as switch statements, especially the if-else statements whose condition expression use the instanceof key word to check the sub-type of a data type. This expert indicates these ifelse statements can be refactored using polymorphism.
We agree that switch statements may not cause problems in code. However, we think that Fowler et al. [1] propose the Switch Statements Bad Smell not because they think switch statements directly lead to problems in code. The real problem is that switch statements often create duplication in code which results in source code that is hard to maintain, and polymorphism is an OO programming mechanism designed to replace switch statements in code, so we should consider a polymorphism solution when we find switch statement existing in source code. We think that a switch statement is more prone to duplicated code, if it has many branches, and the code size of each branch is large. Consequently, we are not going to modify our original definition of the Switch Statements Bad Smell. However, we also think that the last expert's suggestion is reasonable; the switch statement should not only include statements starting with switch key words, but also the if-else statements. Hence, one more situation is added to our new definition of the Switch Statements Bad Smell. 
V. CONCLUSION AND FUTURE STUDIES
This paper presents how we use an expert panel to evaluate our pattern-based definitions of five Bad Smells. The overall results show that experts basically agree with our definitions on the Message Chains, Middle Man and Speculative Generality Bad Smells. However, there are strong disagreements on our definitions of the Data Clumps and Switch Statements Bad Smells. Our definitions are enhanced considering these expert opinions. These pattern-based Bad Smell definitions can facilitate easier automatic detection of Bad Smells and reduce current reliance on metric-based definitions. We are now implementing these pattern-based definitions into an automatic Bad Smell detecting tool. In the future, we will apply this tool to further studies on Bad Smells. In particular, we are going to investigate how Bad Smells relate to faults in a large scale open source project.
