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Resumen 
 
Actualmente la aviación no tripulada ha tomado protagonismo en el ámbito civil, 
después de ser uno de los sistemas tecnológicos pioneros en el ámbito militar. 
Y es que, gracias a esta tecnología podemos ser capaces de llevar la 
investigación mas allá de los limites de una persona, sin tenerla que exponer a 
ciertos peligros, ya que nos permite de manera remota poder controlar 
diferentes aspectos.  
El grupo de investigación ICARUS intenta crear un conjunto de sistemas 
necesarios para equipar a un avión no tripulado, UAS en sus siglas en ingles 
(Unmanned Aerial System) y éste sea capaz de sobrevolar una zona con el 
objetivo de detectar incendios.  
Así pues, uno de los sistemas necesarios consiste en señalizar la posición en 
todo momento del UAS. El objetivo de este proyecto, es poder equipar al UAS 
con un mecanismo de radiocomunicación, más exactamente implementar una 
aplicación capaz de emitir por radio la posición del avión, con el objeto de evitar 
posibles accidentes con aviones en cobertura, ya que la señal de radio podrá 
ser recibida por una emisora en concreto por cualquier receptor.  
Dicha aplicación trabaja dentro del perímetro de Cataluña, y para ello ubica al 
avión dentro de la zona gracias a un simulador de vuelo que simulará un vuelo 
real. Una vez sabemos la posición emitimos por radio unos mensajes indicando 
el rumbo y origen del avión. 
  
Por otro lado, nos hemos interesado por crear un mecanismo capaz de trazar 
una ruta de manera automática para el UAS. De esta manera, podemos 
controlar automáticamente la dirección y rumbo del UAS sin necesidad de tocar 
los mandos manuales del simulador. Esto es interesante, desde el momento 
que tengamos al avión real volando y nuestra única opción sea modificar el 
trayecto de manera remota a través de un ordenador sin necesidad de utilizar 
un mando a distancia. 
El resultado completo pues, consiste en introducir un plan de vuelo al simulador 
e implementar un sistema de posicionamiento por radio, para indicar las 
intenciones del avión hacia otros aviones o estaciones base, siguiendo el 
vocablo propio de la aeronavegación, con el objetivo de mantener localizado al 
UAS y poder trazar un perímetro de acción en caso que localicemos fuego, y a 
su vez poder evitar accidentes aéreos dentro de un perímetro de vuelo 
concreto. 
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Overview 
 
Nowadays un-piloted aviation has taken on importance in the civil area, after 
being one of technological pioneer systems in the military area. Thanks to this 
technology we are able to take the investigation beyond human limits, without 
the necessity of exposing it to different dangers, since we can manage to 
remotely control different aspects. 
The investigation group called ICARUS tries to create a set of systems that are 
necessary to equip an un-piloted airplane, UAS (Unmanned Aerial System), 
which can over fly a zone with the objective of detecting fires. 
One of the systems necessary is the ability to signal the position at all time of 
the UAS. So, the objective of this project is to equip the UAS with a 
radiocomunication mechanism, more exactly to implement an application 
capable of sending by radio the position of the airplane, with de object of 
avoiding accidents with airplanes under coverage, since the signal of the radio 
can be received by any receptor. 
This application works inside the perimeter of Cataluña and we can situate an 
airplane inside this zone with a flight simulator called FlightGear. This program 
will simulate a real flight. When we know the exact position of the airplane will 
send a messages by radio indicating the zone where the plane is flying. 
 
  
On the other hand, we are interested in creating a mechanism capable of tracing 
an automatic route with a specific velocity. In this way, we can control 
automatically the direction of the UAS without the necessity to touch the manual 
controls of the simulator. This is interesting, in the moment that we will have the 
real airplane flying and our only option is to modify the route remotely through 
computer without using a remote control. 
The final result is to introduce a flight plan in the simulator and create a system 
of radio positioning to indicate where the airplane is and to communicate this to 
other planes or a base station following the standard vocabulary of 
aeronavigation with the objective of locating the airplane and tracing an action 
perimeter in the case that a fire has been located, and at the same time to avoid 
aerial accidents inside an specific aerial perimeter. 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 “Donde convergen los sueños” 
A mi familia. 
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CAPITULO 0. INTRODUCCIÓN 
Este trabajo se enmarca dentro de la línea de investigación del grupo ICARUS, 
en el cual se desarrollan sistemas que se embarcan dentro de un UAS. 
Un UAS (Unmanned Aerial System) es un avión no tripulado que combina 
diferentes mecanismos encargados de pilotarlo. El UAS normalmente, tiene 
diversas aplicaciones de carácter militar pero cada vez podemos ver más su 
desarrollo dentro del marco civil. El grupo de investigación ICARUS se 
encuentra dentro de dicho marco. 
Por ello, el objetivo del grupo es desarrollar nuevas tecnologías para embarcar 
en el UAS, orientadas a la detección, control y análisis de los incendios 
forestales. Los datos obtenidos por los diferentes sistemas de control deberán 
optimizar las estrategias de localización del fuego a quien tome las decisiones. 
Por ello es necesario un sistema de posicionamiento del UAS, con el que por 
un lado podamos mantener localizado en todo momento al avión, gracias a ello 
podríamos por ejemplo establecer un perímetro de acción en caso que 
encontremos algún incendio. Así pues, tendremos localizadas las zonas que 
hemos explorado y las que aún quedan por explorar. Otro de nuestros objetivos 
al realizar el proyecto consiste en evitar conflictos con otros aviones que 
sobrevuelen la zona o informar a las estaciones base (controladores aéreos) 
nuestra posición para evitar accidentes dentro del espacio aéreo libre. 
El proyecto se centra en la parte de posicionamiento del avión y utilizando la 
tecnología .NET desarrollaremos una aplicación que nos permita saber la 
intención del avión a través de un sistema de radiocomunicación mediante voz. 
Este mecanismo servirá por una parte para alertar de la intención del UAS y a 
aquellos aviones que vuelen en cobertura y a las estaciones base para evitar 
accidentes y para poder mantener ubicado al UAS. 
Para ayudar en el proceso de diseño, contamos con un simulador de vuelo de 
código libre llamado FlightGear, que nos simulará el UAS. El plan de vuelo del 
UAS se establecerá mediante la lectura de un archivo .xml que introduciremos 
en dicho simulador a través de una serie de ‘sockets’. Por ello, 
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implementaremos un sistema que debe ser capaz de leer nuestro .xml y 
reconstruir la trayectoria, a su vez, ir procesando las coordenadas del avión en 
cada momento y entregar la trayectoria al simulador para que la realice. 
La ubicación del UAS será retransmitida por radio indicando un origen y un 
destino en forma de localidad, ciudad o pueblo, con lo que a partir de las 
coordenadas numéricas del UAS, debemos enviar un mensaje u otro por radio 
según la posición. Para realizar esta conversión, hemos definido un archivo con 
un formato definido. En él hemos introducido una serie de coordenadas que 
engloban diferentes zonas rectangulares dentro de Cataluña y a cada zona se 
le corresponde un mensaje, de manera que si el UAS se encuentra en una de 
estas zonas emitirá el mensaje correspondiente. En el momento en que el UAS 
cambia de zona cambiará el mensaje. 
En conclusión, tendremos un UAS sobrevolando un perímetro definido, (hemos 
escogido Cataluña para realizar las maniobras) y éste queda dividido en 
subzonas. Si el avión saliera fuera del perímetro establecido, se enviaría un 
mensaje de emergencia. 
Finalmente, la utilización de las librerías de voz obtenidas de Microsoft, nos 
permiten enviar a los altavoces de nuestro ordenador los mensajes del fichero 
de mensajes. Únicamente nos hace falta conectar a la salida de los auriculares 
una radio que reciba la señal y pueda transmitirla para posteriormente poder 
ser recibida.  
En la siguiente imagen podemos ver el escenario inicial en el que se enmarca 
la aplicación desde que introducimos el plan de vuelo (.xml) hasta que 
recibimos la posición del UAS. 
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Figura 1. Esquema del proyecto 
La organización del documento es la siguiente: 
En el primer capitulo se presentan algunos conceptos básicos que se 
desarrollan a lo largo del trabajo. Conceptos como el origen de los programas 
utilizados y definiciones sobre el sistema de coordenadas utilizado a lo largo 
del proyecto. También se hablará del ‘Flightplan’ que se introduce al simulador 
de vuelo para que realice la ruta deseada por el usuario. 
En el segundo capitulo se presenta una lista de requerimientos del usuario. Es 
decir, todos los objetivos que pretenderemos obtener como resultado final del 
proyecto. 
En el tercer capítulo la arquitectura del proyecto, dando a conocer, los 
diferentes componentes que lo forman y que funciones desarrollan dentro del 
conjunto. 
En el cuarto capítulo vemos el diseño de los diferentes módulos que componen 
la aplicación desarrollada. Veremos las funcionalidades y objetivos detallados 
de dichos módulos por separado. 
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En el quinto capítulo se presenta la implementación de los módulos que 
componen la aplicación, y se exponen las clases que contienen.  
El ultimo capitulo del trabajo queda reservado a las conclusiones del trabajo y 
las líneas futuras con las que se podría mejorar la aplicación substituyendo el 
simulador de vuelo por el UAS real. Al final del capitulo mostraremos las 
valoraciones personales obtenidas después de la realización del proyecto. 
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CAPITULO 1. CONCEPTOS PREVIOS 
1.1. Comunicación Aeronáutica 
En este capitulo haremos una introducción de los principios de la 
radiocomunicación, las frecuencias usadas en las comunicaciones 
aeronáuticas, y las terminologías oficiales usadas para dicha comunicación. 
1.1.1.  Conceptos básicos. 
En la aviación general, la mayoría de equipos de radio utilizados son de 
muy alta frecuencia o VHF (Very High Frecuency) cuya capacidad de emisión y 
recepción les permite el intercambio vocal de información mediante ondas de 
radio electromagnéticas. 
Una onda de radio es una onda electromagnética que posee 
características específicas de frecuencia que permiten su utilización en la radio. 
Estas ondas son campos de fuerza electromagnéticos o campos magnéticos de 
fuerza, generados por el cambio continuo de campos eléctricos. Como se 
puede observar, el proceso es similar al que se produce durante un “ciclo”. El 
campo eléctrico cambia de magnitud e invierte su dirección en cada ciclo. Es 
decir, la corriente alterna circulando por un conductor o antena crea campos 
magnéticos alrededor suyo que se incrementan, decrementan y, de acuerdo 
con la sinusoide, cambian periódicamente de sentido. La idea pues, es 
aumentar la frecuencia de la corriente inyectada en el conductor para que 
genere un campo magnético grande que pueda ser propagado a mucha 
distancia. Así pues, hasta que la frecuencia de la corriente alterna en el 
conductor no alcance un determinado valor, los campos magnéticos 
mencionados serán muy débiles, apareciendo y extinguiéndose en cada 
periodo. A partir de aproximadamente 104 Hz o ciclos por segundo, el proceso 
empieza a cambiar. En efecto, los campos magnéticos no se extinguen 
completamente en cada ciclo sino que, tras sucesivas ondas, el conductor 
(antena) comienza a radiarlos. Entonces para que las ondas puedan ser 
radiadas, necesitaremos una corriente de cómo mínimo 104 Hz. Actualmente 
somos capaces de cubrir un especto de 104 Hz hasta 300GHz.  
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Incluido en el espectro general se encuentran las frecuencias 
susceptibles de ser utilizadas en comunicaciones. Esta parte del espectro de 
comunicaciones incluye las frecuencias utilizadas en las radiocomunicaciones 
(RF) y ha sido dividido de acuerdo con la Unión Internacional de 
Comunicaciones, en diferentes bandas: 
Nombre Descripción Banda 
ELF Frecuencia extremadamente baja 3Hz a 30Hz 
SLF Frecuencia súper baja 30Hz a 300Hz 
ULF Frecuencia ultra baja 300Hz a 3000Hz 
VLF Frecuencia muy baja 3Khz a 30Khz 
LF Frecuencia baja 30Khz a 300Khz 
MF Frecuencia media 300Khz a 3000Khz 
HF Frecuencia alta 3Mhz a 30Mhz 
VHF Frecuencia muy alta 30Mhz a 300Mhz 
UHF Frecuencia ultra alta 300Mhz a 3000Mhz 
SHF Frecuencia súper alta 3Ghz a  30Ghz 
EHF Frecuencia extremadamente alta 30Ghz a 300Ghz 
Tabla 1. Bandas de radiocomunicación. 
Nuestro propósito en este proyecto es centrarnos en la banda de 
frecuencias de VHF. Ya que haremos que el UAS se comunique a través de 
radio en una frecuencia comprendida entre ese margen. 
Tal y como hemos visto, la banda VHF, se extiende entre los 30Mhz y 
300Mhz. Su propagación se limita, principalmente, a la línea óptica o de visión. 
Se utiliza para radiotelefonía de corta distancia, radar, televisión, 
radionavegación, etc. Su alcance se encuentra limitado por la curvatura de la 
superficie de la tierra, obstáculos y montañas. 
Para una adecuada recepción de una señal VHF debe existir una línea 
de visión entre las antenas emisora y receptora. Aunque ello no significa que 
siempre se puedan comunicar, pues es necesario un emisor con la potencia 
necesaria para compensar la atenuación de la señal con la distancia. 
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El avión, dispondrá de un emisor VHF sintonizado a una frecuencia de 
dentro de los limites VHF. En nuestro escenario, dicho emisor se encuentra 
conectado a la salida del ordenador que emite la posición del avión y emitirá al 
medio los mensajes que nosotros queramos. La antena de nuestro emisor 
tendrá únicamente un alcance de 100 metros, cosa que se podría implementar 
una mejora en un futuro. A continuación vemos la utilización de la banda 
aeronáutica (comprendida entre 118 y 136,975Mhz) dentro de la VHF,  según 
cada frecuencia: 
Rango Descripción 
De 118Mhz a 
121,4Mhz inclusive. 
Servicios móviles aeronáuticos nacionales e internacionales, suelen 
incluir las TWR (Torres de Control) y los servicios de aproximación. 
121,5 Mhz. Frecuencia de emergencia. Con objeto de proporcionar una banda 
de guarda para la protección de esta frecuencia, las frecuencias 
más próximas asignadas a ambos lados 121,5Mhz son 121,4Mhz y 
121,6Mhz. 
De 121,6 a 121,9917 
Mhz inclusive. 
Reservada para movimientos en tierra (control de rodadura), 
verificaciones precias al vuelo, permisos ATC y funciones conexas. 
De 122 Mhz a 
123,05 Mhz 
inclusive. 
Servicios móviles aeronáuticos nacionales 
123,1 Mhz. Frecuencia auxiliar del servicio Aéreo de rescate (SAR) 
123,15 Mhz a 
123,6917 Mhz 
inclusive. 
Servicios móviles aeronáuticos 
123,45 Mhz. Comunicaciones aire-aire. Sólo para vuelos sobre áreas remotas y 
áreas oceánicas. 
De 123,7 a 129,6917 
inclusive. 
Servicios móviles aeronáuticos nacionales e internacionales 
De 129,7 a 130,8917 
inclusive. 
Servicios móviles aeronáuticos nacionales e internacionales 
De 130,9 a 136,975 
inclusive. 
Servicios móviles aeronáuticos nacionales e internacionales. De 
136,9 a 136,975 también enlace de datos (datalink). 
Tabla 2. División del rango de frecuencias aeronauticas. 
1.1.2. Terminología radiofónica 
El UAS nos indicará mediante los mensajes que nosotros 
establezcamos, su posición en todo momento. Por ello nos intentaremos 
adaptar a la fraseología utilizada en la aviación para poder usar en el estándar 
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establecido. Así pues, haremos una pequeña introducción al sílabus y 
procedimientos utilizados. Para ello, a continuación explicaremos en que 
consiste la terminología usada en la aviación para la comunicación entre 
aviones o estaciones base. 
La OACI (Organización de Aviación Civil Internacional) define la 
radiotelefónica (RTF) como la forma de radiocomunicación destinada 
principalmente al intercambio vocal de información. Por su parte, las 
comunicaciones corresponden a aquellas que se establecen en ambos 
sentidos entre aeronaves y las estaciones o posiciones situadas en tierra. 
Es decir, la radiotelefonía (RTF) proporciona los medios adecuados para 
que puedan ser establecidas las correspondientes comunicaciones entre los 
pilotos (en nuestro caso nuestro avión no tripulado) y el personal de transito 
aéreo. No obstante, al ser la radiofonía un factor esencial para la seguridad de 
la operación de aeronave, es preciso que la fraseología empleada se atenga a 
unos cánones preestablecidos y a una normalización adecuada que eliminen la 
ambigüedad, falsas interpretaciones, entendimiento deficiente etc.  
Para nuestro proyecto, adaptaremos la información que queremos emitir a la 
fraseología oficial. En el capitulo siguiente veremos detenidamente  como 
hacerlo. 
1.1.3 Alfabeto fónico. 
El sonido de las letras llamadas por su nombre puede llegar a parecerse 
de tal modo que haga difícil su identificación, más aun si se pronuncian 
acompañadas de ruido de fondo y a través de radio. Por ejemplo la letra E es 
relativamente fácil confundirla con letras que acaben en “e” como “B”, “T”, “P”, 
“G”, “C” o “D”. De manera que si quisiéramos indicarle al controlador aéreo el 
código de un vuelo (o agrupaciones de palabras utilizadas en la aeronáutica 
como ATC, IFR, VOR QNH etc.)  identificado como TBD, y únicamente 
dictándole las letras (como “Te”, “Be”, “De”), puede llevar a confusión. Éste 
problema se soluciona si en lugar de dictar cada letra, la reemplazamos con 
una palabra. De manera que la “T” seria Tango, la “B” seria Bravo y la “D” seria 
Delta.  
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Así pues para la transmisión de un conjunto de letras es inadmisible 
posibles ambigüedades, por ello hay que asegurar una fraseología lo mas 
exacta y precisa posible. Además, de ésta manera se consigue que, en caso de 
duda, los pilotos con lengua materna diferente puedan expresarse de manera 
coherente y similar. En el anexo E vemos un cuadro con el alfabeto fónico. 
Ejemplo: 
EC-RAO: Echo charly romeo alfa oscar. 
Éste ejemplo correspondería por ejemplo a la matricula de una aeronave 
y sirve para identificarse a los controladores. Normalmente se dice una vez al 
principio de la comunicación, y si los controladores te identifican sin problemas 
puedes proceder a emitir la información deseada con la fraseología 
determinada. 
Por último, si los números que se quieren transmitir están constituidos 
únicamente por centenas redondas o millares redondos, se transmiten 
pronunciando todos y cada uno de los dígitos correspondientes a las centenas 
o a los millares, y a continuación la palabra CIENTOS o MIL, según sea el 
caso. Cuando el numero es una combinación de millares y centenas redondos, 
se transmite pronunciando todos y cada uno de los dígitos correspondientes a 
los millares y a continuación la palabra MIL, y seguidamente el digito de las 
centenas y la palabra CIENTOS. 
Ejemplos: 
Altitud 10.000: Altitud uno cero MIL. 
Altitud 2.300: Altitud dos MIL tresCIENTOS. 
Visibilidad 1000: Visibilidad uno MIL. 
Alcance visual en pista 1500: romeo victor romeo (RVR) uno mil cinco 
CIENTOS.  
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1.1.4. Emergencias. 
A continuación explicaremos qué hacer ante una emergencia y como 
expresarlo a través de radio a una torre de control, en caso de anomalía a 
bordo. En nuestro caso, emitiremos mensajes de peligro en cuanto detectemos 
alguna anomalía como por ejemplo una salida de ruta o del perímetro 
previamente acotado del avión no tripulado. Pero primeramente tenemos que 
entender qué es una emergencia.  
Se denomina emergencia a aquellas situaciones anómalas que se 
apartan de las situaciones normales y que requieren por parte de la tripulación 
de una aeronave la aplicación de acciones rápidas, procedimientos ajustados y 
medidas ponderadas y efectivas para proteger la integridad o la seguridad de la 
aeronave o sus ocupantes de algún riesgo serio o inminente. Aunque debido a 
la diversidad de circunstancias en que ocurre cada caso, impide establecer un 
procedimiento detallado a seguir. 
Los mensajes radiotelefónicos relativos a las condiciones de peligro se 
concretan en las comunicaciones de socorro. El piloto en caso de peligro, debe 
efectuar la siguiente llamada con el siguiente orden: 
- MAYDAY, MAYDAY, MAYDAY. 
- El nombre de la estación llamada. 
- La identificación de la aeronave. 
- El tipo de la aeronave. 
- La naturaleza de la condición de peligro. 
- La intención de la persona al mando. 
- La posiciona actual, nivel (es decir, nivel de vuelo, altitud, etc, según 
corresponda) y rumbo. 
 
Si el piloto se encuentra en comunicación con una dependencia de los 
servicios de transito aéreo antes de que ocurra la emergencia, el mensaje de 
socorro se debe realizar en la frecuencia aeroterrestre utilizada en aquel 
momento. 
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Si la nave no estuviera en comunicación con una dependencia, el 
mensaje se puede enviar a través de la frecuencia de emergencia 121,5 Mhz. 
En nuestro caso, tendremos el avión sintonizado de manera permanente a una 
frecuencia cercana a los 118Mhz, de manera que en caso de anomalía el 
mensaje será enviado por esa misma frecuencia. 
Son diversas las situaciones que durante el vuelo pueden presentar una 
situación de peligro, por ejemplo: fallo de motor, desprendimiento de partes 
vitales de la aeronave, colisión con aves, agarrotamiento de mandos, fuego a 
bordo, falta de combustible, despresurización, etc. Es decir, situaciones en las 
que podrían obligar al piloto a hacer un aterrizaje forzoso. En nuestro caso 
hacer de manera remota que el avión aterrice de manera inmediata. 
Ejemplo: 
Piloto: MAYDAY, MAYDAY, MAYDAY, Almería torre, Eco Charli Papa 
Oscar Sierra, fallo de motor, pierdo altura, intentaré aterrizaje forzoso, 5 
millas al norte de Cortijo Grande, pasando dos mil pies , rumbo 220. 
Torre: Eco Charli Papa Oscar Sierra, Almería torre recibido MAYDAY… 
 
Nosotros nos ceñiremos a establecer un mensaje predeterminado que 
siga las pautas y el orden estándar, que emitiremos de manera automática en 
caso de anomalía a bordo. Donde la torre llamada seremos siempre nosotros, 
el código del avión será el establecido por nosotros (por ejemplo UAS-UPC). 
Dado que los motivos pueden ser varios y no tenemos monitorizados todos los 
sistemas del avión, puede que no sepamos con exactitud ante que anomalía 
nos encontramos con lo que no añadiremos mas información. 
Ejemplo para nuestro avión: 
MAYDAY MAYDAY MAYDAY, Estación base, aquí Uniform, Alfa, Victor, 
Uniform, Papa, Sierra (UAS-UPC). Descenso por emergencia. 
Sistema PARROT de posicionamiento audible por radio orientado a territorio 12 
1.1.5. Hardware de comunicación utilizado 
 Para la comunicación entre la nave y la estación base necesitamos un 
emisor y un receptor sintonizados en la misma frecuencia. Por ello hemos 
escogido un emisor FM sintonizado a 118Mhz. Aunque la banda FM llega hasta 
los 108Mhz, hemos manipulado la bobina sintonizadora aumentando así la 
frecuencia de emisión. El motivo de ésta elección es el elevado precio que 
suponía un emisor VHF que englobase las frecuencias aeronáuticas. El 
receptor, es de tipo “walky” y engloba el rango de banda de frecuencias 
aeronáuticas y de FM, es decir desde los 88.0Mhz. 
1.2. Sistema de coordenadas 
A continuación, veremos los diferentes sistemas de coordenadas utilizados en 
el proyecto. Por un lado tenemos las coordenadas geográficas. Es el sistema 
de referencia conocido como antiguo y se emplea en la navegación marítima y 
aérea para localizar un punto sobre la superficie de la Tierra. Pero este sistema 
no es muy práctico en papel debido a la curvatura sobre el mapa de las líneas 
de referencia del globo terráqueo. Así pues, dado que las coordenadas 
geográficas determinan puntos sobre un elipsoide de revolución definido, para 
pasar a un plano habrá que establecer la adecuada correspondencia entre los 
puntos del elipsoide y el plano, esta transformación de un espacio 
tridimensional a uno bidimensional se denomina proyección. Uno de los 
sistemas de proyección mas empleados es el sistema de proyección UTM (En 
inglés, Universal Tranverse Mercator). Así pues en determinados puntos del 
proyecto haremos conversiones de coordenadas geográficas a UTM, 
obteniendo un punto (x,y) en un plano. 
1.3. FlightGear 
FlightGear es un proyecto de simulador de vuelo de código abierto, 
multiplataforma. El código de dicho proyecto está disponible y licenciado bajo la 
“GNU General Public license”. GNU GPL es una licencia creada por la 
organización de difusión del código libre llamada “Free software Foundation” a 
mediados de los 80 y está orientada principalmente a proteger la libre 
distribución, modificación y uso de software. Su propósito es declarar que el 
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software cubierto por esta licencia es software libre y protegerlo de intentos de 
apropiación que restrinjan esas libertades a los usuarios.  
El objetivo del proyecto FlightGear es la creación de un sistema de 
simulación de vuelo que pueda ser usado en entornos académicos para el 
desarrollo de otras interesantes ideas completarías a la simulación aérea por 
parte de miles de programadores y usuarios.  
FlightGear nace de la necesidad de extender las posibilidades que un 
simulador aéreo puede ofrecer. Es decir, el problema principal de los 
simuladores comerciales es precisamente la falta de extensibilidad. De manera 
que ofrece a millones de usuarios aportar sus propias ideas para poder 
optimizar la simulación. 
Es por eso que nos hemos decantado con su uso en el proyecto. Las 
múltiples posibilidades que miles de programadores han desarrollado nos 
aportan muchas opciones de manera libre (o gratis) que no podríamos obtener 
con simuladores comerciales, como la utilización del mismo simulador, el cual 
deberíamos pagarlo si éste fuera uno comercial, al igual que otros soportes 
como Atlas que veremos más adelante (también gratuito). 
Actualmente, son muchos los aspectos que los programadores intentan 
solucionar, mejorar o añadir. A continuación vemos las características de éste 
simulador que han sido desarrolladas por miles de programadores. 
- FlightGear se apoya en OpenGL y requiere aceleración software 3D. 
OpenGL es una especificación estándar que define una API 
multilenguaje y multiplataforma para escribir aplicaciones que 
produzcan gráficos 2D y 3D. Y como su nombre indica es de código 
abierto. 
- Cuenta con un amplio catálogo de aeronaves. No obstante la 
posibilidad de creación de otros muchos modelos queda totalmente 
abierta. 
- Cuenta con una base de datos del escenario mundial, precisa y 
extensa. En ella, se incluyen alrededor de 20.000 aeropuertos reales 
de todo el mundo. Al igual que una precisa descripción del terreno de 
todo el mundo, basado en la publicación más reciente de los datos de 
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terreno SRTM (Misión topográfica Radar Shuttle). STRM es una 
misión para obtener un modelo digital de elevación de la zona del 
globo terráqueo entre 56 °S y 60 °N que genera una completa base 
de cartas topográficas digitales de alta resolución de la Tierra. El 
escenario incluye todos los lagos, ríos, carreteras, ferrocarriles, 
ciudades, pueblos, terrenos, etc. 
- Presenta un sistema realista de diseño del cielo. Aportando todos los 
detalles de constelaciones y estrellas en sus posiciones reales a 
medida que avanza el día y un sistema de modelación 3D de nubes 
que pueden ser reguladas de manera que el usuario pueda decidir la 
densidad. 
- El motor de FlightGear intenta aprovechar el hardware del equipo en 
el que se instala. De manera que se ha intentado minimizar al 
máximo la utilización de recursos del sistema, para que no sea 
necesario gastar demasiado dinero en un equipo potente para que 
Flightgear funcione correctamente. 
- Se ha desarrollado para FlightGear un sistema de comunicaciones 
con otros programas. Esto nos permite añadir de manera externa 
diferentes funcionalidades sin sobrecargar el sistema. Una de las 
funcionalidades que utilizaremos en el proyecto es el denominado 
Atlas y será explicado a continuación. 
1.4. Atlas 
 Atlas, es un sistema de visionado general del globo terráqueo. En 
comunicación con FlightGear podemos ver por donde está volando nuestro 
avión de manera más general y con una vista perpendicular y alejada de la 
tierra. Atlas necesita recibir datos del FlightGear que le indiquen los parámetros 
de posición para posteriormente procesarlos y mostrar el avión en el mapa. La 
idea de Atlas es representar un mapa del globo terráqueo en dos dimensiones, 
con el que podremos ver por donde vuela el avión y a su vez podemos ver la 
altitud, latitud y longitud de este. Aunque, mas adelante veremos el 
funcionamiento completo de dicho sistema, diremos que el Atlas se puede 
ejecutar en una maquina externa conectada en red con la maquina que ejecuta 
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FlightGear. En el anexo B vemos como configuramos Atlas para su 
funcionamiento. 
1.6. FlightPlan 
 Entendemos FlightPlan como una serie de órdenes cuyo objetivo 
consiste en establecer una ruta de vuelo para el UAS.  
La idea es crear un archivo con todas las instrucciones necesarias y poder así 
establecer una serie de puntos estratégicos que serán alcanzados por el UAS. 
Una vez alcance el primero de ellos se buscará dentro del archivo cual es el 
segundo punto para dirigirse a él. Cuando el UAS acabe de recorrer todos los 
puntos, éste continuará con una ruta aleatoria. La información necesaria para 
definir un punto es, la latitud, la longitud y la velocidad que ha de llevar el UAS. 
La sintaxis a seguir la podemos ver en el Anexo D. 
Para conseguir para que FlightGear lea la configuración del archivo se ha 
implementado un programa que “descifra” el contenido de éste y envía la 
informaron necesaria al FlighGear por socket. De manera que abriremos un 
socket de entrada en FlightGear para recibir dicha información (también 
explicado en Anexo D). 
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CAPITULO 2. REQUERIMIENTOS 
En este capitulo, detallaremos cuales son los requerimientos que nos hemos 
propuesto para la realización del proyecto. 
Respecto al modulo de generación de voz: 
- La voz deberá emitirse (y por lo tanto recibirse) a través de radio, a 
una frecuencia comprendida entre los 108 y 136 Mhz. Puesto que lo 
haremos en la banda aérea. 
Respecto al entorno general: 
- Las aplicaciones se desarrollaran en entorno .NET y lenguaje de 
programación C#, siguiendo la línea de programación que establece 
ICARUS, para poder adaptar las diferentes partes que se vayan 
implementando. 
- Flightgear y Atlas correrán en diferentes maquinas para poder 
visualizarlos a la vez y no sobrecargar el sistema. Dichas maquinas 
estarán conectadas en red (mediante un swicth o hub), de manera 
que se encontrarán en el mismo dominio de colisión. Sus Ips, serán 
correlativas 
- Nuestra  aplicación tendrá que ser capaz de interpretar los datos 
obtenidos por FlightGear (coordenadas) y hacer una conversión para 
situar al avión en una localidad, ciudad o pueblo e emitir esa 
información por radio. 
- Se introducirá un plan de vuelo al simulador, de manera que el avión 
haga una ruta de manera automática. 
- Se establecerá un perímetro de acción en el que el avión emitirá 
unos mensajes dependiendo de la zona en la que se encuentre. Este 
perímetro engloba únicamente a Cataluña. Fuera de esta zona el 
avión emitirá un mensaje por defecto de emergencia. 
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CAPITULO 3. ARQUITECTURA 
En este capítulo se presenta la arquitectura de las aplicaciones y los diferentes 
módulos que compondrá el proyecto.  
Para comprobar el correcto funcionamiento del proyecto en si, haremos una 
demostración con todos los elementos en funcionamiento, nuestra aplicación, 
junto con FlightGear correrán en una misma maquina, mientras que el atlas 
correrá en otra para no sobrecargar el sistema. La antena irá conectada al 
equipo en el que corre nuestro programa y la señal será recibida por un 
receptor aeronáutico, quedando la demostración de la siguiente manera: 
 
 
Figura 2. Escenario final para la demostración 
La arquitectura de la aplicación se ha dividido según las diferentes 
funcionalidades en distintos bloques que se comunican entre si. La siguiente 
figura, muestra una visión general, implementada en la aplicación. 
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Figura 3. Diagrama de bloques de la aplicación principal. 
Pasamos a detallar cada bloque de la aplicación a continuación. 
Servidor de datos (Socket IN) 
Como hemos dicho anteriormente, para poder ubicar al avión dentro de 
Cataluña necesitamos que el simulador nos facilite las coordenadas sobre la 
posición del avión. En el punto 4.1 veremos como le indicamos a FlightGear 
que nos envíe esa información. 
Una FlightGear nos envía la información, tenemos que recogerla en un ‘socket’ 
de entrada. Guardaremos los datos y desglosaremos la información obtenida, 
quedándonos con las coordenadas geográficas de la posición del UAS. 
Conversión Coordenadas 
Las coordenadas obtenidas, al ser de tipo geográficas, son difíciles de manejar, 
en un plano, de manera que es mas eficaz hacer una conversión a 
coordenadas UTM. De esta forma, situamos al avión en un plano X,Y. Una vez 
hecha la conversión, enviamos los datos al siguiente modulo. 
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Búsqueda del mensaje en el fichero de mensajes (BBDD) 
Ahora, ya tenemos la posición exacta del UAS. El siguiente paso, seria buscar 
dentro del fichero de mensajes, la zona en la que se encuentra el UAS en ese 
momento y guardar el mensaje asociado. Recordemos que el archivo de 
mensajes, contiene una subdivisión de Cataluña delimitado por coordenadas 
UTM, solamente nos queda saber cual es la subdivisión que engloba la 
posición del avión. 
Emisión del mensaje por los altavoces 
Por ultimo, enviaremos el mensaje correspondiente al modulo de generación de 
voz. De ésta manera procesaremos el mensaje y lo reproduciremos por los 
altavoces. Únicamente nos hará falta conectar una radio a la salida de los 
auriculares, para recibir la señal y emitirla al medio. 
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CAPITULO 4. DISEÑO 
A continuación veremos el diseño de los diferentes módulos de la aplicación, 
para ello vemos el diagrama de clases final: 
 
Figura 4. Diagrama de clases de la aplicación 
A continuación iremos detallando la utilización de las clases mostradas y el 
momento en que aparecen a lo largo de la aplicación. 
4.1. Obtención de los datos del FlightGear. 
Nuestro primer objetivo es obtener los datos que nos sean necesarios del 
FlightGear para operar con el fichero de mensajes (nuestro archivo de texto 
con un formato definido específico). Pero más importante que saber qué datos 
son necesarios es como obtenerlos. FlightGear aporta un sistema de 
comunicación por ‘sockets’ mediante el cual podemos enviar datos a través de 
la red (o a nosotros mismos). De esta manera lanzaremos a la red los datos 
que queramos, los recibiremos en otra máquina (o la misma) y los 
procesaremos para con ellos acceder al fichero de mensajes y decidir en qué 
posición estamos. Nuestro primer enigma es saber como escogemos y cuales 
son los posibles datos que FlightGear nos ofrece. Al iniciar FlightGear también 
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se nos inicia un servidor http, que podemos consultar escribiendo en nuestro 
navegador: http://localhost:5500 
Una vez que FlightGear esta iniciado, usando el navegador podemos ver las 
categorías de las variables que tiene FlightGear y que por lo tanto puede 
ofrecernos (en forma de carpeta). Entrando en cada carpeta podemos ver el 
nombre de dichas variables y los valores que van tomando a medida que el 
avión se mueve. Éstos son los nombres que utilizaremos para escoger las 
variables deseadas y que iremos añadiendo en un archivo .xml (de 
configuración de FlightGear). Para ello, nos dirigimos al directorio de instalación 
del FlightGear, dentro de él, nos dirigimos a la carpeta “data” y posteriormente 
a la carpeta “Protocol”. Dentro de ella, añadiremos un archivo .xml con las 
variables que queremos obtener el FlightGear. En el Anexo C, mostramos el 
archivo .xml que hemos utilizado en el proyecto, OutDataTFC.xml,  como 
cargarlo en FlightGear y cual es su sintaxis.  
4.2. Interpretación de los datos lanzados por FlightGear. 
Una vez, el simulador de vuelo empieza a darnos por el puerto 5510 los datos 
que queremos, tendremos que ser capaz de conectarnos a dicho puerto y 
poder guardar la información útil. Antes de eso, hemos de saber, como la 
recibiremos. En el orden que hemos indicado en el .xml iremos recibiendo 
periódicamente los valores de las variables separador por el delimitador que 
hayamos puesto en la etiqueta “Var_separator” dentro del .xml. En nuestro 
caso, hemos escogido el tabulador. Un ejemplo de recepción de la información 
sería la siguiente: 
41,288377\t53,78788878\t2,78878888 
Observamos los “\t” entre cada valor de las variables. Así pues, cuando 
guardemos toda ésta cadena de caracteres en un “array”, tendremos que 
dividirla para separar los valores que nos interesan. Una vez llegados a éste 
punto, ya tenemos las herramientas necesarias para proceder a programar la 
parte de recepción y procesado de datos. Para ello nos hemos bastado de 2 
clases: ServerFG y ConvertTo. 
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4.2.1. ServerFG y ConvertTo. 
Esta clase nos permite obtener los datos del FlightGear, procesarlos y 
prepararlos para posteriormente enviarlos a la clase que nos permita buscar en 
el fichero de mensajes en que posición se encuentra el avión. 
En la clase ServerFG, primeramente, creamos un socket con el cual 
escucharemos en el puerto 5510. Mientras no recibamos nada por el socket, 
nos mantendremos escuchando, pero en cuanto el FlightGear nos envíe la 
primera cadena de caracteres por dicho puerto, la recogeremos y la 
guardaremos en un String. En dicho String tendremos almacenado algo del 
estilo anterior: 
41,288377\t53,78788878\t2,78878888 
Con lo que mediante la función Split implementada para arrays, dividiremos la 
cadena.  
Así pues, una vez, recibidos y procesados los datos, pasamos a la parte del 
acceso al fichero de mensajes. Para ello hemos programado la clase “BBDD”. 
4.2.2. BBDD 
Hemos diseñado un fichero de mensajes con fomato .txt, conforme a nuestras 
necesidades, por ello, tendrá la siguiente estructura: 
Estamos en la ultima zona:100,100,100,100 
This is the message:420000,430000,4500000,4600000 
Primeramente, tendremos el mensaje que corresponde a la zona, y a 
continuación las coordenadas que encierran un perímetro, de manera que si las 
coordenadas obtenidas del Flightgear entran dentro del perímetro establecido 
en el fichero de mensajes, enviaremos el mensaje que corresponda a la clase 
encargada de “hablar” por los altavoces del equipo. 
Un perímetro está formado por 4 coordenadas (Xmin, Xmax, Ymin,  Ymax). Lo 
vemos a continuación: 
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Figura 5. Ejemplo de las subdivisiones del mapa de Cataluña. 
En nuestro fichero de mensajes el orden es como hemos indicado antes Xmin, 
Xmax, Ymin,  Ymax. Así pues, la latitud del avión será válida si está entre 
Xmin y Xmax y la longitud si está entre Ymin y Ymax. Es decir  que haremos 
dos comparaciones para comprobar, por un lado, si la latitud es mayor que 
Xmin y menor que Xmax y otra para ver si la longitud es menor que Ymax y 
mayor que Y min, y han de cumplirse las dos. De manera que a la clase 
BBDD le pasamos la latitud y la longitud que hemos procesado en la clase 
ServerFG. Leemos la primera linia del fichero .txt, y nos guardamos en una 
variable el mensaje. Posteriormente leemos las coordenadas y miramos si la 
latitud y longitud recibidas de ServerFG están dentro de Xmin, Xmax, Ymin y 
Ymax del fichero de mensajes. Si no es así, procedemos a leer la siguiente 
línea del fichero de mensajes y descartamos el mensaje que nos habíamos 
guardado. 
Para la segunda línea, procedemos de igual manera, nos guardamos el 
mensaje y leemos las coordenadas del fichero de mensajes que 
compararemos con la latitud y longitud de ServerFG. Si éstas últimas están 
dentro del perímetro que establece el fichero de mensajes, enviamos el 
mensaje a la clase que nos permitirá decirlo por los altavoces (voice.cs). Si 
aun no coincide, seguiremos hasta del final de fichero de fichero, de manera 
que si no encontramos ninguna coincidencia, daremos un mensaje por defecto 
contenido al final. 
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4.3. Generación de voz artificial 
Como ya hemos dicho, aquellos mensajes que encontremos serán enviados a 
una clase que nos hablará por los altavoces. Ésta clase se llama 'voice.cs' y 
usa las librerías de implantación de Microsoft llamadas 'SpeechSDK'. Dichas 
librerías permiten reproducir voz a través de los periféricos de audio 
conectados al ordenador al igual que interpretar la voz de una persona para 
dar órdenes a un ordenador (por ejemplo). Entre sus múltiples opciones 
permite cambiar las voces y sus acentos, de manera que, comprando la 
patente de cada voz podemos poner una entonación determinada y una voz 
de hombre o mujer a nuestros textos. 
4.3.1. Voice.cs 
A ésta clase le pasamos el string que contiene el texto que queremos decir. A 
continuación, mediante la clase SpeechLib, creamos un objeto de tipo “voice”.  
Dicho objeto contiene una función que se llama Speak, de manera que le 
introducimos el texto a decir (voice.Speak(“texto a decir”)), y lo manda a través 
de los altavoces del equipo. 
Por último decir, que hemos explicado el procedimiento para un único String del 
tipo 41,288377\t53,78788878\t2,78878888 que recibimos del FlightGear, pero 
gracias al bucle que engloba la escucha del socket en el puerto 5510 y todas 
las funciones, cargamos todos los procesos mencionados cada vez que 
recibimos dicho String del FlightGear. 
4.4. Control de emisión y recepción de señal. 
Como hemos dicho en el capitulo 1.1.5, usaremos un emisor y un 
receptor sintonizados alrededor de la frecuencia 118 Mhz. Hemos 
comprobado que alrededor de dicha frecuencia no existen interferencias que 
provoquen una excesiva distorsión de la señal.  
  El emisor consiste en una radio “casera” montada por nosotros. Inicialmente 
estaba pensada para instalar un micrófono como señal de entrada para que 
ésta fuera emitida al medio, pero la hemos manipulado para poder introducir la 
señal de nuestro ordenador. Para ello hemos instalado un conector “mini-jack” 
como entrada de señal y substituyendo al micrófono. De esta manera hemos 
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colocado un cable “jack-jack” que va desde la salida de auriculares de nuestro 
ordenador hasta dicha entrada de nuestra radio. Así pues al conectar la radio 
emitirá al medio la señal saliente del ordenador. Ésta radio es de 
funcionamiento meramente analógico con lo que podemos sintonizarla en una 
frecuencia determinada, moviendo la bobina de realimentación interna. 
Por otro lado tenemos el receptor. Consiste en una radio comercial de 
recepción en banda aeronáutica. Éste receptor es de funcionamiento digital así 
que podemos movernos en las diferentes frecuencias presionando los botones 
de subida o bajada. 
Para poder sintonizarlos, hemos puesto en marcha el emisor hemos variado las 
frecuencias del receptor hasta encontrar la señal. 
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CAPITULO 5. IMPLEMENTACIÓN 
En este capítulo veremos de manera detallada la implementación de las 
funciones que forman los distintos bloques mencionados en el capitulo 2. Para 
ello, a continuación veremos un diagrama de las clases que forman nuestro 
proyecto: 
5.1. Obtención de los datos de FlightGear. 
Como hemos mencionado en el apartado 4.1, necesitamos escoger una serie 
de variables para que FlightGear nos las vaya lanzando a través de un socket, 
podamos procesarlas y finalmente podamos localizar al UAS dentro de 
Cataluña. Para poder procesar los datos obtenidos hemos programado dos 
clases llamadas “ServerFG” y “ConvertTo” y posteriormente, mediante la 
función “BBDD” convertiremos la información numérica de la posición del UAS 
en información en forma de texto. Pero antes, explicaremos que información 
hemos decidido obtener del FlightGear. 
5.1.1. Elección de los datos de salida (xml). 
Entrando en el servidor mencionado en el capitulo 4.1 a través del navegador y 
con la dirección http://localhost:5500 hemos entrado en la capeta /position y 
posteriormente hemos escogido las variables "latitude-deg", "longitude-deg" y 
"altitude-ft". Como podemos ver en el Anexo C, hemos introducido esas 
variables en el archivo .xml. Cuando creemos un socket de salida en FlightGear 
y éste lea las variables del archivo .xml, nos enviará los valores de manera 
periódica a un puerto concreto de nuestra maquina, a través del cual podemos 
recoger para procesarlos. En el anexo C, podemos ver también como introducir 
el archivo .xml a FlightGear. 
5.1.2. Procesado de los datos de salida de FlightGear. 
Para recoger los datos del FlightGear utilizamos la función “serverFG”. En ella 
encontramos un único método.  
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Figura 6. Clase ServerFG 
En esta clase, tal y como hemos dicho, recogemos la información que nos 
aporta FlightGear. Nos declaramos un socket en el puerto 5510 y lo 
arrancamos mediante las clases TcpListener y Start respectivamente, que nos 
aporta .NET y ya posteriormente configuraremos FlightGear en el mismo puerto 
(Anexo C). 
En estos momentos, el socket se mantiene a la espera de un posible "cliente" 
es decir, a la espera de recibir información por el puerto 5510. En el momento 
que empiece a recibir información lo detectaremos mediante un Accept. 
Al recibir dicha información, en una variable guardaremos la información 
recibida, es decir, un stream con el formato explicado en el apartado 4.2: 
 latitud\tlongitud\taltitud 
A continuación entramos en un bucle ‘while’, puesto que la información del 
avión será enviada de manera periódica, y cada 5Hz (configurado en 
FlightGear en Anexo C) recibiremos dicha información y debemos procesarla. 
El procesado consiste en separar las tres variables contenidas en el stream 
recibido, transformar las coordenadas (geográficas) a coordenadas UTM y 
enviar la información a al fichero en el que se hará la conversión de la posición 
en formato de texto. 
Al entrar en el ‘while’ guardamos el stream recibido por el socket en la variable 
"bytes" de tipo "byte" mediante: 
 while (recv = ns.Read(bytes,0,bytes.Lenght)>0) 
En la variable ‘recv’ nos quedara el numero de caracteres recibido. Si dicho 
valor es positivo, significa que hemos leído algo y por lo tanto entraremos en el 
bucle, de lo contrario seguiremos esperando a la llegada de información útil. A 
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continuación, hacemos una conversión a string necesario para poder trabajar 
mas cómodamente. 
Ahora, para separar el string recibido usamos la función Split y le pasamos el 
delimitador que queremos usar para separar la cadena, en este caso le 
pasamos el parámetro "\t" y "\n"(para el final de la cadena): 
 String[] buff = data.Split('\t',"\n"); 
Así pues, cuando nos encontremos un tabulador, cogerá lo que había leído 
hasta el momento y lo introducirá en la primera posición de un vector de Strings 
previamente creado. Seguirá leyendo hasta encontrar otro tabulador, y la 
información que haya leído la introducirá en la segunda posición. Cuando 
finalmente llegue al final de la cadena, introducirá lo anterior leído en la última 
posición del vector de Strings. Ahora ya tenemos los valores en Buff[0], Buff[1] 
y Buff[2]. Finalmente para poder ser tratados como floats hemos de hacer la 
conversión a dicho formato. 
Ahora podríamos mandar los datos obtenidos directamente al fichero de 
mensajes, pero por razones de simplicidad a la hora de trabajar con los datos, 
hemos creado el fichero de mensajes con coordenadas UTM, y como 
FlightGear nos envía la altitud, longitud y latitud en coordenadas geográficas, 
hemos tenido que hacer una conversión de datos. Para ello hemos usado la 
clase “ConvertTo”. A ésta clase, le pasamos el contenido de Buff[0] y Buff[1], ya 
que Buff[2] contiene la altitud del avión y en nuestro fichero de mensajes no 
contemplamos esa información, puesto que es innecesaria para saber la 
posición de avión. Aunque dicha información la emitiremos por radio 
directamente. 
“ConvertTo” nos devolverá las variables en UTM, y ya estaremos preparados 
para enviarle la información a la siguiente clase que consiste en la búsqueda 
en el fichero de mensajes. 
5.2. Cambios de coordenadas 
Antes de empezar con el fichero de mensajes, daremos un pequeño apunte 
sobre la función de cambio de coordenadas. Dicha función fue implementada 
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en un Proyecto fin de carrera anterior, y hemos hecho uso de ella para poder 
simplificar el uso. El uso de las coordenadas geográficas implica... 
5.2.1. Cambio de coordenadas geográficas a UTM. 
Para hacer la conversión, le pasamos a la clase "convertTo" las coordenadas 
en geográficas, es decir latitud y longitud.  
 
Figura 7. Clase ConvertTo 
Dado que dicha clase fue programada en un anterior TFC, no vamos a 
especificar el funcionamiento exacto de la clase, así que únicamente 
indicaremos que después de una serie de operaciones matemáticas 
conseguimos hacer la conversión y la misma clase nos devolverá las 
coordenadas geográficas en UTM (es decir, en forma de posición en un plano 
x,y) en variables de tipo ‘double’. 
Para trabajar mas cómodamente, pasamos las dos variables obtenidas a 
entero. Y ahora si que pueden ser pasadas a la siguiente clase, que accederá 
al fichero que contiene las zonas de Cataluña. 
5.3. Interpretación de los datos 
En este apartado veremos como interpretamos las coordenadas UTM que 
recibimos de la clase “serverFG” una vez modificadas por la clase “ConvertTo”, 
para poder hacer la conversión a una zona de Cataluña y que formato le hemos 
dado al fichero donde se encuentra la información de las zonas de Cataluña. 
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5.3.1. Criterios para la creación del fichero de mensajes. 
Para la creación del fichero hemos optado por una sintaxis sencilla en forma de 
texto. En él, introduciremos las diferentes zonas del territorio catalán que nos 
interesaría mostrar por radio y lo que es más importante, las delimitaciones 
geográficas de cada zona. Para ello, hemos usado un mapa de Cataluña y lo 
hemos dividido en zonas rectangulares. Como hemos explicado en el apartado 
4.2.2, únicamente necesitamos la Xmin, Ymin, Xmax e Ymax de cada 
rectángulo. Cuando el avión nos envíe las coordenadas UTM desde el 
simulador, las compararemos con Xmin, Ymin, Xmax e Ymax de cada 
rectángulo definido en el fichero de texto para comprobar que las coordenadas 
UTM están dentro de algún rectángulo. A continuación podemos observar las 
delimitaciones que hemos realizado en la zona de Cataluña: 
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1 2 
3 
5 
4 
6 
9 
7 
8 
Zonas 
1. Tierras del Ebro 
2. Tierras de Tarragona 
3. Zona de Barcelona 
4. Comarcas de Gerona del este 
5. Comarcas de Gerona del Oeste 
6. Centro 
7. Tierras de Lérida del este 
8. Tierras de Lérida del Oeste 
9. Pirineos y Valle de Aran. 
Figura 8. Mapa de Cataluña, subzonas y puntos (coordenadas). 
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D 
E 
F 
G 
K 
J H 
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P Q 
R 
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Tabla 3. Puntos de las zonas de Cataluña 
Así pues, ya podemos ver que incluiremos en nuestro archivo (fichero de 
mensajes). Con el formato descrito en el capitulo 4.2.2. crearemos el fichero de 
mensajes, poniendo el mensaje y las coordenadas enteras, quedando como 
vemos a continuación: 
 
Uniform Alfa Sierra flying Ebro field:264772,322147,4488022,4596113 
Uniform Alfa Sierra flying Tarragona field:322147,387719,4509025,4596113 
Uniform Alfa Sierra flying Barcelona field:387719,483003,4544373,4619678 
Uniform Alfa Sierra flying Gerona field East:483003,527059,4590990,4697032 
... 
 
Tabla 4. Ejemplo del fichero de mensajes. 
 
Puntos (en coordenadas UTM) 
A. (264772'158 , 4488022'483)  J. (484027'567 , 4697032'312) 
B. (322147'405 , 4578695'865)  K. (387719'116 , 4619678'184) 
C. (322147'405 , 4509025'922)  L. (439971'573 , 4697032'312) 
D. (387719'116 , 4596113'35)  M. (322147'405 , 4596113'35) 
E. (387719'116 , 4544373'172)  N. (387719'116 , 4669369'246) 
F. (483003'009 , 4619678'184)  O. (264772'158 , 4578695'865) 
G. (483003'009 , 4590990'56)  P. (322147'405 , 4669369'246) 
H. (527059'002 , 4697032'312)  Q. (313950'941 , 4669369,246) 
I. (439971'573 , 4619678'184)  R. (388231'395 , 4747747'932) 
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Siguiendo el vocablo aeronáutico, nos referiremos al UAS como Uniform Alfa 
Sierra. 
5.3.2. Traducción de los datos numéricos a texto 
Como hemos dicho anteriormente, nos interesa que el UAS nos acabe 
mostrando por radio su posición en forma de localidad, zona o pueblo dentro 
del territorio catalán. Así pues, dependiendo de la zona en la que se encuentre 
dentro de nuestro mapa de Cataluña particular, anunciara por radio que se 
encuentra en una de las 8 zonas mencionadas anteriormente. 
Así pues, las coordenadas UTM de la posición del avión que obtenemos de la 
clase “ConverTo” son directamente pasadas por parámetro a una nueva clase 
llamada “BBDD”.   
 
Figura 9. Clase BBDD 
El primer paso es guardar en una variable el directorio donde se encuentra el 
fichero de mensajes en formato ".txt" que contiene las delimitaciones de 
Cataluña y los mensajes asociados en un string, mediante la funcion 
StreamReader. 
A continuación entramos en un bucle "do" para leer la información del fichero y 
empezar a comparar con la que nos han pasado por parámetro. Leeremos 
línea a línea, así que al leerla la guardaremos en una variable. 
do{ 
 String text = sr.ReadLine(); 
 ... 
} 
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Ahora tenemos la primera línea leída y guardada en la variable "text". 
Recordamos que dentro de la variable tendremos una cadena del tipo: 
Uniform Alfa Sierra flying Ebro field:264772,322147,4488022,4596113 
Así que a continuación tenemos que desglosarla mediante la función "Split". En 
este caso le pasamos los delimitadores ":" y "," para que nos separe el mensaje 
y las coordenadas: 
String[] buf = text.Split (':' , ';'); 
La función Split nos dejara en la variable que hemos creado ('buf’) la 
información de la siguiente manera: 
buf[0] = Uniform Alfa Sierra flying Ebro field 
buf[1] = 264772  
buf[2] = 322147 
buf[3] = 4488022 
buf[4] = 4596113 
Las coordenadas tendrán que ser pasadas a floats y a su vez almacenaremos 
buf[1], buf[2], buf[3] y buf[4] en las variables x1, x2, x3 y x4. 
El siguiente paso es comparar las variables leídas del fichero de mensajes con 
las coordenadas que nos han pasado por parámetro (es decir, las coordenadas 
UTM que hemos obtenido del simulador), mediante "if". 
if(x >= x1 && x <= x2) 
{ 
 if(y > y1 && y <= y2) 
 { 
 v.Talk(buf[0]); 
 return(0); 
 } 
} 
Sistema PARROT de posicionamiento audible por radio orientado a territorio 36 
Donde x e y son las coordenadas UTM que nos pasan por referencia. 
En la anterior secuencia compararemos, y si las coordenadas UTM se 
encuentran dentro del perímetro establecido por x1, x2, y1 e y2 se ejecutará la 
función Talk a la que enviaremos el mensaje asociado que habíamos guardado 
en buf[0]. En caso que las coordenadas x e y no se encuentren entre x1, x2, y1 
e y2 (es decir, no se cumpla algún ‘if’), volveremos al 'do while' para leer la 
siguiente linia del fichero y por lo tanto las siguientes coordenadas de otro 
perímetro hasta encontrar el que nos englobe a las coordenadas x e y. En caso 
que no haya ninguno, llegaremos al final del fichero y ahí encontramos un 
mensaje de emergencia. 
5.3.3   Mensaje de emergencia. 
Todo el sistema implementado hasta ahora funciona correctamente cuando el 
UAS sobrevuela dentro del perímetro establecido en el fichero de mensajes. La 
pregunta que podríamos hacernos a continuación es: ¿Qué pasa cuando el 
UAS se sale de dicho perímetro?  
Hemos establecido un mensaje estándar que se emitirá siempre que el UAS se 
salga del perímetro (es decir, lleguemos al final del fichero y no hayan ningunas 
coordenadas que engloben a las UTM recibidas).  
Mayday Mayday Mayday To Tower Uniform Alfa Sierra out of route 
Y las coordenadas asociadas son: 
0,0,0,0 
Por ello hemos colocado un if antes de los ya mencionados: 
if ((x1==0)&&(x2==0)&&(y1==0) && (y2==0)) 
{  
v.Talk(buf[0]); 
return (0); 
} 
37 
 Si se cumple, significa que el UAS sobrevuela una zona desconocida.  
5.4. Generación de voz artificial 
Hasta ahora hemos conseguido que desde el simulador de vuelo, podamos 
obtener la zona por la que el UAS sobrevuela dentro del perímetro de Cataluña 
y fuera de él (emitiendo un mensaje de emergencia) por consola. Pero la idea 
final es poder emitirla por radio. Pero antes, debemos transformar la 
información de cada zona por la que vuela el UAS en voz, utilizando la librería 
SpeechLib. 
5.4.1. Librería de generación de voz de Microsoft: SpeechLib. 
SpeechLib es una librería de Microsoft que permite el desarrollo de 
aplicaciones que integran la tecnología de Speech (reproducir voz a partir de 
texto) y de reconocimiento de voz. Para poder utilizar dicha librería tenemos 
que instalárnosla desde la página de Microsoft: 
http://www.microsoft.com/downloads/details.aspx?FamilyId=5E86EC97-
40A7-453F-B0EE-6583171B4530&displaylang=en. 
Una vez instalada, hemos de agregarla a nuestro proyecto antes de empezar a 
programar. Para ello, una vez tenemos el nuevo proyecto creado, nos dirigimos 
a la barra superior del programa, concretamente en "project" y posteriormente a 
"add reference". A continuación nos dirigimos a la pestaña COM y 
seleccionamos la opción "Microsoft Speech Object Library" y pulsamos OK. 
Ahora podemos usar las instrucciones propias de la librería, las vemos en el 
siguiente capítulo. 
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5.4.2. Función principal: Talk(). 
Talk(), es la función principal de la clase llamada "Voice". Dicha función se 
encarga de procesar el texto que le pasen por referencia y hacer la emisión por 
los altavoces. 
 
Figura 10. Clase Voice. 
Simplemente, nos creamos una variable de tipo "Spvoice" y la utilizamos para 
hablar de la siguiente manera: 
voice.Speak(text, SpeechVoiceSpeakFlags.SVSFDefault); 
Donde la variable "text" será el contenido de nuestro mensaje. 
5.5. Control de emisión y recepción de señal 
En este apartado veremos qué hardware hemos usado para completar los 
objetivos del proyecto, y es que únicamente nos queda emitir vía radio la 
información que la clase ‘Talk’ nos aporta. 
5.5.1. Emisor y receptor 
En el apartado 4.4. hemos explicado que hemos usado un emisor “casero” y un 
receptor comercial. 
El emisor consiste en un ‘kit’ de montaje de la casa ‘Saleskit’. Dicho ‘kit’, 
consiste en una placa de circuito integrado y en las resistencias, 
condensadores, transistores etc., necesarios para la construcción de la radio 
emisora, que tenemos que soldar en la placa según el mapa del circuito. Como 
hemos comentado anteriormente, el ‘kit’ estaba pensado para soldar un 
micrófono como entrada de señal. En lugar de eso hemos soldado un conector 
‘mini-jack’ para que la entrada de señal podamos hacerla a través de un cable 
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conectado al ordenador en la salida de auriculares. El ‘kit’ es una radio emisora 
de FM, es decir hasta los 118Mhz, aunque hemos podido manipular la bobina 
para aumentar el rango.  
Una radio emisora genérica consta de las siguientes partes principales: 
 
Figura 11. Esquema de bloques de una radio emisora 
En primer lugar, un oscilador produce una corriente eléctrica de muy alta 
frecuencia, llamada radiofrecuencia, cuyos valores están entre 30 000 y 300 
000 000 Hz. En segundo lugar, esta corriente se amplifica y se alimenta a un 
modulador. Una señal con frecuencias acústicas como las de una voz o las de 
la música, se transforma por medio de un micrófono en una corriente eléctrica. 
Ésta tiene frecuencias de valor muy pequeño, comparada con la 
radiofrecuencia generada por el oscilador. Después de amplificar la señal que 
sale del micrófono, se alimenta al modulador. Éste hace interferir las dos 
corrientes con baja y alta frecuencia, produciendo una corriente de alta 
frecuencia modulada en su amplitud; esta corriente lleva incorporadas las 
características de la señal acústica. La corriente se hace pasar por la antena 
que emite ondas electromagnéticas con la misma frecuencia y amplitud que 
tiene la corriente que la alimentó: en particular, la amplitud de las ondas 
emitidas va cambiando con la misma frecuencia de la señal de baja frecuencia. 
De esta forma, el aparato emite ondas electromagnéticas en las que va 
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incorporada la señal de la voz. La frecuencia de la estación de radio que emite 
de esta manera es precisamente la frecuencia que produce el oscilador. 
Observamos ahora, el esquema de nuestro caso particular del circuito de la 
radio utilizada a continuación. 
 
Figura 12. Esquema del circuito de la radio emisora 
Como hemos comentado anteriormente, el circuito viene por defecto para ser 
montado con un micro (MIC). Al tener que montar un conector mini-jack, hemos 
tenido que quitar la resistencia R10 para adaptar impedancias de entrada. 
Otro componente importante es la resistencia R11, que junto al transistor T1, 
actúa como amplificador de señal, formando parte del bloque amplificador de 
señal de entrada de la figura 11. Ajustando R11, podremos configurar la radio 
para recibir señales ambientes o bien para recibir señales al hablar cerca del 
micro. Cuando conectemos el mini-jack, ajustaremos R11 para obtener una 
señal clara sin saturación en el receptor. 
El bloque modulador (figura11) está formado principalmente por la bobina CH 
del circuito de la figura 12 y finalmente el bloque oscilador esta formado 
básicamente por la bobina L2 y los condensadores C14, C12 y C14. Ésta señal 
es amplificada como vemos en la figura 11 por un amplificador formado por el 
transistor T3. 
Por otro lado, el receptor es un aparato comercial, concretamente el ‘walky’ 
aeronáutico concretamente el "Unidem UBC30XLT" cuyo sintonizador es 
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digital, de manera que es fácil poder dirigirse de manera exacta a una 
frecuencia en concreto. Cosa que no pasa con el emisor, ya que contiene una 
bobina manual que se ha de girar con ayuda de un tornavís para ajustar la 
emisora deseada. 
5.5.2 Calibraciones. 
Las calibraciones han sido una de las partes más minuciosas dentro del trabajo 
realizado con el hardware (emisor y receptor), aparte de la construcción en si 
del emisor. 
Primeramente tuvimos que situar la radio emisora en una frecuencia dentro de 
la banda aeronáutica. Gracias a la bobina inductora L1 situada en la figura 11 y 
con la ayuda de un tornavís fuimos girando la pieza hasta pasar todas las 
bandas FM. Podíamos controlar el aumento de frecuencias gracias a la radio 
receptora con la que íbamos recibiendo señal de la emisora. 
Observamos que alrededor de los 118Mhz obteníamos muchas interferencias, 
con lo que decidimos aumentar la frecuencia llegando así a una frecuencia de 
123,75 Mhz que decidimos utilizar para nuestro proyecto, ya que las 
interferencias eran pequeñas y obteníamos un resultado de señal aceptable. 
Para poder recibir la señal de la emisora en el receptor en todo momento y así 
poder encontrar en que frecuencia estaba, la teníamos conectada al ordenador 
en la salida de los auriculares y el ordenador emitiendo música de manera 
constante. 
Como R11 es una resistencia variable, una vez hemos tenido localizada la 
señal de radio, modificamos R11 para obtener la máxima amplitud de la señal 
sin saturarla. 
Finalmente, realizamos las pruebas definitivas con los mensajes de las zonas 
de vuelo del UAS, y escuchamos la señal con unas condiciones aceptables de 
calidad auditiva. 
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CAPITULO 6. CONCLUSIONES 
En este capitulo, veremos las conclusiones que hemos extraído del proyecto, 
incluyendo las posibles mejoras que podríamos añadir en un futuro y las líneas 
en las que podríamos englobar dicho proyecto a parte del inicialmente indicado.  
6.1. Mejoras. 
Como hemos comentado en capítulos anteriores como la introducción. El 
proyecto ha sido creado con el objetivo de diseñar una de las partes necesarias 
para completar una línea de trabajo del grupo ICARUS con el objeto de 
detectar incendios de manera remota a través de un avión no tripulado. 
Así pues, la idea final seria poder embarcar todos los programas y todo el 
hardware necesario en el UAS. A efectos prácticos, esto equivaldría por un 
lado a substituir el simulador de vuelo por el UAS en sí y por otro lado en 
minimizar al máximo los componentes para que el UAS no pese demasiado. 
Es por eso, que de cara a trabajar directamente con en UAS sería interesante 
realizar una programación en C para minimizar código y procesado de los 
datos, para tener suficiente con un procesador sencillo que podamos insertar 
en el UAS. 
Por otro lado, las coordenadas necesarias para detectar la posición del UAS ya 
no serian dadas por el simulador de vuelo, sino por un GPS integrado. De 
manera que podamos enviarlas a nuestro programa y detectar así en que zona 
de Cataluña se encuentra. También sería interesante mantener la función del 
Atlas, así podríamos determinar de manera global donde se encuentra el UAS, 
pero necesitaríamos hacerlo con un sistema Wireless con un alcance bastante 
alto para poder recibir las coordenadas del avión y poder ver la posición en el 
Atlas. 
Dado que el alcance de la radio emisora es pequeño (por tener una antena 
simple realizada con un cable multifilar), deberíamos hacer un profundo estudio 
para encontrar una antena capaz de poder ser instalada en el UAS con el 
mínimo peso y mayor cobertura. 
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Respecto al ‘FlghtPlan’, sería interesante poder introducir al UAS un plan de 
vuelo directamente (sin introducirlo al simulador) para que este despegue, haga 
una ruta de manera automática y vuelva al punto de partida. Pero siempre 
pudiendo intervenir en su trayectoria de forma manual. 
En conclusión, aunque el proyecto se ha hecho "en tierra", tenemos que tener 
en cuenta que el factor más importante a la hora de embarcarlo en el UAS real 
es el peso, así que todas las posibles soluciones a la hora de trasladar todos 
los componentes a bordo seria girarían entorno a dicha magnitud. 
6.2. Líneas Futuras 
En el capitulo 6.1, hemos visto varias manera de poder retocar nuestro 
proyecto para poder optimizar los sistemas hasta el punto de poder ser 
embarcados en el UAS. Pero más allá de esto, a continuación, sugeriremos 
otros mecanismos a desarrollar paralelamente a nuestro proyecto. 
Por un lado seria interesante poder crear de manera automática un fichero de 
mensajes, sin necesidad de crearla nosotros de manera manual. Es decir, a 
partir de un programa basado en un mapa de Cataluña, poder marcar las 
diferentes zonas que el usuario decida y asignar un mensaje a cada zona. 
Posteriormente, que se cree de manera automática un archivo .xml que 
usaremos de fichero de mensajes, es decir al que accederemos para hacer las 
conversiones de coordenadas UTM a texto. 
Hemos conseguido establecer un perímetro con 9 zonas en Cataluña, esto se 
podría ampliar a todo el territorio español o incluso acotar más las zonas y 
obtener así zonas más pequeñas y detalladas. Se podrían incluir zonas 
superpuestas estableciendo un sistema de prioridades. Si el avión vuela por 
una zona que esta sobre otra zona se puede emitir un mensaje de transición 
entre zonas que sería prioritario. 
Los mensajes pueden detallarse más, hasta el punto de poder decir el rumbo, 
el origen, la altitud y las intenciones de UAS por radio y así detallar la 
información ya dada. 
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Por otro lado, nos hemos encontrado un problema a la hora de emitir los 
mensajes, y es que lo hacemos sin ningún tipo de visión previa de ocupación 
en el medio, es decir, si en el momento que emitimos un mensaje hay otro 
avión haciéndolo al mismo tiempo. Estrictamente (aunque por razones de 
tiempo y volumen no se ha hecho) deberíamos implementar un control de 
acceso al medio para no crear interferencias con otros aviones o controladores 
que estén emitiendo en una misma frecuencia que nosotros.  
6.3. Valoración personal. 
Nos encontramos ante un proyecto claramente enfocado a la aeronáutica, un 
tema que personalmente me apasiona. Por eso he intentado desde el primer 
momento buscar un proyecto que girase entorno a dicha materia y poder 
combinarlo con mis conocimientos adquiridos durante la carrera de 
telecomunicaciones. Como todo proyecto y antes de empezar de lleno, realice 
múltiples lecturas que me ayudaron a adentrarme en diferentes aspectos de la 
aeronáutica como son los sistemas de coordenadas, los sistemas de 
comunicación o el lenguaje de la aviación. Lecturas, que me hicieron ver aun 
más apasionante la aeronáutica y cosa que me ayudó a coger el proyecto con 
ganas. 
Gracias a este proyecto he podido ver partes de la aeronáutica que no hubiera 
visto por si solo al igual que he agravado mis conocimientos de programación y 
he salido un poco de la rutina a la que estábamos acostumbrados en la carrera, 
pudiendo realizar una programación mas encarada a los sistemas de 
navegación de una aeronave.  
Aunque no solo ha sido programación, también, ha sido fascinante poder 
escuchar a los controladores aéreos a través de la radio de recepción 
aeronáutica, algo muy curioso e interesante. Incluso me ha parecido muy 
interesante poder montar yo mismo la radio emisora soldando componente a 
componente en el circuito integrado. 
Y es que, ha sido un proyecto muy variado y muy ameno. Una cosa muy 
positiva a la hora de realizarlo ha sido el poder ver gráficamente a través del 
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simulador el UAS y a través del Atlas la posición, ya que ayuda mucho a la 
hora de realizar un proyecto del estilo. 
En conclusión, ha sido un proyecto lleno de cosas interesantes y que me ha 
aportado muchos conocimientos de materias que hasta ahora eran 
desconocidas para mí.  
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ANEXO A. CONFIGURACION Y ARRANQUE BASICOS DE FLIGHTGEAR. 
o Nos descargamos el ejecutable para Windows del programa en: 
www.flightgear.org en el apartado “Downloads”. 
o A continuación, lo instalamos en nuestro disco duro. 
o Para ponerlo en marcha basta con hacer doble ‘click’ en el acceso 
directo que nos aparece en el escritorio (por defecto). La primera 
ventana nos permitirá escoger el modelo del avión. Pulsamos NEXT. 
o En la siguiente ventana, escogemos el aeropuerto de origen. Pulsamos 
NEXT. 
o Finalmente, pulsamos RUN. Aunque hay muchas mas opciones que 
podemos añadir, ésta es la manera básica de inciar Flightgear.  
ANEXO B. CONFIGURACION Y ARRANQUE DE ATLAS. 
Recordemos, que paralelamente a la emisión de la posición del UAS mediante 
radio, tendremos al programa Atlas en funcionamiento, para ello es necesario 
abrir otro ‘socket’ de salida paralelamente al que ya teníamos abierto (para el 
archivo .xml de configuración). Gracias a éste ‘socket’, enviaremos la 
información necesaria a Atlas para que éste la procese y sea capaz de 
mostrarnos el UAS en el mapa del globo terráqueo. Éste ‘socket‘ es 
relativamente sencillo de crear, puesto que FlightGear aporta una herramienta 
que lo crea automáticamente. Como Atlas se ejecutará en otra maquina 
únicamente tendremos que indicar la dirección IP de la maquina en 
‘Hostname’ y el puerto 5505. Así pues, fácilmente, en la ventana previa al 
vuelo podemos configurarlo de la siguiente manera.  
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Figura.B.1. Cuadro de configuración 1 
Ahora nos queda instalar y arrancar Atlas en la maquina remota, para que 
reciba las conexiones entrantes de FlighGear y podamos ver el UAS en el 
mapamundi. Para ello nos descargamos el programa Atlas en: 
http://atlas.sourceforge.net/ en el apartado “Download”. Una vez instalado, nos 
dirigimos al acceso directo ubicado por defecto en el escritorio. Clikamos con el 
botón derecho del ratón sobre él y en la etiqueta “ubicación” añadimos al final 
lo siguiente: --udp:5505. De ésta manera se arrancará en modo servidor udp 
por el puerto 5505 con el que quedará a la espera de la información que le 
entregue el servidor remoto (flighGear). 
ANEXO C. CREACION DEL ARCHIVO .XML DE GENERACION DE DATOS Y 
CONFIGURACION DE FLIGHTGEAR. 
<?xml version="1.0" ?>  
- <PropertyList> 
- <generic> 
- <output> 
   <var_separator>tab</var_separator>  
- <chunk> 
  <name>latitud</name>  
  <type>float</type>  
  <format>%f</format>  
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  <node>/position/latitude-deg</node>  
  </chunk> 
- <chunk> 
  <name>longitud</name>  
  <type>float</type>  
  <format>%f</format>  
  <node>/position/longitude-deg</node>  
  </chunk> 
- <chunk> 
  <name>Altitude</name>  
  <type>float</type>  
  <format>%f</format>  
  <node>/position/altitude-ft</node>  
  </chunk> 
  </output> 
  </generic> 
  </PropertyList> 
 
Etiquetas del .xml: 
• PropertyList: Dentro contiene toda la información del xml. Nos indica el 
inicio. 
• Generic: Nos indica el tipo de socket que utilizaremos en el flightGear para 
que éste nos devuelva la información que queramos. 
• Output: Nos indica el inicio de la parte donde se introducen las variables. 
• Var_separator: Aquí indicamos con que carácter queremos que 
FlightGear nos separe el valor de las variables que hemos escogido. 
• Chunk: Cada chunk contiene cada una de las variables y las 
características de éstas. 
• Name: Corresponde al nombre de la variable que vimos en el servidor http 
colgado en el puerto 5500. 
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• Type: Corresponde al modo que queremos recibir la variable desde el 
FlightGear (int, float, doublé etc.). 
• Format: Dependiendo de la etiqueta “type” le diremos al flightGear que 
nos de la información en un formato determinado. (%f, %d, etc.). 
• Node: Indicamos en que carpeta se encuentra la variable que hemos 
escogido, dentro del servidor http. 
A si pues, éste será el .xml que cargaremos al flightGear, como podemos ver, 
hemos escogido tres variables, y por lo tanto tendremos 3 etiquetas “name”. 
Éstas son la latitud, la longitud y la altitud. Son las variables necesarias para 
poder solicitar al fichero de mensajes la posición del avión en cada momento. 
Vamos  a ver, como cargamos el fichero .xml en el FlightGear. En la ventana 
para arrancar a volar al avión, pulsamos advanced: 
 
Figura.C.1. Cuadro de configuración 2 
Veremos una lista de variables a la izquierda, escogemos Input/output y en 
cada campo escogemos las variables que vemos a continuación. Al final en el 
apartado “Generic” nos dirigimos al botón indicado de la derecha. 
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Figura.C.2. Cuadro de configuración 3 
Al clicar en el botón del apartado “Generic” nos aparecerá el siguiente cuadro. 
 
Figura.C.3. Cuadro de configuración 4 
Buscaremos el .xml que hayamos agregado en la carpeta “protocol” 
mencionada anteriormente. Nosotros usaremos el archivo OutDataTFC.xml, el 
cual hemos descrito anteriormente. Pulsamos OK y volveremos a la ventana 
anterior. 
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Figura.C.4. Cuadro de configuración 5 
Pulsamos el botón NEW y se nos agregará un comando en la ventana 
superior, tal y como se muestra en la figura. Para finalizar pulsamos OK. 
Volveremos a la ventana de arranque de Flightgear en la que pulsaremos 
RUN. 
Ahora, el avión irá volando y lanzará por el socket de salida (OUT) que hemos 
configurado por el puerto 5510 los datos que quedan reflejados en el .xml. Así 
pues nos lanzará la altitud, la latitud y la longitud del avión cada 5 Herzios, por 
el puerto indicado. Mas adelante veremos como recogemos esos datos con 
otro socket escuchando en el puerto 5510 y podemos obtener las 
coordenadas del avión de manera legible por el usuario. Esto ultimo consiste 
en un programa que hemos programado en C#. 
ANEXO D. FORMATO DEL FLIGHTPLAN Y CONFIGURACION DE LOS 
SOCKETS DE ENTRADA PARA EL FICHERO 
El Flightplan se basa en "Stages" y cada stage contiene la información 
necesaria para realizar una maniobra de un punto a otro. 
- <stage> 
  <id>ST1</id>  
  <name>ToMission</name>  
  <description>Go to the mission stage</description>  
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- <legs> 
  <id>L1</id>  
- <dest> 
- <latitude> 
  <degrees>41</degrees>  
  <mins>17</mins>  
  <secs>38.38</secs>  
  <direction>N</direction>  
  </latitude> 
- <longitude> 
  <degrees>2</degrees>  
  <mins>4</mins>  
  <secs>35.82</secs>  
  <direction>E</direction>  
  </longitude> 
  <altitude>300</altitude>  
  <speed>3000</speed>  
  </dest> 
  </legs> 
  </stage> 
 
Etiquetas del xml: 
• stage: Comienzo de la fase. 
• id: Nombre con el que identificaremos la fase (y el leg mas adelante). Esta 
etiqueta es la que se leerá cuando queremos indicar que fase va primero, 
segundo etc. 
• name: Nombre que le damos a la fase. 
• Description: Breve descripción de la fase. 
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• legs: Dentro de la fase podemos colocar diferentes tramos, nosotros 
colocaremos solamente uno. 
• dest: Dentro de esta etiqueta colocamos las coordenadas de los puntos 
que engloba la trayectoria. 
• latitude: Coordenadas de la latitud. 
• degrees/mins/secs: Grados, minutos  y segundos de la coordenada. 
• direction: Direccion Norte, Este, Oeste o Sur. 
• longitude: Coordenadas de la longitud. 
• altitude: Altitud con la que queremos que vuele el avión. 
• Speed: Velocidad con la que queremos que vuele el avión. 
Para poder hacer que el FlighGear lea la información de este documento 
tenemos que enviársela de forma desglosada y mediante sockets. Por eso 
pasaremos el fichero por un programa cedido por un profesor (Eduard 
Santamaria) que nos desglosará dicho fichero enviando al simulador la 
información necesaria. Por ello es necesario crear los sockets siguientes en 
FlightGear. Los sockets se crean de igual manera que la explicada en el Anexo 
C. Los sockets son: 
--generic=socket,out,5,localhost,5505,tcp,telemetry 
--generic=socket,in,5,localhost,5506,tcp,control 
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ANEXO E. ALFABETO FONICO USADO EN LA AVIACIÓN 
El alfabeto fónico incluye las letras individuales, las palabras que las 
reemplazan y su pronunciación. Las sílabas en las que debe ponerse énfasis 
se encuentran subrayadas. 
 
 
                Tabla E.1 Alfabeto fónico. 
Notar que cuando se transmiten mensajes que contienen distintivos 
radiotelefónicos de llamada de la aeronave, rumbos, velocidad de la aeronave, 
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códigos de respondedor, dirección y velocidad del viento, nivel de vuelo, 
reglajes de altímetro y frecuencias, cada dígito de los números se transmite 
pronunciándolo separadamente. En un número decimal pasa igual, pero 
indicamos el lugar de la coma.  
ANEXO F. CODIGO 
Clase BBDD 
using System; 
using System.Collections.Generic; 
using System.Text; 
using System.IO; 
using System.Threading; 
 
namespace TFCProject 
{ 
    class BBDD 
    { 
           public int buscar(float x, float y) 
        { 
            Voice v = new Voice(); 
 
            float x1; 
            float x2; 
            float y1; 
            float y2; 
 
            char[] delim = { ':',','}; 
            //string fileName = "DataBase.txt"; 
            const string directory = @"C:\Documents and Settings\Alex\Mis 
documentos\Visual Studio 2005\Projects\ParrotTFC\DataBase.txt"; 
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            String text; 
            StreamReader sr = new StreamReader(directory); 
            //hacemos una primera lectura del numero de iteraciones, es decir frases 
que el usuario ha introducido 
            //text = sr.ReadLine(); 
            //max_mens = float.Parse(text, System.Globalization.NumberStyles.Float, 
new System.Globalization.CultureInfo("en-US")); 
 
            do{ //hacemos tantas iteraciones como max_mens tengamos 
             
                text = sr.ReadLine(); //leemos la primera fila 
 
                if (text != null) 
                { 
                    String[] buf = text.Split(delim); 
                    x1 = float.Parse(buf[1], System.Globalization.NumberStyles.Float, new 
System.Globalization.CultureInfo("en-US")); 
                    x2 = float.Parse(buf[2], System.Globalization.NumberStyles.Float, new 
System.Globalization.CultureInfo("en-US")); 
                    y1 = float.Parse(buf[3], System.Globalization.NumberStyles.Float, new 
System.Globalization.CultureInfo("en-US")); 
                    y2 = float.Parse(buf[4], System.Globalization.NumberStyles.Float, new 
System.Globalization.CultureInfo("en-US")); 
 
                    if ((x1 == 0) && (x2 == 0) && (y1 == 0) && (y2 == 0)) 
                    { 
                        v.Talk(buf[0]); 
                        return(0); 
                    } 
                    if (x >= x1 && x <= x2) 
                    { 
                        if (y > y1 && y <= y2) 
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                        { 
                            //mensaje = buf[0]; 
                            Console.WriteLine("Following message: " + buf[0]); 
                            Console.WriteLine("Sending out message..."); 
                            v.Talk(buf[0]); 
                            return (0); 
                        } 
                    } 
                }//fin if de "text!=null" 
             }while(text!=null); 
                sr.Close(); 
                return (1); 
        }//fin buscar 
    } 
} 
 
Clase Voice 
using System; 
using System.Collections.Generic; 
using System.Text; 
using SpeechLib; 
 
namespace TFCProject 
{ 
    class Voice 
    { 
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        public void Talk(String text) 
        { 
            Console.WriteLine("Talking... " + text); 
            SpVoice voice = new SpVoice(); //Creamos un voice 
            //SpFileStream fileStream = new SpFileStream();  
            //fileStream.Open(@"c:\sample.wav", 
SpeechStreamFileMode.SSFMCreateForWrite, false);  
            //voice.AudioOutputStream = fileStream;  
            voice.Speak(text, SpeechVoiceSpeakFlags.SVSFDefault); 
            //fileStream.Close(); 
        }//fin Talk 
       /* static void Main(string[] args) 
        { 
            Program p = new Program(); 
            p.GenerateData(); 
        }// fin main */ 
      }//fin class 
}//fin VoiceControl 
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Clase ServerFG 
using System; 
using System.Text; 
using System.IO; 
using System.Net; 
using System.Net.Sockets; 
using Microsoft.VisualBasic; 
namespace TFCProject 
{ 
    class serverFG 
    { 
        static void Main(string[] args) 
        {         
            byte[] bytes = new byte[1024]; //Declaramos un array de bytes de longitud 
1024 
            int recv; 
            char[] delim = {'\t','\n'}; 
            String data = ""; //Declaramos data, que sera donde se almacenaran los 
datos 
            float x; 
            float y; 
            double xdoub; 
            double ydoub; 
            double xret; 
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            double yret; 
            int xx; 
            int yy; 
            TcpListener newsock = new TcpListener(5510); //abrimos un socket en 
nuestra maquina para escuchar en el puerto 
            newsock.Start();  //inciamos socket 
            Console.WriteLine("Waiting for GPS..."); 
            TcpClient client = newsock.AcceptTcpClient(); 
            NetworkStream ns = client.GetStream(); 
                 while ((recv = ns.Read(bytes, 0, bytes.Length))>0) 
                 { 
                      data = System.Text.Encoding.ASCII.GetString(bytes, 0, recv); 
                      //Console.WriteLine("recibido: "+data); 
                      //Console.WriteLine("\n"); 
                      //Talk(data); 
                      String[] buff = data.Split(delim); //declaramos un buffer de strings en 
el que nos meterá  
                      //en la posicion 0 un dato, en la 1 otro etc. 
                    
                      Console.WriteLine("latitud: " + buff[0]); 
                      Console.WriteLine("longitud: " + buff[1]); 
                      Console.WriteLine("Altitude: " + buff[2]); 
                     // Console.WriteLine("Altitude: " + buff[3]); //Contiene el \n 
                      Console.WriteLine("----------------------------");  
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                      x = float.Parse(buff[0], System.Globalization.NumberStyles.Float, 
new System.Globalization.CultureInfo("en-US")); 
                      y = float.Parse(buff[1], System.Globalization.NumberStyles.Float, 
new System.Globalization.CultureInfo("en-US")); 
                     //Ahora pasaremos las coordenadas de geograficas a UTM. 
                     //cambiamos de float a double para usar el conversor 
                      xdoub = (double)x; 
                      ydoub = (double)y; 
                     //llamamos al conversor 
                      ConvertTo conv = new ConvertTo(); 
                      conv.ConvertToDegrees(xdoub, ydoub); 
                     //cogemos las coordenadas guardadas en double 
                      xret = conv.TakeX(); 
                      yret = conv.TakeY(); 
                     //pasamos los double a enteros 
                     xx = (int)xret; 
                     yy = (int)yret; 
                      Console.WriteLine("Latitud en UTM enteras!!: " + xx); 
                      Console.WriteLine("Longitud en UTM enteras!!: " + yy); 
                      Console.WriteLine("-----------------------------"); 
                      BBDD bd = new BBDD(); 
                      bd.buscar(xx,yy); 
                 }//fin while 
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                Console.ReadLine(); 
               
                  ns.Close(); 
                  client.Close(); 
                  newsock.Stop(); 
        }// fin clase 
    } 
} 
 
