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Abstract 
The integration of manufacturing systems usually involves a communica-
tion_ ~etwor~ and cluster~ of manufacturing systems. Each cluster consists of 
one or more manufacturing systems, which are under the control of a cluster 
controller. The cluster controller also provides means for the systems in the 
cluster to communicate with systems connected to the network. The important 
aspects for an integrated system are the way systems communicate with each 
other and the control strategies for each of the systems and the cluster. This 
thesis discusses the various issues related to manufacturing system integration 
and the detailed implementation of the communication and control hierarchy for 
an Automated Storage and Retrieval System (AS/RS). By studying this im-
plementation in relation to a general layout for a cluster and overall integrated 
system, the steps that must be taken to integrate manufacturing systems are 
recognized. 
1 
., 
.. 
' 
Chapter 1 
Introduction 
1.1 Automation of Manufacturing Systems 
Automation is a technology concerned with the application of mechanical, 
electronic, and computer-based systems to operate and control production. This 
technology includes 1: 
• Automatic machine tools to process parts 
• Automatic assembly machines 
• Industrial robots 
• Automatic material handling and storage systems 
• Automatic inspection systems for quality control 
• Feedback control and computer process control 
• Computer systems for planning, data collection, and decision 
making to support manufacturing activities 
CAD/CAM (Computer Aided Design and Computer Aided Manufacturing), 
CIM (computer integrated manufacturing), and FMS (Flexible Manufacturing 
System) are all part of the automation of manufacturing systems. FMS is the 
implementation of flexible automation discussed above. The term CIM has been 
used to denote the pervasive use of computers to design the products, plan the 
production, control the operations, and perform the various business related 
functions needed in a manufacturing firm. CAD/CAM is almost synonymous 
with CIM. 
The following is a list of topics for the automation of manufacturing sys-
tems (no attempt has been made to exhaust this list): 
• Case studies of CIM, FMS2 systems 
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• Local Area Network applicationss, 4 
• Communication standards such as MAP (Manufacturing Automa-
tion Protocol) and EPA (Enhanced Performance Architecture)5 
• Application of fiber optic network 
• Graphical simulation · 
• Control hierarchy design and implementation 
• Scheduling or sequencing 
• Economic Justification 
• Flexible fixturing 
• System Modeling 
• System Reliability 
• Robotics 
• Computer vision - automatic product inspection 
• Computer Automated Process Planning (CAPP) 
• Tool path generation 
• Database systems that meet the needs of real-time control 
• Machine-human interface 
The book by M.P. Groover1 gives an overview of the activities going on in 
this field. The references6, 7, 8, 9 also stress the general problems of manufactur-
ing systems integration, such as standards, process control evolution, planning, 
scheduling, control, and CIM. 
1.2 The Objective of Research 
The current research goal for the Manufacturing Technology Laboratory is 
to develop an FMS system that will include an Automated Storage and 
Retrieval System (AS/RS), a CARTRAC machine, and a milling machine for the 
first stage of the development. In the future, robots and other systems will be 
included to implement a full FMS system. 
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The finished system will be used for teaching purposes and research pur-
poses. For example, . the system can be used as a plant floor model to 
demonstrate the detailed system components of an FMS system, from the 
hardware configuration to the software configuration. The system can also be 
used for research on other topics such as scheduling, reliability analysis, system 
modeling, optimal control, etc .. 
1.3 Layout for an Integrated System 
1.3.1 Functional integration vs. hardware configuration 
From the system control point of view, the manufacturing system integra-
tion by using computers is the integration of the control functions of these sys-
tems. Generally, a system is designed to provide certain functions. They are 
available for control by sending electrical signals to the system's control circuits. 
There are also various signal lines that are used to indicate the system's status, 
such as positional information, system internal status information, etc .. These 
signal lines can be used to provide feedback control. 
Once the control functions and feedback information are available, all the 
information necessary to integrate the system with other systems is known. 
Therefore, to integrate the control functions of several systems, no hardware 
detail is necessary. However, the hardware-level configuration of systems do 
decide the functions that are available to the integrated system. An extreme ex-
ample could be that a storage system and milling machine are physically 
separated. Although a computer can be used to control each of the system, no 
cooperation of the two systems is possible. In other words, the functions 
provided by the integrated systems depend on the configuration of underlying 
systems. If the functions of the integrated system can be specified in terms of 
4 
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the functions provided by each of the individual systems, they can be used as 
the constraint to configure the hardware of these systems. ff the hardware con-
figuration is given, then all possible functions for the integrated system in terms 
of functions provided by all the individual systems are known. 
Since hardware reconfiguration is always possible (although sometimes 
not conveniently done), our major concern is the functional integration. 
1.3.2 General layout 
The general layout for an integrated system is shown in Figure 1-1. It con-
sists of a communication network (possibly implemented with MAP), a system 
executive, and several clusters of manufacturing systems. 
The system executive is the place where process information is sent to. Its 
functions include synchronization among systems, reconfiguration of the 
software and hardware, scheduling, process execution and monitoring. System 
modeling and optimal control are also handled here. 
The communication network10, 11 is responsible for sending information 
back and forth among manufacturing systems connected to the network. The 
important things about a communication network are the communication 
protocol and the transmission medium. For manufacturing system integration, 
MAP (Manufacturing Automation Protocol)5 is proven to be very effective. The 
EPA (Enhanced Performance Architecture)5 can be used when there are strin-
gent requirements on system response time. Since fiber optic cables are immune 
to electromagnetic interferences, it is an ideal transmission medium for in-
dustrial applications. 
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Figure 1-1: Manufacturing System Integration 
The network integration strategy is the way a system is connected to the 
communication network. Since we want to avoid irregularity as much as pos-
sible, the network interface will be invariably MAP interface (or EPA). The 
detailed implementation of control structure and communication for systems 
that do not have MAP interface is handled internally within each cluster. The 
cluster is supposed to have MAP implemented. 
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1.3.3 General Layout for a cluster 
. A cluster is a group of manufacturing systems under the control of the 
cluster controller. The clusters are needed for the following reasons: 
• A group of syste~-sometimes must be organized to perform certain 
functions, such a cell implementation on a plant floor. A cluster 
controller will pr · de efficient communication between the network 
and the systems in the cluster. 
• A group of heterogeneous systems sometimes are required to be con-
nected to the communication network. Instead of building MAP in-
terfaces for each of them, the cluster controller is used to connect to 
the communication network while leaving the detailed interfacing 
implementation to each cluster. 
It is also possible that a cluster contains only one system. In such a case, 
this system itself must have a MAP interface so that it can be connected to the 
network. 
The general layout for a cluster is shown in Figure 1-2. It consists of a 
cluster controller, and several manufacturing systems. 
The cluster controller has access to each of the individual systems. Com-
pared to the functions of the System Executive, the cluster controller only send 
some lower-level control commands to the systems under its control. It can be 
viewed as a relay for the System Executive when it works in the remote control 
mode. A variety of functions are also available to users when the cluster con-
troller is in the local control mode. The cluster controller will have the MAP im-
plemented too so that access to the network is possible. 
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Figure 1-2: General Layout for a Cluster 
1.3.4 An Example for a Cluster 
Figure 1-3 shows an example of a cluster. It consists of cluster controller 
which is an IBM 7552 industrial computer, an Automated Storage and Retrieval 
System {A.SIRS), a Cartrac machine, and a milling machine. Since the functions 
of the IBM 7552 industrial computer are the same as the functions for an IBM 
AT personal computer, the term PC is also used in the following discussions to 
refer to this computer. The communication link, the GE DCM (Data Com-
munication Module), and the Allen-Bradley DCM's shown in Figure 1-3 are used 
for communication between the cluster controller and individual manufacturing 
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systems. The GE Series Three PLC (Programmable Logic Controller) and Allen-
Bradley PLC's are used to control the AS/RS, the CARTRAC, and the roi11ing 
machine, respectively. 
COMM 
LINK 
GE DCM 
GE S-3 PLC 
AS/RS 
IBM 7552 INDUSTRIAL 
COMPUTER 
1/0 110 1/0 
CX)MM. 
LINK 
A.B. DCM 
·A.8. PLC-4 
CARTRAC 
COMM. 
LINK 
A.B. DCM 
A.B. PLC-4 
K&T 
MACHINE 
Figure 1-3: Example for a Cluster 
The cluster controller will provide the following services: 
• AS/RS database for information storage and retrieval. 
• Friendly user interface for local control mode. 
• Switching between Local and Remote control modes. 
• MAP (Manufacturing Automation Protocol) implementation to en-
able network access. 
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• Primitive synchronization functions for the three subsystems. 
• Primitive functions for sending control information to each of the 
systems. 
• 1/0 drivers for GE Data Communication Module (DCM) and Allen-
Bradley DCM. 
1.4 Control Hierarchy 
While communication networks and communication protocols handle the 
means for different systems to communicate with each other, control strategies 
deal with the partition and structure of the control functions for a particular 
system. A commonly used strategy is the hierarchical control strategy in which 
a function is divided into subfunctions. Those subfunctions are further divided 
into subfunctions until each of the subfunctions can be directly interfaced to the 
system lower level control hardware or software. Each of the functional divi-
sions forms a layer in the control hierarchy. 
Each of the systems within a cluster performs certain control functions. 
As information passes from the cluster controller to the very electrical motors 
that handle the movement of the mechanical devices, it actually passes through 
the control hierarchy. This control hierarchy will help understand the details of 
the systems to be integrated , and it also defines the boundary or interface 
points for system-to-system interconnection. Usually, as the layer of the control 
hierarchy goes up, system response at the upper layer tend to be slower than 
system response at a lower layer. AB a result, when constraints are exerted on 
the system response, the interconnection of systems might be at a lower layer of 
the control hierarchy rather than at the top layer. 
10 
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The two commonly used control strategies are the hierarchical control and 
nonhierarchical control. While most of systems designed today have hierarchical 
structures 12, 18, 14, 15, there are also nonhierarchical designs 16. The main ar-
guments for nonhierarchical control strategy is the fast system response and 
that some of the design criteria can optimized. However, nonhierarchical control 
strategy is not suited to situations when system interconnection is the major 
concern. If some of the components need to be changed in the control structure, 
then the whole control system needs to be redesigned. 
Hierarchical control strategy provides better means for system intercon-
nection. It isolates the control structure from layer to layer. If for some reason, 
the control logic at a certain layer has to be changed, the layered structure will 
ensure that all the other layers remain unchanged while modifications are made 
within the specific layer. 
1.5 Overview of the Thesis 
Referring to Figure 1-1 and Figure 1-2, generally the systems to be in-
tegrated are divided into clusters. Each cluster consists of several manuf actur-
ing systems. The systems within each cluster are under the control of one com-
puter (a cluster controller). 
A communication network will provide means for delivering control infor-
mation from one cluster to anther, and from the executive to the clusters. Since 
MAP and EPA are the solutions to the communication problems for manufac-
turing system integration and they are widely used currently in industry, the 
thesis is mainly concerned with the control hierarchy for each cluster and the 
way different systems within each cluster communicate with. each other. 
11 
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Within each cluster, systems have to transmit control information back 
and forth. Also, each cluster may choose to bypass the commands sent to it from 
the communication network (from the executive). Then the cluster is operating 
in the local control mode. If the cluster is under the control of the executive, it is 
in the remote control mode. Each cluster has the ability to switch between the 
local and remote control modes. 
In addition to the local mode and remote control mode switching, the 
cluster controller also coordinates the operations of the systems within the 
cluster. The link from the computer to each system in the cluster is the local 
communication link. Via this communication link, commands from the computer 
can reach individual systems. 
This thesis discusses the implementation of a typical cluster using the ex-
ample shown in Figure 1-3, which includes an AS/RS, Cartrac, and a milling 
machine. Chapter 2 tries to formalize a general control hierarchy for a cluster. 
The control hierarchy for the AS/RS is presented as an example. It is expected 
that by analyzing the control hierarchy of the AS/RS, the reader will infer the 
other systems will follow basically the same control hierarchy; therefore, a 
similar implementation can be used for other systems. 
Chapter 3 and chapter 4 discuss the implementation of the control hierar-
chy for the AS/RS. The implementation for the lower levels is discussed in chap-
ter 3, and the implementation for higher levels is discussed in chapter 4. 
Still using the AS/RS as an example, the communication between the 
cluster controller and each of the systems under its control is covered in ch.apter 
12 
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5. The computer used to .control the cluster is the IBM 7552 industrial computer. 
The actual communication among systems is through the IBM ARTIC card in-
stalled in the computer. The services provided by the communication 1/0 driver, 
and advanced data transfer features will be discussed. 
13 
Chapter2 
SYSTEM CONTROL HIERARCHY 
2.1 General Control Hierarchy 
For each of the systems to be integrated, all the control functions are im-
plemented in a software form. This software contains a set of data structures 
and a set of manipulating routines. They can be invoked by commands sent from 
the communication network. This software together with the hardware of the 
system form a control hierarchy. This control hierarchy can be divided into five 
layers and is shown in Figure 2-1. The functions for the different layers of the 
control hierarchy are described as following: 
• Hardware layer : organization of mechanical devices, motors and 
sensors. 
• Primitive operations layer : provide basic electrical control circuits, 
manual switches for control1ing various motors. 
• Higher level primitive operations layer : provide a set of primitive 
operations that can be organized by upper layers, usually in lower-
level computer languages. 
• Application interface layer : provide a set of functions that can be 
used by a particular application in a higher level language. The 
functions include communication, synchronization and control 
routines. 
• Application layer : application programs for a particular system. 
Depending on particular systems under consideration, each of the layers 
may contain sub-layers, which further divide the control functions for the sys-
tem. A hierarchical control structure provides better understanding of the sys-
tem. It isolates one layer from the other. This isolation guarantees that a change 
made at a particular layer won't affect the data structure and manipulation 
routines defined in other layers; only the interfacing routines between adjacent 
layers need to modified accordingly. 
14 
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Figure 2-1: Control Hierarchy 
The programming languages used for different layers of the control 
hierarchy also tend to be different. For example, near the bottom a few layers, 
usually machine languages are used to implement the manipulating routines 
because machine languages provide better interface to the electronic control 
devices for a system. However, at the application layer, it is undesirable that the 
application programmer do programming in machine languages because 
machine languages are difficult to use and debug. Therefore, towards the top of 
the control hierarchy, higher-level programming languages such as C, PASCAL, 
15 
PROLOG, et.c., are used to ease the work of designing application programs. 
2.2 Components for the AS/RS control system 
The components for the AS/RS control system are shown in Figure 2-2. It 
consists of an IBM 7552 industrial computer, an IBM ARTIC Card, a com-
munication link (RS-422 interface to the ARTIC Card and the GE DCM unit), a 
GE Data Communication Module (DCM), a GE Series Three controller, and the 
AS/RS control circuits. 
The GE controller reads the photo sensor information and drives the 
motors accordingly. The DCM unit receives control data from the 7552 in-
dustrial computer and writes the data to the internal memory of the GE con-
troller; the program in the GE controller will operate appropriately in response 
to this information. 
The 7552 industrial computer is also the controller for the cluster that 
consists of the AS/RS, the CARTRAC machine, and a milling machine. So far all 
the control functions for the AS/RS has been implemented. In the future, the 
cluster controller will contain programs that control the operations of the 
CARTRAC machine and the milling machine. 
2.3 AS/RS Control Hierarchy 
The control hierarchy of the AS/RS can be formalized as having the five 
layers shown in Figure 2-1. 
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Figure 2-2: The Components for the AS/RS control system 
2.3.1 hardware layer · layer 1 
Photo sensors, motors, brakes and other hardware are contained in the 
layer. This layer decides the observability and controllability of the overall sys-
tem. The photo sensors decide what feedback information is available for im-
plementing control functions, and different motors decide what can be controlled 
such as horizontal move and vertical move, etc.. This layer has already been 
17 
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defined for the AS/RS system. All the motors and photo sensors have been in-
stalled. 
2.3.2 Primitive operations layer · layer 2 
At this layer, certain primitive operations are provided. The functions do 
not use the feedback information from the photo sensors, but only directly con-
trol the driving circuit for different motors. Motors are controlled by the turning 
on and off of the control switches. The switches can also be used to change the 
speed of the motors, or to control the brakes for the horizontal move and vertical 
move. The ON and OFF condition of the photo sensors are displayed on the con-
trol panel. Therefore, it is the operator's job to figure out when to turn the motor 
on and when to turn the motor off by observing conditions of these sensors. 
The Manual Interface 
The manual interface consists of a set of manually controllable switches 
and a set status indicating lights. 
The set of switches can be used to control the motors that move the crane 
unit in the horizontal direction or vertical direction, move the fork unit to the 
right or left, or turn the conveyor belt in the right or left direction. The set of 
status indication lights are used to indicate the position of the crane unit, and 
the fork, respectively. 
The Automatic Interface 
This interface is actually a set of signal wires. Some of the wires go to the 
logic circuits that control the operations of the motors, and some of the wires go 
18 
to the electronic circuits that are connected to photo sensors. By sending logic 
"1" to the motor control lines, the corresponding motor can be made to turn. By 
reading the logic l's and O's, positional information of the crane unit, the fork, 
etc., can be obtained. 
2.8.8 Higher level primitive operations layer . layer 8 
At this layer, higher level primitive operations are provided by the 
software written in the GE Series Three controller. The signal lines that carry 
the positional information are connected to the controller. Instead of having the 
operator to check the on-off condition of the photo sensors, the condition is read 
by the controller. The control lines that drive electrical circuits for the motors 
are also connected to the controller. The controller will read the photo sensor's 
"ON" and "OFF" to decide which motor should be turned on and which should be 
turned off. 
Certain higher-level primitive operation switches are also available on the 
control panel. These switches are part of the hardware that came with the 
AS/RS. They are connected to the controller too. The program in the controller 
scans the switches to decide which operation is required and execute accordingly 
by organizing the primitive operations provided by the higher-level primitive 
operations layer, and part of the photo sensors are used in the logic check. Al-
though operations such as horizontal move and vertical move are still performed 
by turning the respective motors on and off manually because it is not possible 
to provide position information through the switches on the control panel, the 
loading/unloading operations are now easily done. The operator only has to turn 
the loading switch or unloading switch to the left or to the right once. The 
program in the control will use the feedback information from the photo sensors 
19 
to control the movement of the fork and the conveyor belt. 
The programming language for this layer is the PLC ladder logic diagram. 
While it is relatively difficult to use, a way has been found to program the con-
troller with ladder logic diagrams in a similar fashion as programming a micro 
computer with higher-level languages. This issue will be discussed in chapter 3. 
The software designed for the GE controller can work in two modes: the 
remote control mode, and the local control mode. The switching between the two 
modes depends on the switch on the AS/RS control panel. When it is in the 
"MANU' position (the local control mode), the program in the controller scans 
the switch conditions from the control panel and execute some the routines ac-
cordingly. This corresponds to the situation that an operation is requested from 
an operator by turning the switches on the control panel. 
If the switch is turned to "AUTO" position (the remote mode), all the local 
operation requests from the switches are ignored. The GE data communication 
model will constantly check the communication link. When control data and con-
trol commands are sent to it through the communication link, the DCM will 
write the data into the GE controller and start the execution of the program. 
2.3.4 Application interface layer - layer 4 
The proper operation of this layer requires that the program in the GE 
controller work in the remote control mode. This layer consists of two major 
components: the higher-level language interface and the local communication 
1/0 driver. 
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At this layer, the program in the GE controller utilizes all the feedback 
information from the photo sensors. It receives control information through the 
communication link and operates accordingly. 
On the IBM industrial computer side, functional modules within the inter-
facing program (in Turbo Pascal) provide the user with a set of subroutines. The 
user no longer needs to know the detailed hardware configuration or to turn the 
switches to operate the machine, he simply writes computer programs to make 
subroutine calls to the functional modules which control the operation of the 
machine. Photo sensors information is also available upon making subroutine 
calls. This set of subroutines are generally written in Turbo Pascal which 
provides the user with a nice programming environment. 
The higher-level language interface 
This interface is implemented in the IBM 7552 industrial computer. This 
computer will also serve the purpose of the cluster controller for the AS/RS, 
Cartrac machine, and milling machine cluster. 
The higher-level language interface implemented in the computer 
provides the application programmer with a higher-level language programming 
environment. Turbo Pascal is used as the programming language for the inter-
face. This interface provides a set of subroutines that can be called from a user-
written application program. 
The local communication 1/0 driver 
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The actual task of sending control data and control information via the 
communication link to the GE DCM is accomplished by the local communication 
I/0 driver. This I/0 driver is implemented on a IBM ARTIC CARD (a real time 
interface card) and the programming language is Turbo Assembler. 
2.3.5 Application layer · layer 5 
This layer consists of a variety of utility programs for the operation of the 
AS/RS, including user written application programs and database application 
programs that make function calls to the set of interfacing routines at layer 4. 
At this layer, a variety of system operations can be programmed by the 
user. The user has a higher level language programming environment plus the 
set of subroutines that can be called to implement automated control of the 
AS/RS. In addition, the control subroutines are designed in such a way that the 
user also has access to the status of the photo sensors. Therefore, feedback con-
trol is still possible at this layer. 
2.3.6 Summary 
This section has discussed the five layers associated with the control 
hierarchy of the AS/RS control system. This control hierarchy provides better 
understanding of the AS/RS control system components and provides a template 
for designing the control hierarchy for other systems in the cluster. It also 
provides interfacing points at different layers of the control hierarchy. For ex-
ample, if a system programmer need to increase the response time of the system 
and does not want use the application interface routines, he can bypass that 
layer and make function calls to the routines implemented in the ARTIC CARD 
in assembly language. Then the control information is sent directly to the GE 
DCM without any syntax check on the data and the command (It is recom-
22 
'I {c' 
1 
' 
" ~ 
mended that only experienced programmers should operate the AS/RS in this 
fashion because by sending wrong control data, the machine could be damaged). 
The five layers used here exist for a variety of automated control systems, 
and manufacturing systems. Manufacturing system integration can be viewed 
as functional integration at layer 5. Then, a communication network can b set 
up to enable the data and control information to be transmitted among clusters 
of manufacturing systems. One executive program can be developed to coor-
dinate the operations of the all the systems hooked up to the network. This 
program will contain modules or subroutine calls in a higher level language 
representation. Compared to the five layers of a single automated manufactur-
ing system, it can be seen this group of clusters, with the communication net-
work connecting them, and the executive program and modules to control the 
operations, becomes a meta-system upon which automated control is possible. 
2.4 Interfacing the AS/RS 
When the control software for the AS/RS is designed, proper interface to 
the users, application programmer, and other manufacturing systems must be 
defined. The control software design should meet the needs of different user 
groups. The AS/RS should provide interface to three types of users: AS/RS 
operator, application programmer, and system programmers. 
The first user group is the AS/RS operators, whose sole task is to control 
the system by using the control panel, or an itemized utilization application 
program already developed for them (for example, the AS/RS Panel Operation 
program17). They need not know the details of system hardware and software 
implementations. 
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The second user group is application program developers. This user group 
is interested in knowing what subroutines they can organize to fully use the sys-
tem. Generally, a higher-level language interface is needed for this group of 
users. 
The third group is system programmers, whose interests are to integrate 
manufacturing systems. They need to know detailed implementations of various 
control modules at different layers so that manufacturing system integration 
can be implemented at the proper layer. 
Besides considerations to interface end users, application programmers 
and system programmers, the operations of the AS/RS have to be interfaced to 
the CARTRAC. The CARTRAC machine is capable of conveying boxes from a 
remote site to the AS/RS. It also provides means to transfer a requested box 
with desired contents to a remote site. To fulfill this need, the control software 
must be able to define the interfacing locations, i.e., where the requested box is 
located. 
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Chapter3 
CONTROL IDERARCHY IMPLEMEN-
TATION - lower layers 
The hardware layer (layer 1) and primitive operation layer (layer 2) are 
built into the AS/RS. This chapter covers the layer 3 (higher level primitive 
operation layer) of the AS/RS control hierarchy. This layer is implemented with 
a GE Series Three controller. 
3.1 Introduction to AS/RS 
3.1.1 Hardware layer 
The AS/RS at Lehigh University consists of two major parts. The first part 
is the storage stack. There are two stacks where boxes are stored. The second 
part is the crane unit which performs the task of picking a box at a desired posi-
tion and then deposit the box in a specified position. 
The crane unit is capable of moving along the rail tracks installed in the 
system. It can move in the horizontal direction, and the fork stand on it can 
move along the vertical direction. There are 12 horizontal positions and 12 ver-
tical positions the crane unit can reach in order to pick a box or deposit a box. To 
make sure that the crane unit will be positioned correctly, and shift a box onto 
its stand correctly, metal plates are installed on the rail tracks, and photo sen-
sors are installed on the crane unit. Four photo sensors are used to indicate 
every allowable horizontal position (X position). Another four photo sensors are 
used for the allowable vertical positions (Z position). 
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The crane unit consist.a of a stand on which a fork is installed, and a con-
trol cabin, the front of which has several switches that can be used to operate 
the machine in the semi-auto mode. The fork is capable of being stretched 
toward left or right for the purpose of picking a box. There are four photo sen-
sors associated with the fork, which indicate the current position of the fork. 
Because the system may be destroyed if the crane unit moves with the fork be-
ing stretched, there is hardware protection circuit built in the system that 
prohibits moving the crane without setting the fork to central position first. 
In order to shift a box to the stand, a conveyor belt is installed on the fork. 
By turning the conveyor belt, a box can be shifted on to, or out of the stand. Six 
photo sensors are associated with this shifting-box process. Four of them in-
dicate the box position on the stand, and two of them indicate the availability of 
space to the right or to the left so the unload operation won't collide with a box 
that is already in position. 
It is possible for the crane unit to move along the horizontal direction with 
three speeds, high speed, middle speed, and low speed. The movement of up and 
down has two speeds, high speed and low speed. Basically, high speeds are used 
to move the crane unit near a position, and then low speed is used to set the 
crane unit to a precise position. This last operation is called inching operation. 
To prevent the system from being destroyed by moving the crane unit too 
fast near the two ends of horizontal position, it is the programmer's job to utilize 
the other four photo sensors installed in the system to indicate the speed re-
quirement for a particular range of horizontal or vertical move. Three of the 
photo sensors are used for the horizontal move and one for the vertical move. 
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Appendix B provides the descriptions of the photo sensors, motor control 
lines, manual swit.ches, and LEDs. Their addresses in the GE Series Three Con-
troller are shown in Table B-1. 
3.1.2 Control Modes 
There are three modes of control that can be performed on the system. 
They are the manual mode, semi-auto mode, and automatic mode. The control 
functions available in the manual mode are the functions in the primitive opera-
tion layer (layer 2). The operations in this mode are all primitive ones. They are 
provided by the electrical circuits built into the system. In the manual mode, a 
user can move the crane to any position along the horizontal direction, and move 
the stand to any vertical position. The fork can be stretched to the left or right, 
and the conveyor belt can be made to turn in right or left direction. A row of 
control switches is installed in the control cabin to accomplish this set of opera-
tions. 
By writing program in the GE Series Three Controller, the above primi-
tive operations can be organized to perform the operations in the semi-auto 
mode. These functions reside at layer 3 of the AS/RS control hierarchy. 
The operations in the semi-auto mode are more convenient to the AS/RS 
operator than those in the manual mode. These operations are performed by 
turning the switches on the control panel of the crane unit. Horizontal move and 
vertical move switches also have speed control. The speed control is specified by 
the turning angle of these switches. Instead of having the primitive operations 
such as stretching the fork and turning the belt in the manual mode, functions 
such as load/unload to the right or left are possible by turning the proper 
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I switches in this mode. These load/unload operations are programmed in the 
controller. Thus, the program provides layer 3 control functions to the system 
operator. 
The last mode of control is the automatic mode. In this mode, all the 
operations are performed by programming a remote microcomputer. A remote 
PC will send control information over to the GE controller through a com-
munication link and a GE DCM. Then the information will be used to control 
the movement of the crane unit accordingly. In this mode, the user is able to 
move the crane to any specified position, and combined operations are now pos-
sible. 
3.2 Modular Programming For PLC 
PLC's are widely used in manufacturing system control. However, the GE 
Series Three Programmable Logic Controller used for the AS/RS does not have 
facilities for defining subroutine modules or passing parameters. As a result, the 
designed ladder logic programs are hard to read and difficult to debug. A 
method is provided here to program a PLC with a modular approach with 
parameter passing. The design of the program is first split into several function-
ally distinct modules with properly defined parameter passing rules. These 
modules are later linked together to perform a variety of operations. The result-
ing program is easy to read and modify. 
Modular programming is a characteristic of modern programming lan-
guages such as PASCAL, C,etc .. The whole task of programming can be divided 
into several distinct modules or subroutines according to the sub-functions that 
are to be performed. This modular approach makes the program easy to read 
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and debug. The testing of the whole program can be first carried out on in-
dividual modules. Then, the modules are linked together by the main program 
to perform certain required functions that are a combination of the sub-
functions provided by the modules. 
PLC's are a class of micro-computers that are solely designed for purposes 
of performing various control tasks. They are characterized by being small, in-
expensive, easy to install, and easy to program. PLC's have evolved from the 
relay logic control of the 50's. Compared to modern micro-computers, PLC's can 
be viewed as a computer system with single bit operand, binary I/0 capabilities, 
and self looped program execution. Even though the programming of a PLC is 
easy, the program is generally difficult to read and debug because of the lack of 
modular programming language for PLC and because the codes are very close to 
the instruction set of a micro-processor. 
The modular a pp roach describe here is similar to the development of 
modern computer programs with subroutine calls. The difference is that this 
modular approach is based on the instruction set provided by the PLC under 
consideration, which generally does not provide subroutine calls. 
The approach takes the foil owing general steps: 
1. Split the whole programming task into functionally distinct sub-
tasks, each of which is going to be programmed separately. 
2. For each module, find the finish-indication of a sub-task in the 
form of signaling patterns that are to appear on the input lines to 
the PLC. Because the programmer knows in advance when a task 
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is to finish, e.g., a limit switch has been turned on to indicate the 
machine has reached a position; this information can be converted 
to the equivalent signaling pa~rn appearing on the input lines to 
the PLC, e.g., line 123 is connected to the limit switch and the sub-
task should be stopped once the limit switch is ON, then the ON 
condition for line 123 is the finish-indication of the sub-task. 
3. Program each of the sub-tasks, or modules. 
4. Link the sub-tasks to perform the desired operation. 
Each of the sub-tasks takes the following general form as is shown in 
Figure 3-1 
'IND','sls', and 'Lock' are all internal relays. Relay number will be as-
signed for each of them once the program on the pa per is proven to be correct. 
Using symbols first then assigning relay numbers can eliminate the possibility 
of making errors in program development. Another advantage is that a symbol 
is easy to read and that different assignment of internal relays can be used in 
order to make full of use of system resources. 
'sis' is the star/stop relay. When it is ON, the instructions included in the 
module will be executed, while OFF, all the instructions in the module remain 
inactive because when 'sis' is OFF, 'Lock' is OFF, resulting in the OFF condition 
for all the input check for the section marked 'more instructions here'. 'sis' is 
also called the entry point to the module. To execute the module, simply turn 
's/s' ON. 
While 'sis' is ON, the module will be executed until the ON condition is 
reached from the finish-indication. Here, only one check is shown. For real 
design, it is possible to use AND, OR logic to check this finish-indication. When 
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Figure 3-1: General Layout for a PLC Module 
this finish-indication is ON, the 'IND' relay is ON, resulting in the failure check 
of the first instruction of this module. Then 'Lock' is turned off, inactivating all 
the instructions inside the 'Lock' check logic. Once 1ND' is on, it is self locked 
until 'sis' is turned OFF, which resets the module and prepares to start the 
module again. 'IND' is also the indication that the module has been inactivated. 
When IND is ON, the module is to be reset before the next execution. 
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If's/s' is turned OFF in the middle of execution, the :rpodule is inactivated. 
To link different modules together, proper logic check must be performed 
before starting a module. The 'IND' ON condition from one module can be the 
starting signal for the second module, and so on, forming a series of execution of 
those desired modules. When the program is terminated, all the entry point 
should be reset to wait for the next operation. 
It is the programmer's job to find the condition for starting the program. 
Generally, the information is provided by the input lines connected to the PLC. 
For example, the ON condition from a limit switch may be the start condition. 
3.3 Programming the GE Series Three Controller 
3.3.1 General Introduction 
In chapter 2, it is observed that there are 5 layers associated with the con-
trol of the Storage and Retrieval System. The modules presented in this section 
provide layer 3 functions. The combination of these modules can provide higher 
level primitive operations. These modules are also accessed, through the com-
munication link, by the subroutines defined at the application interface layer, 
which is the layer 4 of the AS/RS control hierarchy and provides higher level 
language interface to users. 
There are 10 modules implemented in the GE controller. The sub-
functions to be implemented by each of the module inside the PLC are: 
• Receive Module1: Serially receive data from the remote PC through 
1This module is not active in the latest version of GE Series Three controller's software because 
of the use of the GE DCM. 
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the two-wire communication link. 
• X-travel Module: control the horizontal movement of the crane unit 
so that a specified X position can be reached. 
• Z-travel Module: control the up and down movement of the crane 
unit so that a specified Z position can be reached. 
• Fork and Conveyor Module: control the movement of the fork either 
to the left or to the right, and control the turning of the conveyor 
belt. 
• ACK Module2: when a operation is completed, ACK is sent to the 
remote PC through the communication link. 
• Fork and Conveyor Drive Module: Control logic for turning the 
motors is implemented here. 
• X-drive Module: Control logic for turing the horizontal travel motor 
is implemented here. 
• Z-drive Module: Control logic for turing the vertical travel motor is 
implemented here. 
• Load and Unload module: The load and unload switches' functions 
are implemented. 
• Link module: organize above modules to provide local and remote 
control functions. The local control functions are invoked by turn 
the control switches installed on the control panel of the crane unit. 
The remote control functions are invoked by remotely connected PC. 
3.3.2 Functions Available for Local Control Mode 
The foil owing control functions are provided for the local control mode. 
These function are invoked by turning the switches on the control panel of the 
crane unit. There is a mode control switch on the control panel which has two 
positions marked with "Manual" and "Auto", respectively. This switch decides 
whether the local control mode or the remote control mode is to be used for con-
trol panel installed in the crane unit. 
Local control functions: 
• Horizontal move with two speed control. 
2Thia module is not active in the latest version of GE Series Three controller's software because 
of the uae of the GE DCM. 
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• Vertical move with two speeds control. 
• Load or unload operations at a reached position. 
• Switch between local control mode and remote control mode. 
LEDs are installed on the control panel for the crane unit. They indicate 
the horizontal position and vertical position of the crane unit. They also indicate 
whether the fork is at the central position. Before attempt is made to do horizon-
tal or vertical move, either in the local control mode or remote control mode, it 
must be checked that the fork is at the central position. Otherwise, the 
hardware safety check will prevent the crane unit from moving. 
3.3.3 Functions Available for Remote Control Mode 
Remote control mode is reached when the mode switch is turned to the 
"Auto" position. Commands from a remotely connected PC are received and ex-
ecuted. 
The following operations are available for remote control: 
• Set home position. 
• Set current position. 
• Go to a specified X and Z position. 
• Load or unload operation at a reached position. 
• Return to home position. 
• Store operation: the crane will pick a box at the defined home posi-
tion and move to the destination position and unload the box. 
• Dispatch operation: the crane will pick a box at the specified posi-
tion and move to the home position to unload the box. 
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The last two commands can be implemented by combining the first five 
commands. Note that, since they are implemented in the lower level control 
software, speeded operation is achieved. 
The detailed ladder-logic diagrams for the modules discussed bellow are 
shown in Appendix A. 
To operate the AS/RS in the remote control mode, four bytes of infor-
mation are needed. These four bytes of information are stored in group registers 
900, 901, 902, and 903. The meanings of these bytes are summarized in Table 
3-1. 
Group register 902 is used to specify parameters for load and unload 
operations and control code for the functions listed above. Bits 9024 to 9027 
stores the load/unload parameters, the meanings of which are shown in Table 
3-2. 
Bits 9020 to 9023 are used to store control code. Each code represents a 
function at layer 3 (higher level primitive operations layer). The control codings 
are shown in Table 3-3 
Group register 903 is the Start/Complete byte. When the remote PC wants 
to start execution of previous sent command, 9037 is set (bit value 1) and 9030 
is reset (bit value 0). When an operation is completed, 9030 is set, and 9037 is 
reset, which will disable all the logic branches following it; consequently, the 
entry points for all modules are reset. The remotely connected PC ( the cluster 
controller), will read bit 9030 every 200 ms. When it become 1, the previous 
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Table 3-1: The Four Bytes of Control Information 
Group Register Description 
900 X move destination, coded 
in BCD (binary coded decimal) 
901 Z move destination, coded 
in BCD (binary coded decimal) 
902 Load/unload specification, 
control code 
903 Hand-shaking for start and 
completion 
requested operation has been completed. 
On the remote PC, subroutines are designed which can send the four bytes 
of control information to the GE DCM (Data Communication Module) through 
the communication link which uses RS-422 interface. Then the DCM will write 
the four bytes to the group registers 900, 901, 902, and 903. The program in the 
GE Series Three Controller will execute according to the parameters specified in 
these group registers. 
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Table 3-2: Code for Load/Unload Operations 
Bits Operation 
9026 9025 9024 
1 0 1 Load from Left 
1 0 0 Unload to Left 
0 0 1 Load from Right 
0 0 0 Unload to Right 
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Table 3-3: Control Codes 
Bits Operation 
0 0 0 0 Set home position 
0 0 0 1 Set current position 
0 0 1 0 X and z travel 
0 0 1 1 Return home & ACK 
0 1 0 0 Load/Unload 
0 1 0 1 Dispatch operation 
0 1 1 0 Store operation 
0 1 1 1 Internal use 
1 0 0 0 Not used 
1 0 0 1 Not used 
1 0 1 0 Not used 
1 0 1 1 Not used 
1 1 0 0 Not used 
1 1 0 1 Internal use 
1 1 1 0 Internal use 
1 1 1 1 Internal use 
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CONTROL HIERARCHY IMPLEMEN-
TATION - higher layers 
4.1 Introduction 
4.1.1 General 
The operations of the AS/RS can be controlled in three ways which are 
referred to as the three operating modes: Manual Mode, Semi-auto Mode, and 
Auto Mode (remote mode). 
It is the auto mode that provides the diversity of operations the user can 
specify to have the AS/RS machine perform for complicated tasks such as opera-
tions under the control of a data base, automatic box sorting, fully automatic 
storage control, etc. 
This chapter details the software aspects which the programmers may en-
counter when implementing a control algorithm for the AS/RS. It is the applica-
tion interlace layer of the AS/RS control hierarchy. Figure 4-1 shows the 
relationship of this layer and other system components. 
The capability provided by the AS/RS is that it manages the storage and 
retrieval of boxes on the stacks. The movement of the crane unit along the track 
constitutes the X direction travel (horizontal travel), and the traveling of the 
fork to a certain height constitutes the Z direction travel ( vertical travel). There 
are two rows (ROW 1 and ROW 2) of stacks used to store the boxes. There are 
distinct positions for the X direction and Z direction. For the X direction, the 
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positions are from O to 12 while for the Z direction, the positions are from 1 to 
12. User can request the crane to move to a given X and Z position and specify 
the load or unload operation either from Row 1 or Row 2. 
4.1.2 procedures for sending and receive data 
The control software developed in the remote PC (IBM 7552 industrial 
computer) provides a set of procedures, which can be organized to meet various 
application needs. This set of procedures form the application interface layer 
discussed in Chapter 2 (see Figure 4-1). Within this layer, there is a program 
module especially designed to handle the communication between the PC and 
the GE Series Three Controller via the GE DCM. The communication link be-
tween the PC and GE controller is called local communication, as distinguished 
from networked communication environment. Communication issues will be dis-
cussed in chapter 5. 
The communication program module provides services of sending (or 
receiving) one or more data bytes to (or from) the designated register locations 
in the GE controller. These data bytes are used by the GE controller software, in 
the remote mode, to control the operations of the AS/RS. 
The fallowing three procedures provide means to send and receive inf or-
mation to and from the GE DCM (in module SSUUBB.PAS18). 
SEND _DATA (D900,D901,D902:BYTE); 
SEND _ST ART; 
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Figure 4-1: The Application Interface Layer 
RECEIVE (VAR COMPLETE:INTEGER; VAR ERROR;BOOLEAN); 
SEND_DATA is used to write three bytes of data to the internal registers 
in the GE Series Three Controller (group register 900, 901, and 902, 
respectively). RECEIVE is used to get acknowledgment from the GE controller 
that the previous operation has been completed successfully. If ERROR returns 
a value of "false" and COMPLETE returns a value of 1, the previous requested 
operation has been completed successfully. If error occurs during reception of 
41 
,, 
,I, 
;~ 
data from the GE DCM, the returned value for ERROR will be "true". Therefore, 
ERROR and COMPLETE can be checked when control returns to the calling 
routine for completion and error. 
Each command that is to be sent via the communication link to the GE 
controller consists of four bytes. The first three bytes are sent by the caUing the 
procedure SEND_DATA. The fourth byte is the START/COMPLETE byte. This 
byte is sent by the SEND_START procedure. When SEND_DATA is called, the 
1st, 2nd, and 3rd bytes (D900, D901, D902) will be written to the group registers 
900, 901, 902 in GE controller, which specify X position, Z position, command 
and parameter. When SEND_START is called, a byte will be written to the 
group register 903. That byte takes the value of 80H (hexadecimal value). When 
an operation is finished, the value in register 903 is changed to OlH, which sig-
nifies the completion of the previous command. The RECEIVE procedure is im-
mediately called following a call to SEND_START. It keeps reading the GE 
controller's internal register 903. When OlH is found, and specified information 
has been read form t-Jie GE controller (not implemented), control is returned to 
the calling program. 
In case data passing is desired of the above three procedures [ they should 
be modified to read (or write) more bytes from (or to) the GE controller], it is 
recommended that no processing be done in the above three procedures. They 
should simply pass the data to the procedures that make calls to them. The 
data is then checked and subsequent operations are performed in the calling 
procedures. With this approach, minimum change is required in the application 
interface layer if the communication 1/0 drivers are changed. 
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4.2 Higher Level Language Interface Modules 
For efficient use of the machine or for accomplishment of complicated 
tasks, application software can be written. Available procedures are shown bel-
low and specific application program designs are left to the user or programmer . 
4.2.1 General Invocation 
The procedures in the application interface layer are written in Turbo 
Pascal, which is very powerful language for writing control software. The whole 
set of pPOcedures are contained in the file SSUUBB.PAS, and it is must be in-
cluded in the front of every user-written application program by using the $1 
directive. 
Here is a general format for a user written program: 
PROGRAM ASRS-OPERATION (INPUT, OUTPUT); 
{$1SSUUBB.PAS} 
VAR 
... HERE VARIABLES ARE DEFINED .... 
BEGIN 
... DATA INPUT ... 
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... CALL PROCEDURES HERE .... 
END. 
4.2.2 procedures for the AS/RS control 
All the procedures are contained in the file SSUUBB.PAS. There are a lot 
of procedures in the SSUUBB.PAS package. Some of them are used for diagnos-
tics, and some of them are used to demonstrate how to use a particular proce-
dure. The most important ones are the following: 
1. SETPOS - set home position 
2. FASTMOVE - store or dispatch operation 
3. MOVE - move to a given position 
4. LOAD - load or unload operation 
5. HP - return to home position 
6. INITPORT - initialize the communication port 
7. SEND_DATA - send bytes to the GE DCM 
8. SEND_START - send start byte to the GE DCM 
9. RECEIVE - read GE DCM unit operation-complete indication 
10. BITS - convert an integer to binary bits, for debug only 
The last there procedures, SEND, RECEIVE, and BITS are Lower level 
procedures called by the top 6 application interfacing procedures. They may be 
called by an application programmer (See source code for parameters passed to 
these routines). 
SETPOS: 
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The SETPOS procedure is called when the home position or the current 
position is to be changed and it has the general calling format of 
SETPOS(X,Z,OPER,ERROR, COMPLETE); 
where 
X : an integer specifying the X travel position, a number in 
0,1,2,3,4, 10,11,12. 
Z : an integer specifying the Z travel position, a number in 1 
to 12. 
OPER: an integer specifying the operation code. 
OPER=O: set home position operation; 
OPER=l: set current position operation. 
ERROR: a boolean variable indicating if an error has occurred 
in executing the procedure. A value of TRUE indicates 
there is an error. ERROR is the same as the one used in 
the procedure RECEIVE. 
COMPLETE: an integer variable. Upon successful completion of the 
procedure, this variable will contain a value of 1. This 
COMPLETE is the same as the one used in the procedure 
RECEIVE. 
Effect: the contents of the internal register in the 
GE controller is changed and crane won't move. 
FASTMOVE: 
The FASTMOVE procedure is called to perform the store or dispatch 
operation. Store operation means the crane will come to home position to pick a 
box from the left (ROW 1), and store the box to the position specified by the 
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user. The position where the box is going to be placed must be empty. The dis-
patch command is the opposite of store command. The crane will reach the 
specified position first and pick a box from either left (ROW 1) or right (ROW 2) 
according to the user's specification, and then the crane will move to the home 
position to unload the box to the left (ROW 1). Proper check on the occupancy 
conditions is also required. This FASTMOVE command is a combination of 
MOVE, LOAD, HP inside the controller, which makes the fast operation pos-
sible. 
Calling format: 
FASTMOVE(X,Z,ROW,OP,ERROR,COMPLETE); 
where 
X,Z : integers specifying where the box is going to be stored 
for the store operation, or the position from where a box 
is going to be picked for the dispatch operation. 
ROW : specifies load from left or right if it is the store 
operation, and unload to left or right if it is the 
dispatch operation. ROW=l means left. ROW=2 means right. 
OP: a character specifying the operation: 
OP='S' means store operation; 
OP='D' means dispatch operation; 
ERROR, COMPLETE: have the same meaning as defined in 
the SETPOS procedure. 
MOVE: 
The MOVE procedure will enable the crane to move to a given position 
without any loading or unloading operations. This procedure allows the crane 
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unit to move to a position before further primitive operations such LOAD or UN-
LOAD is issued. 
Calling format: 
MOVE(X,Z,ERROR,COMPLETE); 
where 
X,Z : integers specifying the position for the crane unit to 
move to. 
ERROR, COMPLETE: have the same meaning as defined in the 
SETPOS procedure. 
LOAD: 
This procedure performs the function of loading box from left or right, or 
unload a box to the left or right once the crane has reached a position. 
Calling format: 
LOAD( NUMBER,ERROR,COMPLETE); 
where 
NUMBER: an integer specifying the load or unload operations: 
NUMBER=O : unload to right 
NUMBER=l: load from right 
NUMBER=2 : unload to left 
NUMBER=3 : load from left 
ERROR, COMPLETE: have the same meaning as defined in the 
SETPOS procedure. 
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BP: 
This procedure performs the function of moving the crane to the home 
position as is set by calling the previous set home position procedure. 
Calling format: 
HP(ERROR,COMPLETE); 
where 
ERROR, COMPLETE: are the same as that defined in the SETPOS 
procedure. 
INITPORT: 
This procedure initializes the transmission port and must be called before 
any other procedure calls are made. 
Calling format: 
INITPORT; 
No parameters are needed for this procedure. 
4.3 AS/RS Panel Operation Program 
AS/RS Panel Operation program is an application program written in 
Turbo Pascal. It calls all the procedures discussed above. It contains a menu-
driven interface to ease the operations of the AS/RS operator. It is also an 
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educational tool to show the students how to operate the AS/RS. In addition, it 
is a template for application programmers to write application programs for the 
AS/RS. 
In the AS/RS control hierarchy, this program belongs to layer 5 - the ap-
plication layer. The position of this layer in relation to other system components 
is shown in Figure 4-2. 
.. APPLICATION 
,... 
LAYER 
t 
APPLICATION INTERFACE 
LAYER 
t 
HIGHER-LEVEL 
PRIMITIVE OPERATIONS 
i 
PRIMITIVE 
OPERATIONS 
t 
HARDWARE 
LAYER 
Figure 4-2: Application Layer 
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Panel operation refers to controlling AS/RS from the remote PC (IBM 
7552 Industrial Computer). It simulates the old control panel that was used to 
control the operations of the A.SIRS. The file SS.PAS17 contains the source code 
for the panel operation program. This panel operation module is a special case of 
application design. Using a menu-driven design, it allows the user to actually 
control AS/RS remotely using all the available functions provided by the ap-
plication interface layer. By working with the panel operation software, the user 
will become familiar with the various procedures available for him to use in the 
his application design. 
The panel operation is characterized by enabling the machine to perform 
primitive operations using a menu-driven user interface implemented in the 
IBM 7552 industrial computer. Primitive operations contain operations such as 
moving the crane unit to a specified position, setting the internal data register 
in the Series Three controller, loading or unloading a box at already reached 
position, storing and dispatching operations, etc. 
The panel operation is performed under the remote control mode ( the 
mode switch on the AS/RS control panel is in "Auto" position). The program for 
using the panel operation is the SS.EXE. For programmers who wish to control 
the AS/RS machine by calling the procedures provided at layer 4, i.e, the ap-
plication interface layer, it is suggested that panel operation program be tried 
first because the panel operation command selections can indicate the primitive 
operations that can be performed by calling the individual procedures. Every 
command in the panel operation corresponds to a primitive movement procedure 
which the programmer can call. Then, he can read SS.PAS and use it as a 
template to design his own application program. 
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Chapter5 
COMMUNICATION ISSUES 
The communication between the IBM 7552 industrial computer and the 
GE Series Three Controller is achieved by using an IBM ARTIC CARD, a 
RS-422 communication port, a coaxial cable, and a GE Data Communication 
Module (DCM). The system components are shown in Figure 5-1. 
IBM 7552 
Industrial Computer 
ARTIC CARD 
Communication Link 
GE Data Communication 
Module (DCM) 
GE Series Three 
Controller 
Figure 5-1: Communication Between the PC and GE controller 
This chapter discusses the various issues related to data communication 
using the IBM ARTIC CARD and the GE DCM. 
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5.1 Local and remote control modes for the AS/RS 
For the AS/RS to·be controlled remotely, the mode switch on the AS/RS 
control panel must be set to the "Auto" position. When the mode is in this posi-
tion, the program installed in the GE controller will execute according to the 
control information sent to it through the communication link. 
5.2 GE Data Communication Module 
GE Data Communication Module is used to receive control data from the 
IBM 7552 industrial computer and write the data received to the requested 
memory locations in the GE controller. The GE DCM can also receive "read" 
command from the PC and read the requested memory locations in the GE con-
troller, and send the read information back to the PC. 
GE DCM uses a RS-422 port for serial communication. The detailed com-
munication protocol for sending and receiving data to and from the DCM is 
describe in the manual for GE DCM19. 
Through the GE DCM unit, a diversity of data transfer operations can be 
performed, such as up-loading the control program in the GE controller to the 
hard disk of the PC for backup, down-loading a program to the GE controller (a 
previously saved program). Currently, the PC only uses the GE DCM unit to 
transfer four bytes of information back and forth. These four bytes of infor-
mation are sufficient to control the operations of the AS/RS. The GE DCM data 
communication protocol 19 plus the application interface module18 written in 
Turbo Pascal contain all the necessary information to perform advanced data 
transfer operations between the PC and the GE controller. 
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5.3 mM ARTIC CARD and the 1/0 driver 
5.3.1 IBM ARTIC CARD 
The IBM ARTIC card20 is a real time interface card. Each card can be 
plugged into the industrial computer directly. An ARTIC CARD can support two 
communication ports, commonly referred to as port A and port B. The type of 
communication ports are selectable. For example, a RS-232C port can be 
selected for port A and RS-422 port for port B. Each type of port is a daughter 
board that can be plugged into the ARTIC card. Users can even develop their 
own communication ports using other standards. The ARTIC card was designed 
to suit a variety of communication environment and it is very flexible. 
The ARTIC card has its own CPU (central processing unit), which is an 
Intel 80186 chip. It has 512K bytes of RAM space on the card. A multi-tasking 
operating system has already been developed for the ARTIC card. Called RCP 
(real time control program), the operating system manages the multi-task inter-
lock and resource sharing. 
One of the IC chips installed on the ARTIC card is the 8030 SCC chip 
(Serial Communication Controller), which can be programmed to perform a 
variety of serial data transmitting and receiving operations, including SDLC, 
synchronous and asynchronous data transmission and reception. 
The task of writing the 1/0 for the AR.TIC card is really the task of im-
plementing the communication protocol used for the GE DCM, so that data can 
be transmitted back and forth between the PC and the GE DCM. 
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5.3.2 The 1/0 driver 
The 1/0 driver residing in the ARTIC card receives communication re-
quests from the higher-level language interface routines, such as the ones 
SEND_DATA, SEND_START, and RECEIVE, described in chapter 4. Then 
using the GE DCM communication protocol, the requests are processed. As a 
result, the task of transferring data back and forth between the PC and the GE 
DCM is accomplished. 
The 1/0 driver for the ARTIC card was written in an assembly language 
(Turbo Assembler). The RCP environment is totally different from the MS-DOS 
environment; therefore, assembly language is more suited to the situation. 
The source code for the 1/0 driver is contained in file DRV03ASM21. It 
was written in a fashion such that the file can be compiled directly to a .COM 
file. Then this .COM is loaded into the ARTIC card. Once the I/0 driver is 
loaded, the communication channel between the PC and the GE DCM (thus GE 
controller) is open. Higher-level language programs in the PC (such as the ap-
plication interface procedures described in chapter 4) can send data communica-
tion requests to this I/0 driver. 
To generate the 1/0 driver, perform the following operations: 
1. Obtain a copy of the I/0 source code21 (DRV03.ASM, written in 
Turbo Assembler). 
2. Start Turbo Assembler by typing TASMB at DOS prompt. 
3. Load the DRV03.ASM in the editor. 
4. Set the option to "compile to .COM". 
5. Start compiling the DRV03.COM. 
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6. When compilation is finished, DRV03.COM should be present in 
the current directory. 
7. Now the 1/0 driver is ready to be loaded to the ARTIC card. 
To load the 1/0 driver to the ARTIC card, perform the following opera-
tions: 
1. Make sure the following files are in the current directory: 
ICAINTH.COM, ICALOAD.COM, ICADEB.COM, ICAAIM.COM, 
and DRV03.COM. 
2. At DOS prompt type ICAINTH (this will load the necessary inter-
rupt vectors to the PC). 
3. At DOS prompt type ICALOAD O ICAAIM.COM O (this will load 
the ARTIC card operating system RCP to the card; the first zero 
means card 0, and the second zero means the RCP is task O in the 
card and RCP must be task 0). 
4. At DOS prompt type ICADEB O ctrl esc (this will load the ARTIC 
card debugger into the PC memory; it is not necessary if no debug 
is to be done). 
5. At DOS prompt type ICALOAD O DRV03.COM 2 (this will load the 
GE DCM 1/0 driver to ARTIC card Oas task 2). 
6. If no error message is displayed for any of the above steps, the 1/0 
driver has been successfully loaded. 
Once the 1/0 driver is loaded into the ARTIC card, AS/RS application 
programs can be started (such as SS.EXE). These application programs are 
usually written in a higher-level language such as Turbo Pascal, C, etc .. 
The procedures SEND_DATA, SEND_START, RECEIVE, are examples of 
higher-level language procedures that make use of the 1/0 driver to communi-
cate with the GE DCM and thus the GE controller. 
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5.4 Communication between the PC and the GE DCM 
The procedures SEND_DATA, SEND_START, RECEIVE discussed in 
chapt.er 4 do not make full use of the 1/0 driver and the communication link. 
More advanced data transfer operations can be achieved by writing other inter-
facing routines based on the above three routines. In other words, the above 
three routines can be used as templates to write other data transfer routines. 
Since the communication link really allows an application program to write to 
(or read from) any location of the GE controller's internal memory, the data 
transfer operations are only limited by the programmer's imagination. 
5.4.1 Set up the header 
Each read or write operation through the I/0 driver needs a header block 
to be specified. This header block consists of 17 bytes. Usually a header array is 
used to hold these 1 7 bytes of data. Assume the foil owing array is defined in a 
Turbo Pascal Program: 
HEADER: ARRAY [1 .. 17] OF BYTE; 
The data to be filled into the header array are described below: 
• HEADER[l] : always 0. 
• HEADER[2] : always 0. 
• HEADER[3J : always 0. 
• HEADER[4]: Read/Write select. 30H for read, 38H for write. 
• HEADER[5] : memory type19 specification. 31H for type 1, 32H for 
type 3, 36H for for type 6, 37H for type 7, and 38H for type 9. 
• HEADER[6], HEADER[7J, HEADER[8], HEADER[9] : start ad-
dress of a block of data area, in ASCII coded hexadecimal ( valid 
values 30H-39H (0-9) and 41H-46H (A-F)). For example, if the start 
address is 017AH, then HEADER[6]=30H, HEADER[7]=31H, 
HEADER[8]=37H, HEADER[8]=41H. 
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• HEADER[lO] : always 0. 
• HEADER[ll] : always 0. 
• HEADER[12], HEADER[13] : number of bytes transferred. If 100 
bytes are going to be transferred (in hexadecimal the value is 64), 
then HEADER[12]=36H, HEADER[13]=34H. Maximum number of 
bytes to be transferred each time is FFh bytes (255 bytes). 
• HEADER[14] : always 0 
• HEADER[15] : always 0. 
• HEADER[16] : always 0. 
• HEADER[l 7] : always 0. 
Internally, the I/0 driver keeps a header buffer that is also 17 bytes long. 
The bytes having value O in the above specification instruct the I/0 driver to use 
the default values in its internal buffer. A nonzero value will result in the 
change of contents in the internal header buffer in the I/0 driver. Unless the 
meanings of the bytes are well understood, such change should not be at-
tempted. Detailed information about the 17 bytes is provided in the manual for 
GE DCM19. 
5.4.2 Calling conventions 
The I/0 driver installed in the ARTIC card maintains three buffers that 
interact with a higher-level language (such as Turbo Pascal): an input buffer, an 
output buffer, and a status buffer. The input buffer, the output buffer, and the 
status buffer are 1024 bytes, 1024 bytes, and 5 bytes in length, respectively. 
Further, the I/0 driver needs a byte (the command byte) to inform it what kind 
of service is requested of the I/0 driver. In the Turbo Pascal interface module 
SSUUBB.PAS18, the following procedures have been defined to handle the 
transfer of data to and from the three buffers and to send the command byte to 
the I/0 driver: 
1. PROCEDURE SERVICE_CALL(TASKNUM:INTEGER; COMMAND:BYTE); 
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2. PROCEDURE BCB_READ_WRITE(TASKNUM:INTEGER; 
OPERATION,BUFFER:CHAR; 
DATA_BYTES: ARRAY[l .. 1024] OF BYTES); 
3. PROCEDURE CLEAR_BCB_BUFFER(TASKNUM:INTEGER; 
BUFFER:CHAR); 
4. FUNCTION P _STATUS(TASKNUM:INTEGER):BYTE; 
where 
TASKNUM: an integer specifying the I/0 driver's task number. 
This number can be any value between O and 253. 
If the loaded I/0 driver is task 2, then this value is 2. 
COMMAND: a byte specifying what service is requested from the I/0 
driver. 
COMMAND= 02H: set up header in the I/0 driver. 
COMMAND= 03H: write data to or read data from GE controller, 
depending on the data specified in the header. 
OPERATION: a character specifying whether buffer read or buffer write 
is to be performed. 
OPERATION= W' or 'w' : write DATA_BYTES to a buffer. 
OPERATION = 'R' or 'r' : read the contents of a buffer into 
DATA_BYTES. 
BUFFER: a character specifying which buffer is to be written to or read 
from. 
BUFFER = 1' or 'i' : operation is done for the input buffer. 
BUFFER= 'O' or 'o': operation is done for the output buffer. 
BUFFER= 'S' or's': operation is done for the status buffer. 
DATA_BYTES: a 1024-byte array that holds the data that will be written 
to the specified buffer or holds data that are read from 
the specified buffer. 
SERVICE_CALL is used to instruct the I/0 driver what operation is to be 
done. CLEAR_BCB_BUFFER is used to clear the contents of a specified buffer. 
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BCB_READ_ WRITE is used to write data bytes or to read data bytes from the 
I/0 driver's buffers. P _STATUS should return a value of 3 for a given task if 
there is no communication error. 
As an example, the procedure SEND_DATA is shown below. This proce-
dure sends four bytes of data to the 900,901,902,903 register locations in the GE 
controller. 
PROCEDURE SEND_DATA(DA,DB,DC:BYTE); 
VAR HEADER: ARRAY[l .. 1024] OF BYTE; 
DATA: ARRAY[l .. 1024] OF BYTE; 
IIjj,INDEX:INTEGER; 
BEGIN 
FOR INDEX:=1 TO 17 DO HEADER[INDEXJ:=0; 
(* USE DEFAULT VALUE IF O*) 
HEADER[ 4]:=$38; (* WRITE OPERATION *) 
HEADER[5]:=$32; (* MEMORY TYPE 3 *) 
HEADER[6]:=$30; (*-----------------*) 
HEADER[7]:=$30; 
HEADER[B]:=$36; (* STARTING AT 9000 *) 
HEADER[9]:=$31; (*-----------------*) 
HEADER[12]:=$30; 
HEADER[13]:=$34; (* WRITE 900--903, 4 BYTES *) 
clear_bcb_buffer(2,'S'); (* CLEAR THE STATUS BUFFER*) 
bcb_read_write(2,W','O',HEADER); (* WRITE OUTPUT BUFFER*) 
service_call(2,$02); (* set up header in I/0 driver *) 
IF P _STATUS,(02)<>3 THEN (* CHECK FOR ERROR *) 
BEGIN 
bcb_read_ write(2,'r','s',data); 
for jj:=1 to 5 do 
writeln('2nd status byte ',jj,' is ',data[ij]); 
WRITELN; 
WRITELN('ERROR IN SETUP HEADER FOR WRITE'); 
EXIT; 
END 
ELSE 
BEGIN 
DATA[l]:=DA; 
DATA[2]:=DB; 
DATA[3]:=DC; 
DATA[4]:=0; (* PREPARE DATA BYTES*) 
bcb_read_ write(2, 'W','O',DATA); 
(* WRITE DATA TO OUTPUT BUFFER*) 
service_call(2,$03); (* transfer data to GE controller *) 
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IF P _STATUS(2)<>8 THEN (* check error *) 
BEGIN 
J 
WRITELN('ARTIC CARD REPORTS ERROR WHILE WRITING!'); 
EXIT· 
' END· 
' END· 
' END· 
' 
To read data bytes from the GE controller is almost the same as the above 
operations except "read" operation should be specified and the data transferred 
to the 1/0 driver's input buffer must be read. The following program will read 10 
byte of data from GE controller starting at address 9000. 
PROCEDURE READ_DATA(VAR DD: ARRAY[l .. 10] OF BYTE); 
VAR HEADER: ARRAY[l..1024] OF BYTE; 
DATA: ARRAY[l .. 1024] OF BYTE; 
IIjj,INDEX:INTEGER; 
BEGIN 
FOR INDEX:=1 TO 17 DO HEADER[INDEXJ:=0; 
(* USE DEFAULT VALUE IF O*) 
HEADER[4]:=$30; (* READ OPERATION*) 
HEADER[5]:=$32; (* MEMORY TYPE 3 *) 
HEADER[6]:=$30; (*-----------------*) 
HEADER[7]:=$30; 
HEADER[B]:=$36; (* STARTING AT 9000 *) 
HEADER[9]:=$31; (*-----------------*) 
HEADER[12]:=$30; 
HEADER[13]:=$41; (* READ 10 BYTES, OR OAR BYTES *) 
clear_bcb_buffer(2,'S'); (* CLEAR THE STATUS BUFFER *) 
bcb_read_write(2,'W','O',HEADER); (* WRITE OUTPUT BUFFER*) 
service_call(2,$02); (* set up header in 1/0 driver *) 
IF P _STATUS(02)<>3 THEN (* CHECK FOR ERROR*) 
BEGIN 
bcb_read_ write(2,'r' ,'s',data); 
for jj:=1 to 5 do 
writeln('2nd status byte 'jj,' is ',data[jj]); 
(* display error status *) 
WRITELN; 
WRITELN('ERROR IN SETUP HEADER FOR WRITE'); 
EXIT; 
END 
ELSE 
BEGIN 
service_cal.1(2,$03); (* transfer data from GE controller *) 
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IF P _STATUS(2)<>3 THEN (* check error *) 
BEGIN 
WRITELN('ARTIC CARD REPORTS ERROR WlllLE READING!'); 
EXIT; 
END 
ELSE 
BEGIN 
bcb_read_ write(2, 'r' ,'i' ,DATA); 
(* READ INPUT BUFFER FOR DATA*) 
FOR JJ:=1 TO 10 DO DD[JJ]:=DATA[JJJ; 
(* PASS DATA TO THE CALLING ROUTINE*) 
END; 
END; 
END; 
So far, the advanced features of communication between the GE controller 
and the IBM 7552 industrial computer have been covered. In stead of going to 
the details of programming the IBM ARTI C card, the functions and the use of 
the I/0 driver for the card have been discussed. For readers who are interested 
in getting more information, references22, 20, 17, 18, 21 will provide all the neces-
sary information. 
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Conclusions 
This thesis has discussed the implementation of the communication and 
control hierarchy for an Automated Storage and Retrieval System in the context 
of manufacturing system integration. A general layout for the integration of 
multiple manufacturing systems was formalized. In this general layout, several 
clusters of manufacturing systems are integrated by the use of a communication 
network. For the communication protocol of this network Manufacturing 
Automation Protocol (MAP) is best suited to such a network. In order to solve 
the problem of having heterogeneous systems integrated to this MAP network, 
systems are grouped into clusters according to the functions they perform. Each 
cluster contains one or more manufacturing systems under the control of a 
cluster controller. This cluster controller provides the interface to the MAP net-
work. In this, the heterogeneous systems can be handled internally within each 
cluster, thereby avoiding as much irregularity as possible in the way the net-
work is accessed. 
A cluster example was shown in the thesis that included an AS/RS, 
CARTRAC machine, and a milling machine. These systems provide different 
functions, and their control systems are different from one another. In order to 
develop an network that uses MAP protocol, an IBM 7552 industrial computer 
has been chosen to be the cluster controller. The industrial computer will have 
hardware and software installed in order to have access to a MAP local area 
network (LAN). ARTIC cards installed in the computer serve the purpose of 
communication among the three systems in the cluster. 
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The control hierarchy of the AS/RS contains five layers. Detailed discus-
sions were given for the implementation of these five layers. While the other two 
systems use different hardware and software for communication and control, 
their control hierarchy will contain the five layers too. As a result, the im-
plementations are basically the same. Further more, other clusters of manufac-
turing systems can be formed in the same way as this example. With the use of 
a MAP local area network, the goal of manufacturing system integration can be 
achieved. 
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Appendb:A 
AS/RS Control Software - Ladder Logic 
Diagrams 
A.I Symbolic Conventions 
Programming of the Series Three Controller is accomplished by using a 
simple relay ladder representation based upon standard Boolean functions 
(AND, OR, and NOT). These functions are entered using the programmer unit. 
Paper program takes the form of lines with logic using normally open and nor-
mally closed contacts, output coils, timers, counters, shift registers and arith-
metic functions. 'Normally open contacts', 'normally closed contacts', 'output 
coils' are terms used in relay logic. A 'normally open contact' in a program 
means to check the ON condition, while a 'normally closed contact' means to 
check the OFF condition. A Coil refers to a internal relay, a single bit of a par-
ticular register, or an output point. The GE Series Three Controller User 
Manual provides detailed information on the instruction set, explanation and 
example. For the convenience of explaining the relay ladder diagram that are to 
be shown in the appendix, a list of symbols that are contained in the program 
and their meaning is provided in Figure A-1, Figure A-2, and Figure A-3. 
These symbols are used consistently throughout the whole program 
development. More detailed information on the relay ladder diagram should be 
ref er to the GE Series Three Controller User Manual. While the instruction set 
and the relay logic diagram is easy to learn, and programming can be performed 
/ 
' 
by drawing diagram on paper, the instruction set does not allow the definition of 
subroutines within the program, as generally makes the program hard to debug 
and to understand. In the following section a modular approach is discussed. 
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4040 for a relay or 1/0 point 
--o-o--
T1 
--o-o--
C2 
--o-o--
for timer 1 
tor counter 2 
,.:--Normally Open Contacts 
4040 for a relay or 1/0 point 
---@-@--
Normally Closed Contacts-~ T3 
--@-@--
for timer 3 
201 
OS 
4200 
output to I /0 
i---- point 201 
out put to slngl e shot 
relay 4200 
CB for counter 8 
--@-@--
i..~ --Output Logic 
Figure A-1: Symbols used in the ladder logic diagram 
This modular approach makes it possible to develop PLC programs in a similar 
way to the development of programs with modern computer languages such as 
Pascal or C. The resulting program is easy to understand, debug, and modify. In 
case there is a need to change certain functions the program provide, only one or 
more of the modules are needed to be modified. This modular programming style 
is not limited for the GE Series Three Controllers. It can be applied to the pro-
gramming of any PLC. 
' ,, 
., 
.'· 
---t[O.STR. 900]t--
1aad 16 bl ts of data to accumulator 
starting at address 9000 
---t~.S TR 1. 90~....--
ioad 8 bits of data to accumulator 
starting at address 9000 
---t[CMPR 700]t--
compara the accumulater wl th 
group register 700 
----t[D. OUT. 7 oo].---
ou t put accumulator contents to 
group register 700 ( 18 bl ts) 
----t~. OUT 1. 70gt---
ou tpu t accumulator content to 
group register 700 (8 bits) 
-[· -K 1 ]--
subtract the accumulator 
by cans tant value 1 
---..[ + K 1 ]--
add the accumulator 
by constant 1 
----t[CMPR K 3]--
compara the accumulator 
with constant 3 
~[ - 700 ]--
subtract the accumulator by the 
contents of group register 700 
4452 ON -
4453 ON -
4454 ON -
accumulator is greater 
compared value is greater 
equal 
Figure A-2: Symbols used in the ladder logic diagram-continued 
A.2 Ladder Logic Diagrams 
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A 
A ORB co 
J 
-o 
8 
A 
-i:-0 8 ~. D -o (A OR B OR C) AND D C 
-o 
A B 
A AND B ,J-Q -o-o 
A 
o-o 
B D 
I ::., 0 I I =~a I ;:-f) 
C E (B OR C) ANO (D OR E) OR A 
.. ~ 
LOGIC OPERATIONS 
Figure A-3: Symbols used in the ladder logic diagram-continued 
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XIR ZIU ZID 
0-0-0-0 o-u 
65 66 61 
Cl 
TO:J @-@ 
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0 @-@ 
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u ·u 
T2 
-u-o 
s/s 4200 
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o-o 
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s/s 4200 
u-o 
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o-o 
' 
CJ s/s auto ST 
@-@ @-@ o-o o-u 
4200 123 4203 
SR 
9027 
9000 
f 
I Cl 
l 
I 
1 CJ 
I 
Figure A-4: Receive Module 
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-------o 
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---,-.,-o 
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k 4003 
4004 
4004 
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4030 ROO 
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o-o 
No 
-o 
454 
4035 
FOO 4020 
u 0 
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L[D.STRl.900]-
[CMPR 700 J-
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4020 
No 
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(D.OUT.502] 
( D. STRl. 700 J-
[ + K 1 J-
[ - K 1 J-
[ D.OUT.700 J-
( D. STRl. 900 J-
( - 700 J 
( - 502 J 
( CMPR K 3 J-
LO 
4027 
Figure A-5: X-Travel Module (a) 
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Figure A-6: X-Travel Module (b) 
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Figure A-7: Z-Travel Module (a) 
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Figure A-8: Z-Travel Module (b) 
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1.5s 
) 
4041 
,, 
! 
. I 
INDO ~/s EIND 
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-----o---'-------------------4 T40 
5.0s 
Figure A-9: Fork and Conveyor Module (a) 
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Figure A-10: Fork and Conveyor Module (b) 
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IND TSO s/s 4210 
I v-0 v-O lock 
4213 ck 4213 
V OSA 
*4212 OSA 4212 
-v [ D.STR. K 80 ] 
( D.OUTl.903 ] 
[ D.STRl.001 ] 
[ D.OUTl.904 ] 
lock 4213 
u-O T53 
O.Ss T53 . T52 C51. 
u-O @-@ @-@ T52 
O.ls 
C51 
' -u-o 
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T52 
u-o 9047 
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9037 TSO 
u 0 @-@ Trans 
21 
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u 0 CSl 
s/s 4210 9 
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C51 
o-o TSO 
0.2s 
IND 
Figure A-11: ACK Module 
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F-L 210 I .. 
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F-R 211 I 
I 
@-@ I F-L 
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I C-L 
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Figure A-12: Fork and Conveyor Drive Module 
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Figure A-13: X-Travel Drive Module 
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Figure A-14: Z-Travel Drive Module 
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Figure A-15: Load and Unload Module 
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Figure A-16: Link Module (a) 
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Figure A-17: Link Module (b) 
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Figure A-18: Link Module (c) 
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Figure A-19: Link Module (d) 
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Figure A-20: Link Module (e) 
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Figure A-21: Link Module([) 
88 
AppendixB 
AS/RS Control Signals 
The software development for the storage and retrieval system depends on 
the hardware configuration and the interfacing needs of this system. It is impor-
tant to know what feedback information is available to the controller and what 
the actuators (such as motors) the controller can control. 
Table B-1 lists all the control signals and their address used in the con-
troller. They are grouped into status indication signals, manual switch connec-
tions, motor control signals, and status report LED connections. 
B.1 Status indication signals 
Feedback information to the controller is implemented by using the photo 
sensors and connecting them electrically to the controller through I/0 terminals. 
They are the input lines to the controller. The available status indication signals 
and their meaning are explained bellow. 
XIF, XCF, XCR, XIR : 
This group of signals indicate the horizontal position of the 
crane unit. When a box position is reached, XIF, XCF, XCR, 
and XIR are all on. Generally, XCF and XCR are used to in-
crease the counters to count the number of positions the 
crane unit has passed. Since an abrupt stop of the crane unit 
may not be at a box position exactly, XIF and XlR are used to 
'inching' the crane unit; when XIF is off and all the other 
three photo sensors are on, the crane unit is going to be 
moved forward; when XIR is on and all the other three photo 
sensors are on, the crane unit is going to be moved backward. 
XXIS, ZXIS: XXIS signal (ZXIS signal), when on, indicates that the 
moving unit have reached the end of the horizontal travel ( vertical travel). 
PH-LM, PH-FHM, PH-RHM: 
This groups of photos are used to control the horizontal move 
speed. To avoid colliding with the end of the rail track, the position range of the crane unit is indicated by these photo 
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0 
005 Sl 
006 ZCD 
007 PS-SL 
010 PH-C 
011 F 
012 OVLD 
013 ZP 
016 X-PAR 
017 P-WK 
020 X-HI 
021 F-L 
Table B-1: AS/RS control signals 
1 2 3 4 5 6 7 
S2 S3 S4 
ZID XIF XCF XCR XIR ZIU ZCU 
PH-RS PH-1 PH-2A PH-2B PH-3 LS-RU LS-RD 
PH-D PH-ML PH-FHM PH-RHM PH-A PH-B 
R M UP DOWN H LD-L LD-R 
XXIS ZXIS AUTO MAN MALRM NLD-L NLD-R 
XP 
Z-PAR X-INC Z-INC RALRM RAC-F CXTIM 
S-WK CMPL 
X-MID X-LOW Z-UP Z-DN Z-HI X-F X-R 
F-R C-L C-R Z-LOW ALRM BUZZ 
sensors. When the crane is in the middle of the horizontal 
travel, all the three photo sensors are off. The coming near to 
the end of the forward moving, PH-FHM is on and all the 
other two are off. When coming very near to the end of the 
forward moving, both PH-FHM and PH-LM are on, and PH-
RHM is off. When moving backward, the situations is the 
opposite with the PH-FHM being replace by PH-RHM. It is 
the programmer's job to check these three sensors to control 
the horizontal travel motor. 
ZIU, ZCU, ZCD, ZID : 
This group of signals indicate the vertical position of the fork 
unit. When a box position is reached, ZIU, ZCU, ZCD, and 
ZID are all on. Generally, ZDU and ZCD are used to increase 
the counters to count the number of positions the fork unit 
has passed. Since an abrupt stop of the fork unit may not be 
at a box position exactly, ZIU and ZID are used to 'inching' 
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the fork unit; when ZIU is off and all the other three photo 
sensors are on, the fork unit is going to be moved upward; 
when ZID is on and all the other three photo sensors are on, 
the crane unit is going to be moved downward. 
LS-RD, LS-RU: These are signals from the two limit swi~es. When the 
fork unit moves close to the upper end, LS-RU is on, and LS-
RD is off. When the fork unit moves close to the lower end, 
LS-RD is on, and LS-RU is off. Otherwise, both of them are 
off. These signals are used for the vertical travel speed con-
trol. 
PH-1, PH-2A, PH-2B, PH-3: 
These photos are used to indicate the fork position. When 
the fork is at the central position, PH-2A and PH-2B are on. 
When the fork is stretched to the leftmost position, PH-1 is 
on. The rightmost stretch is indicatied by the on condition of 
PH-3. When the fork is at a position between the leftmost 
and the central position, PH-2A is on, and PH-2B is on when 
the fork is at a position between the rightmost and the 
central position. 
PH-A, PH-B, PH-C, PH-D: 
S1,S2,S3,S4: 
XP,ZP: 
The photo sensors are used to indicate the box position on 
the fork. When the whole length of the fork is occupied by a 
box, all the four photo sensor are on. When a box is half way 
on the fork, the photo sensors that are not covered by the box 
will give off condition. For example, when the box is half 
way stretching out towards left, PH-C and PH-D are off. 
These sensors are used to perform load and unload opera-
tions. PH-SL, PH-RS: 
These two sensors are used to do colliding checks. When 
there is a box to the right of the fork, PH-RS will be on. 
When there is box to the left of the fork, PH-SL will be on. It 
is the programmer's job to make sure, by check these signals, 
that unload operations will not collide with a box that is al-
ready in place, and loading will not attempt to load a box 
that is not in place. The latter will result in a deadlock. 
motor status report. unclear. * 
The horizontal positions and vertical positions have their odd 
positions indicated by turn XP and ZP on respectively. 
OVLD (over load): The 'on' condition for this signal indicates the some of the 
motors are overloaded. 
B.2 Manual switch connection 
In the semi-auto mode, control functions are implemented by 
turning the switches on the control panel. These switches are 
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F: 
R: 
M: 
also connected to the co~troller. The signal names and the 
description of them are given bellow. 
It is connected to the horizontal move switch. When it is on, 
it means a user has turned the switch to the 'forward move' 
position and instructed the crane unit to move forward. 
It is connected to the horizontal move switch. When it is on, 
it means that a user has turned the switch to the 'backward 
move' position and instructed the crane unit to move back-
ward. 
It is connected to the horizontal move switch. When it is on, 
it means a user has turn the switch to the region that is 
marked with 'medium speed' and requested medium speed 
move. 
UP, DOWN, H: They are connected to the vertical move switch and have 
similar meaning to F, R, and M. When on, UP means to move 
upward; DOWN means to move downward; H requests high 
speed move. 
LD-L, LD-R: They are connected to the load switch on the control panel. 
When on, they request to load a box onto the fork from the 
left and from the right, respectively. 
NLD-L, NLD-R: They are connected to the unload switch on the control panel. 
When on, they request to unload a box from the fork to the 
left or to the right respectively. 
AUTO, MAN: They are connected to the mode selection key on the control 
panel. When the key is set to AUTO position (MAN 
position), AUTO (MAN) provides 'on' condition. The program 
in the controller uses these signals to control the mode of 
operations. 
B.3 Motor control signals 
X-F, X-R: 
These signal lines are output lines, through which control 
signals to control the motors, data for the communication 
link are sent. 
When X-F (X-R) is sent with 'on', together with the set speed, 
the horizontal travel motor will be turned on to move the 
crane unit forward (backward). 
X-HI, X-MID, X-LOW: 
Z-UP, Z-DN: 
By sending 'on' condition to these lines, the horizontal move 
speed is set to high speed, medium speed, and low speed, 
respectively. 
When sending 'on' condition to these lines, vertical travel 
motor will be turned on, and the fork unit will move upward 
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:( Z-lll, Z-LOW: 
C-L, C-R: 
F-L, F-R: 
(for Z-UP being on), or doWD.ward (for Z-DN being on). 
When sending 'on' condition to these lines, the vertical motor 
is set to bigh speed and low speed, respectively. 
When sending 'on' condition to these lines, the conveyor belt 
motor will be turned on, and the conveyor belt will turn to 
the right and to the left, respectively. 
They control the fork to turn to right and left, respectively. 
B.4 Status report LEDs on the control panel 
There are several status reporting LEDs installed on the control panel to 
indicate the system status. Some of the lights are use by the AS/RS for internal 
check. When an error is found, the corresponding light will light up. Some of 
lights are designed for use the PLC ladder-logic program. They are connected to 
the GE controller as output lines. At the time of program execution, when an 
error is found, some of the LEDs will be turned on to indicate that error. 
However, it is possible not to use them at all. 
X-PAR (X-Parity): X-travel data error. 
Z-PAR (Z-Parity): Z-travel data error. 
X-INC (X-Inching): X-Inching error. 
Z-INC (Z-Inching): Z-Inching error. 
RALRM (Reduce-alarm): not clear.* 
RAC-F (Rack-full): unload error, place occupied. 
CXTIM (Conveyor-excess-time): load or unloading error, conveyor belt keeps 
turning. 
P-WK (Primary-work): program execution report. 
S-WK (Secondary-work): program execution report. 
CMPL ( Completion): task completion indication. 
ALRM (Alarm): alarm install in the crane unit, sending 'on' condition to 
this line will turn the alarm light (big red light bulb) on. 
BUZZ (Buzzer): Sending signal to this line will turn on the electric 
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buzzer. It is generally used together with the alarm light. 
* Information provided here are practical knowledge of the signaling system 
of the machine. Some of the signal lines are not clear. 
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