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Abstrakt 
 
Tato práce se zabývá testováním úsporného mikrokontroléru s integrovanými analogovými 
obvody. Návrhem programu pro měření teploty s pomocí senzoru typu RTD, který je součástí 
desky, pomocí termočlánku a vnějšího sensoru PT100. Kód je naprogramován za účelem 
optimalizace měřicího cyklu. Pomocí optimalizace lze minimalizovat spotřebu elektrické 
energie. 
 
Abstract 
 
This thesis deal with testing of low power microcontroller with integrated analog circuits. It 
describes the program for measurement with RTD, which is a part of the printed circuit board, 
thermocouple and external PT100 sensor. The code is writen with an optimization of a measure 
circuit due to minimisation of the current consumption. 
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1 Úvod 
 
 
ADuCM360 byl vyvinut speciálně pro napájení z baterie, kde je kritická minimální spotřeba 
napájeného zařízení. Kontrolér má několik režimů práce se sníženou spotřebou napájecího 
proudu. Např. plný spací režim, ve kterém pracuje jenom wake-up a watchdog časovač, takový 
režim spotřebuje proud kolem 4 µA. Pomocí tohoto režimu může kontrolér zlepšit výslednou 
spotřebu zařízení.  
Kontrolér funguje na bázi procesoru ARM Cortex-M3, což je procesor 
s malou spotřebou, nízkou cenou a dobrými vlastnostmi pro real-time systémy. Procesor vyniká 
také malými rozměry. Díky uvedeným vlastnostem je ARM Cortex-M3 používán 
v širokém spektru zařízení. 
Oblasti využití tohoto kontrolérů jsou docela široké, buď to průmyslová automatizace, nebo 
měřicí systémy s velkou přesností. Hlavním účelem kontroléru je práce s teplotními senzory. 
Jediným problémem je to, že podpora pro práci s kontrolérem na síti Internet a v literatuře je 
nedostatečná. Z tohoto důvodu bylo potřeba naučit se pracovat s kontrolérem a vytvořit verzi 
programu pro měření teploty, který se následně upraví pro minimalizaci spotřeby energie. 
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2 Cíl práce 
 
 
Hlavním cílem této práce je seznámení s platformou ADuCM360 a vytvoření programu pro 
měření teploty pomoci PT100 a termočlánku, při využití minimalizace spotřeby. Jednotlivé cíle, 
kterých má být dosaženo: 
 
1. Seznámit se s platformou ADuCM360 (ARM Cortex™-M3) 
2. Testování spotřeby modulu v závislosti na využití jednotlivých periferii 
3. Měření teploty pomocí RTD senzorů s možností kompenzace odporu vedení 
4. Měření teploty pomocí termočlánku 
5. Optimalizace měřícího cyklu za účelem minimalizace spotřeby 
6. Vytvořit demo příklady pro snadné ovládání periferii a funkcí obvodu 
7. Pomocí sériového převodníku zajistěte spojení s PC, kde budou data z měření 
vizualizovaná za pomocí programu MATLAB/SCILAB. 
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3 Rešerše 
 
 
Pro měření teploty používáme různé typy teplotních sensorů: RTD (Resistance Temperature 
Detectors), termistory, polovodičové sensory, termočlánky, pyrometry, akustické a 
piezoelektrické sensory teploty. Pro tuto práci byl vybrán senzor PT100, který je na  
DPS (deska plošného spoje) kontroléru, externí PT100 senzor a termočlánek. Výběr vycházel 
z toho, že jsou to senzory standartní a v praxi nejčastěji používané. 
 
3.1 Měření teploty pomocí RTD obecně 
 
Pro měření teploty platinových odporových termometrů používáme rovnice Kallendara-Van 
Dusena se známými koeficienty A, B (3.1), viz [8]. 
 
                                                         𝑅𝑡 = 𝑅0 × (1 + 𝐴𝑇 + 𝐵𝑇
2)                                                     (3.1) 
 
Z této rovnice vyjádříme teplotu T a dostaneme vztah (3.2): 
 
                                              𝑇 =  
−𝐴 + √𝐴2 − 4 × 𝐵 × (1 −
𝑅𝑡
𝑅0
)
2 × 𝐵
                                                (3.2) 
 
T Teplota °C 
Rt Odpor na sensoru při teplotě T Ω 
R0 Odpor na sensoru při 0 °C Ω 
A Konstanta =3.9083 × 10-3 °C-1 
B Konstanta = -5.775 × 10-7 °C-2 
Tabulka 3.1 Význam jednotlivých členů rovnice (3.1) a (3.2) 
 
Odpor Rt lze získat tak, že čidlo excitujeme přesně definovaným proudem. Pomocí ADC 
(Analog-to-digital converter) převodníku snímáme napětí. To je přepočteno tak, že vydělíme 
naměřené napětí na RTD se známým proudem, který protéká sensorem.  
 
 
3.2 Měření teploty pomocí termočlánku obecně 
 
Měření termočlánkem je založeno na principu Seebeckova jevu, pokud dva spoje kovů, které 
tvoří termočlánek, mají rozdílnou teplotu, tak mezí konci termočlánku vznikne napětí. Z toho 
důvodu konec termočlánku můžeme využit jako zdroj elektrického napětí. Podrobnější 
informace lze najít v [3]. 
Pro měření teploty pomocí termočlánku potřebujeme znát napětí na volném konci 
termočlánku a napětí na samotném spojení kovů. Napětí na volném konci získám pomocí 
měření teploty na DPS. Přepočítání teploty na napětí lze provést dle tabulky 3.2, viz [1], kde 
levý sloupec je teplota na volném konci. Další sloupce jsou napětí odpovídající teplotě, kde 
každý sloupec je pro teplotu s přírůstkem 5 stupňů oproti předchozímu sloupci. Napětí je 
uvedeno v mV. 
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Tabulka 3.2 Část tabulky napětí na volném konci termočlánku[1] 
 
V našem případě používáme čidlo typu K. Teplotu na volném konci získám podle kapitoly 3.1 
dle rovnice (3.2) s využitím tabulky 3.2 z předchozího odstavce. 
Výslednou teplotu na termočlánku dostaneme podle rovnic (3.3) a (3.4). Konstanty a1 až a5 
jsou určeny z návodu pro výpočet teploty pomocí termočlánku ze zdroje [4]. 
 
𝑈 = 𝑈𝑇𝐶 + 𝑈𝑉𝐾                                                               (3.3) 
 
𝑇 = 𝑎0 + 𝑎1U + 𝑎2U
2 + ⋯ + anU
n                                        (3.4) 
 
U Napětí pro výpočet teploty na termočlánku V 
UTC Napětí naměřené pomocí AD převodníku V 
UVK Napětí volného konce, spočítané z tabulky 3.2 V 
a1 Konstanta = 2.5084e
-2 - 
a2 Konstanta = 7.8601e
-8 - 
a3 Konstanta = -2.5031e
-10 - 
a4 Konstanta = 8.3153e
-14 - 
a5 Konstanta = -1.2280e
-17 - 
Tabulka 3.3 Význam jednotlivých členů rovnice 3.3 a 3.4  
 
 
3.3 Podpůrné periferie ADuCM360 
 
ADuCM360 má možnost excitace proudem, přiklad využití tohoto bude ukázán dále v kapitole 
4.1.3 při využití ADC, a pak v konečném programu. Tato vlastnost je potřeba při měření napětí 
na sensoru PT100. Abych dostal napětí na sensoru, musím pustit tímto sensorem proud. 
Excitace proudem se dá využít, jak na interní periferii, tak i na externí, což bude taky ukázáno 
v kapitole 4.2. 
Kontrolér má v sobě integrované analogové obvody, což je jednou z jeho hlavních vlastností. 
ADuCM360 má možnost naměřit hodnotu AD převodníkem pomocí GAIN, díky tomu je 
možné měřit i velmi malá napětí, bez nutnosti přidávání externích součástek jako jsou 
zesilovače. Výsledek lze filtrovat pomocí integrovaných filtrů, které nastavujeme a volíme 
podle [5]. Správně zvolený filtr umožnuje odstranění šumu a zpřesnění výsledku AD 
převodníku. 
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3.4 AD převodník obecně, ADuCM360 podrobněji 
 
ADC převádí analogový signál na digitální číslo. Obvykle se rozdíl maximálního a minimálního 
napětí dělí počtem bitů rozlišení ADC. Tak dostaneme hodnotu, která odpovídá napětí na 1 bit. 
Pak se to násobí hodnotou přečtenou z AD převodníku a výsledkem je hodnota napětí, kterou 
jsme hledali. 
Ale u ADuCM360 je to trošku jinak. V našem případě je AD převodník 24 bitový, ale při 
výpočtu hodnoty z ADC se bude dělit hodnotou jinou než 224. To je dané konstrukcí tohoto 
kontroléru. Viz[2], hodnota napětí použité reference je Vref = 1,2 V. Dostaneme takový to vztah 
(3.5)pro přepočet hodnoty napětí z AD převodníku. 
 
                               𝑉𝐴𝐷𝐶 = 𝐴𝐷𝐶𝑥𝐷𝐴𝑇 ×
𝑉𝑟𝑒𝑓
228
 = 𝐴𝐷𝐶𝑥𝐷𝐴𝑇 ×
1.2
268435456 
                 (3.5) 
 
ADuCM360 má možnost naměřit přes AD převodník hodnotu pomoci GAIN 1, 2, 4, 8, 16, 
32, 64, 128. Přepočet zesílení GAIN při počítání hodnoty napětí z AD převodníku je 
automaticky určen v kontroléru a nemusíme jej řešit, viz [2]. Registr ADCxDAT při tom bude 
vypadat takto, viz obrázek 3.1. 
 
 
Obrázek 3.1 ADCxDAT registr 
 
Z obrázku 3.1 lze vyčíst, že při použití GAIN = 128 lze několik bitů z DATA registru zanedbat. 
Tím bude využito pouze 17 bitů. 
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3.5 Optimalizace spotřeby 
 
Optimalizaci spotřeby kontroléru můžeme provést několika způsoby. Při pasní programu je 
nutné nastavovat pouze ty periferie, které budou využívané v programu a ostatní jsou zakázány. 
Případně periferie odpojíme od zdroje hodinového signálu. 
ADuCM360  má v sobě možnost zvolit si z několika "sleep-mode". Nejúspornější z nich je 
mód číslo 4 – Deep-sleep mode, viz tabulka 10 na straně 15 ve zdroji[2], protože má vypnuté 
všechny periferie kromě budícího časovače. To znamená, že spotřebuje nejméně elektrické 
energie, což je jedním z cílů mojí bakalářské práce. V režimu 4 má spotřebu 4 µA. 
Probouzení ze sleep-mode bude ve voleném časovém intervalu, který vyhovuje frekvenci 
měření, která je požadována. Tímto je myšleno, že okamžitě po měření, je kontrolér uveden do 
spacího režimu, ze kterého se následně probudí k dalšímu cyklu měření. 
 
  
15 
 
4 Řešení a výsledky  
 
 
 
4.1 Využití jednotlivých periferii ADuCM360 - Demo 
příklady 
 
Pro ovládání tohoto kontroléru byly vytvořeny demo příklady, které pomůžou pochopit, jak 
fungují oddělné periferie ADuCM360. K programování jsem použil prostředí Keil µVision5. 
Počáteční nastavení prostředí se provádí tak, jak je to popsané v dokumentu [7]. 
 
 
4.1.1 Časovač (watchdog timer) 
 
Smyslem programu je vyzkoušet si časovač, který před vstupem do nekonečné smyčky 2 krát 
problikne LED diodu a poté přejde do nekonečné smyčky, ve které program nedělá nic. Po 
vypršení hodnoty časovače, který je nastavený v registru T3LD, se kontrolér resetuje. 
 
10 pADI_CLKCTL->CLKCON0 = 0x0; 
11 pADI_CLKCTL->CLKSYSDIV = 0x0; 
 
25 pADI_WDT->T3CON = 0x0;  
26 pADI_WDT->T3LD = 0x100;  
27 pADI_WDT->T3CON = 0x69;  
// UCLK, HFOSC,clock divide bit 1 
// CD0 clock - 16Mhz 
 
// vypínání watchdog timeru 
// 0x1000 = 32 sek 
// reset až dojde T3LD 
Kód 4.1 Fragmenty programu timer 
 
V řádcích 10 a 11 se provádí standardní nastavení vnitřního clock-systému. Je tu vybrán Clock 
in/out multiplexer a bit dělení času. Podrobné nastavení těchto registrů se dá najít v tabulce 5 
na stránce 12 pro CLKCON0 a v tabulce 9 na stránce 14 pro CLKSYSDIV ve zdroji[2]. 
Abych mohl měnit nastavení watchdog timeru je potřeba před tím to úkonem jej vypnout, 
což je uděláno v řádku číslo 25. Nastavení registru T3CON je v tabulce 197 na stránce 161 
zdroji [2]. Registr T3LD, který je nastavený v řádku 26 se může pohybovat v hodnotách od 0x0 
až 0x1000, kde největší hodnota se rovná cca 32 sekundám. V řádku 27 se provádí nastavení 
registru watchdog timeru, který odpovídá za to, co bude dělat kontrolér po dosazení hodnoty, 
zapsanou v T3LD. V daném T3CON se jedná o periodický režim, kde je zapnutý režim 
watchdog timer a zároveň dělení času procesoru hodnotou 256. 
Celý program se dá najít ve složce programs/1.timer/timer.uvprojx, nebo v pdf verzi 
timer.pdf. 
 
 
4.1.2 UART 
 
Projekt uart.uvprojx je vytvořen pro jednoduchou představu, jak funguje posílání symbolů přes 
sériový port. V tomto programu jsou dvě použité funkce, první z nich je určená pro posílání 
jednoho symbolu, druhá pro posílání celé zprávy. 
Na začátku se zapne periferie UART, dále se provádí nastavení stejné periferie. Příklad je 
ukázán na řádcích 23 až 30 v kódu 4.2. 
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23 pADI_CLKCTL->CLKCON0 = 0x0; 
24 pADI_CLKCTL->CLKSYSDIV = 0x0; 
 
26 pADI_UART->COMCON= 0x0;  
27 pADI_GP0->GPCON |= 0x3C;  
28 pADI_UART->COMLCR= 0x3; 
29 pADI_UART->COMDIV= 0x2; 
30 pADI_UART->COMFBR= 0x915C; 
// UCLK, HFOSC,clock divide bit 1 
// CD0 clock - 16Mhz 
 
// uart enable 
// P0.1/P0.2 pro UART 
// no parity, 1 stop bit,8 data bits 
// comdiv=2 
// baud rate 115200 divm=2 divn=348 
Kód 4.2 Nastavení periferie UART 
 
Na řádcích 23 a 24 úplně stejně, jak v předchozí kapitole se nastavuje časový systém kontroléru. 
Na řádku 26 se zapíná periferie UART a nastavení registru COMCON se provádí podle 
tabulky číslo 168 na straně 146 ve zdroji [2]. V dalším řádku jsem nastavil piny P0.1 a P0.2 pro 
využití v periferie UART. Nastavení registru COMCLR je v tabulce 161 na stráně 143, viz [2]. 
COMDIV je registr, který odpovídá za dělení. Volí se podle tabulky 166 na stráně 146 ve zdroji 
[2] a je závislý na rychlosti posílaní bitu, kterou si volím. V daném případě jsem si vybral 
rychlost 115200. Na řádku 30 je nastavení registru COMFBR, jehož vlastnosti se dají najít v 
tabulce 165 na stráně 145, viz [2]. 
 
32 void Send_Uart (char x){ 
33 while (!(pADI_UART->COMLSR == 0)) 
34 pADI_UART->COMTX=x;  
35 } 
 
36 void Send (char Buff[]) { 
 
39 Send_Uart(0x02);  
 
42 cnt1=strlen(Buff); 
43 while (cnt<cnt1) 
44 { 
45 if (Buff[cnt]!=0) 
46 { 
47 Send_Uart(Buff[cnt]); 
48 delay(500); 
49 } 
50 cnt++; 
51 } 
 
54 Send_Uart(0x0d);  
55 } 
 
// pokud COMTX je prázdný 
// posílání jednoho symbolu 
 
 
 
 
// začátek zprávy 
 
// posílání symbolu 
 
 
 
 
 
 
 
 
 
 
// konec zprávy 
 
Kód 4.3 Pomocné funkci programu UART 
 
V kódu 4.3 jsou zjednodušené pomocné funkce programu UART, kde funkce Send_Uart je 
určená pro posílání jednoho symbolu. Tím je myšleno, pokud COMTX je prázdný, tak 
COMLSR je různý od nuly a zapíše do COMTX symbol x. 
V řádcích 36 až 55 je funkce pro posílání bufferu (buffer může mít libovolnou velikost). 
Nejprve je poslán symbol 0x02, který reprezentuje začátek zprávy a pak jsou posílány 
jednotlivé symboly z pole Buff[ ]. Pokud bude nalezen prázdný znak, je poslán symbol 0x0d, 
který reprezentuje konec zprávy. 
Celý program je umístěn ve složce programs/2.uart/uart.uvprojx, nebo v  pdf verzi uart.pdf. 
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4.1.3 ADC 
 
Projekt ADC.uvprojx je jednoduchou ukázkou, jak funguje AD převodník kontroléru 
ADuCM360. Program měří napětí na RTD senzoru (který je na DPS) a posílá výsledek přes 
sériový port pomocí funkce, vysvětlené v kapitole 4.1.2. V tomto programu bylo využito 
excitace proudem pomocí pinu AIN6. Díky excitaci se na senzoru teploty PT100 objeví napětí. 
Obvody mikrokontroléru jsou nastavené na základě schématu, které je na obrázku 4.1. 
 
 
Obrázek 4.1 Schéma zapojení čidla RTD [6] 
 
Z toho schématu je ještě vidět informace o tom, že napětí na tomto sensoru lze snímat mezi 
vstupy AIN0 a AIN1.  
 
17 pADI_ANA->REFCTRL = 0x0;  
18 pADI_ANA->IEXCDAT = 0xE;  
19 pADI_ANA->IEXCCON = 0x70;  
 
21 pADI_ADC1->CON = 0x8C001;  
22 pADI_ADC1->MDE = 0x51;  
23 pADI_ADC1->FLT = 0x8D7C;  
 
28 int d = 0; 
29 while (d==0) { 
30 d = pADI_ADC1->STA&1;  
31 } 
 
33 Volt = pADI_ADC1->DAT;  
34 Volt = Volt * 1.2 / 268435456; 
// zapnu periferii 
// output 0,2mA 
// Iexc for AIN6 
 
// zapnu ADC1, AIN0/AIN1 input 
// g=32 nekonečný převod 
// 3.53Hz sampling rate, chop off 
 
 
 
// přečtu status registr 
 
 
// přečtu hodnotu z ADC1xDAT 
// výpočet hodnoty 
Kód 4.4 Fragmenty programu ADC 
 
Na řádcích 17 až 19 se provádí nastavení excitačního obvodu. Nastavením registru REFCTRL 
zapnu periferii. Na řádku 18 nastavím výstup dané periferie, nastavení jsem udělal podle 
tabulek 49 a 50 na stránce 50 ve zdroji [2]. Nastavení registru IEXCCON se provádí podle 
tabulky 48 na straně 49, viz [2]. Těmito řádky nastavíme proudový zdroj na pinu AIN6 (proud 
0,2 mA).  
Nastavením registru ADC1xCON zapnu tuto periferie a mezi AIN0 a AIN1 piny snímáme 
napětí. Řídil jsem se podle tabulky 24 na straně 38 ve zdroji [2]. Dál podle tabulky 31 na straně 
43, viz [2], byla nastavena hodnota zesílení a režim AD převodníku. GAIN se v daném případě 
rovná 32 a je zvolen kontinuální mód ADC převodu. Podle kapitoly 3.3 je nastaven filtr (řádek 
23).  
Aby v registru ADC1xDAT byla aktualizovaná hodnota, potřebuji zavést čtení status-
registru ADC1xSTA, což se provádí na řádcích 28 až 31.  
Na konci je načtena hodnota z ADC1xDAT registru do proměnné Volt a převedena na číslo 
podle postupu z kapitoly 3.4. 
18 
 
Celý program se dá najít ve složce programs/3.ADC/ADC.uvprojx, nebo v pdf verzi 
ADC.pdf. 
Pro debuggování a pozorování výsledků byl využit software Termite 3.2, protože je docela 
jednoduchý a snadno nastavitelný, což je efektivní pro rychlé testování. Pro sledování výsledků 
z finálního programu jsem vytvořil program v Matlabu, který vykresluje real-time data, tento 
program je blíže popsán v kapitole 4.5.  
 
 
 
 
4.1.4 Sleep mode 
 
ADuCM360 má 6 režimů, z nichž 5 je spacích režimů, které jsou popsané v tabulce 10 na straně 
15 ve zdroji [2]. Z nich jsem vybral sleep-mode číslo 4, protože v něm jsou vypnuté všechny 
periferie a funguje jenom časovač, který probouzí kontrolér. V takovémto režimu kontrolér 
spotřebuje jenom 4 µA. Proto je výhodné jej využít. Aby se nestalo, že kontrolér přejde 
nechtěně do režimu spánku, je potřeba před aktivováním sleep modu načíst 2 klíče (viz kód 
4.5). K probouzení je využit watchdog timer, který restartuje kontrolér po dosažení zvolené 
hodnoty v registru T3LD. Nastavení registrů časovače je stejné jako v kapitole 4.1.1.  
 
35 SCB->SCR = 0x04;  
36 pADI_PWRCTL->PWRKEY = 0x4859;  
37 pADI_PWRCTL->PWRKEY = 0xF27B;  
38 pADI_PWRCTL->PWRMOD = 0x4;  
// sleepdeep mode 
// key1 
// key2 
// výběr sleep modu 
Kód 4.5 Vstup kontroléru do sleep-modu 
 
V řádcích 35 až 38 se kontrolér uvádí do sleep módu. Na začátku je zapsaná hodnotu 0x04 do 
registru SCR. Na řádcích 36 a 37 je zápis bezpečnostního klíče. Na řádku 38 je vybrán režim, 
který je vhodný pro cíle práce, což v mém případě znamená nejúspornější provoz.  
Cca po 3 sekundách se kontrolér probudí kvůli dosažení nastavené hodnoty v registru T3LD 
a kontrolér se resetuje.  
Celý program se dá najít ve složce programs/4.sleepmode/sleepmode.uvprojx, nebo v pdf 
verzi sleepmode.pdf. 
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4.2 Měření teploty pomocí RTD na DPS/externí 
 
Projekt mereni.uvprojx má v sobě všechny tři způsoby měření teploty: pomoci čidla PT100, 
které je na DPS, pomoci vnějšího čidla PT100 a pomoci termočlánku. V této kapitole popíšu, 
jak se dá změřit teplotu pomoci RTD. Na začátku je třeba zadat všechny proměnné a konstanty, 
které potřebuju pro získání teploty na RTD.  
 
 
4.2.1 Nastavení registrů a převod pro RTD na DPS 
7  float fVRTD = 0.0;  
8  float fVPTV = 0.0;  
9  float fRrtd = 0.0;  
10 float fRPTV = 0.0;  
11 float fTRTD = 0.0;  
12 float fTPTV = 0.0;  
13 float fIexc0 = 0.0002;  
21 float A = 3.9083e-3; 
22 float B = -5.775e-7; 
// napětí na RTD 
// napětí na vnější PT100 
// odpor RTD 
// odpor na vnější PT100  
// teplota na RTD 
// teplota na vnější PT100 
// hodnota excitačního proudu 
// konstanta pro PT100 
// konstanta pro PT100 
Kód 4.6 Proměnné a konstanty pro získání teploty na RTD 
 
Konstanty A a B jsou z kapitoly 3.1. Proud fIexc0 je nastavený na 0,0002 A. Dál třeba 
inicializovat UART a ADC úplně stejně, jako v kapitolách 4.1.2 a 4.1.3. 
 
71 pADI_ADC1->CON = 0x8C001;  
72 pADI_ADC1->MDE = 0x51;  
73 pADI_ADC1->FLT = 0x8D7C; 
 
77 int d = 0; 
81 while (d==0) { 
82 d = pADI_ADC1->STA&1; 
83 } 
 
81 fVRTD = pADI_ADC1->DAT;  
82 fVRTD = fVRTD*1.2/268435456;  
 
86 fRrtd = fVRTD/fIexc0;  
87 fRrtd = fRrtd -(0.013*fRrtd + 0.046);  
88 fTRTD = (-A+sqrt(A*A-4*B*(1-
fRrtd/100)))/2/B;  
// zapnutí periferie 
// g=32 nekonečný převod 
// 3.53Hz sampling rate, chop off 
 
 
 
 
 
 
// čtení hodnoty napětí 
// přepočet napětí 
 
// odpor na RTD 
// rovnice chyby 
 
// teplota RTD 
Kód 4.7 Výpočet teploty na DPS 
 
Na řádcích 71 až 73 je nastavení AD převodníku, které je uděláno podle kapitoly 4.1.3. Dále je 
stejně implementováno čtení status-registru, aby náhodou nebyla načtena neplatná hodnota z 
převodníku. 
Na řádku 81 je načtení hodnoty AD převodníku z ADC1xDAT registru. Na dalším řádku je 
přepočet dané hodnoty na napětí, které je na senzoru teploty. Přepočet je udělán podle rovnice 
(3.5). Dále je vypočítaná hodnota odporu, která je použita jako vstup pro rovnici výpočtu 
teploty (3.2). Tato rovnice je napsána na řádku 88. Konečná teplota na PT100 je pak uložena 
v proměnné fTRTD. 
Při měření byla zjištěna chyba při načítání hodnoty z AD převodníku. Tato chyba výrazně 
ovlivňovala výsledně naměřenou teplotu. Z toho důvodu bylo potřeba ji odstranit. Během práce 
se nepodařilo zjistit, čím je tato chyba způsobená. Proto byla provedena její korekce. 
Rovnice pro korekci chyby AD převodníku byla určena pomocí kalibrace. Odpájel jsem 
SMD čidlo PT100 a místo něj připájel kontakty od kalibrátoru. Kalibrátor nastavoval přesný 
odpor, který by měl být při dané teplotě a pozoroval jsem, jaký je rozdíl mezi nastaveným 
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odporem a odporem naměřeným. Poté byl vytvořen graf, dle kterého je určena rovnice pro 
korekci chyby. Naměřená data lze najít ve složce data/kalibrace.  
Na obrázku 4.2 je graf rozdílu naměřených a skutečných hodnot odporů v Ω, který je proložený 
přímkou. V řádku 87 se z naměřené hodnoty odečítá chyba pomocí výpočtu z rovnice přímky, 
aby byl dosažen přesný výsledek. 
 
 
Obrázek 4.2 Graf rozdílů naměřených a skutečných dat pro PT100 na DPS 
 
 
4.2.2 Nastavení registrů a převod pro RTD externí 
Postup pro získání teploty na vnějším senzoru je stejný jako pro interní senzor. Je však potřeba 
změnit vstupně/výstupní piny. 
 
168 pADI_ANA->REFCTRL = 0x0;  
169 pADI_ANA->IEXCDAT = 0xE;  
170 pADI_ANA->IEXCCON = 0x74;  
 
115 pADI_ADC1->CON = 0x8C085;  
116 pADI_ADC1->MDE = 0x51;  
117 pADI_ADC1->FLT = 0x8D7C;  
 
124 fVPTV = pADI_ADC1->DAT; 
125 fVPTV = fVPTV*1.2 / 268435456; 
 
126 fRPTV = fVPTV/fIexc0; 
127 fRPTV = fRPTV - (0.013*fRPTV + 0.737); 
128 fTPTV = (-A+sqrt(A*A-4*B*(1-
fRPTV/100)))/2/B; 
// zapnutí periferie 
// výstup 0,2mA 
// Iexc na AIN6 a AIN4 
 
// zapnutí periferie 
// g=32 nekonečný převod 
// 3.53Hz sampling rate, chop off 
 
// čtení hodnoty napětí 
// přepočet napětí 
 
// odpor na vnější PT100 
// rovnice chyby 
 
// teplotaPT100 
Kód 4.8 Výpočet teploty na vnější PT100 
 
ADC1xCON je nastaven tak, aby měřil napětí mezi piny AIN4 a AIN5. Pinem AIN4 zároveň 
slouží jako zdroj excitačního proudu. Výhodou tohoto mikrokontroléru je možnost použít 
analogové vstupy pro měření napětí a zároveň jako zdroj proudu pro excitaci (viz pin AIN4). 
y = 0,0131x + 0,046
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Postup je úplně stejný, jak v předchozí kapitole. Na začátku se nastavuje periferie, pak se 
provádí načtení hodnoty z AD převodníku a na konci se provádí přepočet této hodnoty na 
teplotu, za podmínky odečtení chyby měření, která je pro externí RTD odlišná. Určení rovnice 
pro korekci chyb je stejné jako v předchozím případě. Při použití vnějšího čidla byl rozptyl 
hodnot větší. To je asi zapříčiněno vnějším rušením na dlouhých drátech, které vedou 
k externímu senzoru PT100. Graf rozdílů naměřených hodnot a hodnot skutečných vypadá 
následovně: 
 
Obrázek 4.3 Graf rozdílů naměřených a skutečných dat pro vnější PT100 
Pomocí rovnice, určené z obrázku 4.11 získáme přesnější hodnotu odporu (řádek127) a pak 
stejně, jako v předchozí kapitole je přepočten výsledný odpor na teplotu PT100 pomocí rovnice 
(3.2). 
Konečná teplota na PT100 je pak uložena v proměnné fTPTV. 
  
y = 0,013x + 0,737
60 80 100 120 140 160
1,5
1,7
1,9
2,1
2,3
2,5
2,7
2,9
3,1
Odpor čidla [Ω]
C
h
yb
a 
[Ω
]
22 
 
4.3 Měření teploty pomocí termočlánku 
 
 
4.3.1 Nastavení registrů a potřebných periferie pro termočlánek 
 
Projekt mereni.uvprojx má v sobě navíc měření teploty pomocí termočlánku. Níže bude 
popsáno nastavení daných registrů, které jsou potřeba pro měření s termočlánkem.  
 
14 float fVTC =0.0;  
15 float fTTC =0.0;  
16 double a1 = 2.5084e-2;  
17 double a2 = 7.8601e-8; 
18 double a3 = -2.5031e-10; 
19 double a4 = 8.3153e-14; 
20 double a5 = -1.2280e-17; 
 
23 float fVFW = 0.0;  
24 float fSUMV = 0.0;  
25 signed long int fVNeg;  
// napětí termočlánku 
// teplota termočlánku 
// konstanta pro termočlánek 
// konstanta pro termočlánek 
// konstanta pro termočlánek 
// konstanta pro termočlánek 
// konstanta pro termočlánek 
 
// napěti volného konce 
// suma napěti 
// hodnota pro záporný převod 
Kód 4.9 Proměnné a konstanty pro získání teploty na termočlánku 
 
V kódu 4.9 jsou konstanty a proměnné, které potřebuji pro získání teploty na termočlánku. Na 
řádku 24 je napětí, které je určeno pro přepočet na finální hodnotu teploty z rovnice (3.3). 
Proměnná z řádku 25, je určená pro situaci, kdy napětí na termočlánku je záporné. Při použití 
datového typu signed long int hodnota proměnné získané z AD převodníku, bude vždy 
kladná. Konstanty a1 až a5 jsou popsané v kapitole 3.2 v tabulce 3.3.  
 
28 #define FW_T_MIN_P (0)  
29 #define FW_T_MAX_P (300)  
30 #define FW_V_MIN_P (0)  
31 #define FW_V_MAX_P (12.209)  
32 #define FW_SEG_P (60)  
33 #define FW_T_SEG_P (5)  
 
// minimální kladná teplota v stC 
// maximální kladná teplota v stC 
// napětí v mV při 0 stC 
// napětí v mV při 300 stC 
// počet hodnot v tabulce 
// teplota v stC na každý segment 
 
34 const float C_FW_Positive[FW_SEG_P+1] = {0.0, 0.198, 0.397, 0.597, 0.798, 
1.000, 1.203, 1.407, 1.612, 1.817, 2.023, 2.230, 2.436, 2.644, 2.851, 3.059, 
3.267,3.474, 3.682, 3.889,4.096, 4.303, 4.509, 4.715, 4.715, 5.124, 5.328, 
5.532, 5.735, 5.937, 6.138, 6.339, 6.540, 6.741, 6.941, 7.140, 7.340, 7.540, 
7.739, 7.939, 8.138, 8.338, 8.539, 8.739, 8.940, 9.141, 9.343, 9.545, 9.747, 
9.950, 10.153, 10.357, 10.561, 10.766, 10.971, 11.176, 11.382, 11.588, 11.795, 
12.001, 12.209}; 
 
41 #define FW_T_MIN_N (0)  
42 #define FW_T_MAX_N (-40)  
43 #define FW_V_MIN_N (0)  
44 #define FW_V_MAX_N (-1.527)  
45 #define FW_SEG_N (8)  
46 #define FW_T_SEG_N (-5) 
// minimální záporná teplota v stC 
// maximální záporná teplota v stC 
// napětí v mV při 0 stC 
// napětí v mV při -40 stC 
// počet hodnot v tabulce 
// teplota v stC na každý segment 
 
47 const float C_FW_Negative[FW_SEG_N+1] = {0.0, -0.197, -0.392, -0.586, -0.778, 
-0.968, -1.156, -1.343, -1.527}; 
Kód 4.10 Konstanty pro získání teploty na volném konci termočlánku 
 
V kódu 4.10 jsou konstanty, které jsou potřeba pro výpočet napětí na volném konci 
termočlánku. Napětí volného konce termočlánku je závislé na teplotě spojení termočlánku 
s pájecími vývody na DPS. Tato teplota je získaná pomocí interního senzoru PT100, postup je 
popsán v kapitole 4.2.1. Převod teploty na napětí volného konce je určen pomocí interpolace 
mezi dvěma nejbližšími hodnotami z tabulky 3.2.  
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Postup je takový, že zapíšeme do pole C_FW_Positive[FW_SEG_P+1] a 
C_FW_Negative[FW_SEG_N+1] hodnoty z tabulky 3.2, ale navíc v každém z nich bude ještě 
hodnota, která odpovídá nulové teplotě.  
 
93 pADI_ADC0->CON = 0x8C043;  
94 pADI_ADC0->FLT = 0x8D7C;  
95 pADI_ADC0->MDE = 0x71;  
// ain2 a ain3, zapnutí 
// 3.53Hz sampling rate, chop off 
// g=128 nekonečný převod 
Kód 4.11 Nastavení AD převodníku 
 
V kódu 4.11 je nastavení registrů AD převodníku pro převod hodnoty napětí na termočlánku. 
Tentokrát byl zvolen převodník ADC0,pro demonstraci použití dvou nezávislých 
AD převodníků, což je jednou z jeho vlastností. Nastavení registrů se provádí stejným 
postupem, který je popsán v kapitole 4.1.3. Převodník bude provádět měření napětí mezi vstupy 
AIN2 a AIN3 se zesílením GAIN = 128, protože hodnota výstupního napětí termočlánku je 
velmi malá (řádově jednotky mV) a je zapotřebí ji zesílit. Na diferenciálních vstupech je použit 
filtrační kondenzátor, aby bylo zabráněno rušení. Dále je použit integrovaný filtr viz kapitola 
3.3. 
 
 
 
4.3.2 Převod ADC pro termočlánek 
 
Postup načtení hodnoty z ADC převodníku je popsán v kódu 4.12.  
 
99  d = 0; 
100 while (d==0) { 
101 d = pADI_ADC0->STA&1; 
102 } 
 
104 fVNeg = pADI_ADC0->DAT;  
105 fVTC = fVNeg;  
106 fVTC = fVTC*1.2 / 268435456;  
 
 
 
 
 
// načtení hodnoty 
// pro záporný převod 
// přepočet napětí 
Kód 4.12 AD převod pro termočlánek 
 
AD převod je proveden stejně jako v kapitole 4.1.3. V tomto případě byla řešena možnost toho, 
že hodnota načtená z AD převodníku muže být zápornou a to se řeší pomocí řádků 104 a 105. 
Pak se podle rovnice (3.5) provádí přepočet. Výsledkem je hodnota, odpovídající napětí na 
termočlánku. 
 
 
 
4.3.3 Výpočet teploty na konci termočlánku 
 
Na začátku je potřeba znát napětí na volném konci a napětí na termočlánku, aby bylo možné 
vypočítat celkové napětí podle rovnice (3.3). Následně podle rovnice (3.4) určíme teplotu na 
konci termočlánku. 
V kódu 4.16 je uvedena funkce, která je použita pro výpočet napětí na volném konci 
termočlánku. 
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172 float CalculateFreeWireVolt(float r) 
173 { 
174 float fresult = 0; 
175 signed int j = 0; 
176 if (r >= 0) 
177 { 
178 j=(r - FW_T_MIN_P) / FW_T_SEG_P; // výběr koeficientu 
179 if (j>FW_SEG_P-1)                // pokud je koef. overrange 
180 j=FW_SEG_P-1;                    // tak vyberu maximální 
181 
182 // vyberu nejbližší hodnotu 
183     fresult = C_FW_Positive[j] + (r -(FW_T_MIN_P+FW_T_SEG_P*j) )* 
(C_FW_Positive[j+1]-C_FW_Positive[j]) / FW_T_SEG_P; 
 
184 } 
185 else if (r <0) 
186 { 
187 j=(j - FW_T_MIN_N) / FW_T_SEG_N; // výběr koeficientu 
188 if (j>FW_SEG_N-1)                // pokud je koef. overrange 
189 j=FW_SEG_N-1;                    // tak vyberu maximální 
190 
191 fresult = C_FW_Negative[j] + (r - (FW_T_MIN_N+FW_T_SEG_N*j) )* 
(C_FW_Negative[j+1]-C_FW_Negative[j]) / FW_T_SEG_N; 
 
193 } 
194 return fresult/1000.0; 
195 } 
Kód 4.13 Funkce pro interpolaci mezi dvěma známými hodnotami 
 
Vstupním parametrem funkce, která je popsaná v kódu 4.13 je teplota senzoru na DPS.Funkce 
na začátku vybere hodnotu, nejbližší k hodnotě z pole C_FW_Positive[FW_SEG_P+1], nebo 
C_FW_Negative[FW_SEG_N+1]. Toto se provádí na řádcích 174 až 180.  
Pomocí řádků 183 a 191 se interpoluje mezi 2 bližšími hodnotami a hledá se hodnota, která 
odpovídá dané teplotě. Výsledek je dělen 1000 kvůli tomu, že se teď vše počítá v mV. Funkce 
vrací hodnotu napětí na volném konci termočlánku ve voltech.   
 
107 fSUMV = fVFW + fVTC;                  // suma napětí 
108 fSUMV = fSUMV*1000000;                // převod na µV 
 
110 fTTC = a1*fSUMV+a2*fSUMV*fSUMV+a3*fSUMV*fSUMV*fSUMV 
+a4*fSUMV*fSUMV*fSUMV*fSUMV+a5*fSUMV*fSUMV*fSUMV*fSUMV*fSUMV; 
Kód 4.14 Výpočet teploty na konci termočlánku 
 
V řádku 107 se provádí sčítání napětí volného konce a napětí, které bylo naměřeno z AD 
převodníku, viz rovnice (3.3). Dále bylo výsledné napětí převedeno na µV, protože rovnice 
(3.4) je určená pro µV, na řádku 110 se provádí výpočet teploty na konci termočlánku. 
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4.3.4 Testování kompenzace teploty volného konce 
 
Pro ověření správnosti kompenzace teploty volného konce bylo nutné provést testovací měření. 
Termočlánek byl umístěn do vody, která měla stejnou teplotu jako okolí. Tím bylo zajištěno, 
že termočlánek bude udržován v konstantní teplotě po celou dobu testu. DPS s mikro 
kontrolérem byla umístěna do ledničky. Byl proveden záznam teplot, viz graf na obrázku 4.4. 
Na obrázku 4.4 je vidět, že kompenzace teploty volného konce funguje správně. Během testu 
teplota termočlánku mírně kolísala kolem konstantní teploty s maximální odchylkou cca 1°C, 
což je velmi uspokojivý výsledek. 
 
Obrázek 4.4 Graf testování kompenzace teploty volného konce 
 
 
Naměřená data lze najít ve složce data/testovani/lednicka.xlsx 
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4.4 Předávání výsledků  
 
Po výpočtu hodnot fTRTD, fTPTV a fTTC je potřeba poslat tyto hodnoty přes sériový port pro 
sledování výsledků v PC. To je zajištěno pomocí funkcí, které jsou vytvořené jako demo-
příklady a popsané v kapitole 4.1.2. Ve finálním programu jsou dopsány následující řádky, viz 
kód 4.15. 
 
138 char buffer[8]; 
139 sprintf(buffer, "%f", fTRTD); 
140 Send(buffer); 
141 sprintf(buffer, "%f", fTTC);  
142 Send(buffer); 
143 sprintf(buffer, "%f", fTPTV);  
144 Send(buffer); 
 
146 char buffer1[8] ; 
147 buffer1[0] = '\n'; 
148 Send(buffer1); 
// pole pro posílání 
// zapíšu hodnotu fTRTD do buffer 
// posílám teplotu RTD 
// zapíšu hodnotu fTTC do buffer 
// posílám teplotu termočlánku 
// zapíšu hodnotu fTPTV do buffer 
// posílám teplotu vnější pt100 
 
// posílání prázdného řádku 
 
Kód 4.15 Posílání výsledků teplot vnější a vnitřní PT100 
 
Řádky 146 až 148jsou doplněny jen pro posílání prázdného řádku, což zlepší přehlednost při 
pozorování výsledků v program Termite. 
 
 
4.5 Sledování výsledků pomoci Matlab 
 
Pro sledování výsledku je vhodné použít Matlab. Byl vytvořen skript pro zobrazování a 
ukládání výsledků. Kód lze najít ve složce programs/matlab. Na obrázku 4.5 je ukázka, jak 
vypadají výsledky měření.  
 
Obrázek 4.5 Sledování výsledků 
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4.6 Testování spotřeby modulu v závislosti na využití 
jednotlivých periferií 
 
Pro představu, jak je dobré využit sleep-mode pro zmenšení spotřeby modulu, byla vytvořena 
tabulka 4.1, která popisuje spotřebu modulu při využití různých periferií. Aby bylo možné 
změřit tyto hodnoty, byl napsán kód, který postupně a samostatně zapíná jednotlivé periferie. 
Celkový proudu je složen z proudu, který spotřebuje procesor (při maximálním taktu 16Mhz) 
a proudu, který spotřebuje aktivní periferie. Podle [6] byl modul zapojen pro měření spotřeby, 
tak, že byl odstraněn propojka LK1 a LK2, na jeden na kontakt LK2 bylo přivedeno napětí 
+3,3 V přes ampérmetr. 
 
Spotřeba bez periferie 6,94 mA 
Blikání LED diodou 9,54 mA 
UART 7,41 mA 
Excitace proudem 7,55 mA 
ADC 7,67 mA 
Deep-sleep režim 2,4 µA 
Tabulka 4.1 Spotřeba modulu 
 
Z tabulky 4.1 je zřejmé, že když je kontrolér uspán, tak nespotřebuje skoro žádný proud. 
Naměřený proud je dokonce menší než údaj v katalogu součástky, kde je uvedeno 4µA[2]. 
 
 
4.7 Optimalizace měřicího cyklu za účelem 
minimalizace spotřeby 
 
Na začátku bylo potřeba řešit frekvencí posílání výsledků. Výsledky se posílají jednou za dvě 
sekundy, což byla nejvýhodnější varianta. Kontrolér zůstává ve spánku docela dlouho a mezi 
měřeními je čas, aby se teplota lehce ustálila. 
Bylo také řešeno vypínání periferií, v době, kdy není zapotřebí, viz kód 4.16.  
 
92  pADI_ADC1->CON = 0x00001;  
 
114 pADI_ADC0->CON = 0xC043;  
 
133 pADI_ADC1->CON = 0x00001;  
134 pADI_ANA->REFCTRL = 0x1;  
// adc1 mezi ain0 a ain1 off 
 
// ain2 a ain3 adc off 
 
// adc1 mezi ain0 a ain1 off 
// vypínám proud Iexc 
Kód 4.16 Vypínání nepotřebných periferií 
 
Vypínání bylo provedeno hned po poslední operaci z každého měření. Např. na řádku 92 se 
vypíná AD převodník číslo 1. Provádí se vypínání hned po posledním řádku, týkající se měření 
na interní PT100, protože pro měření pomocí termočlánku využívám ADC0.  
Na řádku 114 vypínám AD převodník číslo 0, kvůli tomu, že pro měření teploty na externí 
PT100 používám ADC1. 
Na konci všech měření, před posíláním výsledků do počítače, vypnu ADC1 a vypnu 
excitační proud, čímž taky ušetřím elektrickou spotřebu v intervalu posílání výsledků. 
Jediné, co zůstává je uvedení kontroléru do spacího režimu, což je provedeno na posledních 
řádcích hlavní funkce. Úplně stejně, jak jsem to popsal v kódu 4.5 z kapitoly 4.1.4. 
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5 Závěr 
 
 
Během své práce jsem se naučil pracovat s kontrolérem ADuCM360. Podařilo se mi vytvořit 
příklady, které pomůžou pochopit, jak fungují základní periferie kontroléru. 
Výsledkem práce je komplexní program, který je určený pro měření teploty pomocí interní 
a externí PT100, termočlánku a je optimalizovaný pro snížení elektrické spotřeby během cyklu. 
Byl také vytvořen skript v Matlabu pro real-time sledování výsledků, který zobrazuje 3 
jednotlivé grafy pro každé teplotní čidlo. 
Naučil jsem se pracovat se senzory teploty PT100 a termočlánkem a testoval jsem spotřebu 
modulu v závislosti na použití jednotlivých periferií. Podařilo se mi udělat funkční kompenzace 
teploty volného konce termočlánku a tuto funkci jsem experimentálně ověřil. 
Mojí bakalářská práce je dobrým výchozím bodem pro někoho, kdo by chtěl začít pracovat 
s ADuCM360.  
Program, který jsem vytvořil během své práce, lze jednoduše upravit pro měření pomocí 
více kusů senzorů. 
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