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El debate acerca de la verificación formal de los programas 
Javier Blanco y Pío García· 
i. Introducción 
La noción de verificación formal ha ocupado un lugar central en el debate acerca del lugar 
disciplinar que ocupa la ciencia computacional. Dependiendo de si se piensa que la verificación 
formal es posible o no, se toma posición, de maoera implícita o explícita, en el debate acerca de 
la relación entre ciencia computacional y el resto de las disciplinas. Por otro lado, la posición 
tomada respecto de este problema implica de manera directa una elección acerca de la naturaleza 
de los programas y de las formas del conocimiento acerca de ellos. Habitnalmente la discusión se 
ha centrado en las semejanzas y diferencias entre la ciencia computacional y la matemática .. Una 
posición extrema en este sentido es la propuesta de Hoare, quien ha dicho que los "computer 
programs are matematical expressions" (Hoare 1986, p. 115). 
Sin embargo, en los últimos años, los términos de esta discusión se pueden entender, en 
gran medida, como una respuesta, ya sea positiva o negativa, al articulo de De Millo et al. (1 979) 
sobre verificación formal, el cual expresa una opinión en muchos sentidos opuesta a la de Hoare. 
Entre las respuestas a este artículo se destaca la de Fetzer (1988) por proponer una perspectiva 
más amplia y una posición más fuerte. Fetzer entiende que una verificación "completa" sólo se 
puede hacer sobre 'algoritmos', no sobre 'programas'. 
Una respuesta al problema planteado por Fetzer supone dar cuenta de la cuestión de qué son 
los programas de los que habla la ciencia computacional. Por un lado sugeriremos que la 
distinción entre estructuras causales y formales supuesta en la controversia sobre verificación 
formal constituye una manera inadecuada para entender a los programas Propondremos que los 
programas deben entenderse como estructuras prescriptivas.. Esta forma de aproximarse a los 
programas incluye los aspectos descriptivos que permiten explicar los problemas planteados por 
Fetzer. Es más, esta manera de entender el problema tiene consecuencias en el lugar ontológico 
que ocupan los programas en relación con el resto de estructuras formales. Esta aproximación 
permite explicar la verificación relativa y absoluta uo en términos de una distinción cualitativa 
entre programas y algoritmos, sino a partir de las propiedades asociadas a los aspectos 
descriptivos de las prácticas y prescriptivos propias de una demostración lógica. 
En este trabajo nos concentramos en un análisis de los argrunentos presentados en 
(Fetzer:l988). Luego de la apasionada discusión que siguió a este articulo, Fetzer mantuvo sus 
opiniones, por ejemplo en el trabajo (Fetzer:l991). Si bien han aparecido criticas de los 
argrunentos de Fetzer- (por- ejemplo Barwise: 1989), suelen seguir citándose estos trabaJOS (por 
ejemplo Eden:2007, o el curso de Tedre) para sostener la imposibilidad de la verificación formal 
o la insuficiencia.. Esto último parece ser cierto, pero no por los argrunentos presentado por 
Fetzer sino por la dificultad de validar los modelos obtenidos a partir de especificaciones 
formales. 
'UNe 
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ü_ El debate acerca de la verificación de programas 
El debate acerca de la verificación formal de programas se remonta a varias décadas atrás. Ya en 
los '50, McCarthy proponía pasar del "debubbing" de programas- poner a prueba un programa. 
en casos que uno piensa que son típicos- a la "prueba" formal de los mismos. Es más, dichas 
pruebas podrían comprobarse - be checked- por medio de un programa computacional 
(McCarthy 1962, citado por Colbum p. 7). 
Pero es sin duda es el artículo de De Millo, Lipton y Perlis de 1979, el que define los 
problemas y la agenda filosófica a ser tratada en relación con la verificación formal. En este 
artículo se propone una división entre "prueba" y "demostración" - entendiendo a la primera 
como un esquema incompleto de una demostración lógica-. Ambos recursos - prueba y 
demostración- comparten la misma finalidad: lograr una mayor confianza en la "corrección de un 
teorema". Pero, mientras que una demostración debe, en principio, dar todos los pasos lógicos 
hasta arribar a un teorema, una prueba representa sólo "un paso hacia la confiabilidad". 
La cuestión es cómo dar esos "pasos" hacia la confiabilidad cuando la "cantidad" es un 
problema. En tanto cada año se publica una cantidad importante de teoremas - alrededor de 
200.000 - surge la cuestión de cómo evaluarlos. Algunos de estos teoremas son refutados, otros 
son puestos en duda y la mayoría son ignorados (Fetzer p. 1049). A partir de este "caudal" de 
conocimiento matemático, se sugiere que el sujeto de evaluación no puede ser el individuo sino 
la comnnídad. 
De esta manera, la diferencia entre la matemática y la computación sería una diferencia 
entre prácticas de comunidades.. Mientras que la comunidad matemática tiene ya una práctica 
aceitada para verificar teoremas - o al menos para "aceptarlos"-, la comunidad de los 
computacionalistas no ha llegado todavia a ese estadio Esta conclusión particular es la que ataca 
más fuertemente Fetzer al argumentar que un cambio eventual de las prácticas podría provocar 
qne estas diferencias desaparecieran. 
üi- Programas y algoritmos 
Pero, si bien Fetzer no acuerda con la forma en la cual argumentan De M1llo et al., sin embargo 
cree que la conclusión más general de estos autores puede ser defendida. La diferencia entre la 
matemática y la computación podría ser caracterizada en términos de una cierta distancia entre 
las posibilidades de verificación en cada disciplina. Sólo que esta distancia no se explica a partir 
de las distintas prácticas sociales sinrr a ·partir de la diferencia entre algoritmos y programas, en 
tanto estos últimos suponen procesos causales. 
La palabra "programa" se utiliza en distintos sentidos. Un "programa" puede hacer 
referencia a (i) un algoritmo, (ii) la codificación de tin algoritmo (iii) la codificación de un 
algoritmo que puede ser compilado, (iv) la codificación de un· algoritmo que puede ser compilado 
y ejecutado en una máquina (Fetzer p. 1058). Los primeros sentidos son más abstractos que los 
últimos y por ende la verificación completa podría darse únicamente en los casos (i) e (ii) (p. 
1059). En otras palabras, los algoritmos pueden ser verificados de manera completa mientras que 
los programas- en los sentidos iü y iv-no. 
La diferencia básica entre los sentidos de programa (i), (ii) y los restantes puede ser 
expresada en términos del tipo de máquina al cual se hace referencia. En los dos primeros 
sentidos de programa, los referentes son máquinas abstractas, mientras que en los últimos 
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sentidos son máquinas físicas. La diferencia entre estas máquinas reside en los procesos causales 
involucrados en las últimasc "una máquina abstracta no califica como una máquina más que en el 
sentido en el cual una flor artificial califica como flor" (p. 1 058). 
Aquello que califica como una máquina fisica para Fetzer no necesariamente se 
corresponde con nuestra noción intuitiva de cosas fisicas en el mundo. Así, "compiladores, 
interpretes, procesadores y cosas por estilo son propiamente caracterizados como "cosas físicas", 
es decir sistemas en el espacio tiempo de los cuales se obtienen relaciones causales.. Las 
máquinas abstractas son propiamente caracterizadas como "entidades abstractas", es decir 
sistemas que no están en el espacio-tiempo y de las cuales sólo se pueden obtener relaciones 
lógicas" (p. 1058). 
De esta manera, el tipo de relacíón - lógica o causal- y el que estén en el espacío-tiempo es 
lo que diferencia en última instancia a las máquinas fisicas de las abstractas. El que tengan o no 
como "contraparte" una máquina fisica hace que los sentidos (i) e (ü) caigan bajo la defiuición de 
un algoritmo como una estructura lógica (Fezter p. 1057) y los sentidos (iii) e (iv) caigan bajo la 
defiuición de un programa como un "modelo causal de un algoritmo". El que no tengan como 
contraparte una máquina fisica hace que los sentidos (i) e (ii) puedan ser pasibles de verificación 
absoluta por medio de procedimientos deductivos. Esto es así porque al no tener una contraparte 
fisica, una máquina abstracta tiene un mayor grado de libertad para establecer sus propiedades 
por estipulación o defiuición y por lo tanto pueden ser formalizados en un sentido más fuerte. 
En cambio, en el caso de los sentidos (iii) y (iv) de programa, sus propiedades representan 
vicariantemente (stand for) o están en lugar de máquinas fisicas cuyas propiedades sólo pueden 
ser establecidas de manera inductiva En el caso de los programas no tenemos "reglas de 
inferencia" o "axiomas primitivos" cuya verdad pueda ser establecida por defiuición .. 
De esta manera parece que la diferencia básica es presentada por Fetzer en térmínos de 
"abstracción" y de verdades por defiuición o de manera más general entr~ estructuras cuyas 
relaciones son puramente lógicas y aquellas estructuras cuyas relaciones son causales. Y este es 
el fundamento de la diferencia entre algoritmos y programas. 
Como puede verse, la distinción de Fetzer está construida a partir de dos aspectos ~ásicos: 
grados de abstracc¡ón y grados de libertad en la especificación de las propiedades. Ambos 
aspectos están intimamente ligados ya que se supone que a mayor grado de abstracción mayor 
libertad. En realidad parece que el vinculo entre ambos aspectos (abstracción y grados de 
libertad) puede ser expresado en términos de aspectos prescriptivos y descriptivos. Mientras 
menor sea el grado de abstracción, mayor relevancia tendrán los aspectos descriptivos y por tanto 
menor grado de libertad tendremos para "prescribir" el comportaruiento de la estructura a 
considerar. 
Sin embargo, hay distintas maneras de interpretar la relación entre aspectos descriptivos y 
prescriptivos. Una de ellas, como la propuesta por F etzer, nos puede llevar a suponer que hay una 
distinción cualitativa clara entre estructuras lógicas y estructuras físicas o causales. Esta manera 
de entender la distinción entre programas y algoritmos introduce problemas ontológicos graves. 
iv. Máquinas abstractas y metafisica dualista 
De acuerdo con Fetzer, la diferencia entre probar un teorema - Hdemostrar" en términos de De 
Millo- y verificar un programa no está en la práctica social supuesta sino en la presencia o 
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ausencia de "s1gnificancia causal" (p. 1061). Cuando en una "prueba" esta involucrada una 
"máquina fisica", entonces los factores causales - inductivos- parecen ineludibles. De esta forma, 
la verificación completa de programas, como método general no es considerada por Fetzer como 
teóricamente posible. 
Como hemos visto, Fetzer supone que hay una distinción entre algoritmo y programa, lo 
cual constituye una diferencia "cualitativa" -no gradual-. Esta última consideración encuentra 
mayor sustento cuando tomamos en cuenta las dicotomías sobre las cuales se funda esta 
distinción: máquina abstracta- máquina fisica, relaciones causales- relaciones lógicas. 
Sin embargo, esta manera de trazar la distinción entre algoritmos y programas lleva a 
problemas ontológicos de dificil solución. El argrunento de Fetzer supone que si un algoritmo se 
ejecuta en una máquina fisica, entonces cae bajo la órbita de las relaciones causales y por lo tanto 
no es posible considerar sólo las relaciones lógicas. De lo que se seguiría que no es posible una 
verificación formal estricta - o puramente lógica. Pero si éste es el argrunento, entonces parece 
que no es posible realizar una prueba estricta en matemática tánipoto. Si suponemos que para 
reallzar una prueba matemática - la demostración de un "algoritmo"- necesitamos de 'algún' 
sustrato fisico, entonces nos encontramos con que no habría prueba - en sentido estricto- en 
ningún caso .. En efecto, una forma intuitiva y coloquial de diferenciar a las pruebas por 
computadora de aquellas realizadas de manera más tradicional por un matemático, es haciendo 
referencia a que estas últimas están hechas en "papel" - o en un pizarrón o en cualquier otro 
memo fisico manipulable de manera equivalente-. No parece que haya una diferencia cualitativa 
entre un medio fisico como el papel- o su equivalente en términos de material manipulable -y el 
sustrato fisico de un programa en los sentidos (üi) y (iv)'. Si esto es así, entonces una prueba 
matemática tradicional realizada en un pizarrón o en un papel tendría la.S mísmas restricciones 
"causalistas" de un programa computacional ejecutado en una máquina. Por lo tanto si vale el 
argrunento antes utilizado para invalidar las pruebas estrictas sobre 'programas', también parece 
invalidarse la posibilidad de pruebas estrictas con 'algoritmos'. Esta especie de reducción al 
absurdo sugiere que el supuesto del que partimos -la distinción cualitativa entre algoritmos y 
programas- no puede sostenerse. 
Una posible salida a esta objeción - y una manera de defender la distinción cualitativa-
sería proponer el caso extremo - pero no poco habitual- en el cnalla prueba es realizada en "la 
mente" del matemático, sin utilizar n_in~ medio fisico ~externo'. Pero en este caso también 
sería dificil defender que el matemático no necesite de algún medio fisico - por lo menos el 
cerebro en este caso-, a no ser que se quiera volver a una forma particular de dualismo (como el 
cartesiano). 
La distinción 'fuerte' o cua!itanva entre algoritmo y progran¡ª parJ!_ce suponer que hªy 
algrma prueba que se realiza sin un sustrato fisico. Y es en este sentido en el cual puede decirse 
que los fundamentos de esta posición parecen suponer una forma de dualismo fuerte (como el 
históricamente defendido por Descartes). En efecto, Descartes asumía que la mente - sustancia 
pensante- era totalmente independiente del cuerpo o de la materia en general. Esta posición 
metafisica le pertuitió a Descartes explicar porqué la mente parecía ser algo ''universal", no atada 
a ninguna restricción material. Por el contrario, Descartes creía que los animales al carecer de 
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una sustancia pensante eran incapaces de 'independizarse' de la materia. Así, las actividades de 
la mente tendrian la particularidad de no necesitar, ni estar restringidas por, ninguna materia. 
Pero, ¿acaso no es posible ser dualista cartesiano?. Claro que es posible ser dualista 
cartesiano en estos tiempos, pero, al menos para el caso que estamos considerando, se deben dar 
al menos dos condiciones; por un lado se tiene que asumir las consecuencias de que haya algo -
ontológicamente- distinto de la materia. Pero además se debe explicar porqué habria algunas 
estructuras - como los algoritmos- que tienen un estatus especial dentro de la estrnctnra general 
de nuestro mundo. Retomando el ejemplo que planteábamos más arriba, se deberla explicar 
porqué las pruebas realizadas "en la mente" no reqnieren de ningún sustrato fisico. En otras 
palabras, si la "mente" del matemático tiene un lugar ontológico especial se debería argumentar 
las razones de este lugar especial. El Descartes histórico tenía sus razones para este lugar especial 
de la mente. su noción de sustancia y su metodología de la duda metódica, sumado a su 
necesidad de otorgarle a la filosofia un estatus de certeza similar al de la matemática. 
Pero no parece ser el caso que Fetzer quiera comprometerse de esta forma con la metafisica 
y los supuestos cartesianos. Si esto es realmente así, entonces Fetzer nos debe una explicación 
más detallada de porqué la mente de los matemáticos -por seguir nuestro ejemplo- no requiere 
de ningún sustrato fisico. El dualismo en sí mismo no nos ofrece una esplicación del lugar 
especial de la mente en el mundo - a no ser que nos comprometamos con otros supuestos como 
la existencia de una sustancia separada o de una metodología como la cartesiana-. 
Sin embargo, si suponemos que Fetzer no nos puede ofrecer una explicación del lugar 
especial que tendrían las estructuras lógicas - los algontmos- entonces parece que se sigue que la 
distinción entre aspectos descriptivos y prescriptivos de los programas/algoritmos no puede 
sostenerse .. N o necesariamente debemos suponer esto .. Lo que parece que no está debidamente 
fimdamentado en el trabajo de Fetzer es la distinción "cualitativa" entre algoritmos y programas. 
Pero parece posible- y recomendable- distinguir entre "aspectos" prescriptiyos y descriptivos de 
los programas y de los algoritmos. 
v. Programas como "estructuras prescriptivas" 
La división cualitativa entre algoritmos y programas tiene supuestos y consecuencias 
problemáticas. Por un lado parece que lleva a problemas ontológicos- como los que vimos en la 
sección anterior- y por otro lado no parece respetar las prácticas habituales en la comunidad de 
computacionalistas que hace ciencia computacional ( CS). 
Según Fetzer, la distinción cualitativa entre programas y algoritmos lleva a suponer que los 
programas son estructuras causales y por tanto son susceptibles de ser analizados como 
estructuras inductivas. De esta manera, si intentamos verificar formalmente los programas, 
estariamos cometiendo un error categorial: utilizar métodos deductivos para estructuras 
inductivas. Sin embargo, esta manera de ver a los programas no parece respetar las prácticas 
llevadas adelante por la comunídad de CS. Por supuesto que apelar meramente a las prácticas no 
parece posible - hay comunídades que apuestan por la verificación formal y otras que no-. 
Además, incluso en el caso en el que hubiese una comunídad homogénea de computacioualistas 
que hace verificación formal, podria darse el caso que sus prácticas - y creencias adjuntas- no 
estuviesen debidamente justificadas. Por esta razón debemos no sólo presentar las práctJ.cas 
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llevadas adelante por una comunidad, sino también ofrecer una perspectiva teórica alternativa a 
la de Fetzer. 
Una manera alternativa de abordar este problema seria suponer que los programas son estructuras 
que tienen aspectos prescriptivos y descriptivos. Si un "programa" es susceptible de un análisis 
prescriptivo - como un compilador- entonces califica como "algoril!no" aunque luego se ejecute 
en una máquina fisica. En este último caso el resultado puede ser entendido como "compuesto" 
por aspectos prescriptivos- el compilador verificado- y por aspectos descriptivos - el compilador 
ejecutado en la máquina. En este sentido no se supone aquí que deba haber una distinción 
"cualitativa" - ontológica- entre programas y algoril!nos trazada a partir de la diferencia entre 
estructuras prescriptivas y descriptivas. Los programas, así como los algoritmos, son estructuras 
que admiten una descripción prescriptiva y descriptiva. Ambas descripciones son aspectos que 
dan cuenta de dichas estructuras. 
Una objec1ón a esta posición es cómo distinguir a partir de esta propuesta entre estructuras 
causales y lógicas. Parece que en el caso de las estructuras llamadas lógicas resaltamos con 
mayor claridad los aspectos prescriptivos, mientras que en las estructuras causales, son más 
evidentes los aspectos descriptivos. Pero nada me impide analizar las estructuras causales en 
términos prescriptivos - aunque obtendré mayores beneficios al analizar desde esta perspectiva a 
los algoritmos-. 
Esta manera de ver la <hstinc1ón entre algoril!nos y programas nos permite analizar desde una 
posición distinta algunos de las objeciones a la posibilidad de verificación formal. 
Otra objeción a esta propuesta es que parece evidente que cuando un algoritmo se ejecuta en una 
máquina fisica, perdemos confiabilidad: un "programa" puede fallar. Es claro que la ejecución de 
llfi programa en llfia ínaquífta-fisiea-¡¡uede fallar. Y que esfás fallas pueden -deben- ser explicadas 
más allá de las estructuras formales de las cuales ruchos programas han surgido. Pero estas fallas 
- si son materialmente causadas- no deben ser interpretadas como un problema para la 
verificación formal. La "solución" a este problema es ejecutar el programa en condiciones 
materiales favorables - con un hardware que no falle por ejemplo- y nada más. Desde esta 
perspectiva, un matemático puede fallar en los pasos que sigue al probar un teorema- ya sea que 
lo haga en su "mente", en papel, en un pizarron o en una computadora-. En todos estos casos hay 
aspectos prescriptivos y descriptivos. Los primeros explican los pasos deductivos, los segundos 
los posibles errores en la prueba. Pero esll! seria una forma de decir que no habria un "lugat" 
privilegiado - como la mente- en donde hacer las pruebas - o en donde no haya ninguna 
''máquina fisica"-, sino que "todos" los casos deben ser analizados a partir de estos dos aspectos. 
Nuestra explicación es más simple al no requerir de un lugar especial para realizar pruebas sin 
"sustrato físico". · 
Consideraciones finales 
En este trabajo hemos presentado una polémica que lleva varios años en el contexto de la ciencia 
computacional. la posibilidad de realizar verificaciones formales de los programas. En esta 
polémica una de las posiciones extremas ha sido la presentada por Fetzer. Segón este filósofo, los 
programas son cualitativamente distintos de los algoril!nos. Los primeros suponen estructuras 
causales, mientras que los segundos suponen estructuras lógicas. De esta forma se pueden 
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realizar pruebas deductivas de las estructuras lógicas- algontmos- pero no de 1.:S estructuras 
causales- programas-. 
Nuestra propuesta es que una adecuada caracterización tanto de los programas como de los 
algoritmos se puede realizar a partir de distinguir entre aspectos prescriptivos y aspectos 
descriptivos. Esta distinción permite evítar los problemas ontológicos de la posición de Fetzer y 
permite además explicar los errores en la ejecución de los programas como errores materiales. 
Nota 
1 Por supuesto que hay una diferencia importante entre un "papel" y una "computadora", a lo que nos refenmos en este 
apartado es a la distinción entre estructuras fisicas y abstractas .. 
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