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Johdanto
Splinit muodostavat keskeisen osan CAD- ja grafiikkasovellusten mallinnusvälineistöstä. 
NURBS-pintoja käytetään laajasti mallintamiseen, mutta niiden hilan jäykkyys aiheuttaa 
tiettyjä ongelmia, muun muassa yksittäisen pisteenlisäys aiheuttaa muutoksia koko hilassa. 
Subdivision surface –pinnat ovat olleet yksi vaihtoehto ja hiljattain Sederberg ryhmineen 
esitteli T-splinit. Niillä on monia hyviä ominaisuuksia, mutta niitä koskevaa kirjallisuutta ei 
ole vielä kovinkaan paljoa. Tässä työssä tarkastellaan T-splinien teoreettista taustaa ja 
käytännön toteutusmahdollisuuksia.
Tämä tutkielma jakautuu kolmeen osaan. Johdanto-osuudessa käydään läpi joitakin 
oleellisia yleisiä splinejä koskevia seikkoja. Toisessa osassa, T-spliniteoria, käydään läpi T-
splinien teoriaa sekä esitetään muutamia puuttuvia todistuksia. Kolmannessa osassa 
käydään läpi tekemääni T-splinitoteutusta ja tarkastellaan T-splinien numeerisia 
ominaisuuksia. T-splinit ovat melko tuore keksintö eikä lähtekirjallisuutta ole vielä laajalti. 
Niinpä varsinkin toteutuksen osalta olen joutunut aloittamaan melko puhtaalta pöydältä. 
Olen liittänyt mukaan Englanti-Suomi –sanaston, jotta lukija voi tarvittaessa yhdistää 
käytetyt termit englanninkieliseen kirjallisuuteen.  
Haluaisin kiittää työn ohjauksesta, hyvistä neuvoista ja opetuksesta Helsingin yliopiston 
Matematiikan ja tilastotieteen laitoksen professoria Aatos Lahtista.
Splinit
Splinit ja ja splinipinnat oletetaan jossain määrin tunnetuiksi. Käydään seuraavaksi läpi 
muutamia seikkoja joita käytetään myöhemmin. Splinikäyrät ovat paloittain jatkuvia 
palapolynomeja, joiden muotoa säädellään ohjauspisteillä. Parametriavaruus jaetaan 
solmuilla paloihin. Käyttämällä splinikäyriä saadaan määriteltyä myös splinipintoja. 
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Tarkemmin splineihin voi tutustua vaikka de Boorin kirjasta A Practical Guide Splines 
[14].
B-splinikantafunktiot
Kantafunktiot määräävät kuinka ohjauspisteet vaikutus jakautuu splinikäyrään tai -pintaan. 
Kantafunktioita kutsutaan myös sekoitusfunktioiksi, varsinkin t-splinien yhteydessä. 
Kantafunktioiden summan tulisi olla identtisesti yksi [6, s 39]. B-splinien tapauksessa 
kantafunktiot ovat seuraavanlaiset. Olkoon solmuvektori t=[ t 0 , , t n]  vektori 




0[ t ]:={1 , jos t i≤ti10 , muutoin , 1.1
i
k =i









määrittävät B-splinikantafunktiot. Parametrina toimiva solmuvektori t  voidaan jättää 
kirjoittamatta, jos se selviää asiayhteydestä. t  voi kuitenkin riippua tarkasteltavasta 







askel 0 1 -
lineaarinen 1 2 ℂ0
neliöllinen 2 3 ℂ1
kuutiollinen 3 4 ℂ2
Taulukko 1: Splineihin nimitykset, asteet ja kertaluvut
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Kaavat (1.1–1.3) muodostavat myös kannan spliniavaruudelle, joten niitä kutsutaan B-
kantafunktioiksi. Ne määrittelevät B-splinin puoliavoimella välillä [t 0 , t n . Ainakin 
grafiikkaan liittyvien sovellusten kannalta mielekkäämpi määrittelyväli olisi [ t0 , tn] . 
Määrittelyvälin laajentaminen poikkeuksella N n
0t n=1 ei ole T-splinien tapauksessa kovin 
näppärää, sillä t n vaihtelee rivistä toiseen. Vaihtoehtoiset määrittelyt saattavat olla 
helposti virheellisiä (vertaa Sederbergin esitys [5, s 65], jossa funktiot eivät enää summaudu 
yhdeksi). Toteuttamissani algoritmeissa kiersin ongelman manipuloimalla solmuvektoreita 
sopivasti. T-splinien sekoitusfunktioiden arvot lasketaan samoilla kaavoilla 1.1–1.3, mutta 
solmuvektoreiden määrittämiseen käytetään vähän erilaisia menetelmiä.
Splinikäyrä






k [ t ]t  , missä pisteet Pi∈P  ovat pinnan ohjauspisteet ja vektori t  
solmupisteet. Ohjauspisteillä muutetaan pinnan muotoa. Approksimoitaessa splineillä 
pyritään ohjauspisteiden sijaintia määräämään sopivasti, jotta splini sopisi dataan. 
Käytettäessä splinejä mallintamaan käyriä ja pintoja käyttäjä manipuloi ohjauspisteitä 
tuottaakseen haluamansa muodon.
Bezier–reunaehdoilla tarkoitetaan sitä, että reunimmaisten k :n solmupisteen koordinaatit 
ovat samat. Tämä takaa sen, että käyrä koskettaa reunalla ohjauspisteitä eli lopputuloksena 
käyrä kulkee reunalta reunalle. Tämä on grafiikkaan liittyvissä sovelluksissa suotavaa ja 
tässä työssa oletetaan bezier–reunaehtojen vallitsevan. 
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Splinipinnat
B-splinipinnan kantafunktiot saadaan määriteltyä kahden B-splinikantafunktion 
tensoritulona. Muodostakoon vektorit s ja t koordinaattiavaruuden kannan. Tyypillisesti s 
esitetään oikealle osoittavana vektorina ja t vastavaasti ylös osoittavana. Tarkastellaan ensin 
säännöllistä B-splinipintaa, jonka määrittävät solmuvektorit s  ja t . s  määrittää t-
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Kuva 1: Kuutiollinen B-splini bezier-reunaehdoilla. Solmuvektori ja ohjauspisteet esitetty alla.
t=[0 0 0 0 0.25 0.5 0.75 1 1 1 1]
P0 P1 P2 P3 P4 P5 P6
x-koordinaatti 0 0.5 1 1 0 -1 -1
y-koordinaatti 0 -1 0 1 2 2 1
suuntaisten sarakkaiden kohdat ja t  s-suuntaiset rivit. Yhdessä ne muodostavat ruudukon 
parametriavaruuteen. Rivillä j, sarakkeessa i olevan solmuun liittyvä kantafunktio voidaan 
esittää kahden B-splinikantafunktion tensoritulona Bi , j
k [ s , t ] s , t :=N i
k [s ] sN j
k [ t ] t  . 
Näillä kantafunktioilla voidaan määritellä pinta







P i , j Bi , j
k [ s , t ] s , t , missä pisteet Pi , j∈P  ovat pinnan 
ohjauspisteet. Astetta k ei välttämättä merkitä näkyviin. n  ja m  ovat hilan pisteiden 
lukumäärät suuntaansa. 
NURBS-pintojen ja T-splinien tapauksessa ohjauspisteet  kuuluvat ohjausavaruuteen 
P :={xi , yi , z i , wi ∣ x i , y i , zi∈ℝ , z i∈ℝ∖0} . Viimeistä koordinaattia wi  käytetään 
painotukseen. Pisteen Pi , j  koordinaatit euklidisessa avaruudessa ℝ3  ovat 
1
wi
xi , yi , zi . 
Niinpä usealla avaruuden P  pisteellä on samat euklidiset koordinaatit eli projektio 
avaruuteen ℝ3 . Kertomalla kaikki pisteen Pi , j  koordinaatit samalla arvolla (>1) euklidiset 
koordinaatit pysyvät samoina, mutta pisteen vaikutus summaan kasvaa, ja pinta kulkee 
lähempää pistettä Pi , j .
Pisteenlisäys
Pisteen lisääminen splinikäyrälle tai -pinnalle on operaatio, jossa pyritään lisäämään 
ohjauspiste tietyllä solmupisteen arvolla, ilman että splinin muoto muuttuu. 
Pisteenlisäysalgoritmeilla on keskeinen merkitys splinien teoreettiselle ja käytännölliselle 
tarkastelulle. Esimerkkinä mainittakoon Boehmin pisteenlisäysalgoritmi [3, sivu 93], joka 
lisää solmuvektoriin kerrallaan yhden pisteen. Sovelletaan sitä nyt kuvan 1 esimerkkiin ja 
lisätään uusi solmu kohtaan 0.6. Tällöin solmuvektori on siis 
t=[0 0 0 0 0.25 0.5 0.6 0.75 1 1 1 1]  ja algoritmin muut muuttujat q=6 ja n=3 . 
Boehmin kaavalla
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P j={P j , jos j≤q−nt jn−tt jn−t j P j−1 t−t jt jn−t j P j , jos j=q−n1, , qP j−1 , , jos j≥q1 saadaan uudet ohjauspisteet P .
P0 P1 P 2 P 3 P4 P5 P6 P7
x-koordinaatti 0 0.5 1 1 0.53333 -0.2 -1 -1
y-koordinaatti 0 -1 0 0.8 1.4667 2 2 1
Taulukko 2: Uudet ohjauspisteet pisteenlisäyksen jälkeen
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Kuva 2: Käyrä säilyy samana pisteenlisäyksen jälkeen
Blossom-merkintä
Ramshaw esitti polaariesityksen (englanniksi polar form tai blossom) splinien 
solmupisteiden  numeroimiseksi loogisemmin. Tarkemmin kyse on spliniteorian 
rakentamisesta tietynlaisten multiaffiinien polynomien varaan [4]. Lopputuloksena teoria on 
samankaltainen, mutta merkinnän väitetään olevan helpommin omaksuttavissa [5, sivu 46] 
ja käytännöllisempi. Osa kirjallisuusviitteistä käyttää polaariesitystä laajemminkin, mutta 
tässä työssä siihen ei juuri viitata. 
T-spliniteoria
Splinipintojen ongelmat ja motivaatio T-splinien kehittämiseen
NURBS-pinnat edellyttävät samoja solmuvälejä jokaiselta s- (tai t-) suuntaiselta 
solmuriviltä. Tästä johtuen pisteenlisäys tuottaa paljon uusia solmupisteitä, kun jokaista 
solmua kohti lisätään (pysty/vaaka)rivi solmuja. NURBS-pintojen jakovälit voivat olla 
erimittaisia ja tällöin saadaan hilan pisteitä paremmin keskityttyä alueille missä tarkkuutta 
tarvitaan. Kuitenkin suuret pistejoukot vievät paljon tilaa ja turhat pisteet hidastavat mallin 
käsittelyä, koska käyttäjä joutuu siirtelemään useita pisteitä. Tämä saattaa aiheuttaa myös 
ryppyjä mallin pintaan.
Hilan paikallinen tihennys on siis ollut kaikenkaikkiaan toivottu ominaisuus. Catmull-Clark 
–pinnat [13] tarjovat NURBSeja enemmän vapautta hilan suhteen. Sederberg kehitti 
aiemmin NURSS-pintoja, joissa oli T-liitoksia, mutta joiden liittäminen toisiinsa oli 
ongelmallista. Parannellut säännöt korjasivat nämä ongelmat ja määrittelivät T-splinit. T-
splineistä on julkaistu muutamia artikkeleita muun muassa tietokonegrafiikkaa 
käsittelevissä lehdissä. T-splinien laajin sovellus on Sederbergin ja kumppaneiden yrityksen 




T-hila koostuu solmuista ja niitä yhdistävistä särmistä. Graafisissa sovellutuksissa käytetään 
usein affiinia parametriavaruutta. [2] lähteekin liikkeelle siitä, että solmuilla itsellään ei ole 
varsinaisia koordinaatteja parametriavaruudessa, mutta särmille on määritelty pituudet. 
Särmien pituuksien avulla voidaan luoda paikallinen koordinaatisto valitsemalla jokin 
solmu alkupisteeksi ja laskemalla muiden solmujen etäisyydet siitä. 
Tässä työssä lähden liikkeelle siitä, että solmuilla on koordinaatit kaksiulotteisessa 
parameteriavaruudessa. Näiden koordinaattien voidaan ajatella vastaavan edellä esitettyä 
paikallista koordinaatistoa. Merkitään hilan solmujen jonoa V={vi}i=1
n ⊂ℝ×ℝn  ja niitä 
yhdistäviä särmiä E={{v1 , v2} ∣ v1 , v2∈V , solmujen v1 ja v2 välillä on särmä} . Tämä 
merkintä on valittu sopimaan tarkasteluihin verkkoteorian ja geometrian valossa. 
Parameteriavaruutta kutsutaan myös (s,t)-avaruudeksi sen kannan (s,t) mukaan. Usein 
parameteriavaruutena käytetään avaruutta [0,1]×[0,1]  ja kantana vektoreita 
s=1,0 , t=0,1 .
Särmät ovat aina s- tai t-akselin suuntaisia eli särmän yhdistämien kahden naapurisolmun s- 
tai t-parametrikoordinaatit ovat samat. Näin ollen särmien yhdistämät solmut muodostamat 
janoja parametriavaruudessa. Solmuun voi liittyä kustakin suunnasta (positiivinen ja 
negatiivinen s- tai t-suunta) korkeintaan yksi särmä. Näin ollen T-hila on rakenteeltaan 
suuntaamaton verkko, jolla on solmut V  sekä särmät E , ja jossa kunkin solmu on 
korkeintaan astetta neljä.
Oletetaan, että T-hila on (vahvasti) yhtenäinen ja äärellinen. Lisäksi vaaditaan [7], että hila 
on tasoverkko eli se on upotettu euklidiseen tasoon, jolloin solmujen ja särmien 
keskinäinen sijainti määräytyy eivätkä särmät leikkaa toisiaan. Vasta euklidiseen tasoon 
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upotetun hilan tahkoista voidaan puhua kuten säännön 1 [1] yhteydessä. Tällöin särmiin 
voidaan myös liittää tulkinta sen suunnasta eli lähteekö se kyseisestä solmusta s- vai t-
suuntaan.
T-hila muistuttaa läheisesti NURBS:ien hilaa sillä erotuksella, että solmujonojen ei tarvitse 
yltää määrittelyalueen laidalta laidalle, vaan yksittäinen jono voi loppua T-liitokseen, mistä 
T-splinien nimi johtuu. T-liitos on solmu, johon liittyy kolme särmää. Myös I:n ja L:n 
malliset kahden särmän liitokset ovat mahdollisia. 
T-hilan särmien pituudelle ja olemassaololle on lähteessä [1] esitetty kaksi sääntöä, joilla 
varmistetaan hilan säilyminen hyvinmääriteltynä (ja suorakulmaisena):
Sääntö 1. Tahkon vastakkaisilla särmillä olevien särmien pituuksien summien tulee 
olla samat.
  
Sääntö 2. Jos tahkon vastakkaisilla särmillä olevat T-liitokset voidaan yhdistää 
särmällä rikkomatta sääntöä 1, ne tulee yhdistää. 
Jos hilassa sattuu olemaan nollamittaisia särmiä, on mahdollista, että on useampia toisensa 
poissulkevia mahdollisuuksia toteuttaa säännön 2 edellyttämä särmän lisäys [1, kuva 9]. 
Kysyttyäni asiaa tohtori Sederberg [8] vahvisti, että tällöin valinta on mielivaltainen. 
Luontevaa voisi olla lisätä särmä ensimmäiseen mahdolliseen paikkaan.
T-splinit
T-splini muodostuu T-hilan solmuista ja särmistä sekä ohjauspisteistä P={P i}i=1
n ⊂Pn . 
Muodollisesti T-splini on siis järjestetty joukko V , E , P , k  , missä k  on aste. T-splinit 




Jos yleisen splinipinnan solmut muodostavat säännöllisen hilan, voidaan solmut indeksoida 
indeksiparilla i , j  , jossa i  indeksi kertoo sijainnin s-suunnassa ja  j  t-suunnassa. 
Toisaalta, ja tämä on käytännöllisempää epäsäännölliselle hilalle, voidaan solmut 
indeksoida yhdellä indeksillä i , kunhan solmuilla luodaan jokin järjestys. Varsinaisella 
järjestyksellä ei ole väliä, syntyvä pinta (2) on joka tapauksessa sama. 
Splinikäyrien tapauksessa B-splinikantafunktio N i
k [ t ]  käyttää 2k−1  solmua 
solmujonosta t . Jos merkitään t i=ti ,t i1 , , t i2k−1 , pätee N k [ ti ]=N i
k [ t ]    kaikilla 
k, t ja i. Jonoa t i  sanotaan solmuun Pi  liittyväksi solmuvektoriksi, sillä t i  sisältää kaikki 
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Kuva 3: Hila parameteri- ja ohjausavaruuksissa. Parametriavaruuden reunoilla on kaksi  
riviä solmupisteitä bezier-reunaehtojen takia. Nämä kuitenkin kuvautuvat eri kohtiin 
kohdeavaruutta.
solmut, joita tarvitaan solmuun Pi  liittyvän kantafunktion N i
k [ t ]  laskemiseksi. Jos k  
on selvä, voidaan se jättää merkitsemättä. Yleensä käsitellään kuutiollista tapausta, eli 
k=3 .
T-splinipinnan pisteiden sekoitusfunktiot voidaan ilmaista käyttämällä solmukohtaisia 
solmuvektoreita s i=si , s i1 , , si2k−1  ja t i=ti ,t i1 , , t i2k−1  yhtälöllä 
Bi
k [s i , t i ] s , t =N 0
k [s i ] s N 0
k [ t i ] t  . Tämä tensoritulo määrittelee kaksipaikkaisen 
funktion, joka muistuttaa B-splinien kantafunktioita, mutta ei ole vielä todistettu, että 
funktiot olisivat lineaarisesti riippumattomia [2, sivu 8], joten niitä kutsutaan vain 
sekoitusfunktioiksi. Sekoitusfunktioita käyttämällä pinta (2) voidaan kirjoitaa muotoon
 
Tämä on tärkeää T-splinien tapauksessa, sillä hila on epäsäännöllinen. Ei myöskään ole 
yleisiä solmuvektoreita, joiden osajonoina solmuvektorit s i  ja t i  voitaisiin määritellä, 
vaan tarvittava solmutieto on etsittävä hieman toisella tapaa. Muodollisesti on löydettävä 
funktio F , F V , E , k = si , t ii=1
n , missä  s i , t i∈ℝ
2k−1 .
Kuutiollisen T-splinipinnan tapauksessa sekoitusfunktiot ovat muotoa 
Bi s , t =N [si0 , si1 , s i2 , si3 , s i4 ]s N [ ti0 , ti1 , t i2 , ti3 , ti4 ]t  . T-splinien solmuvektoreiden 
laskemiseksi [2, sivu 3] antaa seuraavanlaisen ohjeen  (englanniksi Rule 1, mutta tässä 
käytetään nimeä Sääntö 3 ettei synny sekaannusta artikkelin [1] sääntöjen kanssa) : 
Sääntö 3. Seurataan (s,t)-parametriavaruudessa sekoitusfunktion keskipisteestä si2 , ti2 
positiiviseen s-suuntaan lähtevää janaa. Janan kahdesta ensimmäisestä leikkauksesta T-hilan 
t-suuntaisten särmien (pois lukien alkuperäisen särmän koordinaateissa si2 , ti2  )  kanssa 
saada parametrien si3  ja si4  arvot. 
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k [si , t i ] s , t . 2
Tämä sääntö ei kuitenkaan ole riittävä jos jonkin särmän pituus on 0. Nollamittaiset särmät 
eivät ole harvinaisia T-hiloissa. Bezier-reunaehtoihin liittyy aina nollamittaisia särmiä. 
Nollamittaisilla särmillä voidaan myös vähentää pinnan jatkuvuusvaatimuksia tietyssä 
kohdassa ja näin luoda pintaan teräviä piikkejä ja kulmia. Tarkastellaan seuraavanlaista 
tilannetta (T-hila esitetään graafisesti usein verkkona, mutta (s,t)-avaruuden kannalta pisteet 
2 ja 3 ovat samat) :
Jos sääntöä 1 sovellettaisiin vain (s,t)-parametriavaruudessa,  solmusta P2 positiiviseen s-
suuntaan lähtevä jana löytäisi solmujen P4 ja P5 särmät ja solmuvektoriksi saataisiin [0 1 2 
3 4]. Särmällä solmussa P3 on samat (s,t)-koordinaatit kuin solmussa P2 , joten sitä ei 
pitäisi laskea mukaan. Kuitenkin solmun P1 s-solmuvektori on [... 0 1 2 2]. Laskemalla näin 
syntyvät sekoitusfunktiot yhteen ja toteamalla, että ne eivät summaudu yhteen, voidaan 
osoittaa, että tämä tapa laskea vektorit on väärä. Olettaisin, että etsintäsääntöjen tarkempi 
muotoilu ohitettu Sederbergin artikkelissa [2] yksinkertaisuuden vuoksi.
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Kuva 5: Esimerkki nollamittaisesta särmästä {P2 ,P3}. Solmut ja niiden s-koordinaatit
Kuva 4: Solmusta (1,1) lähtevä jana osuu särmiin kohdissa 2 ja 3.




Oikean solmuvektorin laskemiseksi on tunnettava T-hilan topologia eli täsmällisemmin T-
hilan särmien muodostaman verkon rakenne. (s,t)-avaruuden sijaan lähimmät särmät 
voidaan etsiä kulkemalla särmäverkossa. Esitän kehittämäni tähän perustuvat säännöt 
kappaleessa Algoritmit / solmuvektorien laskeminen.
Sekoitusfunktioiden tihennys
Artikkelissa [2] annetaan säännöt B-splinikantafunktioiden tihennykselle, eli alkuperäisen 
kantafunktion esittämiselle kahden samanasteisen kantafunktion, joiden solmuvektoreihin 
on lisätty yksi uusi solmu, summana. Olkoon N [ s]=N [ s0 , s1 , s2 , s3 , s4]  kuutiollinen 
B-splinikantafunktio. Oletetaan että lisätään solmu s0ks1 . Nyt alkuperäinen N [ s]  
voidaan esittää kahden uuden funktion summana:
N [ s] =c0 N [s0 , k , s1 , s2 , s3]d 0 N [k , s1 , s2 , s3 , s4 ] , 3.1
missä c0=k−s0/ s3−s0  ja d 0=1 . Vastaavasti jos s1ks2 , niin
N [ s] =c1 N [s0 , s1 , k , s2 , s3]d 1 N [ s1 , k , s2 , s3 , s4]  , 3.2
missä c1=k−s0/ s3−s0  ja d 1=s4−k /s4−s1 . Jos s2ks3 , niin
N [ s] =c2 N [s0 , s1 , k , s2 , s3]d 2 N [s1 , s2 , k , s3 , s4] , 3.3
missä c2=k−s0/ s3−s0  ja d 2=s4−k / s4−s1 . Jos s3ks4 , niin
N [ s] =c3 N [s0 , s1 , s2 , s3, k ] d 3 N [ s1 , s2 , s3 , k , s4]  , 3.4
missä c3=1  ja d 3=s4−k /s4−s1 .
Jos k≤s0  tai s4≤k  niin N  s  ei muutu. Näillä kaavoilla voidaan tietenkin suoraan 
määrittää uusien kantafunktioiden arvoja vanhoista, jos arvoja tavalla tai toisella on laskettu 
ennakkoon. Pääasiallisesti kaavoja käytetään kuitenkin lisäysalgoritmissa.
Todistetaan nyt ensimmäinen kaava 3.1. Olkoon kantafunktiot määritelty kaavoilla 1.1-1.3. 
Olkoon vanhat pisteet t=[ t 0 , t1 , , t n1] , ja uusi solmu k ,t 0kt1 . Määritellään lisäksi 
vektori t=[t 0 , k , t1 , , tn1] , sekä funktiot ci
n[ t ] k =k−si/ sin−si ja d i
n[ t ] k =1.
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Todistetaan nyt induktiolla väite
N 0
n[ t ]=c0
n[ t ]k N 0
n[ t ]d 0
n[ t ]k N 1




1[ t ]k N 0
1 [ t ]d 0
1[ t ]k N 1
1[ t ]
Todetaan ensin , että
N 0
0[ t ]={1 , jos t 0≤t10 , muutoin ={1 , jos t 0≤k1 , jos k≤t 10 , muutoin =N 00[ t ]N 10[ t ] .
Kirjoitetaan auki väitteen vasen puoli:
N 0
1[ t ] =0
1[ t ]N 0
0[ t ]1−1
1[ t ]N1
0[ t ] 
=0
1[ t ]N 0
0 [ t ]N 1
0[ t ]1−1










0[ t ]1−−t1t 2−t 1 N 10[ t ]
Kirjoitetaan sitten auki väitteen oikean puolen summan termit
c0





1[ t ] N 0
0[ t ]1−0





















0[ t ] 
ja 
d 0
1[ t ]k N 1
1[ t ]=1
1[ t ]N 1
0[ t ]1−2






0[ t ]1−−t 1t 2−t1 N 10[ t ]  .
Sijoittamalla aukikirjoitetut yhtälöt väitteeseen saadaan
N 0
1[ t ] = c0
1[ t ]k N 0
1 [ t ] d 0
1 [ t ] k N 1
























t1−k −t0 = k−t 0t 1−t 1−t 0−k 
0 = 0 .
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Näin saatiin todistettua alkuaskel. Induktioaskeleeseen sovelletaan samankaltaista 
laskujärjestystä.
Induktioaskel
Induktio−oletus : N 0
n[ t ]=c0
n[ t ]k N 0
n[ t ]d 0




n1[ t ] k N 0
n1[ t ] d 0
n1[ t ] k N 1
n1[ t ] 
Kirjoitetaan auki väitteen vasen puoli:
N 0
n1[ t ] =0
n1[ t ]N 0
n[ t ]1−1
n1[ t ]N1



























Seuraavaksi aukikirjoitetaan väitteen oikean puolen termit
c0
n1[ t ]k N 0




n1[ t ]N 0
n[ t ]1−1
n1[ t ] N 1
n[ t ] 
=
k−t 0













n[ t ] 
ja
d 0
n1[ t ]k N 0
n1[ t ] = 11
n1[ t ]N 1
n [ t ] 1−2










n[ t ] .
Sijoittamalla aukirjoitetut kaavat väitteeseen saadaan
N 0
n1[ t ] = c0
n1[ t ]k N 0
n1[ t ] d 0
n1[ t ]k N 1
























t n1−k −t0 = k−t 0t 1−tn1−t 0−k 
0 = 0.
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Näin voidaan todeta väite todistetuksi. Väitteestä 4 saadaan kaava 3.1 erikoistapauksessa 
n=3 . 
Näistä kaavoista voidaan johtaa kertoimet sekoitusfunktioiden tihennyksille. Esimerkiksi, 
jos hilaan lisätään solmu kohtaan k , t 2 , niin kuvan 6 vanhan hilan sekoitusfunktio B1  
voidaan ilmaista kahden uuden hilan sekoitusfunktion B1  ja B2  painotettuna summana.  
Olkoon s1=[ s0 , s1 , s2 , s3 , s4] , t1=[ t0 , t1 , t2 , t3 , t 4] , s1=[k , s1 , s2 , s3 , s4]  ja 
s2=[s0 , k , s1 , s2 , s3] . Tihennyskaavoista 3.1-3.4 saadaan
B1[ s1, t 1] s , t =N 0[ s1] sN 0[ t1] t =c0 N 0[ s2]s d 0 N 0[ s1] sN 0[ t 1] t 
=c0 N 0 [ s2] sN 0[ t 1]t d0 N 0[ s1] sN 0[ t 1]t =c0 B2[ s2, t 1] s , t d 0 B1[ s1, t 1] s , t .
Tieto B1=c0 B2d 0 B1  voidaan tallentaa matriisiin M=c i
j  asettamalla c1
1=c0, c1
2=d 0 , 
tällöin pätee B=M B , missä B=Bi , B= Bi . Muunnosmatriisia M käytettään T-
splinien solmunlisäys algroritmin yhteydessä.
Esimerkki sekoitusfunktioiden tihennyksestä 1-ulotteisessa tapauksessa.  
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Kuva 6: Solmun lisäys jakaa sekoitusfunktion kahteen 
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SekoitusfunktioB2 korvautuu vastaavasti funktioilla B21 (huippu kohdassa 2)  ja B22 
(huippu kohdassa 4). B1 = B11+B12 ja B2 = B21+B22, joten funktioiden summa säilyy 
muuttumattomana.
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Kuva 7: Alkutilanteessa kohdissa 2 ja 3 on sekoitusfunktiot B1 (solmuvektori [0 1 2 3 5])  
ja B2 (solmuvektori [1 2 3 5 6].  
Kuva 8: Lisätään solmu kohtaan 4 ja suoritetaan sekoitusfunktioiden tihennys. B1 korvautuu 
sekoitusfunktioilla B11 (huippu kohdassa 2) ja B12 (huippu kohdassa 3). 
T-spliniavaruudet 
T-spliniavaruus koostuu kaikista rakenteellisesti samanlaisista T-hiloista, eli tarkemmin T-
hiloista, joissa solmujen ja särmien muodostamat verkot sekä solmujen (s,t)-koordinaatit 
ovat samat. Avaruuden ohjauspisteiden sijainti voivat vaihdella. Merkitään solmuihin V ja 
särmiin E sekä astetta k-olevaa T-spliniavaruutta
SV , E ,k
T :={ n∑i=1 P i Bik [s i , t i ] ∣ Pi∈RP kaikilla i} .
Kaikki mahdolliset solmuverkot eivät tietenkään täytä T-hilalle asetettuja ehtoja. Oikein 
suoritetulla paikallisella tihennyksellä päädytään kuitenkin aina validista T-hilasta toiseen 
enemmän pisteitä sisältävään validiin T-hilaan. Niinpä T-spliniavaruuden S1  voidaan 
määritellä olevan avaruuden S2  aliavaruus, jos on olemassa avaruuden S1  tihennys, joka 
tuottaa avaruuden S2 . Merkitään tätä S1⊂S2 .
Pinnan esityksen häiriöalttius 
Seuraamalla [9, 27.4.3.] esitystä saadan arvio pinnan 




Pi Bis , t 
virhealttiudelle kun ohjauspisteitä poikkeutetaan virheellä i∈ℝ
4  saadaan




PiiBi s , t  ,∣i∣≤∣∣




B is , t =  kaikilla s ja t,  jotka kuuluvat pinnan 
määrittelyalueeseen. 
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Virheiden i  voidaan ajatella syntyvän esimerkiksi pyöristysvirheinä. Tällaisessa 
tapauksessa pintaan aiheutuva virhe olisi pyöristysvirheiden luokkaa, eli pieni. Jos virheet 
syntyvät muutoin, kuten pinnan yksinkertaistuksen yhteydessä, on lohdullista tietää, että 
pinnan esitys ei ole kovinkaan häiriöaltis. 
Koska Bi  voi olla nollaa suurempi vain rajatulla alueella solmun ympärillä, kunkin virheen 
i  vaikutus näkyy vain tällä alueella. Merkitään tätä ympäristöä parametriavauudessa 
solmun i  ympärillä U ni . Tämän alueen kokoon vaikuttavat hilan rakenne sekä T-splinin 
aste. Jos solmuun i  liittyvät solmuvektorit si  ja t i , niin U ni=[s0, s2n−2]×[ t 0, t2n−2] . 




Kuva 9: T-hila, jossa solmun P ympäristö (katkoviiva) on suurempi T-liitosten tähden.  
Ympäristö leviää pisteestä P vasempaan reunaan asti, koska T-liitokset katkaisevat  
pystysärmiä. Ympäristön reunat ovat myös hilan reunat, joten esimerkiksi vasemman 
reunan muodostava särmärivi on kaksinkertainen ja näkyy alla olevassa kuvassa 
riveinä s-koordinaateissa 1 ja 2.
Nykyiset algoritmit ja tutkimukset
Lisäysalgoritmi
Ensimmäisessä T-splinejä koskevassa artikkelissa [1] esitettiin T-splineille 
pisteenlisäysalgoritmi, mutta sen pysähtyvyys ei ollut varmaa. Artikkelissa [2] esitettiin uusi 
versio algoritmista, joka oli vakaampi ja tehokkaampi. Tähän algoritmiin keskitytään nyt ja 
jatkossa. Lisäysalgoritmista on käytetty myös nimeä local refinement, paikallinen tihennys, 
korostamaan, että algoritmi toimii paikallisesti. Todettakoon, että pahimmassa tapauksessa 
algoritmi päätyy tekemään muutoksia koko pinnan alueella. Tämän skenaarion 
edellytyksistä ei kuitenkaan ole paljon tietoa. 
Lisäysalgoritmi operoi T-hilalla, sen solmuilla ja niiden sekoitusfunktioilla. Esitetty 
algoritmi koostuu kahdesta vaiheesta, rakenteellisesta ja numeerisesta.
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Kuva 10: Hilan tuottama pinta, jossa pistettä P on nostettu tasosta yksikön verran. P on positiivinen 
alueen [2, 6]x[2, 6] sisällä.
Rakenteellinen vaihe
Rakenteellinen vaihe määrittää solmun tai solmujen pintaan lisäämisestä aiheutuvat 
sekoitusfunktioiden tihennykset ja mahdolliset uudet solmut. Solmujen lisäyksien 
yhteydessä hilaan voi muodostua seuraavanlaisia rikkomuksia:
Rikkomus 1. Sekoitusfunktion solmuvektorissa ei ole solmua, joka siinä T-hilan mukaan 
pitäisi olla.
Rikkomus 2. Sekoitusfunktion solmuvektorissa on solmu, jota siinä T-hilan mukaan ei 
pitäisi olla.
Rikkomus 3. Solmuun ei liity sekoitusfunktiota. 
Rakenteellisen vaiheen algoritmi on seuraavanlainen:
1. Lisätään kaikki pyydetyt pisteet hilaan
2. Korjataan sekoitusfunktioita: Jos jokin sekoitusfunktio syyllistyy rikkomukseen 1, 
suoritetaan sekoitusfunktiolle sopiva tihennys. 
3. Korjataan hilaa: Jos jokin sekoitusfunktio syyllistyy rikkomukseen 2, lisätään hilaan 
sopiva solmu.
4. Toistetaan vaiheita 2 ja 3, kunnes rikkomuksia ei ole.
Jos rikkomuksia ei ole, T-splini on validi ja algoritmi on onnistunut. Rikkomuksien 1 ja 2 
selvittäminen automaattisesti ratkaisee myös rikkomukset 3. 
Numeerinen vaihe
Kun rakenteellinen vaihe on saatu päätökseen ja uuden T-hilan rakenne tunnetaan, lasketaan 
uusien ja siirtyneiden ohjauspisteiden sijainti numeerisessa vaiheessa. Sekoitusfunktioiden 
tihennys rakenteellisessa vaiheessa antaa kertoimet, joilla vanhat sekoitusfunktiot voidaan 
ilmaista uusien funktioiden lineaarikombinaationa. Tämä taas mahdollistaa uuden hilan 
ohjauspisteiden laskemisen kun pinta halutaan pitää muuttumattomana. Artikkelin [2] 
mukaan uusi pinta P  määräytyy yhtälöstä
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P j B j s , t  .
Bi s , t   voidaan taas esittää rakenteellisessa vaiheessa saatujen kertoimien avulla





j B j s , t .






j P i=M 1,2 P i , missä matriisi M 1,2=c i
j . 
Esitetään tälle nyt todistus.










j P i , niin P s , t ≡ P s , t . 5
Todistus :

































P j B j s , t ≡ P  s , t 
Näin on saatu määritellyksi kaikki tarvittavat solmut ja niiden koordinaatit, joten algoritmi 
on valmis. Tarkempi erittely algoritmin toteutuksesta esitetään kohdassa 
Toteutus/lisäysalgoritmi.
Pinnan yksinkertaistusalgoritmi
Artikkelissa [2] annettiin myös pinnan yksinkertaistamiseen tarkoitettu algoritmi. Osa 
splinipinnan pisteistä saattaa olla turhia siinä mielessä, että ne eivät tuota uutta 
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informaatiota pinnan muodosta, vaan sama tai hyvin samankaltainen pinta voidaan ilmaista 
vähemmillä pisteillä. Etsitään siis alkuperäisen pinnan approksimaatiota.
On mahdollista poistaa pinnasta pisteitä yksitellen, mutta tehokkaammaksi on osoittautunut 
radikaalimpi tapa. Yksinkertaistusalgoritmi lähtee liikkeelle yksinkertaisesta T-
spliniavaruudesta S0 , jossa on 4x4  ohjauspistettä säännöllisessä hilassa. Tämän 
avaruuden P0  ohjauspisteet P i
0  valitaan niin, että muodostuva pinta on pienimmän 
neliösumman mielessä mahdollisimman lähellä alkuperäistä pintaa P n . Niille hilan alueille 
joissa virhe on liian suuri, lisätään pisteitä. Näin saadaan seuraava T-spiniavaruus S1 . 
Iteraatioita suoritetaan kunnes virhe alkuperäisen pinnan ja parhaan approksimaation välillä 
on riittävän pieni. 
Pienimmän neliösumman approksimaation saamiseksi on muodostettava ohjauspisteille 
P i
j  yhtälöt pinnan P n  suhteen ja käännettävä muodostuva matriisi. Ei ole tiedossa 
muodostuuko matriisiin mahdollisesti jotain rakennetta joka helpottaisi yleistä matriisin 
kääntämistä. Tämän sovituksen tutkiminen jätetään kuitenkin tämän tutkielman 
ulkopuolelle. 
Muita algoritmeja
T-splineille on esitetty muitakin algoritmeja, kuten T-splinien muuttaminen B-
splinipinnaksi ([2]), z-map -datan kuvaaminen T-splinillä ([10]) ja T-splinien yhdistäminen 
([1]).
Toteutus
T-splinit ovat vielä varsin uusi idea, ja toistaiseksi ainoa julkaistu ohjelma joka käyttää T-
splinejä on Sederbergin yrityksen julkaisema liitännäinen [12] mallinnusohjelmaan Maya 
[11], johon ei ole lähdekoodeja. Se, onko T-splinejä käsitteleviin artikkeleihin olemassa 
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niihin liittyviä lähdekoodeja, on epäselvää. Joka tapauksessa, käytössäni ei ollut T-
splinitoteutusta, joten lähdin toteuttamaan joitain perustoimintoja. Lähtökohtana oli 
selvittää kuinka T-splinit tarkalleen tulisivat toimimaan ja tarkastella esityksen toimivuutta.
Ensimmäiset testaukset toteutin Matlabille. Tietorakenteen mutkistuessa päätin siirtyä 
käyttämään C++ -kieltä, joka olio-ohjelmointiominaisuuksineen tarjosikin paremmin 
toimivan alustan. Matlabia käytin koko ajan kuvien tekoon. C++-ohjelmat tallensivat 
tuloksensa tiedostoihin, jotka taas matlab-ohjelmat osasivat lukea. 
Toteutuksen osat
Osa Ominaisuudet Tiedostot




CVector Vektoriaritmetiikka, vektorit 
vakiomittaisia, mutta käytettävissä useita 
pituuksia.
Vector.h, Vector.cpp
CMatrix Matriisiaritmetiikka, matriisiin voi lisätä 
rivejä.
Matrix.h, Matrix.cpp
Tnode Solmujen koordinaatit, särmien ja 
sekoitusfunktioiden kirjanpito
Tnode.h, Tnode.cpp
Tmesh Solmujen hallinta, hilassa liikkuminen, 
hilan muokkaus, lisäysalgoritmi
Tmesh.h, Tmesh.cpp
Definitions Vakiot, tyypit definitions.h
DrawTmesh Matlab-funktio T-hilan ja pinnan 
piirtämiseen
drawTmesh2.m
Taulukko 3: Luettelo lähdekoodin osista
Kirjoitin koodin englanniksi yleisen käytännön mukaan. Jatkossa viitataan toteutuksen osiin 
englanninkielisillä nimillä erotuksena abstraktioista, joihin viitataan suomeksi.
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T-hilan mallinnus
Tietorakenteen perusajatuksena on, että Tmesh on säiliö, johon on tallennettu Tnode-
solmuja, jotka on linkitetty keskenään. Tnode-solmuihin on tallennettu tieto solmun 
hilakoordinaateista, solmun ohjauspisteestä, solmuun liittyvistä särmistä ja 
sekoitusfunktioista. Kaikkien laskenta tapahtuu tiedostossa definitions.h määritellyllä 
tarkkuudella real. Olen käyttänyt tänä tarkkuutena tyyppiä double (64-bittinen liukuluku). 
Merkitään tarkkuudella real määriteltyjen liukupistelukujen joukkoa R . 
Hilakoordinaattijärjestelmänä käytetään R2 -tasoa, ohjausavaruutena R4 -avaruutta. Nämä 
on määritelty 2- ja 4-paikkaisina vektoreina. Akseleiden suunnille on määritelty nimet ja 
numerointi.
suunta nimi numerointi
negatiivinen s-akseli vasen 0
positiivinen t-akseli ylös 1
positiivinen s-akseli oikea 2
negatiivinen t-akseli alas 3
Taulukko 4: Suuntien numerointi
Särmät on toteutettu osoittimina solmusta toiseen. Jos solmusta on särmäosoitin suuntaan 
d  on kohdesolusta vastaavasti osoitin takaisin soluun suuntaan d2 mod 4 . Olkoon E  
hilan särmien joukko. Merkitään solmujen PA  ja PB  välisen särmän indikaattoria
E P A , PB:={1, jos P A: n ja PB :n välissä on särmä0, muutoin ={1, {P A , PB}∈E0, muutoin .
Kuhunkin solmuun saattaa liittyä joukko sekoitusfunktioita, siksi solmussa on lista, johon 
kaikki pisteenlisäyksien yhteydessä syntyvät sekoitusfunktiot voidaan tallentaa. 
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nimi tyyppi kuvaus
id_ int Solmun tunniste
edges_ TnodePtr[4] Särmät, suuntien numeroinnin mukaan, NULL jos ei ole 
särmää
st_ CVector<real,2> Solmun (s,t) -koordinaatit







Taulukko 5: Solmun toteutuksen (luokan Tnode) tietojäsenet
Luokassa Tmesh on hilan hallintaan liittyviä sekä monia T-splinitoteutuksen kannalta 
keskeisiä operaatiota. Tässä on lueteltu niistä tärkeimmät.
nimi kuvaus
addNode Lisää solmun hilaan. Tmesh huolehtii 
chechRule1 Tarkistaa toteutuvatko Säännöt 1. ja 2.
calculateBlendingFunction Määrittää annetun solmun sekoitusfunktion hilan perusteella
connectNextTo Yhdistää annetun solun toisen solun naapurisoluksi
refine Suorittaa lisäysalgoritmin rakenteellisen vaiheen ja tallentaa 
sekoitusfunktioiden kertoimet
transform Suorittaa lisäysalgoritmin numeerisen osan
Taulukko 6: Keskeiset luokan Tmesh operaatiot
Tahkon kiertäminen
Tahkolla tarkoitetaan särmien rajaamaa yhtenäistä aluetta ja sen kiertämisellä sen ympäri 
kulkevaa kulkua. Tahkon kiertäminen on keskeinen operaatio liikuttaessa hilaverkossa. 
Tarkasteltaessa hilaa verkkona huomataan, että piirtämällä hila (s,t)-tasoon käyttäen 
solmujen hilakoordinaatteja saataisiin aikaan tasoverkko, ellei hilassa olisi nollamittaisia 
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särmiä. Näiden särmien läsnäolo johtaa kumminkin yleisempään verkon 
upottamisongelmaan. 
Ongelman helpottamiseksi hilaa rakennettaessa solmuihin on tallennettu tiedot siitä mihin 
suuntiin särmät lähtevät. Tämä solmujen järjestämiseksi tarvittava tieto syntyy siis hilan 
luonnin yhteydessä, joka ohjelmassa (kuten funktiossa Tmesh::regularGrid()) tai käyttäjän 
syötteenä tämän osoittaessa mille särmälle solmu lisätään.
Näin verkko voitaisiin upottaa kokonaan tasoon, mutta tämä on kuitenkin tarpeen yleensä 
vain kun halutaan konkreettisesti piirtää kuvat hilasta. Yleensä yleistä upotusta ei 
kuitenkaan tarvita, vaan voimme toimia liikkumalla verkossa paikallisesti. Paikallista 
liikkumista voidaan pitää mielekkäänä, koska tällöin kaikki verkon särmiä ei tarvitse käydä 
läpi. 
Tahkon kierron merkitys toteutuksen kannalta on siinä, että sillä löydetään solmua tietyssä 
suunnassa lähinnä olevat särmät. 
Merkitään verkon solmuja P , tahkoa F  ja lyhintä mahdollista sen reunan muodostavaa 
kulkua wF= p0, , pn⊂P , p0= pn . Merkitään 
dir  pi , p i1={0, jos solmusta p ion särmä vasemmalle solmuun pi11, jos solmusta p ion särmä ylös solmuun p i12, jos solmusta p ion särmä oikealle solmuun pi1
3, jos solmusta p ion särmä alas solmuun p i1
 ja 
Ed  pi , p i1=Solmusta p_i on särmä suuntaan d solmuun p_{i+1} .
Voidaan todeta seuraavat seikat, joilla todistetaan kuinka kulku wF  voidaan löytää:
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1) Tahkon F reunan solmut kuuluvat samaan kulkuun kun verkko on yhtenäinen. 
Äärellisen verkon ulkopuolelle jäävä alue lasketaan myös tahkoksi. Tämä sulkee 
pois mahdollisuuden, että tahkon sisällä olisi irrallisia särmiä.
2) Kulun alkuehtoina annetaan jokin solmu p0  ja suunta d 0 . 
3) Olkoon si=max { j∈{−2,−1,0,1} ∣ Ed j pi , pi1 , d j=d i j } , missä 
d i={d 0 kun i=0dir p i−1 , p i , muutoin . Jos pisteet p i−1 , p i∈wF , niin solmusta  p i  
suuntaan d i=dir p i−1 , p isi mod 4  oleva solmu p i1  kuuluu polkuun wF . 
Tämä voidaan todeta vasta-oletuksen avulla. Jos p i1  ei kuuluisi tahkon wF  
reunaan, olisi oltava solmusta p i  särmä suuntaan 
d i=dir p i−1 , p i si mod 4 , sisi . Tällaista suuntaa d i≠d i  ei kuitenkaan ole, 
koska si  oletettiin maksimaaliseksi.
Siis kiertämällä tahkoa myötäpäivään käydään läpi kaikki tahkon solmut ja särmät.
Solmuvektorien laskeminen
Artikkeleissa [1] ja [2] esitetty keino solmuvektoreiden määrittämiseksi toimii vain 
kaikkien solmujen hilaparametrien ollessa erilliset tai jos olisi käytössä verkon upotus 
avaruuteen, jossa hilaparametrit ovat erilliset. Tämän ollessa mutkikasta, käytin 
solmuvektorin määrittävien naapurisolmujen löytämiseen paikallisempaa metodia. Ideana 
on  kulkea särmiä pitkin haluttuun suuntaan ja kirjata ylös vastaantulevat solmut. Siinä 
missä Sederbergin esittämässä algoritmissa [2, sivu 3] seurataan janaa 
parametriavaruudessa, tässä algoritmissa seurataan kulkua v=v0, v1, solmuverkossa. 
Oletetaan, että halutaan löytää solmusta v0  suunnassa d  oleva naapurisärmä. 
Naapurisärmä on kyseiseistä solmusta v0  suuntaan d  ensimmäisenä vastaantuleva suuntaa 
d  vastaan kohtisuorassa oleva särmä. Tässä naapurisärmäksi lasketaan myös lenkki 
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solmusta itseensä, jos naapurisolmulla ei ole varsinaista särmää kohtisuorassa suuntaan d  
nähden. Siis myös pelkkä solmu voidaan laskea naapurisärmäksi. Vertailusuunnalla 
tarkoitetaan seuraavassa sitä s tai t -akseleista, jonka suuntainen d  on. Solmun v0  
solmuvektorin muodostava jono vd  määräytyy seuraavasti:
1) Aloitetaan solmusta v0
d :=v0 .
2) Solmussa v i
d  tarkastetaan, jos
a) haluttuun suuntaan on särmä Ed solmusta v i
d . Tällöin naapurisärmä En löytyy 
särmän päätepisteestä v i1
d . Mikään toinen särmä En ei voi olla solmun v i
d  




b) suuntaan d ei ole särmää, suoritetaan tahkon kierto, jolloin kaikki mahdolliset 
naapurisärmät tulee käytyä läpi. Näiden joukosta tulee valita hakusuuntaan d  vasten 
kohtisuoraan olevat särmät, joiden etäisyys solmusta v i
d  on minimaalinen 
vertailusuunnassa, jotka eivät ole samalla solmurivillä solmun v i
d  kanssa ja jotka 
leikkaavat aloitussolmusta v0
d  suuntaan d  lähtevää parametriavaruuden janaa. Valitun 
särmän solmuista hilakoordinaatiltaan pienempi valitaan solmuksi v i1
d . 
3) Mikäli ik , kasvatetaan i:tä ja mennään kohtaan 2.
Eri suuntaan lähtevien jonojen vd  solmujen hilakoordinaateista muodostuvat aloitussolmun 





2 . Solmuvektori t i  saadaan vastaavasti jonoista v1  ja v3 .
Tämän lähestymistavan hankalin kohta on, jos tahkon kierrossa ei löydetä solmua, joka olisi 
samalla tasolla edellisen solmun kanssa, vaan joudutaan valitsemaan naapurisärmän 
päätepisteiden välillä. Tämän jälkeen on pidettävä huolta, että seuraavat solmut ovat 
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linjassa aloitussolmun kanssa. Toisaalta hyviä puolia menetelmän ovat paikallisuus ja 
nollamittaisten särmien käsittely. Yhden askeleen määräämiseksi tarvitaan karkeasti 
arvioiden 13∣{kaikki puuttuvat särmät}2∣/∣{kaikki mahdolliset särmät}∣ siirtymää 
solmuverkossa. Solmuvektorien tallentaminen jokaiseen solmuun erikseen on tietysti 
hiukan reduntanttia, mutta tekee rakenteesta joustavamman. 
Bezier-reunaehdot
Jotta NURBS- tai T-splinipinta koskettaisi ohjauspisteitä käytetään solmuvektoreissa 
Bezier-reunaehtoja. Astetta k olevalle B-splinikäyrälle nämä ehdot edellyttävät, että 
solmuvektorin ensimäiset ja viimeiset k-solmua ovat samat. 
solmu t0 t1 t2 t3 t4 t5 t6 t7 t8 t9 t10
sijainti 0 0 0 0 0.25 0.5 0.75 1 1 1 1
ohjauspiste P0 P1 P2 P3 P4
Taulukko 7: B-splinikäyrän solmuvektori ja ohjauspisteet Bezier-reunaehtojen vallitessa.
Tässä järjestelyssä  on solmuvektorissa tai hilassa reunapisteitä, joihin ei liity 
ohjauspistettä. Toteutuksessa päädyin käyttämään solmujen organisointia, jossa kaikki 
solmut ovat samanlaisia, eli niihin liittyy ohjauspiste. Tähän järjestelyn toteutukseen liittyy 
kaksi ehtoa (Taulukon 8 numerointia käyttäen):
● Kaksi reunimmaista ohjauspistettä ovat samat ( P0=P1  ja P5=P6 )
● Jos solmuvektoria laskettaessa saavutaan solmujoukon reunalle (t0 tai t6), toistetaan 
viimeistä arvoa.
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 solmu t0 t1 t2 t3 t4 t5 t6
sijainti 0 0 0.25 0.5 0.75 1 1
ohjauspiste P0 P1 P2 P3 P4 P5 P6
Taulukko 8: Vaihtoehtoinen tapa järjestää solmu- ja ohjauspistetieto
Määrittelyalueen täydennys
S-(tai t-)suuntaisen rivin viimeisen pisteen solmuvektori on Bezier-reunaehtojen vallitessa 
muotoa s i=[sn−1 sn sn sn sn ] kun viimeistä arvoa sn toistetaan vielä kahdesti (eli n-1 
kertaa) varsinaisten solmujen loppumisen jälkeen. Kuten johdannossa on todettu, jos 
kantafunktio N [ si ]  määritellään kaavalla 1.1, sekoitusfunktio ei tule määritellyksi 
pisteessä sn . Käyttämällä solmuvektoria s i=[sn−1 sn sn sn sn] ,0  N [ si ]sn ei katoa, 
mutta sekoitusfunktio säilyy välillä [s0 , st  ennallaan, joten määrittelyväliksi saadaan 
[s0 , st ] . Toteutuksessani solmuvektoreiden laskemissa käytetään tätä täydennystä. Kun 
ollaan saavuttu rivin  päähän viimeisintä arvoa toistetaan kerran ja sitten kasvatetaan sitä 
arvolla = .overflowConstant.
Sääntö 2 särmien lisäämisestä
Tahkon kiertoa voidaan käyttää säännön 2 toteuttamiseen. Kun on luotu uusi solmu ja sen 
on liitetty hilan muihin pisteisiin annetuissa suunnissa, voidaan säännön 2 toteutuminen 
jäljelle jäävissä suunnissa varmistaa kiertämällä kyseessä olevaan suuntaan aukeavaa 
tahkoa ja tarvittaessa lisäämällä puuttuvat särmät. 
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Kuva 12: Uuteen solmuun (tyhjä ympyrä) tulee lisätä särmä (katkoviiva)
Lisäysalgoritmi
Rakenteellinen vaihe 
Toteutettu rakenteellinen vaihe toimii seuraavanlaisella algoritmilla:
 1 Toistetaan seuraava kaikille solmuilla Pi , kaikille niihen tallennetuille 
sekoitusfunktioille sekä niissä kaikkiin suuntiin: d
 1.1 Lasketaan solmun solmuvektoria v  käyttäen nykyistä hilaa
 1.2 Verrataan vanhaan solmuvektoriin v . Jos v2i  on lähempänä solmua Pi  kuin v2i , 
niin kohdassa 2i  on Rikkomus 1, i=±1,2 . Jos toisin päin, v2i  on lähempänä kuin 
v2i , kohdassa on Rikkomus 2.
 1.3 Jos ilmenee Rikkomus 1., tihennetään sekoitusfunktiota, tallennetaan syntyvät 
sekoitusfunktiot solmuihin ja päivitetään niiden kerroimet. 
 1.4 Jos ilmenee Rikkomus 2., lisätään hilaan puuttuva solmu. 
 2 Palataan kohtaan 1, jos rikkomuksia ilmeni.
Algoritmin loputtua ei pitäisi olla enää rikkomuksia. Kuhunkin solmuun voi liittyä 
useampia sekoitusfunktioita, mutta niiden pitäisi olla tässä vaiheessa identtisiä.
Numeerinen vaihe
Rakenteellisessa vaiheessa solmujen sekoitusfunktioihin on tallennettu kertoimet c i
j , 
joiden avulla voidaan laskea ohjauspisteiden uudet koordinaatit. Tähän käytetään hilan 
metodia transform(), joka kutsuu kaikille solmuille relocate()-metodia, joka laskee uudet 
koordinaatit. Lopuksi kutsutaan normalize()-metodia, joka normalisoi solmujen 
sekoitusfunktiot, niin että niiden kertoimiksi tulee 1 ja poistaa solmusta mahdolliset 
identtiset turhat sekoitusfunktiot.  
Huomioita
Lisäysalgoritmi siis tuottaa uusia solmupisteitä ja uusia sekoitusfunktioita. Kun uusi 
solmupiste Pu  lisätään hilaan, sillä ei ole vielä sekoitusfunktiota. Sen lisääminen hilaan 
36
kuitenkin aiheuttaa sen, että sen naapurisolmussa tapahtuu sekoitusfunktion tihennys, joka 
tuottaa sekoitusfunktion, joka sijaitsee uuden solmun hilakoordinaateissa, eli käytännössä 
tuottaa solmulle Pu  sekoitusfunktion.
Itseasiassa solmun Pu  lisääminen aiheuttaa sekoitusfunktioiden tihennyksiä useissa 
lähistön solmuissa. Pisteissä P1  ja P2  tuottavat molemmat yhden sekoitusfunktion, joka 
sijaitsee pisteen P1  kohdalla. Nämä sekoitusfunktiot ovat kuitenkin samat sillä ne on 
laskettu saman hilan perusteella. Näin ei välttämättä koko aikaa ole. Saattaisi kulua useita 
iteraatioita, ennen kuin vaikkapa P2  tihennettäisiin. Mutta algoritmin lopussa kaikki 
tihennykset on suoritettu ja kaikille sekoitusfunktioille suoritettu lopullisen hilan vaatimat 
tihennykset (mahdollisesti eri järjestyksissä), joten kunkin solmun kaikki sekoitusfunktiot 
ovat samat.
Sekoitusfunktiot
Solmuvektorit määräävät sekoitusfunktion yksikäsitteisesti, joten se on helppo tallentaa. 
Tämän tallennustavan haittapuolena on se että funktion arvoja laskettaessa joudutaan 
lähtemään liikkeelle solmuvektoreista ja laskemaan sekoitusfunktion arvo niistä. Olisi 
mahdollista tallentaa de Boor'n algoritmin [3, 2.2.1] kertoimet ja näin nopeuttaa laskentaa. 
CBlendingFunction-luokassa on apumetodien ohella toteutettu sekoitusfunktioiden 
tihennys kaavojen 3.1-3.4 mukaan.
Lisäysalgoritmissa syntyvät kertoimet c i
j  tallennetaan myös sekoitusfunktioihin. Samoin 
osoitin siihen solmu-/ohjauspisteeseen, jonka sekoitusfunktion tihennyksessä  kyseinen 
sekoitusfunktio on syntynyt. Nämä tiedot korvaavat muunnosmatriisin M 1,2=c i
j . Niitä ei 
talleteta matriisiin, koska matriisin ylläpitäminen algoritmin kuluessa olisi työlästä, sillä 
sekoitusfunktion tihennys hävittää matriisista yhden rivin ja lisää kaksi. Lisäksi pitäisi pitää 
kirjaa siitä, mihinkä solmuun kukin funktio liittyy. Kun kertoimet on tallennettu 
sekoitusfunktioon, tarvitaan ylläpitoon kaksi kertolaskua lisäystä kohden. Tämä oli yksi 
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T-splinipintaan voidaan luoda teräviä piikkejä asettamalla lähekkäin useita solmuja. 
Metodit testSpike1 ja testSpike2 luovat hilat ja ja laskevat pinnan ja tallentavat ne 
tiedostoon. Näiden piirtämiseen on käytetty Matlab-ohjelmaa drawTmesh2. 
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Kuva 13: Yksinkertainen T-hila Kuva 14: Tihennetty T-hila
Kuva 15: Yksinkertaisen hilan tuottama pinta Kuva 16: Tihennetyn hilan tuottama pinta
T-hilan tihennyksessä lisättiin uusi solmu keskisolmun jokaiselle neljälle puolelle. Neljä 
niitä yhdistävää kulmasolmua ovat syntyneet tihennysalgoritmissa. Selvyyden vuoksi 
pisteitä ei lisätty täsmälleen keskisolmun (s,t)-koordinaatteihin, vaan etäisyydelle 0.03 siitä. 
Jos pisteet luodaan samoihin (s,t)-koordinaatteihin saadaan terävä piikki.
Virhearvioita
Pisteenlisäyksen numeerinen stabiilius
Solmun (s,t)-koordinaatit oletetaan annetuiksi, joten mahdollisesti epästabiileja muuttujia 
ovat sekoitusfunktioihin ja ohjauspisteen koordinaatteihin vaikuttavat muunnosmatriisin 
arvot. Tarkasteltaessa väitteen 5 yhtälöitä huomataan, että kertoimien c i
j  ja P laskeminen 
on numeeriselle virheelle altteinta. Rakenteellisessa vaiheessa ei suoriteta laskuja, joiden 
arvoja tallennattaisiin.
Kertoimet c i
j  saadaan muotoa c0=k−s0/ s3−s0  olevista yhtälöistä. Aina kuitenkin 
pätee k−s0≤s3−s0 , joten c i
j≤1 . Pyöristysvirheet erotuksen s3−s0  laskemisessa 
saattaisivat olla merkityksellisiä. Erotus k−s0  kutistuu kuitenkin nopeammin ja tämä 
pitänee  laskun hallinnassa. Tätä päättelyä varmentaa testi numericalStabilityTest, 
joka osoitti, että jopa laskujärjestys c0=1/ s3−s0k−s0 , s3 s0 , on stabiili.





Taulukko 9: c0:n arvoja kun s3 lähestyy s0:aa, k=(s0+s3)/2, s0=0. c0:n tarkka arvo on 0.5.
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Pätee myös 0≤ci
j , joten summa P j=∑ ni=1c i
j P i  on kertoimien 
c i
j
 suhteen stabiili. 
Tietenkin jos ohjauspisteiden P i  koordinaatit on epäonnisesti valittu saattaa 
summauksessa pyöristysvirheiden merkitys kasvaa. 
Virhe yksittäisen pisteenlisäyksessä
Tehdään sarja testejä pisteenlisäyksen numeerisen tarkkuuden tarkastelemiseksi. Testi 
löytyy ohjelmakoodeista nimellä RefinementQualityTest. Siinä säännölliseen T-hilaan 
lisätään satunnaisen pisteen  naapuriksi uusi piste.  Alunperin T-hilassa oli 11x11-pistettä, 
joita oli poikkeutettu tasosta z-koordinaatin suhteen välille [−1,1] . Sitten ohjelma arpoo 
särmän, jolle pisteenlisäys suoritetaan. Uuden ja vanhan pinnan ero laskettiin 
parametriavaruuden [0,1]×[0,1] välimatkan d=0.01 välein olevissa pisteissä. Vertailu 







float 7 4000 1.14∗10−7 1.91∗10−6
double 15 4000 1.46∗10−16 3.68∗10−15
Maksimivirhe näyttää olevan lähellä merkitsevien numeroiden  ilmaisutarkkuutta 
lähtöarvojen ollessa välillä [-1,1].
Yhteenveto ja loppupäätelmät
T-splinien hila on NURBS-hilaa joustavampi, mikä mahdollistaa pienemmän solmumäärän 
käyttämisen pinnan kuvaamiseen. T-hilan harvuus kuitenkin asettaa lisäysalgoritmille 
enemmän vaatimuksia. Sekoitusfunktiot ovat tässä keskeisessä asemassa, kuten splineillä 
yleensäkin. 
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Sekoitusfunktioiden tihennys jakaa alkuperäisen funktion kahden uuden funktion 
summaksi. Tämä mahdollistaa tarkan ja tehokkaan tavan säilyttää pinta samana pisteen 
lisäyksen kuluessa. Lisäysalgoritmi ja säännöt 1-3 puolestaan määrittelevät kaikki ne 
kohdat, joissa sekoitusfunktioita tulee tihentää. 
Koska esimerkkinä toimivia T-splinitoteutuksia ei ollut, on tässä työssä toteutettu 
kirjanpito, eli tietorakenteet, aika pitkälti C++ olio-ohjelmointina, mikä hienoinen muutos 
kursseilla opittuun. Yksinkertaistusalgoritmia ei työn puitteissa ehditty toteuttaa, mutta sen 
pohjautuessa lisäysalgoritmiin olen valmis kuitenkin uskomaan, että sekin toimii, kunhan 
osataan muodostaa yhtälöt ohjauspisteiden sijainnille, joka antaa pinnan pienimmän 
neliösumman sovituksen. 
Muita selvittämisen arvoisia seikkoja T-splinien tiimoilta voisi löytyä 
approksimaatioteorian piiristä. Mallinnussovelluksissa solmupisteitä lisäillään käyttäjän 
tarpeen mukaan, mutta approksimoinnissa voitaisiin T-hilan joustavuutta ehkä hyödyntää 
enemmänkin. Esimerkiksi mittaukset voitaisiin ryhmitellä tiheämpään tärkeillä alueella ja 
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C++-koodit muodostavat yhden projektin, joka on suunniteltu käännettäväksi windowsin 
alla komentoriviohjelmaksi. DrawTmesh2.m on MATLAB-tiedosto, jolla C++-projektin 
tulosteita voidaan visualisoida. Nämä lähdekoodit ovat saatavilla zip-pakettina osoitteesta 
http://www.iki.fi/~jaakko.tuosa/gradu/. Paketista löytyy myös Visual Studio .NET 2003 





/* Luokka CBlendingFunction mallintaa t-spline-sekoitusfunktioita. 
 *
 */







CBlendingFunction(const KnotVector& knotsS, const KnotVector& knotsT, real c = 1, TnodePtr parent = NULL);
~CBlendingFunction(void);
// Laskee sekoitusfunktion arvon pisteessä (s,t)
real operator () (real s, real t) const;
// Sekoitusfunktion tihennysmetodi. Suorittää tihennyksen suunnassa dirST, kohtaan index, 
// lisäten arvon value (jonka pitäisi olla välillä indexin määrittelemällä välillä).
// Tulosteena palautetaan osoitin syntyvään sekoitusfunktioon sekä sekoitusfunktioiden kertoimiin.
// Myös sekoitusfunktio johon tihennyssuoritetaan voi muuttua. newBL on aina se toinen sekoitusfunktio,
// jonka solmuvektori on keskitetty eri kohtaan. c2 on sen kerroin. c1:n arvon asetetaan automaattisesti
// tähän funktioon.
void refine(int dirST, int index, real value, BlendingFunctionPtr& newBL, real &c1, real &c2);
// Sekoitusfunktion normalisointi, transformaatioon liittyvät muuttujat c_ ja parent_ resetoidaan
void normalize(TnodePtr parent);
// Kopiointi- ja vertailuoperaattorit
void swap(CBlendingFunction& other);
CBlendingFunction& operator =(const CBlendingFunction& rhs);
bool operator ==(const CBlendingFunction& rhs);
// Tulostuskäsky, mm operaattori << käyttää tätä.
std::ostream& print(std::ostream& os, bool format = true) const;
// Ystäväluokat ja -funktiot, joille annetaan pääsy private-muuttujiin








// S- ja T-solmuvektorit
KnotVectors knots_;











// Apufunktiot sekoitusfunktion arvon laskemiseksi
// Suoraviivainen rekursiivinen toteutus, toiminnan tehostamiseksi splineBasis-funktio pitäisi
// muuttaa toimimaan for-loopilla k=0..n. 






real splineBasis(int k, int i, const KnotVector& t, real x)
{
if (k==0) {
return (t[i]<=x)&&(x<t[i+1]) ? 1 : 0;
}
return omega(k,i,t,x)*splineBasis(k-1,i,t,x) + (1-omega(k,i+1,t,x))*splineBasis(k-1,i+1,t,x);
}
// Konstructori





























V1[0] = V2[1] = value;
V1[1] = V2[2] = knots_[dirST][1];
V1[2] = V2[3] = knots_[dirST][2];
V1[3] = V2[4] = knots_[dirST][3];
V1[4] = knots_[dirST][4];
break;




V1[0] = V2[1] = knots_[dirST][1];
V1[1] = V2[2] = value;
V1[2] = V2[3] = knots_[dirST][2];
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std::cout << "CASE 2?" << std::endl;
assert(false);
break;




V2[0] = V1[1] = knots_[dirST][1];
V2[1] = V1[2] = knots_[dirST][2];
V2[2] = V1[3] = value;
V2[3] = V1[4] = knots_[dirST][3];
V2[4] = knots_[dirST][4];
break;
case 4: // (9) // switching c and d and V1, V2
c1 = c_*1; 
c2 = c_*(knots_[dirST][4]-value)/(knots_[dirST][4]-knots_[dirST][1]);
V1[0] = knots_[dirST][0];
V2[0] = V1[1] = knots_[dirST][1];
V2[1] = V1[2] = knots_[dirST][2];
V2[2] = V1[3] = knots_[dirST][3];





// Myös tämän funktion painotus muutetaan. c1 on kuitenkin laskettu käyttäen
// alkuperäistä arvoa, joten sekään ei tässä huku.




newBL = new CBlendingFunction(V2,knots_[DIR_T],c2,parent_);
} else {









CBlendingFunction& CBlendingFunction::operator =(const CBlendingFunction& rhs)
{









std::ostream& CBlendingFunction::print(std::ostream& os, bool format) const
{
assert(parent_!=NULL);
os << parent_->getId() << ":";
os << c_;
if (format) os << "*"; 
for (int st=0; st<2; ++st)
{
if (format) os << "["; 
knots_[st].print(os);


















 * Tämä tiedosto määrittelee käytetyt suuntien numeroinnit, sekä muutamia usein käytettyjä osoittimia.





const int DIR_S = 0;
const int DIR_T = 1;
// Vasen/Ylös/Oikea/Alas -suunnat
const int DIR_LEFT  = 0;
const int DIR_UP    = 1;
const int DIR_RIGHT = 2;
const int DIR_DOWN  = 3;
// Funktiot, jotka määrittelevät suuntien (vasen/ylös/oikea/alas) ominaisuuksia
// Määrittää suuntaa dir vastaan olevan suunnan
inline int opposite(int dir) { return (dir+2)%4; } 
// Määrittää on onko suunta dir S/T-suunnan dirST suuntainen
inline int parallelTo(int dir, int dirST) { return (dir%2)==dirST; } 
// Määrittää kasvaako koordinaattien numeeriset arvot kun liikutaan suuntaan dir
inline bool increasing(int dir) { return (dir==DIR_UP)||(dir==DIR_RIGHT); } 
// Ohjausavaruuden suunnat
const int DIR_X = 0;
const int DIR_Y = 1;
const int DIR_Z = 2;
// Nimetään tyyppi real, jota käytetään kaikkiin laskuihin
typedef double real;
// Seuraavaksi määritellään vakio, jota käytetään määrittelyalueen täydennykseen.
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// Täytyy toimiakseen olla > 0.  Tämä ei taida olla luontevin paikka vakiolla, 
// mutta tässä se on nyt näkyvillä. Voisi olla myös kirjoitettu isoilla.
const real overflowConstant = 10; 




// Nimetään lista Tnode-osoittimia. (Boost.org:in) Fiksummat Shared_ptr eivät 
// itseasiassa olisi olleet mitenkään huonoja tähän käyttöön.
typedef std::list<TnodePtr> (TnodePtrList);





//  include file for standard system include files,
// or project specific include files that are used frequently, but









// source file that includes just the standard includes
// tmesh2.pch will be the pre-compiled header













/* cycleTest1-3 testaavat tahkonkiertoa.
 *
 */
// Apufunktio cycleTestien tulostamiseen




cout <<"Cycle. Results: " <<endl;
while (!results.empty())
{












|     |
1--0  |
   |  |
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   5--4
*/
TnodePtr p[6];
p[0] = new Tnode(1,1);
p[1] = new Tnode(0,1);
p[2] = new Tnode(0,2);
p[3] = new Tnode(2,2);
p[4] = new Tnode(2,0);








for (int i=0; i<6; ++i)
mesh.addNode(p[i]);
cout << "Not a cycle?" << endl;
printCycleTest(mesh.chechFaceCW(p[0],p[0],1,results,100,false),results); 
p[5]->setEdges(NULL,p[0],p[4],NULL);







|     |
|  5--4
|  |  
|  6-7




p[0] = new Tnode(1,1);
p[1] = new Tnode(0,1);
p[2] = new Tnode(0,4);
p[3] = new Tnode(2,4);
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p[4] = new Tnode(2,3);
p[5] = new Tnode(1,3);
p[6] = new Tnode(1,2);
p[7] = new Tnode(1.5,2);












for (int i=0; i<6; ++i)
mesh.addNode(p[i]);
cout << "Cycle? 6,5,2/3?" << endl;
printCycleTest(mesh.chechFaceCW(p[0],p[0],1,results,100,false),results);
}
void c(TnodePtr** pp,int i, real s, real t, int l, int u, int r, int d)
{
(*pp)[i] = new Tnode(s,t);
TnodePtr L = (l==-1) ? NULL : (*pp)[l];
TnodePtr U = (u==-1) ? NULL : (*pp)[u];
TnodePtr R = (r==-1) ? NULL : (*pp)[r];





/* fig9 step 2, not
6-------7
|       |
4  5    |





p[0] = new Tnode(0,0);
p[1] = new Tnode(1,0);
p[2] = new Tnode(1,0);
p[3] = new Tnode(3,0);
p[4] = new Tnode(0,1);
p[5] = new Tnode(1,1);
p[6] = new Tnode(0,2);










for (int i=0; i<8; ++i)
mesh.addNode(p[i]);
TnodePtrList results;
cout << "Cycle? 5,3?" << endl;
printCycleTest(mesh.chechFaceCW(p[4],p[4],2,results,100,false),results); 
cout << "Cycle? 4?" << endl <<flush;
printCycleTest(mesh.chechFaceCW(p[5],p[5],0,results,100,true),results);
cout << "Cycle? 6/7?" << endl <<flush;
printCycleTest(mesh.chechFaceCW(p[5],p[5],1,results,100,false),results);
mesh.checkRule1(p[5]);





// cycleTest1(); // ok
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// cycleTest2(); // ok
cycleTest3(); // ok
}
/* testFig9 testaa hilan luontia, sekoitusfunktioiden laskemista






|  |  |   |  |  |
|  |  |   |  |  |
5--6--7   |  /  |
|  |  |   |  |  |
|  |  |   |  |  |
0--1--2-n-3--4-14
0  1  2   4  5  6
*/
const int nodes = 15;
TnodePtr p[nodes];
p[0] = new Tnode(0,1,0,1);
p[1] = new Tnode(1,1,1,1);
p[2] = new Tnode(2,1,2,1);
p[3] = new Tnode(4,1,4,1);
p[4] = new Tnode(5,1,5,1);
p[5] = new Tnode(0,2,0,2);
p[6] = new Tnode(1,2,1,2);
p[7] = new Tnode(2,2,2,2);
p[8 ] = new Tnode(0,3,0,3);
p[9 ] = new Tnode(1,3,1,3);
p[10] = new Tnode(2,3,2,3);
p[11] = new Tnode(4,3,4,3);
p[12] = new Tnode(5,3,5,3);
p[13] = new Tnode(6,3,6,3);
































cout << "Old value: " << mesh(3,2) << endl;




//  Toisia testejä
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cout << endl << endl;
mesh.refine();
cout << endl << endl;
mesh.refine();
cout << endl << endl;
// mesh.refine();
cout << endl << endl;*/
/*
cout << endl << endl;









cout << endl << endl;
























cout << endl << endl;
mesh.checkKnots(p[7],2);
cout << endl << endl;*/
if (mesh.refinementStep())
cout << endl << endl << "VIOLATIONS" << endl;
else
cout << endl << endl << "NO vIoLaTIoNS" << endl;
if (mesh.refinementStep())
cout << endl << endl << "VIOLATIONS" << endl;
else
cout << endl << endl << "NO vIoLaTIoNS" << endl;
if (mesh.refinementStep())
cout << endl << endl << "VIOLATIONS" << endl;
else
cout << endl << endl << "NO vIoLaTIoNS" << endl;
if (mesh.blendingFunctionsEqual())
{
cout << "Blending functions equal!" << endl << endl;
mesh.transform();
cout << "New value: " << mesh(3,2) << endl;
}














M(2,3) = 9; // JEE!
cout << M(3,4) << endl;
// cout << M.get(1,2) << endl;
// cout << M.get(2,2) << endl;







cout << v << endl;
CVector<real,4> a;












cout << M << endl;
for (TnodePtrMap::const_iterator i = P.begin(); i!=P.end(); ++i)
{




/* Suoritetaan hilaan pisteentihennys ja tarkastellaan pinnan arvojen





real d = 0.1;
int n = 1+(int)((1-0)/d);
CVector<real,4> * surf = new CVector<real,4>[n*n];
Tmesh* mesh = Tmesh::regularGrid(5,5);
int k = 0;
for (real y=0; y<=1; y+=d)
{









TnodePtr n0 = new Tnode(  0,0.75,1,3.5);
TnodePtr n1 = new Tnode(  0,0.75,2,3.5);









cout << "Transform" << endl;
mesh->transform();
cout << "Calculating surface" << endl;
k = 0;
for (y=0; y<=1; y+=d)
for (real x=0; x<=1; x+=d)
{






cout << endl << endl << "---------------------------------------------" << endl << endl;






cout << "Transform" << endl;
mesh->transform();
cout << "Calculating surface" << endl;
k = 0;
for (y=0; y<=1; y+=d)
for (real x=0; x<=1; x+=d)
{














/* Luodaan satunnainen hila ja lisätään siihen piste.
 * Kirjataan pinnan muutos muuttujiin sum ja max.
 * refinementQualityTest kutsuu tätä funktiota.
 */
void refinementQuality(long &count, real &sum, real &max)
{
real d = 0.05;
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int n = 1+(int)((1-0)/d);
CVector<real,4> * surf = new CVector<real,4>[n*n];
// luodaan t-hila
Tmesh* mesh = Tmesh::regularGrid(10,10);
// ja arvotaan sen ohjauspisteiden korkeudet
srand( (unsigned)time( NULL ) );
int pcount = 0;





int k = 0;
for (real y=0; y<=1; y+=d)
{









// arvotaan naapuripiste p
do
{
int id = ((1+pcount)*rand())/(1+RAND_MAX);
TnodePtrMap::iterator i = mesh->getNodesBegin(); 














// valitaan särmän toisessa päässä oleva solmu q
TnodePtr q = p->getEdge(dir);
assert(q!=NULL);
// sijoitetaan uusi piste n0 niiden puoleen väliin
real s = (p->getTcoord(DIR_S)+q->getTcoord(DIR_S))/2;
real t = (p->getTcoord(DIR_T)+q->getTcoord(DIR_T))/2;
cout << p->getId() << " " << dir << " " << s << " " << t << endl;






// vertaa uutta pintaa vanhaan 
k = 0;
for (real y=0; y<=1; y+=d)
{
for (real x=0; x<=1; x+=d)
{
// Tarkista poikkeama d yhdessä pisteessä
CVector<real,4> v = (*mesh)(x,y);
















{real sum = 0;
real max = -100;
long count = 0;
for (int i=0; i<10; ++i) {
refinementQuality(count,sum,max);
cout << "Sampled in " << count << " points on " << (i+1) << " surfaces." << endl;
cout << "Avarage error is " << sum/count << "." << endl;















real d = 0.05;
int n = 1+(int)((1-0)/d);
// luodaan t-hila
Tmesh* mesh = Tmesh::regularGrid(4,4);
// ja arvotaan sen ohjauspisteiden korkeudet
for (TnodePtrMap::iterator i = mesh->getNodesBegin(); i!=mesh->getNodesEnd(); ++i)
{
real s = i->second->getTcoord(DIR_S);
real t = i->second->getTcoord(DIR_T);
CBlendingFunction *b = i->second->blendingFunctions_.front();
cout << (*b)(s,t) << endl;
}
// f.close();









for (real y=0; y<=1.000001; y+=d)
{
for (real x=0; x<=1.000001; x+=d)
{









// p = mesh->findNode(34);
// int dir = DIR_UP;
do
{
int id = ((1+pcount)*rand())/(1+RAND_MAX);
TnodePtrMap::iterator i = mesh->getNodesBegin(); 












// TnodePtr p = mesh->findNode(34);
// int dir = DIR_UP;
TnodePtr q = p->getEdge(dir);
assert(q!=NULL);
real s = (p->getTcoord(DIR_S)+q->getTcoord(DIR_S))/2;
real t = (p->getTcoord(DIR_T)+q->getTcoord(DIR_T))/2;
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cout << p->getId() << " " << dir << " " << s << " " << t << endl;










// real sum = 0;
// real max = -1000;
for (real y=0; y<=1; y+=d)
{
for (real x=0; x<=1; x+=d)
{
CVector<real,4> v = (*mesh)(x,y);
real d = diff(surf[k],v);








// cout << "Avarage error is " << sum/k << "." << endl;
// cout << "Max error is " << max << "." << endl;
// f.close();
} else {
cout << "Failed." <<endl;
}*/
delete mesh;
// delete [] surf;
}








|   |
3-8-2
|   |
|   5
|   |
0-4-1
*/
const int nodes = 10;
TnodePtr p[nodes];
p[0] = new Tnode(1,1);
p[1] = new Tnode(2,1);
p[2] = new Tnode(2,2);
p[3] = new Tnode(1,2);
p[4] = new Tnode(1.5,1);
p[5] = new Tnode(2,1.5);
p[6] = new Tnode(1,3);
p[7] = new Tnode(2,3);





















// cout << ":";
int i;
p[9] = new Tnode(1.5,3);
Tmesh mesh;

























cout << "Requested: ";
reqs.front().knots[0].print(cout);
cout << " ";
reqs.front().knots[1].print(cout);
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cout << v2[1] << " ->";
v1[1] = 2;
v2=v1;






// cout << "!" << flush;
// for (i=0; i<nodes; ++i)
// delete p[i];
}




real d = 0.05;
int n = 1+(int)((1-0)/d);
// luodaan t-hila

























Tmesh* mesh = Tmesh::regularGrid(9,9);





















// Tämä testi luo piikin t-spline pintaan. testSpike1 luo loivimman.
void testSpike1()
{










// create basic mesh
Tmesh* mesh = Tmesh::regularGrid(7,7);
TnodePtr p = mesh->findNode(24);
// add some new nodes around the node in the center
double e = 0.03;
TnodePtr nl = new Tnode(0.5-e,0.5);
TnodePtr nu = new Tnode(0.5,0.5+e);
TnodePtr nr = new Tnode(0.5+e,0.5);













cout << "refinment failed." << endl;
}
// move control points to form a spike
mesh->moveNode(24,DIR_Z,1);
for (TnodePtrMap::iterator i = mesh->getNodesBegin(); i!=mesh->getNodesEnd(); ++i)
{
if (i->first>=49) // for all new points
{
mesh->moveNode(i->first,DIR_Z,1); // move up to level 1
}
}









// create basic mesh
Tmesh* mesh = Tmesh::regularGrid(7,7);
TnodePtr p = mesh->findNode(24); // center node
// move control points to form a spike
mesh->moveNode(24,DIR_Z,1);
// add some new nodes around the node in the center
double e = 0.02;
TnodePtr nl = new Tnode(0.5-2*e,0.5);
TnodePtr nu = new Tnode(0.5,0.5+2*e);
TnodePtr nr = new Tnode(0.5+2*e,0.5);













cout << "refinment failed." << endl;
}







cout << "refinment failed." << endl;
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}/*
TnodePtr nl2 = new Tnode(0.5-e,0.5);
TnodePtr nu2 = new Tnode(0.5,0.5+e);
TnodePtr nr2 = new Tnode(0.5+e,0.5);













cout << "refinment failed." << endl;
}
*/
/* for (TnodePtrMap::iterator i = mesh->getNodesBegin(); i!=mesh->getNodesEnd(); ++i)
{
if (i->first>=49) // for all new points
{
mesh->moveNode(i->first,DIR_Z,1); // move up to level 1
}
}*/






// Tämä funktio luo t-hilan, jossa osalla pisteistä on muita laajempi ympäristö,
// joilloin ne vaikuttavat suurempalla alueella
void testU()
{
// create basic mesh
Tmesh* mesh = Tmesh::regularGrid(7,7);
for (TnodePtrMap::iterator i = mesh->getNodesBegin(); i!=mesh->getNodesEnd(); ++i)
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TnodePtr p1 = mesh->findNode(3);
TnodePtr p2 = mesh->findNode(10);
TnodePtr p3 = mesh->findNode(17);
// add some new node
// lower columns
double e = 0.125;
TnodePtr n1 = new Tnode(0.5+e,0);
TnodePtr n2 = new Tnode(0.5+e,0);







TnodePtr n4 = new Tnode(0.5+2*e,0);
TnodePtr n5 = new Tnode(0.5+2*e,0);








TnodePtr p1b = mesh->findNode(31);
TnodePtr p2b = mesh->findNode(38);
TnodePtr p3b = mesh->findNode(45);
TnodePtr n1b = new Tnode(0.5+e,0.75);
TnodePtr n2b = new Tnode(0.5+e,1);








TnodePtr n4b = new Tnode(0.5+2*e,0.75);
TnodePtr n5b = new Tnode(0.5+2*e,1);

























double s0 = 1;
double ero = 0.01;
double c0;
bool end = false;




{double s3 = s0 - ero;
ero *= 0.1;
double k = (s3);
// double k = 0.5*(s0+s3); // toinen k:n valinta
if (s3!=s0)
{
// c0 = (k-s0)/(s3-s0);
c0 = (1/(s3-s0))*(k-s0); // toinen suoritusjärjestys
cout /*<< s0 << "\t" */<< k << "\t" << s3 << "\t" << c0 << endl;
} else end = true;
} while ((!end)&&(c0<1000));
}
int _tmain(int argc, _TCHAR* argv[])
{







































// Lisää solmun hilaan
bool addNode(TnodePtr node);





// Muuttuu solmun ohjauspisteen koordinaatteja
bool moveNode(int id, int coord, real value);
// Yhdistää T-hilan solmun särmät toisiin solmuihin. Parametrit solmujen id:n arvoja
bool connectNode(int nodeId, int left, int up, int right, int down);
// Yhdistää kaksi solmua (joiden ei tarvitse olla hilassa) toisiinsa.
// Solmu node yhdistetään neightbour solmuun suuntaan side in {DIR_LEFT,..,DIR_DOWN} olevaan särmään
void connectNextTo(TnodePtr node, TnodePtr neighbour, int side);
// Laskee sekoitusfunktion tietylle solmulle node
void calculateBlendingFunction(TnodePtr node);
// Laskee kaikkien solmujen sekoitusfunktiot
void calculateBlendingFunctions(void); 
// Tyhjentää kaikkien solmujen sekoitusfunktiot
void clearBlendingFunctions(void); // erase all blending functions
// Luo säännöllisen n*m -solmua käsittävän hilan
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static Tmesh* regularGrid(int n, int m);
// Operaatiot
// Tarkista sääntö 1 solmulle n
bool checkRule1(TnodePtr n);
// Laskee pinnan arvon parameterikoordinaateissa (s,t)
CVector<real,4> operator () (real s, real t) const;
// Tahkonkiertofunktio
// Parametrit:
// start   - solmu josta lähdetään liikkeelle, voi olla eri solmu kuin target, 
// jos ollaan suoritettu jos useampia iteraatioita.
//  target   - solmu, josta alunperin yritetään edetä
//  targetDir - mihin suuntaan yritetään edetä (mutta särmä puuttuu)
//  results   - löydetyt solmut
//  stepLim   - maksimimäärä askeleita, joita voidaan ottaa ennenkuin luovutetaan
//  rule1   - ollaanko tarkistamassa sääntöä 1.
bool chechFaceCW(TnodePtr start, TnodePtr target,int targetDir, TnodePtrList&  results, int stepLim = 100, bool rule1 = 
false);
// Laskee solmun start solmuvektorit suunnassa dir in {DIR_LEFT,..,DIR_DOWN}
void calculateKnots(TnodePtr start, int dir, KnotVector& knots);
// Tarkistaa onko solmussa start rikkomuksia suuntaan dir ja korjaa niitä. 
// Palauttaa true, jos rikkomuksia esiintyy
bool checkKnots(TnodePtr start, int dir);
// Suorittaa tihennyksen jälkeisen ohjauspisteiden siirron ja tihennysfunktioiden siivoamisen
void transform(void);
// Tarkistaa onko kaikkien solmujen sekoitusfunktiot yhtenevät
bool blendingFunctionsEqual(void);
// Suorittaa yhden iteraation pisteenlisäysalgoritmissa
bool refinementStep(void);
// Suorittaa pisteenlisäysalgoritmin
bool refine(int maxSteps = 10, bool verbose = false);
// Tulostusfunktiot
// Tulostaa särmätiedot tiedostoon (matlabin dat-formaatti), tai ruudulle jos file=""
void printEdges(const char* file = "");
// Tulostaa solmutiedot tiedostoon (matlabin dat-formaatti), tai ruudulle jos file="" 
void printKnots(const char* file = "");
// Kirjoittaa pinnan arvot tiedostoon käyttäen resolution pistettä per sivu
















// Tmesh omistaa solmut, poistetaan kaikki



















// n = rows, m = columns
Tmesh* Tmesh::regularGrid(int n, int m)
{
assert((n>3)&&(m>3));
Tmesh* mesh = new Tmesh();
int start = Tnode::id_counter; // oletetaan, että solmujen id:t alkavat lineaarisesti arvosta start
int k = start;
double t = 0; // t-koordinaatti
for (int i=1; i<=n; ++i) // row
{
double s = 0; // s-koordinaatti
for (int j=1; j<=m; ++j) // column
{
mesh->addNode(new Tnode(s,t,j,i,0,1));
if ((j>1)&&(s<1)) // dublikoi reuna-arvot






for (int i=1; i<=n; ++i) // row
{



































bool Tmesh::chechFaceCW(TnodePtr start, TnodePtr target, int targetDir, TnodePtrList&  results, int stepLim, bool rule1)
{
int orientation = 0; // 0 = aloitussuunta. Laskee käännösten määrän
// Oletus: suuntaan targetDir ei ole särmää. Lähdetään vasemmalle siitä
int startDir = (targetDir+3)%4; 
int dir = startDir; // Suunta, johon ollaan menossa
int newDir; // Apumuuttuja
TnodePtr j = start;
TnodePtr next;
int step = 0;
// S/T-koordinaatti, jonka suhteen kunkin solmuvaihtoehdon läheisyyttä target solmuun vertaillaan
int comparedCoord = (targetDir+1) % 2;
real comparedValue = target->getTcoord(comparedCoord);
do 
{
// Tutkitaan mikä olisi mahdollisimman oikealle vievä särmä tästä solmusta
// Yritetään oikealle
newDir = (dir+1)%4; 




} else { // ei pääse oikealle
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// yritetään jatkaa suoraan
if ((next = j->getEdge(dir))!=NULL) 
{
} else { // ei pääse suoraankaan
// yritetään vasemmalle
newDir = (dir+3)%4; // % tarvitsee positiivisen argumentin




} else { // ei pääse vasemmalle
// yritetään peruuttaa
newDir = (dir+2)%4; 




} else { 
// Ei voi peruuttaakaan.









real r1 = j->getTcoord((comparedCoord+1)%2);
real r2 = start->getTcoord((comparedCoord+1)%2);
 
// jos särmä on mahdollinen osuma
if ((orientation % 2 == 0)&&(j!=start)&&(next!=start)&&(increasing(targetDir) ? r1>=r2 : r1<=r2)) 
{










return true; // yksi osuma riittää
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}} else { // not rule 1
TnodePtr min = increasing(dir) ? j : next;
TnodePtr max = increasing(dir) ? next : j; 
// jos särmän päät ovat eri puolilla compareValue:ta, osuma 
if ((min->getTcoord(comparedCoord) <= comparedValue)&&(comparedValue <= max-
>getTcoord(comparedCoord)))
{
TnodePtr result = j;





else { // Jos epätyhjä, lisätään niin, että solmujen järjestys säilyy








































// Loppuehdot: maksimimäärä askeleita, tai polku päätyi alkupisteeseen
while ((step<stepLim)&&(j!=start));
if (j==start) // Jos päästiin alkupisteeseen,
{
// pitää tarkistaa tultiinko sinne oikeasta suunnasta.
// Käännöksiä voi jäädä tekemättä esim. seuraavasti
//
// ---o
//    | <- Tullaan täältä
//    |____
//
// orientation pitää korjata oikeaksi,
// sillä siitä tunnistetaan tultiinko validi kierros



















// Lasketaan solmun solmuvektoria yhteen suuntaan
void Tmesh::calculateKnots(TnodePtr start, int dir, KnotVector& knots)
84
{int pos = 2;
int dirST = dir%2;
int dpos = (dir==DIR_LEFT)||(dir==DIR_DOWN) ? -1 : 1;
// Lähdetään liikkeelle keskisolmusta







const int countLim = 2;
do
{








// Jollei ole särmää, suoritetaan tahkon kierto












} else { 
// ei enää särmiä/solmuja tässä suunnassa
























































TnodePtr min = NULL; 
while (!results.empty())
{
if (min == NULL) {


















} else { 

















void Tmesh::printEdges(const char* file)
{
bool toFile = strlen(file)>0;
std::ofstream f;
if (toFile) f.open(file);
for (TnodePtrMap::const_iterator j = allNodes_.begin(); j!=allNodes_.end(); ++j)
{
TnodePtr n = j->second;
if (toFile)
{




int dirST = i % 2;




cout << n->getId() << ": ";
for (int i=DIR_LEFT; i<=DIR_DOWN; ++i)
{
if (n->getEdge(i)!=NULL)
cout << n->getEdge(i)->getId() << " ";
else







void Tmesh::printKnots(const char* file)
{













CVector<real,4> Tmesh::operator () (real s, real t) const
{
CVector<real,4> r(0);






bool Tmesh::checkKnots(TnodePtr start, int dir)
{
bool verbose = false;
bool violations = false;
const int countLim = 2;
for (std::list<BlendingFunctionPtr>::iterator i=start->blendingFunctions_.begin(); i!=start->blendingFunctions_.end(); ++i)
{
if (verbose)
cout << " # ";
int pos = 2;
int dirST = dir%2;
int dpos = (dir==DIR_LEFT)||(dir==DIR_DOWN) ? -1 : 1;
TnodePtr current = start;
TnodePtr previous = current;
TnodePtr next;
TnodePtr other = start; // Solmu, johon toinen sekoitusfunktio tulee
int otherDir; // if other==NULL, free bl is to dir otherDir of current (node)










cout << " & ";






bool violation1 = start->compareDir(dir,current->getTcoord(dirST),knots[pos]);








cout << "Violation1-"<<dir<<": " << current->getTcoord(dirST) << " 
missed at pos " << pos << " in knotvector ";
if (verbose)
cout << " of " << start->id_;
if (verbose)
if (other!=NULL)
cout << " other is " << other->getId() << endl;
else
cout << " other is a free bl " << endl;
// Sekoitusfunktion tihennys









} else { 
// edellinen osuma oli myös särmälle
// Särmää pitkin liikuttaessa ei pitäisi tulla tällaista rikkomusta
assert(false);
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cout << "Violation2-"<<dir<<": extra " << knots[pos] << " at pos " 
<< pos << " in knotvector of " << start->id_<<endl;






else { // muutoin suoritettaan tahkonkierto
if (verbose)
{
cout << " c("<<start->id_<< " : " << current->id_ << " : " << dir << " : " << pos 
<< " [";
knots.print(cout);







bool violation1 = start->compareDir(dir,current-
>getTcoord(dirST),knots[pos]);







cout << "Violation1-"<<dir<<": " << current-
>getTcoord(dirST) << " missed at pos " << pos << " in knotvector ";

























cout << "Other is a free blending 
function at {"<<s<<","<<t<<"} to dir "<<otherDir<<" of " << current->id_<<endl;





else { // cases pos==0 || pos==4
if (other==NULL) // edellinen oli NULL
{
if (verbose)
cout << "Other is a free 
bl" << endl;
cout << "Problem!" << endl;



























cout << "\nViolation2-"<<dir<<": 





























} else { // no edges in this dir




















// blendingFunctionEqual() should be true for all nodes






















bool violations = false;
for (TnodePtrMap::const_iterator n = allNodes_.begin(); n!=allNodes_.end(); ++n)
{








bool Tmesh::refine(int maxSteps, bool verbose)
{
int step = 0;
while ((step<maxSteps)&& refinementStep())
{





cout << "Refinement failed!" << endl;
return false;
} else {




















bool Tmesh::moveNode(int id, int coord, real value)
{
TnodePtrMap::iterator i = allNodes_.find(id);
if (i==NULL)
return false;
TnodePtr n = i->second;
if ((n==NULL)||(coord<0)||(coord>3))
return false;
CVector<real,4> v = n->xyzw();








void Tmesh::printSurface(const char* filename, int resolution)
{
real d = 1.0/(resolution-1);





for (real t=0; t<=1.000001; t+=d)
for (real s=0; s<=1.000001; s+=d)
{
CVector<real,4> v = (*this)(s,t);





for (real t=0; t<=1.000001; t+=d)
for (real s=0; s<=1.000001; s+=d)
{
CVector<real,4> v = (*this)(s,t);







/* Luokalla Tnode mallinnetaan T-hilan solmuja, joihin on tallennettu
 * parametriavaruuden (s,t)-koordinaatit, solmua vastaavan ohjauspisteen




#include <utility> // pair
#include "definitions.h"
#include "vector.h"
// Seuraavia rakenteita käytetään lisäysalgoritmissa
// Rule1Violation on rakenne, johon voidaan tallentaa tieto tyypin 1 rikkomuksesta
typedef std::pair<int,TnodePtr> Rule1Violation;
typedef std::list< Rule1Violation > (Rule1ViolationList);


























Tnode(real s = 0, real t = 0, real x = 0, real y = 0, real z = 0, real w = 1);
~Tnode(void);
// Accessorit
inline int getId() const { return id_; } // Palauttaa idn
// Palauttaa valitun s/t-koordinaatin, dir in {DIR_S, DIR_T}
real getTcoord(int dir) const { return st_[dir]; } 
// Palauttaa tästä solmusta valittuun suuntaan olevan särmän päässä olevan solmun,
// tai NULL jos särmää ei ole. dir in {DIR_LEFT,..,DIR_DOWN}
TnodePtr getEdge(int dir) const { return edges_[dir]; }
// Asettaa s/t-koodinaatin, dir in {DIR_S, DIR_T}
void setTcoord(int dir, real value) { st_[dir] = value; }
// Yhdistää tämän solmun solmuun value suuntaan dir in {DIR_LEFT,..,DIR_DOWN} olevalla särmällä.
// (Yhdistää myös toisen solmun tähän solmuun). Value voi olla NULL.
void connectTo(int dir, TnodePtr value) { edges_[dir] = value; if (value!=NULL) value->setEdge(opposite(dir),this); }
// Asettaa raa'asti suuntaan dir olevan särmän osoittamaan solmuun value.
// Ei muuta kohdesolmua osoittamaan tähän solmuun.
void setEdge(int dir, TnodePtr value) { edges_[dir] = value; }
// Asettaa solmun kaikki särmät. Arvot voivat olla NULL.
void setEdges(TnodePtr left, TnodePtr up, TnodePtr right, TnodePtr down);
// Vertaa onko solmu a lähempänä tämän solmun keskipistettä kuin solmu b 
// kun tarkastellaan suunnassa dir in {DIR_LEFT,..,DIR_DOWN}  
bool compareDir(int dir, TnodePtr a, TnodePtr b); 
// Vertaa onko arvo a lähempänä tämän solmun keskipistettä kuin arvo b 
// kun tarkastellaan suunnassa dir in {DIR_LEFT,..,DIR_DOWN}  
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bool compareDir(int dir, real a, real b); 
// Ohjauspisteen koordinaattien kirjoitusoperaattori
inline CVector<real,4>& xyzw() { return xyzw_; }
// Ohjauspisteen koordinaattien lukuoperaattori
inline const CVector<real,4>& xyzw() const { return xyzw_; }
// Palauttaa sekoitusfunktioiden lukumäärän
size_t blendingFunctions() const;
// Tarkistaa onko solmuun liittyvät sekoitusfunktiot ok (lisäysalgoritmin loputtua)
bool blendingFunctionOk(void) const;
// Liittää solmuun sekoitusfunktion. Omistajuus siirtyy tällä solmulle
void addBlendingFunction(BlendingFunctionPtr newBlendingFunction);
// Tarkistaa ovatko sekoitusfunktiot yhtenevät, palauttaa true jos ovat.
bool blendingFunctionsEqual() const;
// Tulostusfunktio. Parametri os määrittää tulostuskohteen, format tulostusformaatin:
// true = muotoiltu näyttöä varten, false = muotoiltu dat-tiedostoon kirjoitusta varten
std::ostream& print(std::ostream& os = std::cout, bool format = true) const;
// Seuraavaa kahta funktiota käytetään lisäysalgoritmin lopussa
// Laskee ohjauspisteen uudet koordinaatit sekoitusfunktioihin tallennettujen arvojen avulla. 
// Pistettä ei kuitenkaan siirretä vielä sillä toisten solmujen ohjauspisteiden laskemiseksi 
// tarvitaan vanhaa sijaintia.
bool relocate(void);
// Siirtää ohjauspisteen relocate-algoritmissa laskettuihin uusiin koordinaatteihin ja normalisoi
// sekoitusfunktion ja poistaa turhat kopiot. Solmun sekoitusfunktioiden tulisi olla yhtenevät.
void normalize(void);
private:




// Solmun särmät, eli osoittimet sämien päissä oleviin solmuihin.
TnodePtr edges_[4];
// Solmun parametriaveruuden koordinaatit
CVector<real,2> st_;
// Solmuun liittyvän ohjauspisteen koordinaatit
CVector<real,4> xyzw_;
// Ohjauspisteen uudet koordinaatit, jotka lasketaan relocate-metodissa 
CVector<real,4> newXyzw_;
// Lista solmuun liittyvistä sekoitusfunktioista. 
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// Omistajuus niistä kaikista on solmulla.
std::list<BlendingFunctionPtr> blendingFunctions_;
// Ystäväluokkia, enimmäkseen testimetodeja














int Tnode::id_counter = 0;































bool Tnode::compareDir(int dir, TnodePtr a, TnodePtr b) // is a closer to center of this node than b, in direction dir
{ 
int stDir = dir % 2;
return abs(a->getTcoord(stDir)-getTcoord(stDir))<abs(b->getTcoord(stDir)-getTcoord(stDir)); 
}
bool Tnode::compareDir(int dir, real a, real b) // is a closer to center of this node than b, in direction dir
{ 


















if (blendingFunctions_.empty()) return false;
// Vertaillaan muita sekoitusfunktioita ensimmäiseen















os << id_ << ":";
// Tulostetaan (s,t) ja (x,y,z,w)
os << "{" << st_[0] << "," << st_[1] << "," << xyzw_[0] << "," << xyzw_[1] << "," << xyzw_[2] << "," << 




for (std::list<BlendingFunctionPtr>::const_iterator i = blendingFunctions_.begin(); i!=blendingFunctions_.end(); 
++i)
if (*i==NULL)
























// Tässä suoritetaan ohjauspisteiden transformaatio, mutta ilman transformaatiomatriisia,














// Siirrä ohjauspiste uusiin koordinaatteihin
xyzw_ = newXyzw_;
// Normalisoi ensimmäinen sekoitusfunktio


















/* Tämä on vektoriaritmetiikkakirjasto tämän projektin tarpeisiin. Template CVector
 * määrittelee vektorin, jonka pituuden voi templaten parametrillä valita, jota ei 
 * voi muuttaa. Vektorin solujen tyyppi on myös vapaasti valittavissa templaten
 * ensimmäisellä parametrilla. 
 */





// Ei alusta alkioiden arvoja
CVector(void);
// Kopioi alkioiden arvot syötevektorista v
CVector(const CVector<T,N>& v);
// Alustaa kaikki alkiot arvoon value
CVector(T value);
~CVector(void);
// Lukuoperaattori, indeksin tulisi olla validi
const T& operator [] (int i) const; 
// Kirjoitusoperaattori, indeksin tulisi olla validi
T& operator [] (int i);




CVector<T,N>& operator = (const CVector<T,N>& rhs);
CVector<T,N>& operator = (const T rhs[]);
CVector<T,N>& operator *= (const real rhs);
CVector<T,N>& operator += (const CVector<T,N>& rhs);
CVector<T,N>& operator -= (const CVector<T,N>& rhs);
bool operator == (const CVector<T,N>& rhs) const;
// Tulostusfunktio
std::ostream& print(std::ostream& os = std::cout) const;
private:
// Arvot, taulukko T-arvoja
T* values_;
};
template <typename T, int N> CVector<T,N> operator * (real lhs, const CVector<T,N>& rhs);
template <typename T, int N> CVector<T,N> operator - (const CVector<T,N>& lhs, const CVector<T,N>& rhs);
// laskee kahden vektorin etäisyyden käyttäen mittana alkioiden erotuksen itseisarvojen summaa
template <typename T, int N> T diff(const CVector<T,N>& lhs, const CVector<T,N>& rhs);
template <typename T, int N> std::ostream& operator << (std::ostream& os, CVector<T,N>& v);










template <typename T, int N> 





template <typename T, int N>
CVector<T,N>::CVector(void)
{
values_ = new T[N];
}
template <typename T, int N>
CVector<T,N>::CVector(const CVector<T,N>& v)
{
values_ = new T[N];
for (int i=0; i<N; ++i)
values_[i] = v[i];
}
template <typename T, int N>
CVector<T,N>::CVector(T value)
{
values_ = new T[N];
for (int i=0; i<N; ++i)
values_[i] = value;
}





template <typename T, int N>







template <typename T, int N>







}template <typename T, int N>
std::ostream& CVector<T,N>::print(std::ostream& os) const
{
os << values_[0];
for (int i=1; i<N; ++i)
os << " " << values_[i];
return os;
}
template <typename T, int N>
CVector<T,N>& CVector<T,N>::operator = (const CVector<T,N>& rhs)
{




template <typename T, int N>
CVector<T,N>& CVector<T,N>::operator = (const T rhs[])
{




template <typename T, int N>
CVector<T,N>& CVector<T,N>::operator *= (const real rhs)
{




template <typename T, int N>
CVector<T,N>& CVector<T,N>::operator += (const CVector<T,N>& rhs)
{




template <typename T, int N>
CVector<T,N>& CVector<T,N>::operator -= (const CVector<T,N>& rhs)
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template <typename T, int N> 




template <typename T, int N> 




template <typename T, int N> 
T diff(const CVector<T,N>& lhs, const CVector<T,N>& rhs)
{
double sum = 0;
for (int i=0; i<N; ++i)
{
double a = lhs[i];
double b = rhs[i];
double c = a<0 ? -a : a;
double a_b = a-b;




template <typename T, int N>
bool CVector<T,N>::operator == (const CVector<T,N>& rhs) const
{











template CVector<real,4> operator*(real,const CVector<real,4>&);
template CVector<real,4> operator-(const CVector<real,4>& lhs, const CVector<real,4>& rhs);
template real diff(const CVector<real,4>& lhs, const CVector<real,4>& rhs);
//template CVector<real,5> operator=(real,const CVector<real,5>&);
//template operator << CVector<real,5>;
template<typename T, int N>
void CVector<T,N>::swap(CVector<T,N>& other)
{




function drawTmesh2(knots, edges, surface)
% DRAWTMESH2 plots t-mesh and surface











hVert = [ 1 2 3 ; 2 2 3 ];
x1 = p(1+edges(:,1),1);
x2 = p(1+edges(:,2),1); 
y1 = p(1+edges(:,1),2); 













hVert = [ 1 2 3 ; 2 2 3 ];
x1 = p(1+edges(:,1),3)./p(1+edges(:,1),6);
x2 = p(1+edges(:,2),3)./p(1+edges(:,2),6); 
y1 = p(1+edges(:,1),4)./p(1+edges(:,1),6); 
y2 = p(1+edges(:,2),4)./p(1+edges(:,2),6); 
z1 = p(1+edges(:,1),5)./p(1+edges(:,1),6); 
z2 = p(1+edges(:,2),5)./p(1+edges(:,2),6); 
 
plot3([x1';x2'],[y1';y2'],[z1';z2'],'k');
 
sx = surf(:,1)./surf(:,4);
sy = surf(:,2)./surf(:,4);
sz = surf(:,3)./surf(:,4);
d = sqrt(size(surf,1));
sX = reshape(sx',d,d);
sY = reshape(sy',d,d);
sZ = reshape(sz',d,d);
 
mesh(sX,sY,sZ,ones(size(sX)));
hidden off
 
title('Kohdeavaruus')
hold off
pause
 
close
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