This paper reviews the recent literature on the economics of open source software. Two different sets of issues are addressed. The first looks at the incentives of programmers to participate in open source projects. The second considers the business models used by profit-making firms in the open source industry, and the effects on existing closed source firms. Some possible future research directions are also given.
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Introduction to open source software
Open source software is a rapidly expanding phenomenon in the computer software industry. A more precise definition of open source software will be given in subsection 1.1, but for now it will suffice to say it is software that is freely distributed and can be freely modified. The open source industry today is large and growing. There are tens of thousands of open source developers worldwide and a good number of firms are trying to make profits out of activities related to open source software. While these firms cannot make profits from the software directly (it is free, after all), they sell complementary products and services, such as service and support, and documentation. More statistics on the size of the open source industry will be given in subsection 1.2. Open source software has the potential to fundamentally change the economics of the computer software industry. It will affect how traditional software firms structure the incentives that they provide to their programmers, the product markets in which they compete, and the business models and strategies that they use. It will also impact on the career choices of software developers, and provides an additional means for potential programmers to enter the software industry.
Open source thus raises many interesting economic questions. Most of these questions can be grouped into two broad categories. As the majority of the participants in open source projects are unpaid volunteers, the first set of questions concerns the incentives and motivations for these individuals. The second set of questions is related to the business models used by firms in industries related to open source software, and the effects of open source on the existing software industry.
This paper summarises the current state of the literature on the economics of open source, with special reference to these two groups of questions. But, before turning to the economic issues, it is necessary to understand in more detail the definition and scope of open source software. The next two subsections provide a brief introduction to open source software and discuss the extent of open source development activity.
1.1
What is open source software?
The source code of a computer program is the instructions for the program, written in a human-readable format, usually following the syntax of a high-level programming language such as C or Perl. Instructions in source code cannot be directly executed by a computer and must first be run through a special program called a compiler which produces machine-readable binary or object code. While source code can easily be read, understood, and modified by a programmer, it is very difficult to understand binary code, and even more difficult to modify it. 
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The economics of open source software
In this section, the two groups of economic questions relating to open source software mentioned in the introduction are addressed in turn, and the insights from the existing economic literature are explained. Lerner and Tirole (2000) . Explanations put forth by some non-economic commentators include things like altruism, "programming is fun", "for the intellectual challenge", or "to make a political statement". While a few programmers may have political motivations, Lerner and Tirole point out that the altruism hypothesis does not explain why programmers do not focus their attention on more needy causes, and why free riding would be less prevalent than in other industries. Furthermore, they remark that we should be sceptical of the other explanations, since it is unclear why programmers cannot find such challenges in paid employment. We must therefore look for alternative economic explanations of this behaviour. Basic economic theory tells us that a programmer will participate in an open source project only if it gives a positive net benefit. Lerner and Tirole identify the following immediate benefits and costs. First, the programmer may receive monetary compensation if working for a commercial firm. Second, the programmer may be customising an existing program or fixing a bug, which gives a direct benefit. 6 On the cost side, there is an opportunity cost of time whilst working on the project, which depends on a number of factors including the individual's enjoyment of programming.
Incentives to participate
Let us compare these immediate costs and benefits between closed and open source projects. First, Lerner and Tirole note that because open source code is freely available, it is often used in universities and schools for teaching, and so may already be familiar to programmers, thus reducing their cost of participating in an open source project. Lerner and Tirole call this the 'alumni effect'. Second, by contributing to an open source project, a programmer may derive some private benefit through bug fixing or customisation that could not be done with a closed source program.
In addition to these immediate costs and benefits, Lerner and Tirole also emphasise the existence of delayed payoffs from open source projects. They separate delayed payoffs into two different incentives: the career concern incentive, which relates to future job offers or future access to the venture capital market, and the ego gratification incentive, which stems from a desire for peer recognition. 7 Lerner and Tirole group these two incentives together under the heading of the signalling incentive, and argue that labour economics, and especially the literature on 'career concerns' such as Holmström (1999) , provides useful insights in this regard. From this literature, Lerner and Tirole identify three factors that will increase the signalling incentive: (i) the more visible the performance to the relevant audience, (ii) the higher the impact of effort on performance, and (iii) the more informative the performance about talent. Second, an open source programmer takes full responsibility for his or her project or subproject whereas in a traditional firm environment, an individual's performance depends on that of others. Finally, open source programmers are less likely to have firm-specific human capital, thus making the labour market more fluid.
Lerner and Tirole also argue that these theories can shed light on the type of people that are more likely to contribute to open source projects, and what types of programs are suited to open source. First, sophisticated users are likely to contribute because they can derive direct benefits from customising or bug fixing. Second, individuals with strong signalling incentives, for example someone who lacks formal qualifications but is 6 The programmer will get these benefits whether or not the customisation or bug fix is shared with others. However, such improvements are only possible with open source programs because they require access to the source code to implement. 7 Eric Raymond, a leader in the open source community, in an influential paper advocating open source development called The Cathedral and the Bazaar (2000a), also emphasises the ego gratification incentive: "The 'utility function' Linux hackers are maximizing is not classically economic, but is the intangible of their own ego satisfaction and reputation among other hackers. ... Voluntary cultures that work this way are not actually uncommon; one other in which I have long participated is science fiction fandom, which unlike hackerdom has long explicitly recognized 'egoboo' (ego-boosting, or the enhancement of one's reputation among other fans) as the basic drive behind volunteer activity." This 'egoboo' phenomenon may be one of the motivations for tenured academics to publish papers! 8 Note that (i) creates network effects: programmers will want to work on software projects that will attract a large number of other programmers. This may give rise to multiple equilibria, as in Katz and Shapiro (1985) . 
. Each agent's strategy is a decision to develop or not develop, conditional on their realised cost and valuation, and given their beliefs about what the other agents will do. These beliefs can be conveniently summarised by the probability with which agent i believes that the development will take place if he or she does not develop it, π i . An agent thus chooses to develop the program if
, that is, if the agent's value-cost ratio is large enough. Johnson considers symmetric Bayesian Nash equilibria of this game in order to answer a number of questions. First, he analyses what happens when the number of userdevelopers increases. Obviously, an increase in n makes development more likely simply because it is more likely that there will exist a developer with a high enough value-cost ratio. On the other hand, an increase in n increases the incentive of all agents to free-ride. Therefore, the change in the equilibrium probability of development is ambiguous, and depends on the distribution G. However, without any assumptions about G, Johnson shows that any decline in the development probability arising from an increase in n is bounded and converges to zero as n gets large. This is because, when n is large, the marginal effect of an additional agent on the probability of development is small. Johnson then shows that expected social welfare is increasing in n. This is because each individual is better off in expectation when n increases, due to the fact that the probability that another agent develops the project increases with n.
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Another result Johnson derives is that as n goes to infinity, the equilibrium probability of development is bounded and less than one. Thus, even an infinite number of open source developers may not lead to a desirable enhancement being made. This is because, in the limit, only agents with the highest value-cost ratios will choose to develop the software. Given that the support of value-cost ratios is bounded, the asymptotic equilibrium probability of no development must keep the agent with the highest value-cost ratio indifferent between developing and not developing.
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On the other hand, it is possible that two or more programmers will simultaneously develop the enhancement. However, Johnson shows that the incentive to free ride puts a bound on such wasteful duplication of effort.
One criticism of Johnson's approach is that it ignores some of the insights provided by Lerner and Tirole's analysis as to the incentives for programmers to participate in open source projects. In particular, recall that Lerner and Tirole argued that a programmer's utility from participating in a project should be increasing in the size of the programmer audience, due to the signalling incentives. Johnson's model, on the other hand, focuses purely on the immediate benefits to the programmer.
Business models and competitive effects
As mentioned in the introduction, the open source phenomenon has spawned a number of firms that are trying to make profits by selling complementary products and services. Raymond (2000b) identifies seven different business models that such firms can use. These business models are summarised in table 1. Very little theoretical or empirical work has been done on the viability of these business models, competition between such firms, and the effect of firms using these business models on existing closed source software firms. An economic analysis of the interaction between a closed source monopolist and an open source community is provided by Mustonen (2001) . In his model, there is an open source program that is a substitute for a program provided by a profit-maximising monopolist. It is assumed that consumers' valuations of either program are proportional to the amount of development effort that went into the program. Consumers face an 'implementation cost', which is equal for both programs, on top of any price that they must pay to buy the program. There is a large population of programmers who can choose to work for the monopolist at a wage that the monopolist sets, or can choose to belong to the open source community and receive 'complementary income'. In order to increase development effort, the monopolist must hire more programmers, which requires offering a higher wage, while the amount of open source development is determined by the occupational choices of the programmers. The timing of the game is as follows. First, the monopolist sets the wage that it will offer to programmers. Programmers then choose their occupation. Next, consumers evaluate the two programs and the monopolist sets its price level. Finally, the programs are produced and sold.
Mustonen's model thus considers the effects on a monopolist of constraints in the labour market for programmers and competition from a substitute product that is freely available. Mustonen shows that whether the open source program will be available in the market or not depends on the consumers' implementation costs for programs. In particular, if this cost is sufficiently low, in equilibrium some consumers will choose the open source program and the monopolist will take this into account when choosing its price and will not be able to apply full monopoly power in the product market.
A more heuristic analysis of the effects of the open source movement on closed source firms is provided by Lerner and Tirole (2000) . Some advocates of open source, such as Raymond (2000a) , argue that it is a superior model of software development in terms of the speed of development and the fixing of bugs, due to the large number and high motivation of open source programmers. In line with this thinking, Lerner and Tirole discuss the extent to which closed source firms can emulate the incentive structure provided by open source. They point out that closed source firms will never be able to replicate the visibility of performance of open source, which will reduce the incentives and motivation of programmers in closed source firms. On the other hand, closed source firms can, and do, list people who have contributed to software, 13 and promote code-sharing within the firm, to try to restore some of these incentives. 13 Lerner and Tirole note that there is a tradeoff from doing this, because it may also induce poaching of talented employees by other firms. It is clear that much work remains to be done on open source business models and the effects on competition in the software market. The next section briefly summarises some possible avenues of research.
Future directions
From the papers reviewed above, it seems that issues surrounding programmer participation in open source projects can be quite well explained by existing economic theory, in particular the theory of private provision of public goods, and various results from labour economics. However, a synthesis of the Lerner and Tirole (2000) Second, as noted above, a possible reaction of closed source firms to the open source phenomenon is to try to emulate some of the open source incentives within the firm. In-depth case studies of modern closed source software development (if possible) would shed light on the extent to which firms are doing this, and the methods that they use. Theoretical work could also give some insight as to the effects of this mimicking behaviour on the open source community, and whether it is likely to be successful for the closed source firms.
Finally, Lerner and Tirole (2001) note that several recent open source projects have been initiated by profit-making firms, either from scratch or by re-releasing existing proprietary software as open source. Therefore, they see one of the key issues as the choice of governance mechanism, to ensure the correct incentives on all sides. As suggested above, this may be facilitated by neutral intermediaries with two-sided reputations. An economic theory of such entities would be very useful, not just for the economics of open source software, but also for understanding a variety of industries.
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