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Abstract: In der Automobilindustrie werden Kundenwünsche zunehmend mittels E-
lektrik/Elektronik-Komponenten und zugehöriger Software realisiert. Dies führt in der
fortlaufenden Entwicklung zu einer steigenden Komplexität und Variabilität der Soft-
ware. Software-Produktlinien (SPL) beschreiben eine Methodik, um solch varianten-
reiche Softwaresysteme zu beherrschen. Ein durchgängiges Variantenmanagement be-
trifft sämtliche Entwicklungsphasen und deren Abstraktionsebenen. So ermöglicht es
ein verbessertes Tracing, zielgenaue Change-Impact-Analysen und durchgängige Feh-
lerbeseitigungen. Um die Anforderungen an ein durchgängiges Variantenmanagement
besser zu verstehen, untersuchten wir eine existierende SPL und fanden voneinan-
der isoliert erstellte Merkmalmodelle vor. Als Ursachen hierfür lassen sich u. a. dif-
ferenzierte Sichtweisen auf Softwareproduktvarianten in der Entwicklung sowie die
fehlende Prozessverankerung der Merkmalmodellierung ausmachen. Eine Harmoni-
sierung der isoliert erstellten Merkmalmodelle gestaltet sich aufwändig und erschwert
ein durchgängiges Variantenmanagement.
In diesem Beitrag werden industrielle Herausforderungen zum Erreichen eines
durchgängigen Variantenmanagement in der Praxis erläutert. Ziel ist es, bestehende
Merkmalmodelle zu harmonisieren und Assoziationen zwischen Merkmalen über die
gesamten Entwicklungsphasen und den vorhandenen Abstraktionsebenen herzustel-
len. Für eine standardisierte Merkmalmodellierung wird zudem eine Adaption des
Entwicklungsprozesses beschrieben.
1 Einführung
In der Automobilindustrie führen Kundenanforderungen (z.B. Komfortfunktionen, Pro-
duktsicherheit, Umweltbelastung) zu einer steigenden Anzahl unterschiedlicher Produkt-
varianten. Weltweite Produktvermarktungen sowie kontextspezifische Einschränkungen
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(z.B. länderspezifische Regularien) sind zusätzliche Treiber von Produktvarianten. Übli-
cherweise wird ein Großteil dieser Produktvarianten in der Automobilindustrie heutzutage
mittels Software realisiert. Software-Produktlinien (SPL) [Kla05, Dav99, Ste02] zeichnen
sich durch eine geplante und systematische Wiederverwendung von Softwareartefakten
aus, die in verschiedenem Kontext (z.B. verschiedene Fahrzeuge, Länder) zum Einsatz
kommen. Ihr Ziel ist es, ähnliche Softwareprodukte gemeinsam mit geringeren Kosten,
verkürzten Entwicklungszeiten und steigender Qualität zu entwickeln.
Das Variantenmanagement in einer SPL erfordert einen anderen Ansatz im Vergleich zur
klassischen Entwicklung von Einzel-Softwareprodukten [Kla05]. Die Herausforderung
besteht darin, sowohl die Gemeinsamkeiten als auch die Variabilität zwischen Produk-
ten einer SPL zu handhaben. Gemeinsamkeiten sind Eigenschaften, die in allen Produkten
vorhanden sind; so besitzt jedes Auto einen Motor. Variabilität hingegen beschreibt die
Unterschiede zwischen den Produkten (z.B. Standard, besonders Leistungsstark oder si-
gnifikant Ökologisch).
Im Variantenmanagement von SPL bildet die Merkmalmodellierung eine viel verwende-
te Technik, um die Gemeinsamkeiten und Variabilität zu beschreiben. Restriktionen und
Relationen zwischen Merkmalen schränken dabei die Variabilität innerhalb eines Merk-
malmodells ein [Krz00]. Der Begriff Merkmal wird in SPL in verschiedener Weise ver-
wendet. In diesem Beitrag beziehen wir uns auf die Definition von Czarnecki [Krz00]:
„Ein Merkmal (Feature) beschreibt eine Eigenschaft eines Konzepts für eine bestimm-
te Interessensgruppe.“ Die Methode der Merkmalmodellierung wurde ursprünglich als
Feature-Oriented Domain Analysis (FODA) [K. 90] eingeführt und im Laufe der Zeit im
industriellen Einsatz um bestimmte Notationen erweitert [Krz05]. Es stehen daher mehre-
re Methoden zur Merkmalmodellierung zur Verfügung. Dieser Beitrag fokussiert auf die
Assoziationen zwischen Merkmalen und ist von der verwendeten Methode der Merkmal-
modellierung unabhängig.
Abbildung 1 illustriert beispielhaft den Zusammenhang zwischen einem Merkmal (s. obe-
rer Teil von Abb. 1) und den Artefakten (s. unterer Teil von Abb. 1). Über die gestrichel-
ten Linien erkennbar, ist die Beziehung zwischen den Merkmalen und den verschiedenen
Artefakten im Entwicklungsprozess [Kla08]. Der veranschaulichte Entwicklungsprozess
dient hierbei nur zur Illustration der Variabilität über einen kompletten Produktlebenszy-
klus und kann für weitere Entwicklungsprozesse verallgemeinert werden. Textuelle An-
forderungen, UML-Diagramme, Funktionsmodelle, Testspezifikationen, Regressionstests
oder Applikationsparameter sind Beispiele für Artefakte.
In der von uns untersuchten SPL findet sich beispielsweise ein Merkmalmodell, das von
den Softwareanforderungen abgeleitet wurde und mit verschiedenen Artefakten (z.B. Funk-
tionsmodelle) in Verbindung steht. Gleichzeitig finden wir in der untersuchten SPL weite-
re Merkmalmodelle (z.B. Applikation), die wiederum mit ihren Artefakten in Verbindung
stehen. Durch Harmonisierung der bestehenden Merkmalmodelle streben wir insbesonde-
re ein durchgängiges Variantenmanagement an. Eine Harmonisierung von isoliert vonein-
ander erstellten Merkmalmodellen gestaltet sich auf Grund verschiedener Sichtweisen auf
Softwarevarianten sehr schwierig. So finden sich in der untersuchten SPL nicht alle Va-
rianten der Applikation (Variation durch Post-Build Parametrierung) in den dokumentier-
ten Anforderungen wieder. Beispielsweise wurden mehrere Merkmale der Anforderungen
Artefakt- und Merkmalassoziationen im Entwicklungsprozess
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Abbildung 1: Artefakt und Merkmalassoziationen im Entwicklungsprozess
mittels eigener Merkmale der Applikation gruppiert. Dies führt durch die Definition neu-
er Merkmale unvermeidbar zu verschiedenen Merkmalmodellen, welche im Nachhinein
schwer zu harmonisieren sind.
In dieser Arbeit werden Operatoren zur Harmonisierung isolierter Merkmalmodelle be-
schrieben. Des Weiteren zeigen wir, dass die Problemstellung der isolierten Merkmalmo-
dellierung auf eine unzureichende Verankerung der Merkmalmodellierung im Entwick-
lungsprozess zurückzuführen ist. Daraus leiten wir die notwendige Adaption des Entwick-
lungsprozesses (Prozessadaption) ab. Kapitel 2 beschreibt unsere Vorstellung von einem
durchgängigen Variantenmanagement, die vorliegende Ausgangssituation der untersuch-
ten SPL und daraus resultierende Herausforderungen in der Praxis. In Kapitel 3 werden
Operatoren bei isolierten Merkmalmodellen für ein durchgängiges Variantenmanagement
beschrieben sowie notwendige Prozessadaptionen skizziert. Verwandte Arbeiten und eine
Zusammenfassung werden in den Kapiteln 4 und 5 erläutert.
2 Durchgängiges Variantenmanagement
Das Variantenmanagement einer SPL sollte sich auf den gesamten Entwicklungsprozess
beziehen. Softwarevarianten treten dabei in verschiedenen Entwicklungsphasen und zuge-
hörigen Abstraktionsebenen auf. Dementsprechend finden sie sich in verschiedenen Arte-
fakten wieder. Typische Phasen der automobilen Softwareentwicklung sind Anforderungs-
analyse, Design, Implementierung, Integration, Test und Applikation. Des Weiteren kön-
nen verschiedene Abstraktionsebenen (z.B. System, Sub-System oder Sub-Sub-System) in
den einzelnen Phasen beobachtet werden. Für ein umfassendes Tracing in einer SPL sind
nach [Kat05] folgende Dimensionen relevant: Variabilität, Abstraktion und Entwicklungs-
phasen. Ziel dieses Beitrages ist die Beschreibung einer Methodik, mittels der sich die
isoliert erstellten Merkmalmodelle für ein durchgängiges Variantenmanagement nutzen
lassen. Dabei fokussieren wir ausschließlich auf die Beschreibung von Variabilität mittels
Merkmalen und deren Beziehungen untereinander.
2.1 Ausgangssituation
Für die Erzielung eines besseren Verständnisses, was durchgängiges Variantenmanage-
ment bedeutet, haben wir eine existierende SPL für Motorsteuerungen bei Daimler Trucks
analysiert. Diese SPL wird weltweit von verteilten Teams im Embedded Software Engi-
neering entwickelt und weist eine Vielzahl von Varianten auf, z.B. Zylinderanzahl, Hub-
raum, Leistung, Drehmoment, Abgasnorm, Markt, Motorplattform. Mehr als tausend Va-
rianten werden dabei in der Applikation realisiert. Ferner konnten wir beobachten, dass die
untersuchte SPL zur Verwaltung und Dokumentation voneinander isoliert gepflegte Merk-
malmodelle aufweist. Im aktuellen Entwicklungsprozess werden keine Merkmale mit vor-
bzw. nachgelagerten Entwicklungsphasen oder Abstraktionsebenen abgestimmt.
Weiterhin haben wir die jeweils Verantwortlichen zu ihrer Sichtweise auf Softwarevarian-
ten und den verwendeten Merkmalen in den jeweiligen Entwicklungsphasen und Abstrak-
tionsebenen befragt. Treiber der Merkmalmodellierung ist dabei die jeweilige Konfigurati-
on und Dokumentation der Varianten. Eine vollständige Beschreibung der Varianten fand
sich in keinem der Modelle wieder. Gründe dafür sind unter anderem die Unwissenheit
über weitere Varianten oder fehlendes Wissen zur weiteren technischen Realisierung in
der Entwicklung.
Unsere Analyse hat das Vorhandensein unterschiedlicher Sichtweisen auf die Variabili-
tät eines Produktes bestätigt. [Kla08, Ros11] beschreiben diese Sichtweisen mit externer
und interner Variabilität. Externe Variabilität umfasst die Umgebung bzw. Konfigurati-
on einer Komponente, und ist üblicherweise in den Anforderungen beschrieben. Interne
Variabilität dagegen entsteht typischerweise aus technischen Gründen im Verlauf der Rea-
lisierung und wird in den Entwicklungsartefakten dokumentiert. Da in den Anforderungen
normalerweise die technische Realisierung (z.B. Architektur der Software, Aufteilung der
Funktion auf Steuergeräte kann von der gewählten Sonderausstattung abhängig sein) nicht
definiert wird, können im fortlaufenden Entwicklungsprozess neue Merkmale hinzugefügt
werden. Ein durchgängiges Variantenmanagement mittels einem Merkmalmodell, welches
einzig von den Anforderungen abgeleitet ist, konnte in der untersuchten SPL nicht reali-
siert werden. In Folge von externer und interner Variabilität und den damit verbundenen
differenzierten Sichtweisen auf Softwarevarianten, haben die Verantwortlichen der unter-
suchten SPL vier voneinander unabhängig modellierte Merkmalmodelle (Anforderungen,
Implementierung, Integration und Applikation) gepflegt. Die Größe dieser Merkmalmo-
delle unterscheidet sich signifikant voneinander. Während ein Merkmalmodell in den An-
forderungen eine moderate Anzahl von Merkmalen umfasst, weist ein Merkmalmodell in
der Applikation die fünffache Anzahl an Merkmalen auf.
2.2 Herausforderungen in der Praxis
Abbildung 2 veranschaulicht das Ergebnis der von uns durchgeführten Analyse in ver-
einfachter und exemplarischer Darstellung am Beispiel einer Steuerungssoftware für ein
Autoschiebedach. Das skizzierte Szenario stellt keinen Anspruch auf Vollständigkeit und
weist bewusst differenzierte Sichtweisen auf Softwarevarianten auf. Gemeinsame Merk-
male sind hinsichtlich einer besseren Übersichtlichkeit ausgeblendet.
Abbildung 2: Assoziation von Merkmalen im Entwicklungsprozess
Es finden sich Merkmale auf verschiedenen Abstraktionsebenen und in verschiedenen Ent-
wicklungsphasen wieder. Die Definition verschiedener (differenzierter) Merkmale ist auf
die externe und interne Produktvariabilität zurückzuführen. Zudem wird die entsprechen-
de Variabilität mit Merkmalen eigenständig dokumentiert und konfiguriert. Die Relevanz
eines Merkmals kann daher zwischen den Entwicklungsphasen und Abstraktionsebenen
differieren. Eine weitere Erkenntnis unserer Analyse betrifft die eingeschränkte Definition
der verwendeten Merkmale. Es werden nur die Merkmale definiert, die in der entspre-
chenden Verantwortlichkeit ihren Bindezeitpunkt haben. D.h. ein Merkmal dient folglich
nur zur Selektion einer bestimmten Variante. Variationspunkte, welche in einer späteren
Entwicklungsphase oder in einer anderen Abstraktionsebene gebunden werden, sind nicht
durch entsprechende Merkmale dokumentiert. Eine detaillierte Beschreibung der Begriffe
Bindezeitpunkt und Variationsmechanismus im Embedded Software Engineering finden
sich in [Mar11].
Lässt man die unterschiedliche Benennung ein und desselben Merkmals außer Acht, sind
entsprechende Merkmale nicht vorhanden, auf die sich in einer anderen Abstraktionsebe-
ne oder Entwicklungsphase bezogen werden kann. Es zeigt sich beispielsweise, dass ein
Merkmal in der Entwicklung weiter verfeinert, zusammengefasst, eingefügt oder gelöscht
wird. Ein nachträgliches Harmonisieren isolierter Merkmalmodelle wird somit deutlich
erschwert.
Aus unserer Analyse lässt sich allerdings eine Methode zur Realisierung eines durchgän-
gigen Variantenmanagements mittels bestehender Merkmalemodelle ableiten. Operatoren
zur Harmonisierung und Assoziation von Merkmalen werden in Kapitel 3 beschrieben.
3 Methodik für ein durchgängiges Variantenmanagement
Gängige Techniken der Variantenmodellierung (z.B. [Ros11, van01, Kla04, Kla08]) er-
möglichen Assoziationen zwischen Merkmalen und Artefakten herzustellen. Um ein durch-
gängiges Variantenmanagement über den kompletten Produktlebenszyklus zu ermögli-
chen, spielt zudem der Umgang mit Merkmalassoziationen eine zentrale Rolle. Im Ide-
alfall ziehen sich die in den Anforderungen definierten Merkmale durch den gesamten
Entwicklungsprozess und werden mit den entsprechenden Artefakten verknüpft. Unsere
Analyse zeigt, dass im Entwicklungsprozess, differenzierte Merkmale in der Anzahl als
auch Semantik vorhanden sind. Folgende Operatoren sind zur Harmonisierung differen-
zierter Merkmalmodelle geeignet und finden sich sowohl innerhalb als auch zwischen den
Abstraktionsebenen und Entwicklungsphasen wieder. In diesem Beitrag fokussieren wir
auf Merkmalassoziationen und der damit verbundenen Prozessadaption. Einschränkungen
von Merkmalen (z.B. Optional, Mandatory, Requires, OR, AND, etc.) müssen in einem
separaten Schritt untersucht werden. Die Operatoren werden im Folgenden definiert und
mittels Beispielen illustriert:
1. O1 (Generalisierung): Generalisierung erhöht die Variabilität durch Einfügen neu-
er Merkmale [Ros11]. Sie entsteht meist durch die technische Realisierung, durch
unzureichende Spezifikationen oder durch das nachträglichen Hinzufügen eines Merk-
mals. Beispielsweise wird das Merkmal Schiebedach (Anforderungen) im weiteren
Entwicklungsverlauf (Applikation) entsprechend der Dachform eines Autos genera-
lisiert (s. Abb. 2, G). So wird ein bestehendes Merkmal mittels mehrerer Merkmale
detaillierter beschrieben.
2. O2 (Spezialisierung): Spezialisierung reduziert die Variabilität [Ros11]. Sie ent-
steht meist durch Einfügen eines übergeordneten Merkmals. Es finden sich bei-
spielsweise die Komfort- und Regensensorfunktion in einem Coupé wieder (s. Abb.
2, S). So werden mehrere Merkmale mittels einem Merkmal gruppiert.
3. O3 (Definition): Mittels Definition entsteht ein lokales Merkmal ohne Assoziatio-
nen zu anderen Merkmalen. Dadurch erhöht sich Variabilität aus einer spezifischen
Sicht. Die Definition eines eigenen Merkmals entsteht meist durch voneinander un-
abhängige Merkmale oder interner Variabilität. Die verwendete Hardware ist bei-
spielsweise nur bei der Integration relevant, da die Implementierung und Applikati-
on hardwareunabhängig erfolgt (vgl. Abb. 2, D).
Die beschriebenen Operatoren ermöglichen es Merkmalassoziationen darzustellen. Sie bil-
den somit die Grundlage für ein harmonisiertes und durchgängiges Variantenmanagement
auf Basis bereits bestehender Merkmalmodelle. Unsere Analyse zeigt, dass in der Praxis
jeweils nur die Merkmale dokumentiert werden, welche in der entsprechenden Verant-
wortlichkeit ihren Bindezeitpunkt haben. Merkmale und deren Ausprägungen, die in einer
späteren Entwicklungsphase definiert werden, sind mit diesem Vorgehen nur mit großem
Aufwand und Expertenwissen mit dem entsprechenden Variationspunkt verknüpfbar. Da-
durch entstehen isolierte Merkmale, die ein durchgängiges Variantenmanagement verhin-
dern. Als Beispiel sei die Definition der Merkmale Coupé und Limousine eines Schiebe-
daches in der Applikation genannt (s. Abb. 2). Entscheidend für die Applikation ist die
Dachform eines Autos, die sich in den Merkmalen Coupé und Limousine widerspiegelt.
Hingegen ist die Dachform in der Implementierung zu vernachlässigen, weswegen eine
Verknüpfung der Merkmale ausgeschlossen scheint. Wird die Ursache der Merkmalsauf-
nahme betrachtet, ist z.B. eine von der Dachform abhängige Öffnungslänge (Range) des
Schiebedaches zu erkennen, die durch einen Applikationsparameter beeinflusst wird. Der
Variationspunkt Range wird hierfür bereits in der Implementierung eingefügt, allerdings
noch nicht gebunden. Eine direkte Verknüpfung zwischen dem Variationspunkt Range und
den jeweiligen Ausprägungen Coupé oder Limousine gestaltet sich in einer umfangreichen
SPL hingegen schwierig, da sich die Verantwortlichkeiten unterscheiden oder der Varia-
tionsmechanismus und somit der Variationspunkt in der entsprechenden Sichtweise nicht
bekannt ist. Aus diesem Grund empfehlen wir die Definition von indirekten Merkmalen.
Ein indirektes Merkmal wird bei der Realisierung eines Variationspunkts mit einer spä-
teren Bindezeit eingefügt und ist bei der Erstellung mandatory. Die Ausprägungen eines
indirekten Merkmals werden im weiteren Verlauf zur Bindezeit festgelegt. Ein indirektes
Merkmal beschreibt einen Anknüpfungspunkt für Merkmalassoziationen anderer Entwick-
lungsphasen oder Abstraktionsebenen. Beispielsweise entsteht durch das Hinzufügen des
Merkmals Range in der Implementierung (s. Abb. 2, grau hinterlegt) eine sinnvolle Ver-
knüpfung zwischen Dachform und Funktionssoftware. Aus dieser Erkenntnis beschreiben
wir folgende Methodik:
1. M1 (Merkmaldefinition): Softwarevarianten werden in einem Merkmalmodell auf
der höchsten Abstraktionsebene und der ersten Entwicklungsphase dokumentiert.
Darauf basierend werden im Entwicklungsprozess neue Merkmale definiert, falls
dies keine Redefinition darstellen. Unterschiedliche Ausdrucksweisen und Benen-
nungen für dasselbe reale Merkmal, wie sie in der Praxis auftreten, müssen auf ein
einziges Merkmal harmonisiert werden.
2. M2 (Merkmaldefinition bei Variationspunkten mit späterer Bindzeit): Es müs-
sen indirekte Merkmale für Variationspunkte eingefügt werden, die in einer späte-
ren Entwicklungsphase, einer anderen Abstraktion oder einer verschiedenen Ver-
antwortlichkeit gebunden werden. Entsprechende Merkmalausprägungen des Varia-
tionspunkts können später beim Binden der Variabilität hinzugefügt werden.
3. M3 (Durchgängige Merkmal Assoziation): Werden neue Merkmale definiert, müs-
sen unter Verwendung der Operatoren O1, O2 und O3 Assoziationen zwischen
Merkmalen abstraktions- und entwicklungsphasenübergreifend eingefügt werden.
Unsere Analyse unterstreicht, die Relevanz einer definierten und integrierten Merkmal-
modellierung über alle Entwicklungsphasen und Abstraktionsebenen hinweg. Aus diesem
Grund empfehlen wir eine Adaption des bestehenden Entwicklungsprozesses zur zentra-
len Verankerung der Merkmalmodellierung. Ebenso sollte der bestehende Entwicklungs-
prozess um eine Merkmals- und Artefaktassoziation erweitert werden. Resultierend aus
der Adaption des Entwicklungsprozesses von M1, M2 und M3 werden Weiterentwicklun-
gen in einem durchgängigen Merkmalmodell dokumentiert. Unter Zuhilfenahme der be-
schriebenen Operatoren und der Methodik wird die fortlaufende Integration bereits reali-
sierter Anforderungen ermöglicht. Eine schrittweise Erweiterung zu einem durchgängigen
Variantenmanagement kann somit erfolgen. Ein harmonisiertes Merkmalmodell kann als
zentraler Einstieg für Erweiterungen oder Fehlerbehebungen verwendet werden. Weitere
Anforderungen an Entwicklungsprozesse im Hinblick auf die Realisierung eines durch-
gängigen Variantenmanagements sind noch zu spezifizieren.
4 Verwandte Arbeiten
Variantenmanagement in SPL wird in der Literatur umfassend beschrieben [Kla05, Dav99,
Ste02, Krz05].
Wird ein durchgängiges Variantenmanagement über den gesamten Entwicklungsprozess
betrachtet, entstehen hingegen weitergehende Herausforderungen. [Jan01] beschreibt in
seiner Arbeit offene Punkte von SPL, lässt jedoch Lösungsansätze aus. So bestätigt sich in
der untersuchten SPL die fehlende Repräsentation von Merkmalen zwischen den Anfor-
derungen und der Realisierung sowie implizite Abhängigkeiten der Software. Ein harmo-
nisiertes Merkmalmodell bildet die Grundlage für die genannten Herausforderungen und
ermöglicht z.B. Change-Impact-Analysen und die Dokumentation impliziter Abhängig-
keiten. Des weiteren werden unzureichender Toolsupport, fehlende Methoden zur Selekti-
on von Bindezeitpunkten und Auswahl von Variationsmechanismen beschrieben.
[Ros11] beschreibt verschiedene Dimensionen von Variabilität sowie die Herausforderung
diese in Merkmalmodellen abzubilden. Verschiedene Dimensionen in einem Modell abzu-
bilden führt allerdings zu komplexen und großen Merkmalmodellen. Die Differenzierung
der Dimensionen in kleinere Merkmalmodelle verringert die Komplexität, verhindert al-
lerdings Analysen zwischen den Dimensionen. Die beschriebene Modellierungssprache
VELEVET löst diesen Konflikt und könnte zur Realisierung des in diesem Beitrag vor-
gestellten harmonisierten Merkmalmodells verwendet werden. Die definierten Operatoren
Vererbung, Überlagerung und Aggregation setzen ein Verständnis der Merkmalassozia-
tionen voraus. Auf die Definition von Assoziationen zwischen Merkmalen wird hingegen
nicht eingegangen.
[Krz05] beschreibt eine Notation zur Merkmalmodellierung. Staged configuration beach-
tet einen realistischen Entwicklungsprozess mit verschiedenen Entwicklern, Gruppen und
Zeitpunkten. Mit Multi-level configurations wird das Teilen verschiedener Abstraktions-
ebenen in eigenständige Merkmalmodelle vermieden. Als Schwachstelle der Merkmal-
modellierung beschreibt er die Definition von Merkmalen auf verschiedenen Abstrakti-
onsebenen und begründet dies in einer fehlenden Richtlinie. In Multi-level configurations
verwaltet jede Rolle (z.B. Sicherheit, Netzwerktechnik) ihr eigenes Merkmalmodell, das
nach definierten Richtlinien zu strukturieren ist. Im Gegensatz zu unserem Beitrag werden
Assoziationen zwischen Merkmalen nicht behandelt.
[Rei08] beschreibt die Struktur von Product Sublines (Subline) und erkennt die Notwen-
digkeit, verschiedene Sublines in Relation miteinander zu setzen. Für eine hierarchische
Strukturierung der Sublines werden Multi-Level Feature Models und Relationen zwischen
diesen definiert. Eine Methodik zur Assoziation von Merkmalen sowie notwendige Pro-
zessadaptionen werden nicht beschrieben.
[Ale10] beschreibt den Provop Ansatz zum Umgang mit Varianten in Geschäftsprozes-
sen. Die Selektion der jeweiligen Variante erfolgt dabei über Kontexte. Varianten in Ge-
schäftsprozessen unterscheiden sich von den in dieser Arbeit betrachteten Produktvarian-
ten in ihrer Sichtweise. Abhängigkeiten zwischen Varianten in Geschäftsprozessen und
Produkten müssen in einer separaten Arbeit behandelt werden.
5 Zusammenfassung und Ausblick
Für zielgenaue Change-Impact-Analysen, einem verbesserten Tracing und einer verein-
fachten Fehlerbeseitigung innerhalb einer SPL wird ein durchgängiges Variantenmanage-
ment über den gesamten Entwicklungsprozess und den vorhandenen Abstraktionsebenen
benötigt. Um die Anforderungen an ein durchgängiges Variantenmanagement zu verstehen
haben wir eine existierende SPL analysiert. Dabei fanden wir voneinander isoliert erstell-
te Merkmalmodelle vor. Als Hauptgründe zeichnen sich die differenzierten Sichtweisen
auf Softwarevarianten im Entwicklungszyklus sowie die fehlende Prozessverankerung der
Merkmalmodellierung aus. Zur Harmonisierung der bestehenden Merkmalmodelle wer-
den Operatoren beschrieben, um Assoziationen zwischen den isoliert erstellten Merk-
malmodellen herzustellen und somit zu einem einheitlichen Verständnis der Variabilität
der SPL zu gelangen. In der analyisierten SPL zeigt sich, dass ein Merkmalmodell nicht
vollständig von den Anforderungen abgeleitet werden kann. Technische Einschränkungen
während der Realisierung sowie die Applikation (Post-Build Parametrierung) der Softwa-
re fügen neue Merkmale hinzu. Eine Adaption des bestehenden Entwicklungsprozesses
um die Integration des Variantenmanagements über Merkmale ist aus diesem Grund un-
umgänglich. Zusätzliche Prozesschritte sind notwendig, Merkmale strukturiert einzufügen
und diese mit vorhandenen Entwicklungsphasen und Abstraktionsebenen zu assoziieren.
Die Verwendung eines harmonisierten Merkmalmodells hinsichtlich eines verbesserten
Tracings von Änderungen, Change-Impact-Analysen oder der Fehlerbeseitigung in Bezug
auf Varianten muss im Weiteren analysiert werden.
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