In this paper, we describe new content authoring issues related to mobility and cross-platform multimedia systems. We present the novel architecture for Content Provider Interface (CPI), which provides the necessary tools for creation and delivery of mobile multimedia services across heterogeneous environments. CPI is a fully implemented system and set of tools for creating and updating new multimedia services delivered via a mobile adaptive multimedia service platform called Princess. CPI is based on an object-oriented database for editing and storing media objects, which are interpreted to service catalogs and presentations. Additionally, CPI is capable of creating rich notifications to the system to dynamically report content updates and allows users to create and use templates to establish new media objects, combine databases and preview presentations outside the service platform.
INTRODUCTION
The introduction of powerful, connected portable computers has given rise to development of mobile versions of the traditional WWW services, which are originally based on standard content description languages and networking protocols. The existing infrastructure and oceans of content found from the WWW is not suitable in the limited environment as e.g. size of display, input means and bandwidth may differ greatly within time and between users 6 . Consequently, content providers may decide to tailor several, parallel versions of the same content to satisfy the different needs and constraints of desktop and mobile users 1, 9 .
Multimedia access in limited capability environments has gained wide attention from the academia and the industry. Unfortunately, many of these efforts have resulted in proprietary mobile systems, 9 such as WAP that take little or no advantage of the existing Internet infrastructure. Our approach utilises cross-platform media representation and application interfaces to author and deliver multimedia content over a heterogeneous set of clients and networks, based on single content source and format.
The performance and capacity of portable computers have increased rapidly during the last decade. 10 This has allowed development of many new applications for them that have previously required personal workstations or have not been reasonable to use without mobility. The need for information does not disappear when a person leaves his/her desk.
There is a demand for mobile multimedia applications that have become available because of technical improvements and decreasing prices. 8 When mobile applications are being developed, one has to consider that mobile devices have different requirements and usage environment compared to desktop computers. There are also differences between different kinds of mobile computers, and operating systems. Processing power, size of display, and input means may differ greatly, as well as the bandwidth of the connection. Especially display size and small bandwidth limit the usage of multimedia elements in mobile applications.
For this reason many multimedia services are customized only for a single terminal type. The downside is that if a service is used with different terminals, developers need to create and maintain several separate versions of it. Another cause for problems is that one user may retrieve the service with different terminal types and require the same data to be available. Adaptive multimedia services are one way to resolve these problems 9 .
Service architectures and content authoring
When service architectures are considered, the need for programming should be minimised due to high cost of programming and likelihood for errors. To reduce programming, the adaptive service can be separated into three segments: content, structure and behavior, Figure 1 . Content comprises texts, images, and other media elements that selected service event presents to the end user. The structure includes the content grouping, and semantic/physical storing of the actual media, e.g. how the content elements link to each other. Behavior signifies how the service uses the content and structure definitions to fulfil service request(s). Usually a content provider who has very limited programming skills can define content and structure, but behavior is usually set when the architecture is implemented and cannot be changed without programming.
This division can be illustrated by using HTML as an example. Content consists of texts, images and formatting tags. Structure comprises locations where HTML files, images, and other media files are stored, and links that are included in texts. Behavior is defined by HTML standards implemented by browser developers. The behavior of services are limited by the architecture and resources of the server and client systems. It may be fixed, like HTML service without dynamic extensions, or it can allow the content provider to extend it. Usage of CGI is an example of extending behavior of an HTML server. Usually extensions require programming skills and can be quite hard to implement. Content authoring mostly deals with defining content and structure. Figure 1 . Principle for the preparation and refining the media elements into adaptive service.
Web content creation
The content authoring for multimedia and hypertext applications has been an important research and development area for some time. Software vendors have had their own authoring environments as long as there have been multimedia applications, and when the Internet was developed, many freely or commercially available programs arrived. The most basic examples of content authoring tools are HTML editors. They allow the content provider to easily produce static web content, if there are not too many pages. When the pages grew larger or there are several authors, the management becomes a problem. To streamline development, people have developed Web Content Management (WCM) tools to aid management. These tools make site design, content authoring, publishing, and site management easier.
There are several standards and techniques for the development of dynamic web pages. They have been developed because static web content is not often sufficient. The Common gateway Interface (CGI) has been around for years. It is a technology that allows Web services to interact with users 7 . Other solutions include application servers, Java applets 3 , and Servlets 11 .
Application servers are special types of servers that have emerged recently. They handle dynamic web applications instead of only static documents. They include a server that runs and manages applications and application development environment. There are several kinds of application servers for different applications. Usually these servers use some kind of database to store the content of service applications.
A Java applet is a Java program that can be viewed in browser included in HTML page. When a user views a page that contains an applet in a Java-enabled browser, the applet's code is loaded to the user's computer and executed by the browser 3 .
Java Servlet technology allows web developers to extend the functionality of web servers and access existing business systems. A servlet resembles an applet that runs on the server side and does not have a GUI component. This technology has made several web applications possible. Java Servlet technology has made creating Web applications an easier task. Java language is platform-independent, which makes it easier for a developer to build dynamic Web pages than with traditional CGI programs. 11, 4 Java server pages (JSP) technology is an extension of Servlet technology and it is also developed by Sun. It simplifies creating dynamic HTML and XML web pages and supports the distributed development model, which is common in larger enterprises. JSP technology allows page authors quite easily to author pages while offering benefits of the Java platform. JSP technology has a different approach than servlets. The Java code is located somewhere inside a page, while in servlets the page elements are split in Java code. This makes JSP pages easier to handle. A JSP page is finally compiled into a servlet. 
Adaptive service architectures and their Content authoring
There are four paradigms that can be utilised to create services for a variety of client platforms: (1) manually authoring client-specific versions, (2) client-side adaptation, (3) server-side adaptation and (4) intermediary (proxy) adaptation.
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The content authoring differs for each paradigm. In manual authoring, the content provider creates a separate version of the service application and does not need to think how they are adapted, because they are not. In server-side adaptation, the content is defined in a format that is platform-independent and contains necessary information for adaptation. The system has a component for each device type that is responsible of converting content for that device. The client-side adaptation means that the server sends the same content regardless of client device. The client device adapts the content appropriately. In this paradigm, the content authored by the content provider has to be in a format, which the client device understands. HTML is a good example of client-side adaptation. The content is in a universal format and the client device shows it as well as possible. The fourth paradigm may have several services and it may use separate servers. It contains an adapting proxy that gets content from servers and adapts it to a format that the client device can use. There are adaptive service architectures that only adapt existing content from outside servers. 6 Our Princess platform has a server component with content provider tools.
Content authoring in Princess
In our research, we have developed an adaptive service platform called Princess 9 . It uses an XML-based single source content model and is based on cross-platform media representation and application interfaces. The platform stores content to object database and utilizes existing Internet technologies, GSM and WAP for transferring data. Our content model has been presented in earlier paper 1 . Princess platform contains set of tools called Content Provider Interface (CPI) for content authoring. The most important use of CPI is that it allows the content provider to easily modify the contents of the object database that defines how service applications work. The use of the database allows separation of content and structure from behavior, which makes creating and modifying services easier. It also makes it easier to make queries and reuse some elements of presentations. The CPI has a versatile GUI that makes manipulating the object database quite easy.
Technology
We also developed a presentation model for storing content that is platform-independent and can be adapted to different terminals. We chose to use the object database to store content as media objects. The use of the database is covered with more detail in chapter 2.3. The presentation model is XML-based. It includes XHTML code that is extended with tags that are Princess specific. The Princess platform uses distributed processing so that the media server can be distributed to different computers and the content can be manipulated from another computer. The distribution mechanism that we used was JavaRMI. Table 1 depicts the technical comparison between proposed solution and other technologies. The Princess uses the fourth of the previously mentioned paradigms, i.e. proxy adaptation. The system has several new features including user profiles, which allow the user to select user groups that he/she wants to belong to. The services can contain parts that are showed differently according to user group. The system also has a subscription feature, which means that the user may get notification of updates. The system uses push technology as notifications may be sent via SMS-messages or e-mails. One advantage of Princess is that the adaptation can be done according to content, user profiles, or data transfer method that may be HTML, SMS, VIDEO or WAP.
5 Organization of this paper
Chapter 2 shortly describes the principles of Princess and more detailed functionality of the Princess CPI. Chapter 3 describes an example case of using the CPI. Chapter 4 concludes results of the research and considers future possibilities.
CONTENT PROVIDER INTERFACE
The Content Provider Interface was an important part of the Princess platform, as it allowed the content provider to create and edit service content and structure that was stored in a media database, Figure 2 . 
Overview of Princess
The services produce single source presentation that is adapted to different terminals, Figure 3 . The original presentation is based on XHTML that is extended with some platform-specific tags. The adapted presentations are converted to SMS, WML, or HTML format, according to terminal, and transferred using appropriate channels. The elements included in presentations may also be downscaled. This means e.g. that images may be changed so that they do not need so much bandwidth or that they may be converted to a format that the terminal supports. Another example is that MPEG videos may be replaced with series of images. The authoring of presentations that the services produce is done with CPI.
The adaptation server consists of two parts: digital media server (DMS) and service broker (SB). The service broker receives user requests, reforms them, and sends them to the DMS. It is also responsible for user management, billing, and user profiling. The DMS handles main responsibility for the service. The platform supports user profiling and billing. The adaptation mechanism can adapt HTML code, MPEG1 video, and image content on demand. 2 The service has a component called presentation creator that has main responsibility for the behavior of the service. It gets requests and parses presentations that a client receives according to requests. In a later part of the project, we created a universal presentation creator that can be used by several applications. This component understands definitions made with the CPI and handles services. The component also adds services from the database to a service list called service catalog. 
CPI architecture
Figure 4 presents the role of the CPI in Princess; when the media server is started, it creates the Service catalog according to data that it reads from the object database. When the end user connects to the media server, he/she may choose a service from the service catalog. The media server creates presentations that the end user sees according to service requests. The presentations are created using contents of an object database which the content provider has defined using CPI. When the end user requests a presentation, he/she sees the modifications that the content provider has done to it. There is also a more direct way to inform the user about changes or additions. The content provider may send notification to the media server, and if the end user has enabled it, he/she will receive notification through SMS or e-mail. The CPI also has support to define user profiling and billing. 
Using CPI to create services
The object database contains media objects that define how services work. Media objects contain presentations and information that the media server uses to create the service catalog and handling requests. The database is structured as a tree that has two levels of branches and media objects as leaves. The first branches are called roots and each service has its own root. There are also two additional roots. The first one contains data that is used when the service catalog is created. The other is used to store templates for media objects that can be copied when a new media object is added to the database. Content providers may also add roots if they want to store media objects outside of the service's own root. Each root may contain several folders that contain the media objects. Folders are used to group media objects and the content provider may create them and place media objects inside them quite freely. Each root and folder has a name that is used to identify them and the media objects that they contain.
Each media object contains key-value pairs that can be used to store information. Values can be integers, text strings, truth-values, or vectors of text strings. Key-value pair "name" is obligatory, as it is used to identify media objects. Usually "output" is used to store presentations and their parts. Keys "summary", "parameters" and "significance" are used to control database queries. By using "dbget" -tags with appropriate parameters, the content provider can include a media object to a presentation or make queries where matching media objects are searched from the database and included to the presentation.
The Figure 5 shows an example presentation and the XML code that defines it. The arrows show which part of the code relate to a part of the visual presentation. This is the main page of the example service and the XML code is stored with the key "output" at the media object that has the name "main_page", and is stored at the root "test" and the folder "pages". As figure n. shows, the code contains many tags that are part of normal HTML. Additionally, it contains a "dbget"-tag that tells the media server to include a header and a logo that are stored to another media object. The media server adds the links "control panel" and "logout" at the end of the presentation. They are common to every presentation in every service application. CPI has a graphical user interface that was shown in Figure 2 . with many features that make authoring easier for the content provider. The GUI has a selection tree that reflects the structure of the database and allows easy selection of roots, folders, and media objects, for manipulating them. The operations that are done to selected items are activated from the menu. The user interface allows the content provider to open several media objects for editing simultaneously and they are showed in separate media object editor frames. When a media object is selected from the selection tree, the key-value pairs are shown below it.
The CPI allows the user to perform several operations with selected media objects, roots or folders. Each of these item types can be added, and items can be renamed or removed. The user may also send notification about a new media object or preview a media object.
Manipulating media objects is done with the media object editor frame, later called editor frame, figure 6 . It allows the user to save modifications to the database or reload a media object from it. The editor frame also allows the content provider to add, remove, and rename key-value pairs, and it also has a text editor component for editing key-value pairs that are later also called fields of media objects. Figure 6 . Media object editor frame. Figure 7 shows the process of creating services. Before the content provider can edit a database the CPI must connect to the database through DMS. The connection is done over Java RMI. In Figure 7 , we assume that the media server was already running when the content provider started working. The next step is to create a new service. To do this the content provider has to define the properties of the service that are used when the service catalog is created. When these properties are defined the CPI adds a media object containing them to the database as well as a new root and a default folder for the service. The CPI also reads data from the media database after each database operation and also when the content provider browses the database tree. This reading is omitted from the picture for clarity.
At first the service does not contain other media objects, and the content provider has to create them and define their content. The content of media objects forms presentations and controls service behavior, which is explained with more details in chapter 2.4. When a media object is created or modified, the CPI modifies the database accordingly. The content provider can also connect to the media server with a web-browser and check the results when needed. In that case, the media server parses the presentation according to the defined content and sends it to the client's browser.
The last step in Figure 7 shows the case when the content provider decides to send a notification about updates to the client. The updated media object is then selected from the CPI and the notification of the update is sent to the media server that informs the clients who have made a subscription to it. 
Utilising defined content in services
This chapter explains how the media server utilizes the defined content in services. When the media server is started it connects to the database and reads data that defines services. This data is used to create the service catalog. The first step for the client is to log to the service with a browser or other mean. When the client is successfully connected he/she receives a service catalog from the media server. The service catalog contains links to the services that the media server contains. When the client chooses one of these, the browser sends the first service request to the media server that creates a presentation and sends it to the client. During the connection the browser sends a new service request for each Client link selection and back/forward button use. For each service request, the client will receive a new presentation. If the client uses a GSM or WAP phone, the service request and presentations take the form of WML or SMS messages.
The figure 8 shows three ways to use media objects' content. Each service request refers to a particular media object that may or may not contain database queries. If no queries are defined, the presentation is read straight from the media object. That is a simplification of the first case in figure 8 where the presentation is parsed from several media objects so that the content of defined media objects are included in one media object. For example titles and logos could be added this way. In that case, the media server reads the first media object from the database. It then checks the requested field of the media object, and when it finds a "dbget" tag it reads the appropriate media objects from the database and includes their defined fields to the presentation. This is repeated until all "dbget" tags are replaced with appropriate data.
The second case shows a situation where the requested media object field contains a database query that does not refer to any particular media object. Instead it defines search terms that the media server uses to search the database. The search results are included in the presentation. In that case, the searched media objects contain a "summary" field that is included in the presentation. This field contains a short summary of longer text that the media object contains and also a link to that text. This way it is possible to make a summary page that shows news headlines or lists available articles.
In the third case the requested media object field contains a Princess-specific tag "princess:property" that is used to change user groups. In this particular case it removes the client from every user group. Usually the user group selection is implemented so that there is a selection page with links. Each link has a text that explains how the user group will change, and selecting it opens a presentation with a tag that changes the user group. When the media server finds such a tag in presentation, the user group data is changed. The billing is also handled with Princess-specific tags.
One principle of the architecture was that the content source should not need much adaptation-specific data. However, to make services more easily adaptable, there are two things that should be remembered. Images and embedded videos should have alternative texts defined, as recommended in normal HTML. The images should have an additional parameter "type" that tells the media server how the image should be treated when adapted.
CREATING EXAMPLE SERVICE WITH CPI
In this chapter, we show some basic steps of creating a simple example service. The first step is to define the properties of the service that are used when the service catalog is created. Figure 9 shows the dialog that is used to specify these properties. When they are saved and the Princess is started the next time, the new service is shown in the service catalog. (Figure 10 .) Selecting the link "Test service" starts the test service. This opens the main page of the service in the browser window. Figure 9 . Feature specification GUI. Figure 10 . Service testing application
The second step is to create media objects that contain presentations. We start with the main page, which is the first page that is viewed when the service is started. We select the root of the service and the folder "pages" which is a place where the presentation creator looks for a media object if the folder is not specified in the request. Then we select "media object" and "add" from the menu to open the dialog that is used to create a new media object, Figure 11 . Figure 11 . Dialog window for creating a new media object.
The selections that are shown in the dialog create a media object that does not contain any fields except the name. The content provider uses the media object editor to add and edit an output field to it. This field is used when the main page of the service is viewed. The Figure 5 in chapter 2.3 presented the media object editor with this field viewed. As can be seen in the listing, there is one Princess-specific tag, i.e. dbget. It is used in this media object to add a header and a logo at the beginning of the page. The content provider stores the code that shows them in another media object and can add them identically at the start of every page by including the tag. The other presentations that the service contains are added in a similar way.
Next we create another media object which contains a database query. Table 2 shows the code that includes articles to the presentation if the user belongs to the right user group, and Figure 12 depicts a browser window where two articles are found from the database. A short definition of the articles is shown with links to the full articles. Figure 13 shows the page that is used to change the user group as was explained in chapter 2.4. Table 2 . Code that performs a query <?xml version="1.0"?> <html> <head> </head> <body text="#BFDCFB" bgcolor="#395A8C" link="#FFFFFF" vlink="#BFDCFB" alink="#FFFFFF"> <dbget root="test" folder="include" name="start" /> <hr width="100%" /> <p> <dbget root="test" folder="articles" output="summary" param="Archers" /> </p> </body> </html> 
THE CONCLUSION AND FUTURE DIRECTIONS
The Princess CPI was developed for flexible content authoring of heterogeneous mobile multimedia services. It was tested with multiple services, e.g. an ice-hockey service and some small test services. The CPI is focused to ease content creation for varying mobile environments. The basic approach is to semantically and physically separate the content from behavior, and store them to a database for availability for different mobile portals and for service distribution. The Princess system is an end-to-end mobile service system aimed to provide the same services for different environments. It includes content authoring, service logic and adaptation, as well as billing and subscription features. This paper described the CPI architecture and the needed technologies with implementation details and a couple of examples to show its functionality.
The CPI and the Princess platform are fully implemented systems with multiple in-use services. They are a part of ongoing research and investigation of mobile multimedia communications and fully adaptive environments.
