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Abstract
La composition automatique ou assistée de work-
flows est un domaine de recherche intense pour des ap-
plications dédiées au web ou à la modélisation de pro-
cessuss métiers (business process). La composition de
workflow peut être résolue de diverses manières, généra-
lement grâce à des techniques de preuve de théorèmes.
L’originalité de cette recherche provient de l’observation
que la construction d’un workflow composite comporte
de fortes similitudes avec la recherche d’un modèle fini,
et que certains langages de workflows peuvent être dé-
finis comme des métamodèles contraints [9, 23]. Ceci
conduit à étudier la possibilité d’appliquer à ce problème
les techniques de configuration. Notre principale contri-
bution est de prouver la faisabilité d’une telle approche,
avec certains avantages relativement à l’utilisation de
techniques purement logiques.
Nous présentons un modèle objet contraint pour
la composition de workflows, basé sur un metamodèle
de workflows et d’ontologies pour les processus et les
flux de données. Des résultats expérimentaux sont lis-
tés pour une implémentation qui génère des workflows
composites complexes incluant des transformations et
des noeuds de synchronisations (fork/join) et de bran-
chements (split/merge).
1 Introduction
La composition automatique ou assistée de work-
flows est un domaine de recherche intense pour des
applications dédiées au web ou à la modélisation de bu-
siness process. La composition de workflow peut être
résolue de diverses manières, et généralement grâce à
des techniques de preuves de théorèmes.
L’originalité de cette recherche provient de l’ob-
servation que la construction d’un workflow compo-
site comporte de fortes similitudes avec la recherche
d’un modèle fini, et que certains langages de work-
flows peuvent être définis comme des métamodèles
contraints [9, 23], ce qui conduit naturellement à étu-
dier la possibilité d’appliquer à ce problème les tech-
niques de configuration. Notre principale contribution
est de prouver la faisabilité d’une telle approche, qui
présente certains avantages si on la compare à des tech-
niques purement logiques.
Le plan de l’article est le suivant : la section courante
1 est introductive, et présente brièvement la configu-
ration dans 1.1, comment traiter le problème de com-
position grâce à un configurateur dans 1.2 et un bref
état de l’art sur le sujet dans 1.3. La section 2 donne
la spécification d’un modèle objet contraint combinant
un métamodèle des activités et les ontologies de don-
nées. La section 3 détaille la formulation du problème.
La section 4 explicite le processus de configuration.
Deux exemples sont présentés en section 5 ainsi que
les résultats obtenus avec le programme ILOG JCon-
figurator. Enfin la section 6 conclut and propose des
perspectives de recherches.
1.1 Brève introduction à la configuration
La configuration consiste à construire (simuler la
construction d’) un produit complexe à partir de com-
posants choisis dans un catalogue de types.
Le nombre et le type des composants requis n’est
pas connu à l’avance. Les composants sont sousmis à
des relations, et leurs types sont décrits par une hié-
1
rarchie de types. Des contraintes (où ’règles de bonne
formation’) définissent tous les produits valides. Un
configurateur reçoit en entrée un sous-ensemble de la
structure objet souhaitée, et l’étend à une solution du
problème de configuration, si elle existe. Ce problème
est semi-décidable dans le cas général (certains pro-
blèmes n’ont que des solutions infinies).
Un programme de configuration est correctement
décrit au moyen d’un modèle objet contraint com-
binant un diagramme de classes standard (comme
illustré par les figures 2, 3), conjointement avec des
contraintes (aussi appelées ’sémantique’ dans le cadre
UML/OCL). Résoudre le problème associé d’énumé-
ration peut être réalisé avec des approches techniques
ou des formalismes variés : les extensions du cadre
CSP [12, 6], les approches à base de connaissances [21],
les logiques terminologiques [13], la programmation lo-
gique (utilisant le chaînage avant ou arrière, et des sé-
mantiques non standard) [20], les approches orientées
objet [10, 21]. Nos expériences ont été menées avec le
configurateur orienté objet ILOG JConfigurator [10].
Un configurateur orienté objet tel qu’ILOG JCon-
figurator représente son catalogue de types grâce à
un modèle objet contenant des classes, leurs attibuts
et leurs relations. Les relations sur les classes sont
des associations ou l’héritage. L’utilisateur d’un confi-
gurateur définit un modèle objet pour le champ de
connaissance à implémenter, conjointement avec des
contraintes associées. En effet, le modèle objet n’est gé-
néralement pas suffisant pour représenter exactement
la sémantique du domaine.
PC
−totalPrice:int
MotherBoard
−totalPower:int
−totalPrice:int
ShoppingItem
−price:int
Supply
−power:int
Device
−powerUsed:int
Disk
−capacity:int
Monitor
−size:int
Processor
−speed:int
Memory
−capacity:int
1,2
1,41,4
Fig. 1 – Un modèle objet pour la configuration de PC
Par exemple, pour représenter des PC’s1, on pour-
rait utiliser le modèle décrit par la figure 1. On y voit
1I.e. Personal Computers
qu’un PC doit avoir exactement une Motherboard2,
exactement un Power Supply, et un unique Monitor.
En revanche, il peut contenir jusqu’à quatre Disk(s)3.
Tout PC (simplifié) peut être représenté par une ins-
tance de ce modèle. Des contraintes additionnelles ga-
rantissent la validité de l’instance. Par exemple, l’at-
tribut totalPrice d’une instance de la classe PC est
égal à :
sum(MB.totalPrice, Su.price,Mon.price,Disks.price)
Dans cette exemple, la notation pointée4 est utili-
sée pour déréférencer les attributs d’une classe à tra-
vers leurs associations, et Disks.price représente l’en-
semble aggrégé des prix sur tous les disques connus du
PC, quel que soit leur nombre.
1.2 De la configuration à la composition de work-
flows
La configuration est une technique émergente de
l’IA avec des applications à de nombreux domaines,
dans lequels le problème peut être formulé comme la
production d’une instance finie d’un modèle objet sou-
mis à des contraintes. Raisonner sur les workflows re-
lève de cette catégorie car la description d’un workflow
est une instance d’un métamodèle donné (tel que peut
l’être notamment le métamodèle UML pour les dia-
grammes d’activité [9]). La composition de workflow
est un problème de configuration dans le sens où il
est nécessaire d’introduire un certain nombre de tran-
sitions et de noeuds n’existant pas dans les workflows
donnés en arguments (fork, join, split, merge, transfor-
mations, séquences prédéfinies d’interaction avec l’uti-
lisateur), et d’interconnecter les messages en entrée et
sortie des actions pourvu qu’ils aient un type com-
patible. L’utilisateur d’un système de composition de
workflows fournit :
– une liste des workflows candidats, sous la forme
d’instances partiellement définies du métamodèle
utilisé (e.g un producteur de certains objets, un
transporteur, un service de paiement electronique,
etc.)
– les ontologies pour les types de données des mes-
sages entrants/sortants de ces workflows (e.g type
de voyage, les méthodes de paiement, etc.)
– le but à atteindre pour le résultat de la composi-
tion (e.g la réservation d’un ticket de train)
– la liste des informations qui pourront être fournies
par l’utilisateur du workflow composite (e.g un
2La cardinalité par défaut est 1 dans nos diagrammes UML.
3les flèches simples labellisées X,Y représentent une relation
dont la cardinalité va de X à Y
4Cette notation tirée du langage UML+OCL language [9] a
été identifiée comme relativement adaptée à la spécification de
problèmes de configuration dans [5].
numéro de carte de crédit, le nom d’un produit,
accepter/refuser une offre,etc.)
Dans notre approche, le but est défini comme un
type de message (dans une ontologie appropriée) atta-
ché au noeud final du workflow composite. Les entrées
fournies par l’utilisateur sont modélisées grâce aux si-
gnaux externes (un type particulier d’activité).
L’utilisateur du sytème de composition attend en
retour un workflow composite complet, qui com-
bine les workflows candidats en garantissant la vali-
dité de toutes les contraintes d’intégrité. Parmi ces
contraintes, certaines proviennent du métamodèle :
par exemple des contraintes garantissent que deux (ou
plus) workflows ne peuvent pas se bloquer mutuelle-
ment, chacune attendant que l’autre envoie un mes-
sage. D’autres contraintes sont plus spécifiques au pro-
blème : par exemple celles qui assurent que l’objet pro-
duit est effectivement celui qui est transporté.
1.3 Travaux précédents
La composition automatique de workflows est un
champ d’intense activité, avec des applications pos-
sibles à au moins deux domaines majeurs : la modéli-
sation de business process et le web sémantique. Des
tentatives pour résoudre ce problème sont expérimen-
tées avec de nombreux formalismes et techniques.
– Situation calculus [17] : dans [11], l’extension
concurrente ConGolog de Golog est montrée
adaptée à la composition de workflows. Pour
contourner la difficulté provenant de ce que l’ins-
truction Golog “Sequence" est statique, et ne per-
met pas l’insertion dynamique d’actions, les au-
teurs introduisent une instruction supplémentaire
“Order".
– Logic programming : les résultats de [18] illustrent
la possibilité d’utiliser Prolog pour générer inter-
activement des compositions de services Web en
s’appuyant sur leurs descriptions sémantiques (en
sus de WSDL). Cette approche illustre la possibi-
lité de voir la composition de services Web comme
un processus récursif.
– Type matching : [3] décrit un algorithme pour la
composition de services Web s’appuyant sur l’ap-
pariement partiel des types de messages. Cette
approche est montrée comme augmentant de fa-
çon considérable le nombre total de compositions
réussies. De façon particulièrement intéressante,
cette approche de la composition entremêle la
composition proprement dite avec la découverte
des services satisfaisant les conditions requises, ce
qui répond à un certain nombre de problèmes pra-
tiques.
– Coloured Petri nets : [26] illustre concrètement
comment des réseaux de Petri colorés peuvent
être générés en partant de spécifications BPEL,
ce qui permet de gérer de façon précise la compa-
tibilité des “chorégraphies" (on appelle tradition-
nellement chorégraphie la manière dont un agent
(Service Web) interagit avec le monde extérieur)
– Linear logic : [16] propose une application de LL
à la composition de services Web. Les auteurs
affirment qu’une description WSDL d’un service
Web peut être automatiquement transformée en
un ensemble d’axiomes LL. Ensuite, ils utilisent
un démonstrateur pour le fragment multiplicatif
de LL (i.e. sans les disjonctions) pour déduire la
composition des services.
– Process solving methods [1] : PSM n’est pas un
système formel, mais décrit un modèle des pro-
cessus pouvant être utilisés pour composer des
services Web. Le travail décrit par [8] fournit un
cadre pour l’utilisation de PSM dans cette pers-
pective. Les intuitions qui guident le modèle PSM
peuvent êtrre rapprochées des expérimentations
conduites avec le système de médiation Ariadne
[22], un travail qui a inspiré le notre dans une
certaine mesure.
– AI Planning : par certains aspects la composition
de workflows peut être vue comme un problème
de planification. Ce point de vue est celui de [2],
où les descriptions des états sont ambiguës et les
définitions des opérateurs incomplètes. La mêm
approche est choisie par la bibliothèque de com-
position intercative de services Web SWORD [15]
qui génère les plans au moyen d’un langage de
règles logiques exploitées en chaînage avant.
– Hierarchical Task Network (HTN) planning : une
application de Shop2/BPEL à la composition de
services Web est présentée dans [19] and [25].
– Constraint programming : un point de vue origial
sur la composition de services Web est défendu
dans [7], qui la présente comme un problème d’op-
timisation discrète non linéaire. Il s’agit d’une ap-
proche isolée, autant que nous le sachions.
– Markov decision processes : l’algorithme présenté
dans [4] les combine avec de l’apprentissage baye-
sien de modèles pour générer des workflows ro-
bustes au non déterminisme et aux changement
de l’environnement.
2 Un métamodèle pour la composition
de workflows
Le raisonnement sur les workflows requiert un lan-
gage avec suffisamment de généralité pour être viable
pratiquement. Puisque nous traitons le problème via
la configuration, il est d’autant plus important que le
langage de workflow soit modulaire vis à vis de la plu-
part sinon tous les workflow patterns référencés dans
[24]. Le langage le plus simple remplissant ces condi-
tions est le langage YAWL [23], pour l’essentiel inclus
dans les diagrammes d’activité UML2 [9].
Nous présentons notre modèle objet contraint en ac-
cord avec les recommandations standards pour l’archi-
tecture MDA (Model Driven Architecture). La pro-
chaine sous-section introduit les différentes classes et
leurs associations et attributs via un diagramme de
classe. Elle est suivie d’une présentation détaillée des
principales contraintes en OCL. Une traduction sous
la forme de contraintes JConfigurator est donnée à la
fin. Le métamodèle proposé n’est pas complet dans le
sens où il ne supporte pas toutes les constructions de
workflows (e.g. les exceptions). Encore sous forme de
recherche et d’expérimentations, il doit être vu comme
une base correcte pour un métamodèle contraint com-
plet.
2.1 Spécifications du métamodèle
2.1.1 Les activités et leurs entrées/sorties
Les activités sont les éléments principaux d’un
workflow. Comme défini dans UML2, les activités
peuvent avoir un certain nombre de messages en en-
trées/sorties, qui ont un type défini pris dans une on-
tologie de données. Toutes les activités ont un "pro-
priétaire" (le workflow originel auquel elle appartient :
par exemple, le workflow du Producteur, dans la sec-
tion 5). Tous les éléments de workflow qui sont ajou-
tés dynamiquement par le configurateur appartiennent
à un propriétaire spécialement introduit : le Compo-
sition Workflow. Il existe différents types d’activités,
comme illustré dans le métamodèle de la figure 2 :
– Noeuds initiaux (initial node) : le point de départ
du workflow. Ils n’ont pas d’entrées et sont repré-
sentés par un rond noir.
– Noeuds finaux (final node) : un point de sortie
possible du workflow. Ils n’ont aucune sortie et
sont représentés par un cercle blanc contenant un
point noir.
– Noeuds de contrôle (control nodes) : join (syn-
chronisation), fork (lancement concurrent), merge
(fin de branchement), decision (branchement
conditionnel). Un fork débute des actions en pa-
rallèle en dupliquant son unique entrée vers toutes
ses sorties. Un join est la construction correspon-
dante pour la synchronisation. Les contrôles déci-
sion et merge sont les constructions classiques de
type si/alors.
– Actions : activités comprenant une action locale
effectuée par le propriétaire du workflow.
– Transformations : activités qui transforment les
types de messages sans effet de bord additionnel.
Dans le contexte de la composition de services
Web, elles sont appelées médiateurs. Les transfor-
mations disponibles peuvent être choisis par l’uti-
lisateur du système ou découvertes (e.g dans le
cadre du web sémantique).
– Signaux externes (external signals) : une activité
qui fournit des messages externes, typiquement les
messages transmis par et vers l’utilisateur.
Activity
−Active:boolean
−Relation:Owner
FinalNode
InitialNode
Decision
Transformation
Action
Join
Merge
Fork
Message
−Active:boolean
−Order:Boolean
theInputs
*
theOutputs
*
isOutputOf0..1
isInputOf0..1
ControlFlow ExternalSignal
Fig. 2 – Metamodèle pour les activités
2.1.2 Contraintes d’activation
Ces contraintes ne sont pas spécifiques à un pro-
blème et peuvent donc être appliquées à toute compo-
sition. Sur le sous-ensemble d’UML2 simplifié et légè-
rement adapté de la figure 2, on observe que les classes
Activity etMessage implémentent un attribut booléen
appelé “active". Il indique quelles parties du workflow
participent effectivement à la composition. En effet,
un workflow candidat peut contenir des chemins deci-
sion/merge ignorés à l’exécution et dont le composeur
sait que les conditions sont impossibles (par exemple,
si l’on sait que le type du message connecté provoquera
toujours un fail sur le test).
D’où l’introduction des contraintes suivantes :
– Si une action est active, alors toutes ses entrées
sont des messages actifs
– Si un message actif est sortie d’un join, toutes ses
entrées doivent être actives
– Si un message actif est sortie d’une décision ou
d’un fork, son entrée doit être active.
– Si un message actif est sortie d’un merge, au
moins une de ses entrées doit être active
Avec ces contraintes, le programme construit des solu-
tions telles qu’au moins un chemin intégralement actif
mène du noeud initial au noeud final (via un mes-
sage ayant le type du but souhaité). Dans le cas où ce
chemin valide traverse un fork ou un join, les autres
chemins entrants/sortants doivent être valides égale-
ment. Si l’utilisateur veut une solution plus robuste
(où toutes les branches sont valides), cela peut être
obtenu en forçant toutes les parties du workflow à être
actives.
2.2 Ontologie des types de messages
Chaque message est relié à un type de donnée, pris
dans une ontologie spécifique. Nous utilisons des onto-
logies prédéfinies pour les séquences d’interaction avec
l’utilisateur, et importons celles requises par les ser-
vices Web sélectionnés. Un exemple d’interaction avec
l’utilisateur est l’activité OfferAcceptance (un sous-
type d’action nouvellement introduit), qui contraint
les types de ses entrées/sorties. D’un point de vue
global, une activité “OfferAcceptance" fournit un Of-
ferAnswer si un Offer et un UserAcknowledgement
lui sont donnés en entrée. Cependant, la correspon-
dance de type Offer/OfferAnswer est contrainte : elles
doivent appartenir au même workflow.
Par exemple, un ShipperOfferAnswer ne peut être
fourni que si un ShipperOffer est en entrée de l’activité
d’acceptation d’offre. La figure 3 illustre le fait que ces
types appartiennent à la fois à la hiérarchie standard
des types et de celle des ontologies des services impor-
tés.
Message
−active:Boolean
DataType
ProducerDataType ShipperDataType Offer OfferAnswer UserAcknowledgement
ProducerOffer
−price:Float
−currency:String
−productSize:int
ProducerOfferAnswer
−accepted:Boolean
Fig. 3 – Un modèle abstrait pour les ontologies de
données
2.3 Semantique
Nous listons ici un certain nombre des contraintes
en OCL, assez représentatives pour en dégager l’idée
générale.
2.4 Contraintes génériques
Ces contraintes ne sont pas spécifiques au problème
et s’appliquent donc à toute composition.
1. Si une action est active, alors toutes ses entrées
sont des messages actifs :
Context Action
inv:self.active=true implies
self.inputs→forAll(m:Message|m.active=true)
2. Si un merge est actif, au moins une de ses entrées
doit être active
Context Merge
inv:self.active=true implies
self.inputs→exists(m:Message|m.active=true)
3. Tous les messages entrant dans un workflow ex-
terne sont une sortie du workflow composition :
Context Message
inv:self.isInputOf.Owner<>Composition implies
self.isOutputOf.Owner=Composition
4. Tous les messages sortant d’un workflow externe
sont une entrée du workflow composition :
Context Message
inv:self.isOutputOf.Owner<>Composition implies
self.isInputOf.Owner=Composition
5. L’ordre d’un message en entrée d’une activité est
plus petit que l’ordre de n’importe quel message
sortant de cette activité (Cette contrainte d’or-
donnancement permet d’éliminer les workflows
contenant des boucles non exécutables) :
Context Message
inv:self.outputOf.Outputs→forAll(m:
message|self.Order<m.Order))
2.5 Contraintes prédéfinies
1. Les noeuds fork ont les mêmes types en en-
trée/sortie :
Context CompoCopy
inv:self.outputs→forAll(m.OclIsTypeOf(self.input))
2.6 Contraintes spécifiques au problème
1. Types de messages pouvant être fournis par l’uti-
lisateur :
Context ExternalSignal
inv:self.outputs→forAll( m.theData.OclIsTypeOf(type1)
OR m.theData.OclIsTypeOf(type2))
2. Transformations disponibles : le composeur doit
avoir une liste des transformations disponibles.
Dans le contexte du web sémantique, cette liste
peut être obtenue via une requête à un repertoire
de médiateurs.
3. Contraintes de préférences (Policy) : contraintes
représentant les volontés de l’utilisateur, afin
d’éliminer des compositions non souhaitées (par
exemple imposer un prix maximum pour l’offre
globale).
2.7 Préférences
Il est possible de spécifier des préférences sur les so-
lutions, ce qui fait du problème un cas d’optimisation
combinatoire. Par exemple, on peut préférer les solu-
tions comportant un paiement par carte de crédit, ou
dans lesquelles le nombre d’interactions avec l’utilisa-
teur est le plus petit possible.
2.8 D’UML à JConfigurator
Nous donnons ici la traduction de deux des
contraintes précédentes vers l’API Java fournie par la
librairie JConfigurator, afin de rendre compte de l’adé-
quation à un langage de configuration.
– Si une activité est "Active", au moins une de ses
entrées est "Active" :
om.add(om.forAll(A,
om.eq(A.getIntField(”Active”),1),
om.ge(om.sum(A.getObjectSetF ield(”inputs”),”Active”),1)
));
– Pour toute activité, l’ordre maximum des entrées
est inférieur à l’ordre minimum des sorties :
om.add(om.forAll(A,om.lt(
om.max(A.getObjectSetF ield(”outputs”),”Order”),
om.min(A.getObjectSetF ield(”inputs”),”Order”)
)));
3 Le problème de composition
Un problème de composition de workflows
(Mc,W, T, It, Om) peut être paraphrasé ainsi :
“Etant donnés un métamodèle contraint Mc, un
ensemble W de workflows partiels fournis comme
candidats à la composition, un ensemble T de trans-
formations disponibles, un ensemble It de messages
pouvant être fournis par l’utilisateur, et un but sous
la forme d’un ensemble Om de messages souhaités
en sortie, produire un workflow composite contenant
un sous-ensemble W ′ ⊆ W des workflows candidats,
plus un certain nombre de constructions auxiliaires
contenant un sous-ensemble T ′ ⊆ T et tel que : a/ le
workflow composite est valide et b/ il produit tous les
messages souhaités Om”.
Par valide, nous entendons que le résultat satisfait
toutes les contraintes (notamment celles interdisant
les situations d’interdépendance). De plus, nous exi-
geons que chaque workflow participant à la solution
communique exclusivement avec le workflow compo-
sition. Ce dernier point peut paraître artificiellement
complexe car des solutions pourraient être obtenues en
reliant directement les workflows entre eux, mais se ré-
vèle nécessaire pour des problèmes plus complexes où
par exemple des contraintes s’appliquent aux messages
échangés entre participants (comme dans [14]), ou plus
généralement quand le workflow composite contient
des élements pré-existants qui ne peuvent établir de
connections directes différentes (comme pour les ser-
vices Web).
3.1 Instances de workflow
Chaque workflow candidat est défini comme une ins-
tance partielle du métamodèle, contenant des activités
contraignant le type des messages et des transitions.
Ce modèle offre l’avantage de permettre de raisonner
sur l’intégrité de la composition complète. Particuliè-
rement, puisque les relations entre entrées et sorties
impliquent des contraintes d’ordonnancement tempo-
rel, aucune composition ne peut être produite qui viole
ces contraintes. En conséquence, les workflows condui-
sant à une bloucle du processus ne peuvent être géné-
rés.
3.2 Transformations
Disposer de transformations qui agissent comme des
adaptateurs dans le flux de données est primordial. Ces
transformations, appelées médiateurs de données (ou
parfois d’ontologies) dans le domaine du web séman-
tique, sont nécessaires puisque des services Web ou
processus indépendants peuvent définir des types de
messages compatibles mais pas strictement identiques.
Des contraintes spécifient les entrées possibles en fonc-
tion des sorties, de telle façon qu’il soit possible de
créer des transformations abstraites disponibles avant
le début de la recherche (e.g. un extracteur de don-
nées).
3.3 La requête au configurateur
Nous voulons résoudre le problème de composition
de workflows (Mc,W, T, It, Om) avec des techniques de
configuration. Ceci peut être vu comme le processus
consistant à connecter le but Om à certains messages
fournis de type It, via un certain nombre de workflows
intermédiaires, de contrôles de flux et de transforma-
tions.
Le choix d’un configurateur spécifique (ici ILOG
JConfigurator) influence clairement l’implémentation
du problème en une requête de composition. Une des
spécificités de JConfigurator est l’absence de la créa-
tion par nécessité. Dans un processus de configuration,
lorsque la cardinalité minimum d’une relation ne peut
être satisfaite par les objets existants, la création au-
tomatique des instances nécessaires peut être déclen-
chée. Pour pallier à cette limitation, toutes les ins-
tances pouvant participer à une solution doivent être
fournies en nombre suffisant. Cette difficulté est ce-
pendant minimisée car JConfigurator implémente un
raisonnement de classification5 : des instances peuvent
être créees pour des types abstraits, qui seront clas-
sifiés par la suite. Cela évite d’avoir à préparer des
instances pour toutes les feuilles de la hiérarchie de
types.
Parmi les objets qui doivent être créés avant le début
de la recherche figure le workflow propriétaire “compo-
sition". Il prépare les interactions avec tous les work-
flows candidats grâce à un nombre suffisant de tran-
sitions (ou contrôles de flux : fork, join, split, merge)
ainsi que des transformations et workflows partiels re-
présentant des schémas d’interaction avec l’utilisateur.
Les éléments de ce groupe seront ensuite disponibles
pour être sélectionnés par le processus de configura-
tion.
La requête de composition contient donc les infor-
mations suivantes :
– le workflow propriétaire composition,
– un noeud initial,
– un ou plusieurs noeuds finaux,
– le “goal" sous la forme de types de messages sou-
haités en sortie (et connectés au noeud final),
– les informations pouvant être fournies par l’utili-
sateur (e.g. accepter une offre, donner une numéro
de CB) sont donnés comme des types possibles de
sortie des signaux externes,
– un certain nombre de séquences d’interaction avec
l’utilisateur,
– un certain nombre de transitions nécessaires pour
synchroniser les flux entrant/sortant de la com-
position.
4 Le processus de configuration
Nous utilisons une procédure de configuration ré-
cursive et orientée objet. La configuration est orientée
but : elle procède en partant du noeud final, et tente
de connecter ses messages entrants sur les sorties de
workflows partiels fournis en argument, ou, si impos-
sible, sur des transformations introduites exprès. Une
fois cette connexion réalisée, cela conduit récursive-
ment à de nouveaux besoins de rattachements, jusqu’à
5JConfigurator révise dynamiquement le type des objets
pour satisfaire les contraintes de type survenant lors de la re-
cherche
pouvoir fermer la configuration en atteignant le noeud
initial, qui n’a pas de message entrant. Cette approche
ressemble mais seulementpartiellement au chaînage ar-
rière, car le processus de configuration peut parcourir
des chemins divers en fonction des heuristiques. Parmi
les choix d’énumération essentiels figure celui de confi-
gurer récursivement immédiatement un objet nouvel-
lement connecté, ou de déférer cette décision.
Le modèle objet contraint que nous utilisons n’ex-
clut pas l’utilisation d’autres stratégies, y compris le
chaînage avant - qui débuterait en ancrant la configu-
ration sur les messages en entrée - ou un mélange des
deux. Il doit être noté que bien que si le but (un ou plu-
sieurs messages attendus) doit être connecté, certaines
des entrées (de l’utilisateur) peuvent rester inutilisées.
Par exemple, seule une fraction des méthodes de paie-
ment possibles pourra être utile dans une composition
incluant une transaction en ligne. Cette situation dis-
qualifie normalement les approches “chaînage avant"
guidées par les données en entrée.
5 Résultats expérimentaux
Nous rapportons ici les résultats obtenus sur deux
problèmes de la littérature, choisis à cause de l’étendue
des difficultés qu’ils soulèvent. Les expérimentations
ont été conduites sur un Pentium mobile à 2,8 Mhz,
ayant 1 GO de Ram, et utilisant la Java JVM 1.5 et
ILOG JConfigurator 2.1. Les temps de calcul sont ex-
primés en secondes. Le nombre de points de choix est
celui requis pour atteindre une solution, et le nombre
d’échecs compte les backtracks effectivement réalisés
(un nombre toujours inférieur au précédent).
5.1 Exemple : Cinéma et Film
Ce problème est issu de [8], et réalise l’exécution au-
tomatique des tâches suivantes : trouver un cinéma,
puis les horaires d’une film donné, puis acheter un
billet pour la séance choisie, du film, dans le cinéma.
Le workflow résultant de la composition de ces trois
services élémentaires est illustré par la figure 4.
Dans la figure 4, nous observons que toutes les en-
trées utilisateur sont dirigées vers un noeud de syn-
chronisation spécifique. Il en est ainsi car comme ex-
pliqué précédemment, tous les messages sont échan-
gés via le workflow de composition, qui peut rediriger
et/ou dupliquer les messages utilisateur vers les ser-
vices qui le requièrent. La solution ainsi présentée ne
demande pas la mise en oeuvre de transformations,
mais les données du problème pourraient être aisément
changées de façon réaliste pour le nécessiter.
Il faut noter que des noeuds “fork" sont requis pour
dupliquer les jetons message vers divers points de
InitialNode
FinalNode
 
Film
TheaterSelector
Location
 
 
Theater
TimeTableSelector
CinemaReservation
 
 
UserProfile
 
Timetable
Goal
ConfirmedBook
Fig. 4 – Le workflow composite Cinéma et Film
la composition. Cette considération n’est qu’implicite
dans [8] mais demande une prise en compte rigoureuse.
5.2 Exemple : Producteur and Transporteur
Ce problème est issu de [14], un article appliquant
des techniques de planification à la composition de ser-
vices. Nous l’avons choisi à cause de ses propriétés in-
téressantes :
– le transporteur (shipper) et le producteur (produ-
cer) font chacun une offre sur la base de la requête
de l’utilisateur et des résultats intermédiaires du
producteur. Ces deux offres doivent être agrégées
pour les présenter à l’utilisateur, qui peut les ac-
cepter ou les refuser.
– le producteur et le transporteur sont spécifiés sous
la forme de workflows partiels assez complexes, et
pas seulement par des activités isolées,
– les deux workflows partiels ne peuvent pas être
exécutés l’un après l’autre, mais sont entremêlés,
car chacun doit attendre que l’autre ait reçu un
OfferAcceptance avant de clore la transaction,
– le workflow du transporteur demande une taille
en entrée, qui ne peut être obtenue que par ex-
traction (e.g. transformation) à partir de l’offre
du producteur,
– finalement, le but est décomposé en deux sous
buts : les confirmations du producteur et du trans-
porteur.
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Fig. 5 – Le workflow partiel du transporteur
La figure 5 illustre le workflow partiel du transpor-
teur, comme défini avant que la composition ne débute.
Le workflow du producteur est similaire, modulo les
ontologies de types de messages.
Le résultat de la composition est présenté par la
figure 6. Ce workflow composite intègre synchronisa-
tion, exécution entremêlée, des transformations (les
boites ovales) et il devrait être noté que certains che-
mins d’exécution sont ignorés : en effet, si l’utilisa-
teur rejette l’offre, le but ne peut pas être réalisé. Cela
illustre pourquoi nous avons besoin d’un attribut ca-
ractérisant les chemins actifs dans le métamodèle.
5.3 Résultats
Nous avons réalisé des expériences sur les deux
exemples précédemment détaillés. Les résultats d’éxé-
Tab. 1 – Résultats expérimentaux (temps en secondes)
Problème temps points de choix échecs
Cinéma 0.46 13 0
Producteur 20.06 103151 103109
cution pour les deux problèmes sont décrits par la
table 1. Nous n’avons utilisé aucune heuristique parti-
culière pour ces calculs, laissant le système fonctionner
par défaut. Ainsi que les résultats le montrent, l’im-
portant ratio échecs/points de choix dans le cas pro-
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Fig. 6 – Le workflow composite
ducteur indiquent que le programme n’a pu trouver la
solution rapidement. Cela suggère que des heuristiques
appropriées devraient améliorer ces statistiques. Il doit
être noté que dans [14], le workflow de l’utilisateur est
fourni en entrée au programme (ce n’est pas le cas
ici) et que le temps de calcul du résultat est de 18000
secondes6.
6 Conclusion
Cette recherche montre la faisabilité de l’utilisation
de la configuration pour réaliser la composition au-
tomatique de workflows, qui possède des applications
pratiques à de nombreux domaines, par exemple la
compositions de sevices web ou de processus métier.
Cette possibilité établit clairement la composition de
workflows comme un cas particulier de recherche de
modèles finis.
La configuration requiert un modèle objet pour s’ef-
fectuer, ce qui place la conception de telles applications
dans un champ familier à de nombreux ingénieurs. Une
part essentielle du modèle objet considéré, le métamo-
dèle des diagrammes d’activité, existe par ailleurs dèjà
comme un sous ensemble de la méthode de spécifica-
tion UML2.
6Les conditions expérimentales diffèrent toutefois significati-
vement dans les deux cas, ce qui interdit une comparaison utile
des temps de calcul
La configuration place aussi ce problème dans le pa-
radigme de la programmation par contraintes. Ce fai-
sant, la prise en compte de préférences sur les solutions
en fait un problème d’optimisation ou un problème de
recherche guidée par les préférences.
Etant combinatoire par nature (un workflow est un
graphe), le problème que nous adressons est difficile.
Les techniques de configuration peuvent aider à ré-
duire la complexité par :
– l’utilisation d’abstractions, gràce au raisonnement
sur les types,
– des structures de données appropriées (puisque
des portions importantes des workflows partiels
sont invariantes, elles pourraient être implantées
au moyen de structures de données spécifiques
plus légères que dans la version actuelle),
– la recherche locale,
– des techniques de rejet d’isomorphismes . . .
Toutes ces options relèvent de recherches actives ou
futures. Nous travaillons actuellement à la montée en
charge, en augmentant le nombre de workflows inuti-
lisés.
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