Application programming interfaces (APIs) are the interfaces to existing code structures, such as widgets, frameworks, or toolkits. Therefore, they very much do have an impact on the quality of the resulting system. So, ensuring that developers can make the most out of them is an important challenge. However standard usability evaluation methods as known from HCI have limitations in grasping the interaction between developer and API as most IDEs (essentially the GUI) capture only part of it. In this paper we present the Concept Map method to study the usability of an API over time. This allows us to elicit the mental model of a programmer when using an API and thereby identify usability issues and learning barriers and their development over time.
INTRODUCTION
In today's software development it has become a rare occurrence that everything has to be programmed from scratch. This is not only true for subsequent releases but also for "new" products. Instead, developers often rely on existing widgets, frameworks, libraries, or software development toolkits that provide existing code structure for reuse. To access these, application programming interfaces are provided (APIs) and while there may be many different kinds of APIs they all serve the same purpose, as Daughtry et al. [10] described it: "they each provide a programmatic user-interface to a module of code". As with any kind of interface, some of them are more usable than others and this can have a tremendous impact on the final product as well as the efficiency of the development process. Advocates for API usability, such as Joshua Bloch from Google have stressed that "good APIs increase the pleasure and productivity of the developers […] the quality of the software they produce, and ultimately, the corporate bottom line. Conversely, poorly written APIs […] have been known to harm the bottom line to the point of bankruptcy" [4] .
A number of researchers have started to investigate the usability of APIs more in detail in recent years, with McLellan et al. [25] often being cited as having conducted the first formal usability study of an API. Since then, there have been quite a few studies on different design aspects, such as the use of different patterns (e.g. [13] ) or API documentation. Besides, several books and papers providing API design guidelines have been published [9] [29] . At the CHI 2009 conference a special interest group (SIG) took place on API Usability [11] to discuss the challenges of designing a usable API. As one outcome, the organizers have created a web resource with a collection of useful resources and links to papers about the topic.
An area within this field, that one can find only little research about, are the data gathering methods used to actually assess the usability of an API. Essentially, most methods have been adaptations of existing HCI usability evaluation techniques such as usability tests and inspection methods. Since an API is fundamentally different from a graphical user interface, for which these methods have been designed for, we think that there is a huge potential for evaluation methods that have been specifically designed to address the particularities of an API. Since the GUI, which allows researchers to directly observe the interaction with an interface, is missing, direct observation methods are more vulnerable to subjective interpretation. Inspection methods require a high level of knowledge about the API and API programming in general by the analyst. Besides, writing a piece of code is often a tedious process over days if not weeks, so in case of the observation approaches and depending on the complexity of the API it can be difficult to define ecologically valid tasks that fit in a 1-2 hours observation session. Furthermore, using an API is a constant learning process, as developers seldom read documentation in advance but rather search for examples or documentation on the fly. Thereby, a research method for API usability should be able to grasp this learning process Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. In this paper w presenting an A concept mapp earning theorie developer's me making the inte useful in a long allow the track common and d research [8] . T barriers develo unfamiliar AP Besides, our m hands-on mate possible metric review existing discuss the cha will then pres materials, the process. Event analysis possib study of an A were given the help of an unfa
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ing the litera few papers fo hod (e.g. [15] ld study to h roles they purposes or n site of a software company, conducting non-participant observations and semi-structured interviews, as well as being able to gain access to documents about the processes and to discussion databases. In a grounded theory approach, the data was analyzed and continuously enriched with new observations and interviews. The nature of such a study obviously makes it inappropriate for analyzing the usability of an API during the development process, nevertheless more focused, shortterm field observations can help in defining e.g. requirements for an upcoming new version of an existing API.
Next to these methods with direct involvement of end users (programmers), there has also been some research regarding analytical inspection type methods, comparable to usability inspection methods such as cognitive walkthroughs or heuristic evaluation. The main advantage here obviously is that no real users are needed which may facilitate testing as the target group of an API often is spread around the world and not as easy to get into a lab as the potential iPod user. Farooq and Zirkler [15] presented a method called API Peer reviews, which is based on cognitive walkthroughs and adapted to APIs. The approach has been used within Microsoft in addition to usability tests. It is a group-based usability inspection where different members of the API development team serve different roles, e.g. the feature owner is the one whose part of the API is under review and some of the team members serve as reviewers. During a 1.5 hours meeting the goal is to walk through a specific part of an API while trying to resemble a typical scenario of use. The reviewers comment on this by trying to put themselves in the role of users. The method proved to be highly scalable and to have a very good benefit-to-cost ratio. Nevertheless, the authors see it as an addition to usability testing rather than a replacement.
Metrics
Regarding the metrics used in the studies cited above to assess the usability, there have been both qualitative and quantitative approaches. Purely quantitative measurements include task-completion times [1] [13] , sometimes lines of codes [22] , or number of iteration steps needed [1] . While these can help in comparing different APIs [13] they can only indicate usability issues in a rather broad sense. More detailed qualitative analysis of the think-aloud protocol and video observation data helps in identifying more deep usability issues. Here, the work of Clarke [7] has been rather influential. He used the cognitive dimensions framework [18] and adapted it to fit the needs of API usability evaluation. By using this framework, researchers can cluster findings in the different categories, e.g. API Viscosity or Consistency and by that get help in identifying which higher level concept of the API might be problematic. Farooq and Zirkler also relied on this framework to cluster the findings of their API Peer Review approach [15] .
Ko et al. [23] on the other hand identified six learning barriers of an API, such as selection barriers or information barriers, in a large field study which can be again used to cluster qualitative data. Identifying such learning barriers can be one step to assess the threshold of an API, which basically means how difficult it is to achieve certain outcomes with it.
Myers et al. introduced the threshold and ceiling concept as quality criteria. "The threshold is how difficult it is to learn how to use the system and the ceiling is how much can be done using the system" [26] . In most of the studies cited so far, the goal was to identify the threshold or barriers within the API that seem to increase the threshold. The ceiling on the other hand defines what is achievable with an API. So instead of looking at the process, one can look at the artifacts that can be created by using a specific API and thereby determine its value and quality. Common approaches here are case studies that show a wide range of possible systems [19] [22].
In summary, the most common data-gathering approaches are usability tests, thinking aloud, inspection methods, and in some cases field observations. From an analysis perspective, the metrics include straight forward aspects such as task-completion time and lines of codes as well as more theoretical grounded analysis frameworks such as the cognitive dimensions.
We think that these current approaches seem to be insufficient to address two major aspects: 1) in case of observation or inspection approaches, most studies are limited to one or maybe a few hours. Thereby, tasks are rather simple and most of the time "pre-defined" with given code samples. More complex or even real tasks, where developers can use the API for real projects are seldom and difficult to integrate in such study designs, although such tasks would provide very valuable input regarding the usability of an API in real world situations.
2) It is difficult to assess eventual changes in learning barriers or the threshold of an API during a single session. One can assume that barriers shift during longer usage times and thresholds may be perceived differently after some time.
Both of these aspects can be addressed by using a longitudinal study design, which basically gathers data at more than one point in time [28] . What is still needed is an appropriate data-gathering method which then makes it possible to integrate more complex tasks and observe these changes. Besides, most approaches rely on direct observation or inspection. However, given the task of coding a piece of software, we can see a value of retrospective approaches that might allow users to better reflect on the pros and cons of a certain API. Simple retrospective interviews seem insufficient to do so, as they would lack a proper artifact to trigger the discussion with the participant. In the following section we will present the Concept Map method, which incorporates a longitudinal want to allow ap as well as ch reated, a huge ds-on alternati is a modified fig. 2 ). This al board and dra board. analysis, the most interesting parts are when participants change from a negative to a positive adjective or the other way around, indicating a clear change of perception of this specific concept. Problem areas can be removed or just reduced in size as well as enlarged. Users just have to erase the drawing and change it accordingly. This gives researchers an understanding of the complexity of a problem which is furthermore supported by the thinking aloud. Again, being asked to do such changes often triggers users to explain these. The number of repeated sessions needed strongly depends on the complexity of the API, the nature of the task and the experience of the users. In our studies, we used at least five iterations to be able to grasp changes as well as a level of stabilization. The time duration mostly depends on the amount of time participants spend with the task in-between concept map sessions.
Besides these clear advantages for the longitudinal design, the method can already provide valuable input in crosssectional designs as an addition for example to a usability test. Thereby, one could for example assess the knowledge about an API prior and after the test. Having such an externalization of the users' mental model furthermore can also enhance interviews with experienced developers -not to test their understanding but to understand their knowledge.
CASE STUDY
The Concept Map method has been developed in an iterative process which included two case studies. These were used to test out different variations of the method (e.g. table or vertical board, pre-defined or user-defined concepts).We used a framework for building zoomable user interfaces, which has been under development in our group, as a testbed during the studies. In this section, we present our second case study in detail. The idea of this section is to present a subset of our study results as empirical evidence about the usefulness of the method as well as more specifics about the possibilities during data analysis.
The ZOIL API
The Zoomable Object-Oriented Information Landscape (ZOIL) API provides access to the ZOIL framework, which is deployed as a software framework written in C#/XAML for .NET & Windows Presentation Foundation (WPF). It provides programmers with an extensible collection of classes covering a wide range of functionality, e.g. ZUIs, client-server persistency, and input device abstraction. Basically, it serves as a toolkit for developing zoomable user interfaces in the context of reality based interaction and Surface Computing [21] . For the study, both the framework and the API were still under development and not "finished" products.
Study Design & Procedure
We conducted this study within a course about visual information seeking systems. The computer science students were given the task to create a prototype of such a system by using the ZOIL framework, which they had never used or seen before. However, they were familiar with the C# language. Eleven students participated and were split into five groups of two users (in one case three). This allowed us to apply a "discussing aloud" as a variation of thinking aloud during the concept map sessions for a better understanding of the users. We applied a longitudinal design over five weeks with five sessions (one session each week) of which the first was an introduction session. During the other four the participants were asked to create and modify their individual concept map. Each session lasted about 30 minutes. The overall programming task was split up into four milestones and after each session, the milestone for the next week was handed to the students. Thereby, we could resemble a realistic setting in which the task would require users to gain a deeper understanding of the API as time goes by.
Concepts:
We created a master map of the ZOIL API prior to the study, which took two API developers about three hours. Based on this master map, we pre-selected 24 concepts. These focused on three aspects of the API/framework. The input handling, the MVVM (ModelView-ViewModel) pattern which is required to create objects in the zoomable canvas (the application window), and the attached behavior pattern, which allows users of the API to easily attach functionality to any object without having the object to implement it in its class hierarchy. Participants were not allowed to add concepts, as we wanted to control this variable for comparison between groups and the master map. We also provided "prototype" concepts which users were allowed to extend during the sessions in order to reflect their specific implementation of the given task. All API concepts were handed to the participants in the first session, and they were advised to use those concepts in the map to which they could refer to in any way. As students were learning the API and the framework during the task, we expected their understanding to change over time, which would then be reflected in their use of concepts on the map.
Procedure: The first session was used to present the programming task and explain the concept map approach. We did so by asking users to build a concept map of the "driver-car" interaction with the car representing the API and the driver representing the prototype. In the second session, users had worked with the API for one week and were asked to create a first concept map. We presented the materials, including the modified pin-board, different markers, the API concepts, the prototype concepts, and the adjectives. Usually, all participants started by flipping through the available concepts and using a table to get an overview. They then started to pin the known concepts onto the board and connect them through links. They were asked to discuss their decisions with their team mate but were advised that the researchers would not interfere with their task. After about 20 minutes, participants indicated that they had finished their map. They were asked to once again review the map and check any connections and labels. . In this table, we also visualized whether a concept was part of a problem area or not (the red frame around adjectives). The DB Server concept was assigned with the adjective "complicated" during the first three sessions and "confusing" during the last session. It was furthermore marked as being part of a problem area during the second and third session, but not in the fourth. We interpret the choice of adjectives and the problem area here in a way that the users found some way to get the DB Server to work, but even in the end were not quite sure how they managed it. So a negative adjective stayed, but the problem area disappeared. In this example, analyzing the final (working) code could lead to the wrong impression that the API was well understood ("false negative"). So we think that the concept maps allow for a more objective measure of understanding by looking at the dynamics of the learning process. We can also confirm here the already discussed issues with the input handler concepts, such as the Landscape Handler or the Mouse Handler. Only one group did not assign a negative adjective with either one of the two at some point. The others also frequently assigned problem areas to this part of the API (as in table 1), again indicating some clear misconceptions and usability issues.
Step 3: Visualizing changes over time: While the above analysis is in principal also possible by looking at the original maps, this part of the analysis requires the graphML based digital representations. This allows us to use graph analysis software to further decompose and analyze the links between nodes. As we are especially interested in changes over time, we find animations to be particularly useful [20] . The graph analysis research project visone (http://www.visone.info), which can be downloaded and used for free for non-commercial use, provides the necessary functionality. It easily allows displaying an animation between two or several graphs and highlights any changes. For example, nodes are animated on their way to a new position, new nodes are smoothly faded in, disappearing links are marked red before fading out and new links are marked green before becoming permanent. When analyzing one group in detail, this is already very helpful. We recommend using the results from step 2 as a focus point for the eye; then, play back and forth between the maps several times to identify the details. To obtain even more comprehensible animations to compare two groups with each other or the groups with the master map, there is another useful operation available, namely automatic dynamic graph layout. This is helpful, as each group as well as the master map, while maybe being semantically similar, may have very different spatial layouts that can make visual comparisons difficult. visone employs a framework for offline dynamic graph drawing, meaning that all states of a graph are known before a layout is to be computed, as is the case here. The underlying layout algorithm used is the energy-based technique stress minimization [17] , which generally produces better results than comparable energy-based techniques and also scales very well [5] . In dynamic graph layout, the objective is to preserve the mental map of a viewer, i.e. parts of a layout, where the graph does not change much, should not alter over the course of time, therefore producing coherent layouts and facilitating easy comparison between successive states. However, layout quality in terms of faithful representation of structural features in the graph and maintaining dynamic stability are naturally opposed objectives in most cases. The algorithm employed in visone explicitly models this trade-off with an anchoring-approach [6] [16], penalizing point-wise deviations of a nodes' position from a reference position during layout calculation. A stability parameter 0<=α<=1 allows control between quality and stability. Using α=0 corresponds to regular stress minimization for each individual layout, whereas α=1 will result in the reference layout for each state.
Regarding the reference layout, there are three options available. We can use either one of the input graphs as reference, which is a sensible choice for comparisons with the master map or to compare to different groups at one point in time; take the previous state as reference for the current one; or compute an aggregated layout of the whole sequence as reference, which worked best for comparing a series of graphs of one group. Figure 7 shows the original and rearranged maps for group 5 as well as the master map. While it is very difficult to visually grasp any differences between the original and the master map, the layout algorithm makes this a much easier task. We can easily see several differences but also similarities. The lower part of the graph stays more or less completely stable (the prototype concepts are missing in the master map). The upper part looks similar as well but the Step 4/0: Video video analysis specific. Never aped session c from a result often discuss t detail; sometim considered wh don't allow det sessions can al any case, the claims.
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We could iden Concept Maps have difficulti nput handlers. In the future, it will be interesting to investigate how the method can also be combined with theoretical frameworks, such as Clarke's approach of using the cognitive dimensions. It might also be interesting to investigate the effect of using pre-defined vs. user-defined concepts in detail. While we have comprehensively discussed how to use the Concept Maps method and the possibilities during the analysis of the data, we think that one significant benefit of the method is its flexibility in terms of materials and data gathering techniques that are included. Eventually, it opens up a huge design space for future research on how to elicit knowledge and understanding of an API which can be beneficial for analyzing the usability of one specific API as well as for the design of future APIs.
