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Tematika dela:
Izdelajte merilec hitrosti in pospeška za rolko. Sistem naj bo zasnovan na
mikrokrmilniku ARM Cortex M4 (STM32F4). Uporabite senzor hitrosti,
pospeškomer, giroskop in magnetomer. Sistem naj podatke zapisuje v po-
mnilnik FLASH. Trenutne podatke pa naj izpisuje na LED prikazovalniku.
Izdelajte še aplikacijo za osebni računalnik, s katero bo mogoče podatke pre-
brati iz merilca hitrosti ter jih grafično prikazati.
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2 Predstavitev problema in področja 3
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GPS Global Positioning System globalni sistem pozicioniranja
IMU Inertial Measurement Unit inercialna merilna enota






TX Transmit data pošlji podatke
RX Receive data sprejmi podatke
GPIO General Purpose Input
Output
splošno namenski vhod-izhod
EXTI External Interrupts zunanje prekinitve
I2C Inter-Integrated Circuit
Communication
povezava med integriranimi vezji
ADC Analog-Digital Converter analogno-digitalni pretvornik
TIM Timer časovnik
INT Interrupts prekinitve




PSP Interrupt Service Routine prekinitveno-servisni podprogram
CPE Central Processing Unit centralno procesna enota
PWM Pulse-Width Modulation pulzno-̌sirinska modulacija
SCL Serial Clock ura za serijsko komunikacijo
SDA Serial Data serijski podatki
RAM Random Access Memory delovni pomnilnik
ROM Read Only Memory bralni pomnilnik
DMA Direct Memory Access neposreden dostop do pomnilnika
Povzetek
Naslov: Merilec hitrosti in pospeška za rolko
Avtor: Tobias Mihelčič
Na področju števcev za rolke je malo kakovostnih produktov. Druge rešitve,
kot so aplikacije na mobilnih napravah, niso dovolj natančne zaradi drugačnega
stila vožnje z rolko, kot na primer pri hoji ali pa vožnji z avtomobilom. Radi
bi razvili števec, ki bo deloval na načelu Hallovega magnetnega senzorja. Do-
datno pa bo števec vseboval natančne meritve nagiba, naklona in smeri neba.
Tako bomo lahko na računalniku prikazali grafe in zemljevide na podlagi po-
snetih podatkov.
Ključne besede: STM32F4 Discovery, merilec hitrosti, pospeškometer,
vgrajeni sistemi, branje senzorjev, rolka.

Abstract
Title: Speedometer and accelerometer for a skateboard
Author: Tobias Mihelčič
The area of speedometers for skateboards has little quality products. Other
solutions, like applications on mobile devices, simply aren’t accurate enough,
because of the different driving style with a skateboard than when you walk
or drive in a car. We would like to develop a speedometer, which will work
using a Hall magnetic sensor. Speedometer will also include accurate readings
of roll, pitch and directional angle. That way we can show graphs and maps
on the computer based on the recorded data.
Keywords: STM32F4 Discovery, speedometer, accelerometer, embedded




V diplomskem delu se bomo ukvarjali s problemom, na katerega so naleteli že
marsikateri uporabniki rolke. Med snemanjem vožnje na mobilnih napravah
s pomočjo aplikacij, ki periodično beležijo lokacijo s pomočjo GPS, pridemo
do dveh večjih problemov:
• Slaba natančnost. Natančnost GPS naprav na mobilnih napravah je
tipično okoli 5 metrov [1]. Tako lahko dejanska lokacija odstopa.
• Branje lokacije ni dovolj pogosto. Ker je določevanje lokacije s pomočjo
GPS naprav energijsko potratno, lahko podatke o lokaciji določi le na
nekaj sekund. Tako se lahko zgodi, da je uporabnik z rolko vijugal, zato
bi se morala prepotovana pot in posledično vsi z njo povezani podatki
spremeniti.
Oba problema bomo poskusili rešiti s snovanjem vgrajenega sistema, na
katerega bodo priključeni:





Slika 1.1: Prikaz vpliva izbire časovne periode na natančnost izračuna poti





Rolke postajajo bolj pogost del vsakdanjega življenja in ravno tako, kot se je
pojavila potreba po beleženju hitrosti in razdalje na avtomobilih in kolesih,
se sedaj odpira nov trg in nove priložnosti za razvoj. Pri vožnji z rolko se
pogosto zgodi, da vijugamo ter tako podalǰsamo pot, zato lahko posledično
meritve hitrosti in poti močno odstopajo od vrednosti, ki bi bile izmerjene z
nenatančnim GPS merilnikom.
2.2 Obstoječe rešitve
Trenutno na tem področju obstajata zgolj dve primerni rešitvi:
• GPS beleženje poti v aplikaciji na telefonu ali pa na vgrajeni napravi,
kot je pametna ura;
• namestitev števca za kolo na rolko.
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GPS aplikacija Števec za kolo
Prednosti Lahka namestitev
Ni vezana na eno vozilo
Poceni in lahka namestitev
Natančno beleženje hitrosti




zgolj enkrat na sekundo
Izračunava samo trenutno
hitrost in razdaljo, ne pa
tudi sledi vožnje
2.3 Opis izbolǰsav
Za naš vgrajeni sistem bomo kot osnovo vzeli logiko magnetnega števca za
kolo in ga nadgradili, tako da bo možno na podlagi posnetih podatkov pri-
kazati grafe hitrosti in vǐsinske razlike ter izrisati prepotovano pot.
Predlagane nadgradnje:
• bolj natančna meritev hitrosti in poti, ker je posneta pot enaka prepo-
tovani. Pri GPS beleženju lahko posamezna posneta točka odstopa do
5 metrov;
• zelo pogosto branje senzorjev, saj se pri GPS beleženju tipično prebere
zgolj enkrat na nekaj sekund. Težave pri tem načinu beleženja prikazuje
slika 1.1;
• prikaz podatkov o vožnji na zemljevidu, vǐsinsko razliko in hitrost pa
prikažemo na grafu.
Združili bomo dobre lastnosti obeh rešitev v eno, tako bo možno prikazo-
vati sled prepotovane poti, kot da bi vožnjo posneli z GPS napravo, istočasno
pa bodo ti podatki bolj natančni in zanesljivi. Lahko si privoščimo bolj pogo-
sto branje s senzorjev, saj pridobivanje podatkov s senzorjev ni tako časovno
in energijsko potratno kot je določevanje lokacije s pomočjo GPS naprave.
Zajemali bomo 10 podatkov na sekundo, ki jih bomo vzorčili in povzeli nji-




STM32F4DISCOVERY je razvojna ploščica, ki vsebuje procesor Cortex M4
podjetja ARM. Procesor deluje s frekvenco 168 MHz. Mikrokontroler poleg
procesorja vsebuje še 1 MB pomnilnika FLASH in 192 KB pomnilnika RAM.
Za to ploščico je na voljo več različnih razvojnih okolij, odločili smo se za IAR
Embedded workbench, ker lahko pridobimo brezplačno licenco za programe,
kraǰse od 32 KB. Podjetje STMicroelectronics ponuja knjižnice za to napravo,
ki vsebujejo večino pogosto uporabljenih protokolov, kot so USART, I2C,
ADC, TIM, INT, EXTI.
Slika 3.1: Razvojna ploščica STM32F4DISCOVERY [3].
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3.2 7-segmentni LED prikazovalnik
Za prikazovanje hitrosti v realnem času bomo uporabili dva 7-segmentna
LED prikazovalnika s skupno katodo, kar pomeni, da bodo upori vezani na
GND.
Slika 3.2: 7-segmentni LED prikazovalnik [4].
3.3 Senzorski modul MPU9250 IMU
Za izračunavanje naklona in določanja smeri neba bomo uporabili 9-osni sen-
zorski modul za obdelavo gibanja, ki za delovanje potrebuje napetost 3,3 V.
Senzorski modul MPU9250 [5] je sestavljen iz senzorskega modula MPU6500
[6] in pa magnetometra AK8963 [7]. Senzorski modul MPU6500 vsebuje po-
speškometer, giroskop in termometer. Senzorski modul AK8963 pa vsebuje
zgolj magnetometer. S pomočjo teh devetih osi je senzorski modul MPU9250
sposoben delovati kot nagibni kompas. Komunikacija s senzorskimi moduli
je možna prek I2C ali SPI protokola. V tem projektu bomo uporabili I2C.
I2C komunikacija poteka prek dveh žic, SCL in SDA. Z I2C lahko pǐsemo
vrednosti v registre ali pa iz njih beremo vrednosti. I2C omogoča, da je
povezanih do 127 naprav v istem trenutku, pod pogojem, da ima vsaka na-
prava unikaten naslov. Ker naprava vsebuje 2 senzorja, je potrebno za dostop
do magnetometra AK8963 vklopiti multiplekser za obvod in tako spremeniti
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način delovanja senzorja. To storimo s pisanjem v registre, kar sledi spodaj
v poglavju 4.12.
Slika 3.3: MPU9250 9-osna enota za obdelavo gibanja [8].
3.4 KY-024 linearni magnetni Hall modul
Za izračunavanje hitrosti bomo uporabili magnetni senzor, ki ga bomo za
končni test pritrdili na rolko. Na kolo od rolke bomo namestil magnet, ki
bo vsakič, ko bo prǐsel mimo magnetnega senzorja, sprožil prekinitev. Sen-
zor omogoča analogni ali digitalnih izhod. Deluje na napetosti 3,3 V in
ima potenciometer, s katerim lahko uravnavamo prag proženja prekinitve oz.
spremembe na digitalnem izhodu.
8 Tobias Mihelčič
Slika 3.4: KY-024 linearni magnetni Hall modul [9].
3.5 CH340G USB v serijski adapter
Serijska komunikacija poteka prek dveh žic, to sta TX in RX. Preko ene žice
naprava pošilja vrednosti, preko druge pa prejema. Na obeh napravah sta
žici povezani obratno, torej TX v RX in RX v TX. Serijski adapter pretvarja
USB povezavo v serijska vrata za komunikacijo med mikrokrmilnikom in
računalnikom.
Slika 3.5: Serijska komunikacija [10].
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Slika 3.6: CH340G USB v serijski adapter [11].
3.6 Predstavitev sistema
Glavni del sistema je razvojna ploščica STM32F4DISCOVERY. Nanjo je pri-
klopljen senzorski modul MPU9250, ki komunicira s pomočjo I2C. Magnetni
modul KY-024 je priklopljen na digitalni priključek, ki proži prekinitev. Za
USART komunikacijo skrbi CH340G USB v serijski pretvornik, ki je priklo-
pljen na TX in RX na razvojni ploščici. Oba 7-segmentna LED prikazo-
valnika pa povežemo preko digitalnih izhodov, ki jih kontroliramo glede na
izračunano hitrost. S pomočjo pomnilnika FLASH obdržimo podatke tudi
po izklopu napajanja.
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Slika 3.7: Predstavitev sistema.
Diplomska naloga 11




Za osnovo programskega dela smo vzeli že pripravljen primer uporabe Fre-
eRTOS za našo razvojno ploščico. Ta program vsebuje osnovno delovanje
FreeRTOS. V projekt je vključenih več knjižnic, ki jih je priložil proizvaja-
lec STMicroelectronics za modele STM32F4XX in so spisane v programskem
jeziku C. Mikrokontroler ima po zagonu vse ure naprav izklopljene, zato je
potrebno napravam ročno vklopiti uro. Mikrokontroler tako varčuje z ener-
gijo, saj so neuporabljene stvari izklopljene.
Vključiti je potrebno ure naslednjih naprav:
• GPIO za krmiljenje izhodov na ploščici;
• časovnikov 3 in 4;
• I2C komunikacije;
• USART serijske komunikacije in DMA;
• pomnilnika FLASH;




Za razvoj bomo uporabili program IAR Embedded Workbench za ARM. Li-
cenca za program je zastonjska. Sicer ni časovno omejena, nas pa omejuje
na velikost programa 32 KB. Vsa koda mikrokontrolerja je napisana v pro-
gramskem jeziku C.
4.2 Operacijski sistem FreeRTOS
Glavna naloga operacijskega sistema je preklapljanje med različnimi opravili.
Opravila menja dovolj hitro, da uporabnik tega ne opazi in se mu zdi, kot
da se ta izvajajo istočasno. Tako se lahko izvaja več opravil hkrati, kot
na primer predvajanje videa in pregledovanje spletne pošte. FreeRTOS je
operacijski sistem v realnem času. Uporablja se ga predvsem za vgrajene
naprave. Glavne prednosti so nizka poraba, enostavno upravljanje z opravili
in hiter razvoj prototipov. Uporaba FreeRTOS je zelo smiselna v primeru,
kjer opravljamo več stvari naenkrat, kot so recimo meritve in prikazovanje
podatkov, saj zelo dobro sam preklaplja med opravili. Brez FreeRTOS bi
aplikacija najprej dokončala izvajanje branja in obdelovanja podatkov, šele
nato pa osvežila podatke na 7-segmentnem LED prikazovalniku. V praksi bi
to pomenilo, da bi LED prikazovalnika utripala in ne bi bila dovolj vidna za
uporabo.
4.3 Stanja
Naprava je lahko v nekem trenutku zgolj v enem od štirih stanj:
• Začetno stanje – to je stanje, v katerem je naprava, preden se do-
končajo inicialne nastavitve.
• Pripravljen – stanje, v katerem je naprava pripravljena na snemanje
ali prenos podatkov. Da smo v tem stanju, nam prikazuje oranžna
dioda. V to stanje preide naprava po koncu inicialnih nastavitev.
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• Zapisovanje podatkov – v to stanje lahko pridemo samo iz stanja
Pripravljen in to tako, da pritisnemo na gumb, ki je vezan na izhod 1
vrat A. Da smo v tem stanju, nam prikazuje zelena dioda. Ko smo v
tem stanju, se vsako sekundo podatki zapǐsejo v pomnilnik RAM. Ko
še enkrat pritisnemo na isti gumb, se vsi zapisani podatki v pomnilniku
RAM prenesejo v pomnilnik FLASH, naprava pa preide nazaj v stanje
Pripravljen.
• Prenašanje podatkov – v to stanje pridemo samo s pošiljanjem po-
sebne vrednosti prek USART. Tako se sproži prekinitev, ki prenese vse
zadnje posnete podatke iz pomnilnika FLASH prek USART protokola
na računalnik preko DMA enote. Da smo v tem stanju, nam prikazu-
jeta prižgani zelena in oranžna dioda istočasno. Ko se prenos zaključi,
gre naprava nazaj v stanje Pripravljen.
4.4 Inicializacija naprav
Da bodo vse naprave znotraj mikrokrmilnika ustrezno delovale, je potrebno
izvesti inicializacijo. To ni nič drugega, kot to da se v določene registre
zapǐsejo začetne vrednosti. Na tem mikrokrmilniku sta dva koraka za inicia-
lizacijo posamezne naprave:
• Vklop ure posamezne naprave.
• Nastavitev začetnih vrednosti, možnosti so odvisne od naprave.
4.5 Prekinitve
Prekinitev CPE sporoča, da se je zgodil dogodek, ki potrebuje takoǰsen odziv.
Ko se sproži prekinitev, se začasno preneha izvajati trenutni program, shrani
se trenutno stanje oz. kontekst in izvajati se začne PSP. PSP je po navadi
kratek in časovno omejen. Ko se izvajanje PSP zaključi, se obnovi stanje,
kakršno je bilo, preden se je sprožila prekinitev. CPE nadaljuje z izvajanjem
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programa iz mesta predhodne prekinitve. Poznamo dve vrsti prekinitev:
notranje, ki jih sprožajo notranje naprave, in zunanje, ki so sprožene s strani
priklopljenih vhodno-izhodnih naprav.
V tem projektu bodo uporabljene naslednje prekinitve:
• EXTI0 prekinitev, gumb za menjavo statusov;
• EXTI1 prekinitev, linearni magnetni senzor;
• TIM3 prekinitev, časovnik, ki se proži na 100 ms in prebere podatke;
• TIM4 prekinitev, časovnik, ki se proži na 1 s in izračuna povprečje
prebranih podatkov od zadnje prekinitve;
• USART3 prekinitev. Ob prejetju podatkov prek USART se sproži pre-
kinitev.
Prekinitve s strani časovnikov in USART so notranje. Za uporabo zunanjih
prekinitev EXTI pa moramo vklopiti tudi napravo NVIC, ki razvršča zunanje
prekinitve na ustrezne PSP. Vse naprave je potrebno ustrezno inicializirati.
4.6 GPIO vrata
Uporabili bomo tri splošno namenska vrata – A, B in D. Vsaka vrata vsebu-
jejo izhode, iz katerih lahko vrednosti beremo, nastavljamo ali uporabljamo
za komunikacijo z zunanjimi napravami.
• Vrata A:
– izhod 0 je povezan na gumb za menjavo statusov;
– izhod 1 je povezan s Hallovim magnetnim senzorjem.
• Vrata B:
– izhoda 6 in 9 sta SCL in SDA za I2C povezavo;
– izhoda 10 in 11 sta TX in RX za USART povezavo.
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• Vrata D:
– izhodi od 0 do 6 so uporabljeni za prikaz številk na 7-segmentnem
LED prikazovalniku;
– izhoda 12 in 13 sta kontrolni lučki, ki prikazujeta status, v katerem
je naprava;
– izhoda 14 in 15 sta priklopljena na izbirni vhod obeh prikazoval-
nikov in ju lahko izmenično prikazujemo z zgolj 9 izhodi.
4.7 Časovniki
Časovniki omogočajo natančno in neodvisno merjenje časa. Sposobni so
sprožati prekinitve ali pa generirati PWM signal. Časovnik TIM3 bo skrbel
za branje podatkov, časovnik TIM4 pa za računanje povprečja meritev od




• smer štetja in
• delitelja frekvence.
Časovnik TIM3 in TIM4 imata urino frekvenco 84 MHz, zato delilniku
ure nastavimo vrednost 8400. Tako oba časovnika tečeta s frekvenco 10
KHz. Za TIM3 nastavimo časovno periodo na 1.000 impulzov časovnika, kar
pomeni, da se prekinitev sproži vsakih 100 ms. Za TIM4 nastavimo časovno
periodo na 10.000 impulzov časovnika, kar pomeni, da se prekinitev sproži
vsako sekundo. Oba časovnika bomo nastavili tako, da štejeta navzgor – od 0
do nastavljene časovne periode. Ko vrednost časovnika doseže vrednost, ki je
zapisana kot časovna perioda za časovnik, se sproži prekinitev. Po prekinitvi
se vrednost ponastavi na 0 in štetje se ponovno prične. Delitelja frekvence za
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potrebe tega projekta ne bomo uporabljali, saj nam ustreza časovna enota
za posamezni impulz.
TIM_TimeBaseInitTypeDef t3;











Izsek kode 4.1: Inicializacija časovnikov TIM3 in TIM4
4.8 Asinhroni serijski komunikacijski vmesnik
USART
Napravo USART3 bomo uporabljali za prenos podatkov na računalnik. Pri-
ključkoma PB10 in PB11 vključimo alternativno funkcionalnost USART3, in
nastavimo hitrost prenosa na 115200 bitov na sekundo. Na napravi USART3
je omogočena prekinitev, ki se sproži ob prejemu podatkov. To omogoča,
da CPE ne porablja procesorskega časa za preverjanje podatkov na vhodu
USART3 naprave. Prekinitev se sproži takoj, ko prejmemo podatke prek
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USART3, če je poslan podatek enak ukazu za prenos podatkov, pa začnemo
z oddajanjem podatkov.
4.9 Izračun hitrosti
Vsakič, ko senzor zazna bližino magneta, ta sproži prekinitev na mikrokon-
trolerju. V prekinitvi preverimo, kdaj je bila nazadnje sprožena, nato pa
izračunamo hitrost, s katero se premika vozilo. Z beleženjem časovne razlike
med posameznimi prekinitvami lahko izračunamo hitrost, če imamo podan
obseg kolesa. Enačba za hitrost:
v =
o
∆t[s] ∗ 3, 6
Spremenljivka v predstavlja hitrost v kilometrih na uro, spremenljivka o je
obseg, ∆t pa časovna razlika od zadnje prekinitve do sedaj. Naše testno
prevozno sredstvo ima polmer kolesa 35 mm. Po spodnji enačbi dobimo o =
219,8 mm.
o = 2 ∗ Π ∗ r
V praksi pridemo do problemov z magnetnim senzorjem, predvsem kadar
vozilo stoji na mestu in je magnetni senzor zelo blizu magnetu. To večkrat
sproži prekinitev, kljub temu, da se vozilo ne premika. Rezultat je hitrost,
ki je popolnoma nesmiselna, zato zavržemo vse vrednosti, ki so nedosegljive.
Izračunano hitrost, če je znotraj smiselnih vrednosti, med 0 in 100 km/h,
potisne v vrsto, kjer hranimo hitrost. Do te vrste dostopa opravilo za prika-
zovanje hitrosti. Vrste uporabljamo za predajanje vrednosti med različnimi
opravili in PSP. Če je v vrsti nova vrednost, jo opravilo za prikaz hitrost
prevzame in prikaže. Če nove vrednosti ni, pa prikazuje staro. Če mine več
kot 5 sekund brez prekinitev, se hitrost ponastavi na 0 km/h.
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4.10 Prikazovanje hitrosti
Prikazovanje hitrosti je razdeljeno tako, da imamo 7 linij, ki se povezujejo
na oba prikazovalnika, ter 2 izbirni liniji. V danem trenutku krmilimo zgolj
en LED prikazovalnik, nato počakamo 5 ms ter prikažemo podatek še na
drugem, to ponavljamo v neskončni zanki znotraj opravila. Tako je videti,
kot da oba prikazovalnika gorita istočasno, ker se vsak izmed njiju osvežuje s
frekvenco 100 Hz. Opravilo za prikazovanje hitrosti ima največjo prioriteto,
tako se izvrši vsakih 5 ms, ne glede na to, v katerem delu kode se nahaja
mikrokrmilnik, razen v prekinitvi. Po tem ko mine 5 ms, se sproži prekinitev
in se trenutno stanje v CPE shrani na sklad in iz drugega sklada prikliče
stanje opravila za prikazovanje hitrosti. Tam prikažemo enega izmed prika-
zovalnikov, nato pa za 5 ms prekinemo izvajanje opravila, da se lahko vmes
opravijo druga. Vrednosti se iz sklada preberejo nazaj v CPE, izvajanje pa
se nadaljuje, kjer je bila CPE prekinjena.
4.11 I2C komunikacija
Za povezavo do senzorskega modula MPU9250 smo uporabili I2C komunika-
cijo. Priključek PB6 je povezan na SCL senzorski modul MPU9250, PB9 pa
na SDA.
4.12 Inicializacija zunanjih naprav prek I2C
Za pravilno branje in interpretiranje podatkov je potrebno opraviti iniciali-
zacijo zunanjih naprav prek I2C. Ker senzorski modul MPU9250 vsebuje dva
senzorska modula, imata vsak svoj naslov za protokol I2C. Senzorski modul
MPU6500 naslovimo z njegovim naslovom in zapǐsemo v register vrednost,
da lahko prek I2C povezave dostopamo tudi do magnetometra AK8963. Ma-
gnetometer AK8963 pa nastavimo v neprekinjen način delovanja s frekvenco
branja 100 Hz. Vse te informacije so zapisane v zemljevidu registrov za
senzorski modul MPU9250 [12].
Diplomska naloga 21
I2C_WriteDataToAddress(SLAVE_ADDRESS,
MPU9250_INTERFACE_BYPASS_MUX_ENABLE, 0x22); // enable MUX
bypass for AK8963
I2C_WriteDataToAddress(SLAVE_ADDRESS_MAG, AK8963_CNTRL_REG_1,
0x00); // set mode 0b00000000 - power off
Delay(10000000);
I2C_WriteDataToAddress(SLAVE_ADDRESS_MAG, AK8963_CNTRL_REG_1,
0x16); // set mode 0b00010110 - Output=16-bits; Measurements
= 100Hz continuous
Delay(10000000);
Izsek kode 4.2: Inicializacija MPU9250 preko I2C
4.13 Kalibracija magnetometra
Za pospeškometer ni potrebne nobene kalibracije. Preverimo samo, če kaže
vrednost 1 g za vektor Z, kar prikazuje vrednost gravitacije. Za magnetometer
pa je potreben poseben postopek. Magnetometer ima v svojem pomnilniku
ROM zapisane vrednosti, ki jih je potrebno upoštevati pri branju. Te vre-
dnosti so zapisane v tovarni in se ne spreminjajo, zato jih preberemo enkrat
in zapečemo v kodo kot konstante. Vse prebrane vrednosti je potrebno po-
množiti s temi prednastavljenimi vrednostmi. Z vpisom vrednosti v kontrolni





0x1F); // set mode 0b0001 1111- fuse ROM read mode
Delay(10000000);
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ASAX = (I2C_Read1Byte(AK8963_FUSE_ROM + 0x01) - 128) * 0.5 / 128
+ 1;
ASAY = (I2C_Read1Byte(AK8963_FUSE_ROM + 0x02) - 128) * 0.5 / 128
+ 1;
ASAZ = (I2C_ReadLastByte(AK8963_FUSE_ROM + 0x03) - 128) * 0.5 /
128 + 1;
I2C_GenerateSTOP(I2C1, ENABLE); // generate STOP
}
Izsek kode 4.3: Branje ROM fuse pomnilnika z AK8963
Na našem senzorju so ti tovarnǐski koeficienti nastavljeni na naslednje
vrednosti:
• kx= 1,19141;
• ky = 1,19531;
• kz = 1,14844.
To pomeni, da pri vsakem branju vrednosti s senzorjev pomnožimo vre-
dnosti za x, y in z z ustreznimi koeficienti [5].
bx = ax × kx
by = ay × ky
bz = az × kz
Spremenljivke ax, ay, az so dejanske prebrane vrednosti iz magnetometra.
Spremenljivke bx, by, bz pa so popravljene vrednosti glede na tovarnǐske
nastavitve iz magnetometra.
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Poleg enkratnega branja zapečenih vrednosti pa je potrebno zaradi spre-
memb v okolju pred vsako uporabo izračunati odklone magnetometra. Temu
pravimo kalibracija. Če tega ne bi storili, potem bi podatki lahko odstopali,
saj je lahko magnetno polje zelo različno glede na lokacijo. Kalibracija poteka
tako, da preberemo veliko podatkov s senzorja in tako pridobimo podatke o
minimalnih in maksimalnih vrednostih na posamezni osi. Traja približno 30
sekund, v katerem obrnemo senzor v vse različne možne smeri in naklone
po vseh treh oseh. Z maksimalnimi in minimalnimi vrednostmi izračunamo
trdo kovinsko in mehko kovinsko odstopanje, ki jih upoštevamo pri branju
podatkov z magnetnega senzorja.
void I2C_CalculateOffsets()
{ // grab max and min values for all 3 axis.
float chord_x, chord_y, chord_z; // Used
for calculating scale factors
float chord_average;
for(int i=0; i<1000; i++)
{
I2C_ReadMagnetometerData(); // read data into variables
val = i;
mag_x_min = min(magXReading, mag_x_min);
mag_x_max = max(magXReading, mag_x_max);
mag_y_min = min(magYReading, mag_y_min);
mag_y_max = max(magYReading, mag_y_max);
mag_z_min = min(magZReading, mag_z_min);




// ----- Calculate hard-iron offsets
MAG_X_OFFSET = (mag_x_max + mag_x_min) / 2; // Get
average magnetic bias in counts
MAG_Y_OFFSET = (mag_y_max + mag_y_min) / 2;
MAG_Z_OFFSET = (mag_z_max + mag_z_min) / 2;
// ----- Calculate soft-iron scale factors
chord_x = ((float)(mag_x_max - mag_x_min)) / 2; // Get
average max chord length in counts
chord_y = ((float)(mag_y_max - mag_y_min)) / 2;
chord_z = ((float)(mag_z_max - mag_z_min)) / 2;
chord_average = (chord_x + chord_y + chord_z) / 3; //
Calculate average chord length
MAG_X_SCALE = chord_average / chord_x; //
Calculate X scale factor
MAG_Y_SCALE = chord_average / chord_y; //
Calculate Y scale factor
MAG_Z_SCALE = chord_average / chord_z; //
Calculate Z scale factor
}
Izsek kode 4.4: Vsakokratna kalibracija senzorja AK8963
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Trdo kovinsko odstopanje povzročajo naprave v okolju, ki oddajajo ma-
gnetno polje. αt, βt in γt so izračunana trdo kovinska odstopanja za x, y in










Mehko kovinsko odstopanje pa povzročajo materiali, ki sami po sebi ne
oddajajo magnetnega polja, ga pa spreminjajo. Primer materiala, ki vpliva
na mehko kovinsko odstopanje, je železo. αm, βm in γm so izračunana mehko
kovinska odstopanja za x, y in z os. Mehko kovinsko odstopanje izračunamo






















Trdo in mehko kovinsko odstopanje uporabimo že ob branju vrednosti
z magnetometra. V enačbi uporabimo popravljeno prebrano vrednost ma-
gnetometra glede na tovarnǐske nastavitve. Spremenljivke bx, by in bz so
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popravljene prebrane vrednosti magnetometra glede na tovarnǐske nastavi-
tve.
vx = (bx − αt) × αm
vy = (by − βt) × βm
vz = (bz − γt) × γm
Spremenljivke vx, vy in vz pa predstavljajo prebrane vrednosti magne-
tnega senzorja, ki so bile popravljene glede na tovarnǐske nastavitve, ter
mehko kovinsko in trdo kovinsko odstopanje. Iz teh podatkov bomo v nada-
ljevanju izračunali smer neba.
4.14 Branje podatkov prek I2C
Branje podatkov z I2C je preprosto. Naslovimo napravo in pošljemo naslov
registra, katerega želimo brati. Po prejeti potrditvi se povežemo v načinu
prejemnika in začnemo brati podatke. Dokler potrjujemo prejeme posame-
znih bajtov, lahko prejmemo naslednjega po vrsti. Ko želimo zaključiti bra-
nje, pošljemo stop signal in tako sprostimo I2C vodilo. Preden preberemo
podatke s senzorjev, je potrebno opozoriti, da senzorski modul MPU6500
vrednosti shranjuje po pravilu debelega konca, senzor AK8963 pa po pravilu
tankega konca. V obeh senzorjih se shranjujejo 16-bitne vrednosti. Pri pra-
vilu debelega konca ima prvi bajt večjo težo kot drugi. Pri pravilu tankega












//read temperature sensor data
tempReading = I2C_Read2Byte(TEMP_OUT);





I2C_GenerateSTOP(I2C1, ENABLE); // generate STOP
I2C_ReadMagnetometerData();
}





//read status and check bit 0
I2C_Restart(SLAVE_ADDRESS_MAG<<1, I2C_Direction_Receiver);
uint8_t status = I2C_Read1Byte(AK8963_STATUS_REG_1);
if(status & 0x01)
{
int tmpXReading = (int)(I2C_Read2ByteB(MAG_XOUT) * ASAX);
int tmpYReading = (int)(I2C_Read2ByteB(MAG_YOUT) * ASAY);
int tmpZReading = (int)(I2C_Read2ByteB(MAG_ZOUT) * ASAZ);
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uint8_t status2 = I2C_Read1Byte(AK8963_STATUS_REG_1);
if( !(status2 & AK8963_OVERFLOW_MASK) )
{ //data is valid
magXReading = (int)((tmpXReading - MAG_X_OFFSET) *
MAG_X_SCALE);
magYReading = (int)((tmpYReading - MAG_Y_OFFSET) *
MAG_Y_SCALE);





I2C_GenerateSTOP(I2C1, ENABLE); // generate STOP
}
Izsek kode 4.6: Branje magnetometra s senzorja AK8963
4.15 Izračun podatkov o naklonu in smeri gi-
banja
Vsakih 100 ms se sproži prekinitev, ki povzroči branje podatkov iz senzor-
jev in izračun popravljenih vrednosti glede na odstopanje. Vse izračunane
vrednosti od zadnje prekinitve hranimo v pomnilniku RAM. Ob prekinitvi
TIM4, ki se sproži vsako sekundo, pa se izračuna povprečje vseh vrednosti, ki
so trenutno shranjene v pomnilniku RAM od zadnje prekinitve. Tako lahko
zajemamo več podatkov s senzorjev, vzamemo njihova povprečja in shranimo
manǰse število podatkov v pomnilnik RAM in kasneje v pomnilnik FLASH.
V prekinitvi se izvedejo naslednji izračuni.
Za izračun naklona po x in y osi bomo uporabili preprosto formulo, ki
je izpeljana iz definicije kotnih funkcij. Za preprost izračun smo se odločili,
ker ta izračun deluje zelo natančno do kota 45 stopinj, pri naklonih, večjih
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od 45 stopinj, pa začne odstopati. Rolka med normalno uporabo ne preseže
naklona 20 stopinj. S pospeškometrom izračunamo nagib po x in naklon po







Spremenljivki r in p predstavljata nagib in naklon v stopinjah. Spremen-
ljivke ax, ay in az so prebrane vrednosti iz pospeškometra.
Pri izračunu naklona po x in y osi bomo uporabili eksponenti filter [2],
ki upošteva prebrane vrednosti zgolj kot 10 % vrednosti, preǰsnje povprečje
pa preostalih 90 %. Tako so izračunane vrednosti bolj stabilne in ne skačejo,
vrednosti pa so odporne na tresljaje in hitre premike senzorja. Ko se pre-
















Spremenljivki rf in pf predstavljata rezultat eksponentnega filtra. Dobimo
filtriran nagib in naklon.
Za magnetne vrednosti bomo uporabili enak postopek, le da bomo tam






















Spremenljivke mx, my in mz predstavljajo filtrirane vrednosti magnetnega
senzorja za posamezno os.
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Slika 4.1: Orientacija naprav [5].
Kot je razvidno iz slike 4.1 je usmeritev osi x, y in z magnetometra
drugačna od postavitve osi pospeškometra. Spremenljivki rf in pf predsta-
vljata nagib in naklon, ki vpliva na pospeškometer.
rc = pf
pc = −rf
Spremenljivki rc in pc predstavljata nagib in naklon, ki vpliva na magne-
tometer.
Potrebno je izračunati še vrednosti magnetnih senzorjev, kjer kompenzi-
ramo naklon in nagib glede na rc in pc. To naredimo tako, da nad izračunanima
vrednostma izvedemo naslednje izračune.
ma = mx × cos pc +my × sin rc × sin pc −mz × cos rc × sin pc
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mb = my × cos rc +mz × sin rc
Spremenljivki ma in pb predstavljata izračunano vrednost za magnetome-
ter po x in y osi, kompenzirano glede na nagib senzorja.
Iz popravljenih vrednosti magnetometra z upoštevanjem nagiba in na-






Spremenljivka s predstavlja smer neba v stopinjah. Rezultat je v območju
med 0 in 360 stopinj.
Vse uporabljene formule za izračun naklona in smeri gibanja so povzete
iz članka [15].
Vse izračunane vrednosti rf, pf in s se prǐstejejo seštevku vseh prebranih
vrednosti od zadnje prekinitve. Ravno tako pa se števec meritev od zadnje
prekinitve poveča za 1.
4.16 Vzorčenje podatkov
Vsako sekundo se sproži prekinitev, ki vzorči vse prebrane podatke od zadnje
prekinitve.
Izračunamo povprečje zadnje sekunde glede na seštevek prebranih podat-
kov in pa števila meritev, ki so bile opravljene od zadnje prekinitve. Število
meritev bi v veliki večini primerov moralo biti 10 na sekundo, lahko pa se
kdaj zgodi, da se prekinitev zaradi dolgih prekinitev sproži manjkrat, zato
štejemo število meritev. To enačbo uporabimo za vse štiri podatke, ki jih




Spremenljivka avg predstavlja povprečje meritev od zadnje prekinitve.
Spremenljivka m je seštevek vseh meritev od zadnje prekinitve. Spremen-
ljivka n predstavlja število meritev od zadnje prekinitve.
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Povprečne vrednosti za naklon, nagib, smer neba in hitrost, ki jih izračunamo,
shranimo v statično spremenljivko v pomnilnik RAM. Tik preden se vrnemo
iz prekinitve, ponastavimo seštevek povprečnih vrednosti in pa število meri-
tev od zadnje prekinitve na 0.
4.17 Zapisovanje v FLASH
Zapisovanje v pomnilnik FLASH je drago predvsem zaradi izbrisa podatkov.
Pred vsakim pisanjem v pomnilnik FLASH je potrebno izbrisati cel sektor,
kar traja do pol sekunde. Podatke zapǐsemo v pomnilnik FLASH, da podatki
ostanejo shranjeni tudi po tem, ko izključimo napravo. Najmanǰsa velikost
sektorja v našem mikrokontrolerju je 16 KB, največja pa 128 KB. Zato zapi-
sujemo v pomnilnik FLASH zgolj ob koncu snemanja podatkov, saj bi bilo
preveč potratno ustavljati izvajanje programa za pol sekunde, če bi želeli
prenos v pomnilnik FLASH v realnem času.
4.18 Pošiljanje podatkov z uporabo USART
Ko prek USART pošljemo ukaz za začetek pošiljanja podatkov, gre mikro-
krmilnik v stanje prenašanje podatkov. Mikrokrmilnik dostopa do po-
mnilnika FLASH, kjer je shranil podatke preǰsnjega zapisovanja. Te podatke
pošlje prek USART s pomočjo DMA na računalnik, kjer jih obdelamo in




Za razvoj aplikacije na računalniku smo se odločili za uporabo Microsoft Vi-
sual Studio Express [16]. To je del zastonjske verzije Microsoftove programske
opreme za razvijalce Visual Studio. Odločili smo se za uporabo jezika C#,
ker omogoča hiter razvoj uporabnǐskega vmesnika.
5.2 Prenos podatkov
Z namizno aplikacijo bomo prenesli podatke iz pomnilnika FLASH naprave
v datoteko na datotečnem sistemu s pomočjo USART in DMA. Iz naprave
se pošiljajo podatki v vnaprej določenem zaporedju. Zapisi so v aplikacijo
shranjeni tako, da so ločeni z vejicami in novimi vrsticami med posameznimi





Podatke preberemo iz podane datoteke. Podatkov ne obdelujemo dodatno,
ampak jih zgolj prikažemo.
Slika 5.1: Prikaz grafa v aplikaciji.
Slika 5.2: Prikaz grafa v aplikaciji 2.
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5.4 Prikaz na zemljevidu
S pomočjo podatka o hitrosti in smeri neba je možno izrisati zemljevid na
prazni podlagi. Zemljevid izrisujemo s pomočjo 2D trigonometrije. Smer
razdelimo v dve komponenti x in y, nato pa obe komponenti pomnožimo s
hitrostjo oz. prepotovano razdaljo. Tako dobimo vektor, ki vodi iz točke A v
točko B. Postopek nadaljujemo za vse nadaljnje podatke: iz točke B v C, C
v D itd. Končni rezultat je zemljevid prepotovane poti, ki je natančen, kadar
prevozno sredstvo ni zapustilo tal. V prikazu poti imamo možnost približati
zemljevid s premikanjem koleščka na mǐski, kar prikazuje slika 5.4.
Slika 5.3: Prikaz zemljevida v aplikaciji.
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Slika 5.4: Prikaz približanega zemljevida v aplikaciji.
Poglavje 6
Sklep
V diplomskem delu smo izdelali aplikacijo za analizo voženj. Aplikacija pri-
kazuje opravljeno pot ter hitrost in relativno vǐsinsko razliko glede na zapi-
sane podatke. Podatki se zapisujejo s pomočjo razvojne ploščice in zunanjih
priklopljenih senzorjev, podatek o trenutni hitrosti pa se izpisuje na LED
prikazovalnikih v realnem času. Mikrokontroler prebere več vrednosti, jih
obdela in zapǐse povprečja, tako varčuje s prostorom in količino podatkov,
ki jih je potrebno zapisati v pomnilnik FLASH. Naprava podatke obdrži v
pomnilniku FLASH tudi po tem, ko jo izključimo. Zapisani podatki so se
izkazali kot dovolj natančni za rekreativne uporabnike. Za napredneǰse upo-
rabnike bi bilo potrebno nadgraditi način izračunavanja kotov, podatke pa
bi bilo bolje zapisovati pogosteje.
Glavne slabosti že obstoječih rešitev, ki so bile predstavljene v uvodu, smo
s tem izdelkom rešili. Naprava namreč natančno meri hitrost, naklon in smer
gibanja. S pomočjo teh podatkov se ustrezno zgradi zemljevid prevožene
poti, ki je mnogo bolj natančen kot pa pot, ki je generirana iz GPS sledi.
V projekt bi bilo možno vključiti bolj natančno izračunavanje smeri neba
ter naklona po x in y osi predvsem s pomočjo kvanternionov in vseh podat-
kov, ki jih ponuja modul MPU9250. Fokus tega diplomskega dela ni bila
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najbolǰsa možna kakovost izvedbe in izračunavanje kompleksnih podatkov,
ampak izdelati delujoč prototip, katerega je možno nadgraditi in iz njega
nadaljevati razvoj v prihodnosti.
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