ConQueSt is a constraint-based querying system devised with the aim of supporting the intrinsically exploratory nature of pattern discovery. It provides users with an expressive constraint-based query language which allows the discovery process to be effectively driven toward potentially interesting patterns. Constraints are also exploited to reduce the cost of pattern mining. The system is built around an efficient constraint-based mining engine which entails several data and search space reduction techniques, and allows new user-defined constraints to be easily added.
Architecture of the system
Pattern discovery is an exploratory (i.e. humanguided, interactive, iterative) task, where, by means of constraints, the user drives the exploration toward interesting knowledge. A system for exploratory pattern discovery should provide: (1) a tight coupling with a DBMS, where source data and extracted patterns are stored, and from which they can be retrieved by means of SQL queries; (2) an expressive query language that allows users to interact with the pattern discovery system and specify declaratively how the desired patterns should look like and which conditions they should satisfy; (3) an efficient and scalable mining engine that keeps query response time as small as possible, giving frequent feedbacks to the user and thus allowing realistic human-guided exploration.
Starting from the above requirements we designed ConQueSt, an exploratory pattern discovery system equipped with a simple, yet powerful, query language (named SPQL) and a user friendly interface for accessing the underlying DBMS. ConQueSt is built around a scalable and high-performance constraint-based mining engine exploiting state-of-the-art constraint pushing techniques, as those ones developed by us in the last three years [4, 1, 2] . The ConQueSt architecture (see Figure 1 ) is composed of three modules, plus an underlying DBMS.
The Graphical User Interface takes care of the user interaction with the system. It provides querying capabilities and visualization tools for both data and patterns; it allows to navigate the structure of the database, in terms of tables and links between tables, to see statistical properties of attributes, and to prepare the data for the mining. Queries can be defined directly using the query language, or alternatively, using a graphical query generator that helps users in navigating the source dataset and in defining suitable parameters and constraints: the user may select interesting parts of the dataset, aggregate attributes, specify constraints, and the system will create automatically the corresponding SPQL query.
The Query Interpreter and Pre-processor takes care of interpreting the SPQL query, retrieving from the underlying DBMS the data source, and preparing it for the mining phase. Since source data is coming in relational format, a pre-processing step is needed to create the transactional dataset which is given in input to the mining engine. For example, text attributes are mapped to integers, or continuous values are discretized to transform them into items. The resulting transactional dataset, the minimum support threshold, and the set of constraints will feed the mining engine.
The ConQueSt Mining Engine is based on DCI, our efficient and scalable, level-wise, frequent itemsets mining algorithm [4] . As a result, ConQueSt turns out to be extremely robust and able to effectively mine different kinds of datasets, regardless of their size. As shown in our previous works [1, 2] , at each iteration of the mining process, ConQueSt prunes the dataset by exploiting the independent data reductions properties of all user-specified constraints. Our framework exploits a real synergy of all constraints that the user defines: each constraint does not only play its part in reducing the data, but this reduction in turns strengthens the pruning power of the other constraints. The orthogonality of the exploited constraint pushing techniques has a twofold benefit: first, all the techniques can be amalgamated together achieving a very efficient computation; second, the framework can be easily extended to handle other constraints.
The ConQueSt system is currently able to deal with anti-monotone, succinct [3] , monotone [1] , convertible [5] and loose anti-monotone [2] constraints. Such classes include all the constraints based on the aggregates listed in Table 1 . Each class has been implemented as an independent module (i.e., an abstract C++ class), which plays its role in precise points of the computation. Each abstract C++ class is then instantiated on the basis of the specific constraints supplied by the user. It is worth remarking that ConQueSt can be easily extended to cope with new user-defined constraints. In fact, it is not the constraint itself that performs data and search space reductions directly, but it is instead the overall framework that exploits the instantiated objects during the computation on the basis of the corresponding constraint properties. Therefore, in order to define a novel constraint, and embed it in the computational framework, it is sufficient to communicate to the system to which classes (possibly more than one) it belongs. 
Demo of ConQueSt
Several features distinguish ConQueSt from other software for pattern discovery: Large variety of constraints handled. ConQueSt is able to deal with many different constraints all together, and provides the opportunity of easily defining new ones. While some prototypes for constraint-based pattern discovery exist, they are usually focussed on few kinds of constraints, and their algorithmic techniques can not be easily extended. Usability. ConQueSt has been devised to fruitfully deal with real-world problems. The user friendly interface, the pre-processing capabilities and the simple connectivity to relational DBMS, make it easy for the user to immediately start to find nuggets of interesting knowledge in her/his data. Modularity and extensibility make the system able to adapt to changing application needs. Robustness and Efficiency. One of the main drawbacks of the state-of-the art software for pattern discovery, is that it usually fails to mine real-world huge datasets. ConQueSt is instead high-performance and very robust. Datasets are mined out-of-core until the data-reduction framework reduces the dataset size enough to move it in-core. What will be Demonstrated. Our demo will highlight all the above distinguishing features by showing ConQueSt at work on a real-world problem. In particular, we will use a very large market-basket database donated by an Italian retail store. The database contains not only baskets content information, but also items price, category, and possibly, promotion details. The demo will show how, thanks to the expressive query language and the efficient computation, a user can easily drive the pattern discovery towards actionable knowledge. In particular our demo will focus on promotion analysis, trying to find nuggets of knowledge in past promotions that can be useful to suggest future promotions. Moreover it will be shown how, thanks to the constraints data and search space reduction, ConQueSt is able to discover local patterns, i.e., patterns which can be discovered only at very low support levels, where other mining systems fail.
