Abstract-Student-centred learning is considered one of the most significant pedagogical point of views. Active student participation and connecting learning processes to real world situations are one of the defining properties of the approach. A student-centred learning environment offers students the tools for content production and management with interactive and communal elements, altogether producing a personalized learning experience. Participatory and socially connected Web, or "Web 2.0" has brought elements of social media and open content into the field of learning, enabling the evolvement of studentcentred web-based learning platforms. The purpose of this study was to develop a participatory, web-based language learning platform for Sendai National College of Technology. The application is aimed for the exchange students of the aforementioned school and is meant to facilitate students' language learning and to endorse a self-driven way of learning.
I. INTRODUCTION
This paper examines the development of a web-based language learning environment which is aimed for the use of exchange students arriving in Sendai National College of Technology, Japan. The purpose of this study is to develop a language learning environment, where the students are actively contributing to the learning process and where the learning outcomes are achieved through an individual's own conceptions and associations.
While the traditional e-learning methods, such as structured course formats and tutorial videos, are still holding their appeal as a way of learning on the web, social media and open content have brought new opportunities to the field. Elearning is evolving into more student-centred direction, where the platforms offer more personalized and nonlinear learning experiences, social integration and a hands-on approach. Flexibility and cross-platform capability of modern web technologies have also spurred e-learning in mobile devices in a form of various mobile applications. This provides an opportunity for informal learning, as language learning occurs outside of official tuitions as well. This paper approaches the trend of e-learning applications through the perspective of web development, as it keeps making major advancements consistently in cross-platform application development.
II. DESIGNING THE APPLICATION
The goal for the web application is to offer exchange students an effective medium for informal learning -an environment where the students can input, view and study Japanese words and expressions in a way which encourages studies outside of exchange students' mandatory language learning classes.
The cognitive load that students experience during elearning can be reduced by making use of collaborative learning [1, 1202] . Thus, the main objective set to the application described in this paper was to create a collaborative platform for student mediated learning contents, which would also allow students to comprise their own personal learning materials as well. The application is to offer a language learning environment, which puts the students in main role of content production, while the teacher would adopt a more facilitative tutoring role.
With these requirements in mind, the main student features were decided; the application would have a section where learning materials are created, a shared information bank for storing these learning contents collaboratively and student's own personal assignment section, where they can study the contents they have selected from the information bank. As teachers would also be a part of the environment, they have their own administrative view where they can answer student questions and an assignment creator for creating quizzes for the students.
Besides just user-mediated data, the application makes use of external services with HTTP calls, which makes the application as an information source enhance the overall learning performance more profoundly by offering tools for students' temporal need for knowledge.
III. TOOLS AND METHODS USED
The architecture of the application developed for the SNCT is designed with AngularJS, which is a front-end programming framework, offering a modular base for developing modern web applications. Data handling and storage is handled by Firebase, which is an event-driven realtime database. In addition to this, HTML5 techniques and different JavaScript-based plugins were used to create visually different views and various transitions.
A. Data structures and bindings
Data storing, server-side and front-end scripting is handled entirely with JavaScript-based frameworks, plug-ins and libraries. While AngularJS offers a good front-end framework for building a modular foundation for the application, web applications typically need a database to persist the application data. Traditional SQL-based relational databases are not very effective in terms of speed and performance, if the data is altered frequently. As the language learning materials to be created in the application would see a lot of collaborative additions, alterations and deletions, a NoSQLbased JSON database seemed as the most appropriate choice to deliver the back-end, as these kinds of databases can cope with vast amounts of simultaneous read-write operations by providing seamless horizontal scalability [2] . Firebase was chosen as the back-end, as it provides cross-platform support, real-time synchronization, offline persistence and good graphical user interface for administrative purposes. It also has special bindings for AngularJS to facilitate back-end scripting. As Firebase provides an ideal platform for creating collaborative software, it complies the student-centred attributes set for the application. Unlike in MySQL, Firebase does not utilize table-like structure and relations in its database as it stores all data in a nested tree-like JSON-format. Upon creation, each new data node or tree branch generates its own unique key. By using these unique reference keys in AngularJS scripts, different data nodes and their content can be accessed and viewed. Accessing the nested child elements require that the parent keys are also known.
B. User interface and use of external services
In accordance with MVC architecture, the user interface of the application is comprised of different views and partials. The views are HTML files, which obey different AngularJS bindings. These sub views are loaded in to the main view, creating the feel of a single page application -transition between pages happens through changes in the application's states. For creating the facades and overall visual look for the user interface, HTML5, CSS3 and other JavaScript-based technologies were used. For organizing HTML elements systematically suit both desktop and mobile devices, the application uses Bourbon Neat, which is a lightweight CSSbased grid system that aims to provide tools for instant utilization and adequate flexibility in grid customization. The application also makes use of data that comes from external sources. AngularJS has a component for communicating, receiving and sharing data across controllers in a consistent and organized way through "services". Angular services are singletons, as all application components work with only one instance of it. They are also lazily instantiated, as AngularJS runs a service only when an application component depends on it. The application uses a built-in service called $http in making connections to external web services, such as Firebase authentication, Kanji dictionary and Forvo Pronunciation, from where content is fetched on demand.
The Kanji dictionary is based on Jim Breen's electric dictionary [3] , which is a free Japanese-English dictionary in machine-readable form. The dictionary has been stripped from unnecessary information and converted from the XML file format into the JSON format, which makes the file size more compressed and API calls easier in AngularJS.
The sound files are fetched via Forvo Pronunciation. It is a collaborative pronunciation dictionary that allows playback of sound clips in different languages. All the words are contributed by native speakers and stored in mp3 and Ogg format. API has a monthly cost -non-profit monthly use allows 500 sound file requests per day, aiming it primarily for individual use. Forvo allows only one API key for the application and forbids the creation of multiple API keys for getting more daily requests.
IV. MAIN FEATURES OF THE SERVICE
This section discusses how the main features of the application represent a particular pedagogical use and how they inherit characteristics of different pedagogical strategies.
A. Word creation
The learning contents are inputs of unknown Japanese words and expressions encountered by the students during their studies or free time, which they store in to the evergrowing database of words, or "word bank".
As the application is configured exclusively for Japanese learning, it takes in to account the two-sided writing systems of Japanese, which is a combination of logographic kanjis adopted from Chinese characters and syllabic kana scripts that are native to Japanese. Thus, the HTML form has the following input:
• Expression -written in Kanji, if the word is commonly or preferably written in Kanji letters. Otherwise written in syllabic kana letters.
• Reading -written in kana letters. They provide reading aid for the Kanjis letters by indicating their pronunciation. This field can be blank, if the expression does not have Kanjis.
• Meaning -direct translations, can be written in the user's native language.
• Tags -categorization system, which allows users to append default or their own tags to words. The application has 20 default tags, which are based on Jim Breen's abbreviations that are frequently used in dictionary entries.
• Sentences -allows students to create example sentences, which make use of the word or expression given in the first input field. Optional field.
The form can be seen in the figure below. Making the students create their own materials through personal investigation and thinking, the application supports one of the student-centred elements -authentic learning through inquiry and exploration. Creation process can also support cognitive constructivism, since it can have elements of situated learning; input can be done in the social situation in which it occurred or was heard. [4; 5, 33.]
B. Word viewing
Information containing all the learning materials is referred to as the word bank and it is the main place for collaboration. It provides an information source, where the students can search for specific words, inspect the words more closely and comprise personal learning materials.
The word bank lists the learning materials as blocks one below the other, with each block displaying Japanese expressions and their corresponding translations. Words can be filtered by tags or searched directly by using the search bar. More detailed inspection of an individual word can be conducted in the single word page, which can be entered from within the word bank. The page displays all the other data the student had inputted during the content creation process, such as example sentences, tags and translations, which can be collaboratively edited.
The user has the ability to listen to the word pronunciation and check more information about the Kanji letters, if the word or expression contains any of them. Decomposing of the word can facilitate information chunking, which is a design principle related to cognitive information processing [5, 28] .
This single word page is demonstrated in the figure next page. 
C. Word learning
Following the ideology of personalized learning environments (PLE), students should have the freedom to learn what they want and when they want. Students may choose the words they want to study from the word bank and then comprise them into learning packages for personal use. The main learning activity occurs in the assignment section, where the student's learning packages or "word decks" are stored. These word decks are studied as a set of flashcards, where the students have three options to study a chosen deck.
• Vocabulary memorization. The application quizzes the students, whether they remember the displayed word or not, until the end of the deck. Displayable words can either be set to appear in Japanese or translation first.
• Typing the word. This method is similar to vocabulary memorization, but the students have to write the correct translation to the input field. • Listening comprehension. Words which have a corresponding Forvo pronunciation sound file available can be listened to and then typed in. As stated by Nakata [6] , flashcard-based learning is an effective method for language learning, so the approach was used as a primary method for studying in the application. This feature makes the application act as a tutor, thus supporting the behaviourist learning theory, which is commonly applied in mobile learning [5, 99] .
D. Asking help from tutor or teacher
Outside of mere student collaborations, the application can enable two-way collaborations with teachers as well. This feature allows students to ask for help, seek ratification or inquire more information related to their learning materials, for example in making proper or additional translations, or in correct sentence formation. Teachers can inspect every student's questions, but individual students can only see their own. This direct link between students and teachers is a feature, which combines several design principles in learning applications, such as instant feedback, multiple ways of communication and collaboration.
E. Teacher features
A further enhancement for the teacher-student collaboration enablement, the application provides an administrative view for the teacher. One of the main features for the teacher, besides just answering student questions and editing learning materials in the word bank, is creating different assignments and tests for the students. As seen from the above figure, the contents of these assignments are different than in student-created word decksthey can include for example multiple choice quizzes, particle or conjugation drills, which can be related to earlier classroom tuition. These teacher created assignments show up in the assignments section for every student.
V. RESULTS
The application is still in development. The main features are finished, but they still require further polish to achieve cohesive UI/UX experience. By analysing all student-centred features of the application, the workflow of creating learning contents supports pedagogical elements of inquiry, collaboration and behaviourism in theory. Adding the scalability, as well as the time and place independent capabilities, the application meets some of the expectations that are set for modern mobile applications.
The application offers a future-proof and solid base for further development, as AngularJS-based applications will continue to see use in the near future as well. Firebase is a relatively new platform for delivering databases in the cloud and it does have some no-table flaws. Firebase changed its syntax in its latest version 3.0, which made the previous documentation obsolete. The development of the application has been slow at times, because the current and official documentation is very tenuous. As Firebase is also constantly being developed, it is sometimes prone to minor bugs in some of its bindings.
As the application is aimed for experienced language learners and the target audience for the application consists of seasonal exchange students arriving in Sendai National College of Technology, the application requires specific types of users to conduct usability testing with. Thus, incremental usability evaluation in an authentic environment has not yet been conducted. Thus, further investigation of the application's effectiveness is in order, for example utilizing the questionnaire introduced in chapter 4.4.
VI. FURTHER DEVELOPMENT The learning materials and example sentences in the word bank could be possibly made to have a self-moderating voting system -it would also help in preventing inputs that are useless or too vulgar. Students' flashcard activities could incorporate spaced repetition (SRS) algorithm to make studying a more scheduled process. Teacher mediated assignments could incorporate more behaviouristic elements, such as scoring systems for the assignments. The application could also make use of Forvo Pronunciation API's upgraded monthly plan, which allows 10000 sound file requests per day and commercial use. An upgraded plan would provide enough queries for a small group of learners.
A much broader use of different Firebase features is also a worthy consideration. As Firebase offers several gigabytes of storage data, the application could utilize videos, audio files and images to accompany the learning materials. For example in the teacher's assignment creator -implementing listening practices through a video or an audio file could be a realistic possibility. Firebase also offers an event-centric analytics system, which can give teachers or administrators insight into what the students are doing in the application. This could also facilitate the maintenance of student-centred environments.
Although not a timely concern, an inevitable migration from Angular version 1 to version 2.0 or 4.0 will be conducted. Google will stop updating the original AngularJS framework, when the usage statistics for version 2 will exceed over 50% in Angular-based websites. As this shift is happening relatively slowly on a global scale, AngularJS will serve as a viable framework to build upon for years to come. It is however unclear, if Angular 2.0 will take the dominant position among the Angular versions, as version 4.0 was released at the time of writing this paper. Building a hybrid mobile application that would be available on digital distribution platform, such as App Store or Google Play is a considerable option for attaining better user and learning experiences. A hybrid application would also bring new opportunities for building new features -students could for example use their mobile device's camera in order to store a memory rule for specific learning contents. Several open source frameworks that support Angular and TypeScript markup in building cross-platform applications already exist, such as Ionic, NativeScript and React Native.
