The purpose of this paper is to present and describe the representation of an object-oriented programming code in the program understanding system. The 
Introduction
Program understanding plays an important role in many software engineering and reengineering activities such as code maintenance, debugging, restructuring and software reuse. Program understanding is essential for improving the quality of software development activities, for example, code reviews, defect repair, and some testing approaches. These development activities require software engineers to read and understand program [1] .
Most universities practice the same techniques of teaching programming. The students are given a series of lectures, and then they have to do some programming exercises while doing lab sessions. These techniques are only teaches the students how to write but not to read and understand the program code. In this research, program understanding system is use to help them to read and understand a programming code.
Besides, the system can aid them to debug their program code. The named of the system is CONCEIVER++, an object-oriented program understanding and debugging system.
Program representation, like CFG, was needed to support the program code chunk process in program understanding system. System engineer or programmer must use their knowledge aided by the representation to reconstruct the program's intent. The CFG is an intermediate representation before the recognition process in program understanding system which is similar to flowchart. A node in CFG represents a basic block while arch of CFG indicate possible flow of control [1, 2] . A basic block is a sequence of consecutive statements in which flow of control enters at the beginning and leaves at the end without halt or possibility of branching except at the end [2] . The intermediate representation that had been used in CONCEIVER++ is an OO-CFG. This representation is as the traditional CFG with some added notations. The added notations or symbols presenting the communications between objects or in other words it show the message passing process which is very important in any object-oriented programming languages.
Problem of traditional CFG
Program code is difficult to understand, especially to novices. This program code will be transformed into some program representation which is more applicable in recognition process. This representation will hold important information that is data and the control flow.
There are several definitions of CFG. There is also a problem on the available or traditional CFG used by different researchers which did not suitable to be used in our research. Ball [3] defined the traditional CFG is a directed graph. Vertices in the CFG represent the instructions or basic blocks in a program. He also describes that every vertex in the graph is reachable. The outgoing edges of each vertex are uniquely labeled. A complete path in the CFG is a directed path from ENTRY to EXIT. Each complete path represents a possible program execution. But Thomas did not discussed explicitly on the object-oriented programming code, but on the procedural program code.
Binkley and Lyle [4] have a different definition of CFG. A control-flow is a directed graph whose nodes represent source program components (e.g., assignment statements, or the predicate of if or while statement). In addition, there are two special nodes labeled "entry" and "exit" that provide a "frame" for the other nodes. Control-flow graph edges represent the flow of control through the program. For example, the node representing if statement has two outgoing edges that represent the condition of the if statement being true or false. They introduced pointer state subgraph to assists in performing program analysis of programs with pointers such as C program. Subgraph of the program's control-flow graph is used to reduce the space required to represent the pointer state.
Factored CFG or FCFG introduced by Choi et al. [5] , is a representation of a program's intraprocedural control flow. It designed to efficiently support the analysis of programs written in languages, such as Java, that have frequently occurring operations that execution may result in exceptional control flow. Although Java is an object-oriented language, FCFG is still following the same concept of procedural language in presenting the CFG.
Al-Omari [2] described a CFG gives an abstract view of how a program can execute without being cluttered by the details of the statements in each of the basic blocks. CFG considered in his researched was interested in a flow graph that not used a basic blocks. He constructed the flow graph in which each node represents a statement. He followed the traditional CFG concepts although he did not used the basic blocks of statements.
In Moretti et al. [6] research, they are presenting a new structuring algorithm for transforming arbitrary control-flow graphs into functional, semantic and structural equivalent structured graphs. These all needed for de-compilation of binary programs.
Another different researched in [7] , where Shivers claims that flow analysis requires construction of a control-flow graph for the code fragment. Every vertex in the graph represents a basic block of code: a sequence of instructions such that the only branches into the block are branches to the beginning of the block. The edge in the graph represents possible transfers of control between basic blocks. Having constructed the control flow graph, we can use graph algorithms to determine path invariant facts about the vertices. Shivers states that the traditional flow analysis techniques tend to concentrate on tracking assignment statements. He emphasizes on analysis of binding, which is a more tractable problem than analysis of assignments, because the semantics of binding are simpler, and there are more invariants for programanalysis tools to invoke.
From all the former literatures on traditional CFG that has been discussed, Figure 1 shows the example of the traditional CFG. Below shows the traditional CFG as presented in [4] , which the same concept being used by all of the discussed above although they have made some added features and there are little differences between each other. The nodes represent the statements and edges represent the flow control. 
Overview of CONCEIVER++
The system that has been mentioned earlier, CONCEIVER++ is being developed to be used by students and lecturers. Processes involves in CONCEIVER++ is it will first read a students program code. This code then will be parsed and transformed into an intermediate representation that is OO-CFG. An OO-CFG will be as an input into the understanding and debugging process. The parsing and transforming process will be done by a component called KONSIS. Figure 2 below shows the general architecture of the CONCEIVER++ system. The detail of the processes involved can be read from [8] . From the architecture can be seen that the program representation OO-CFG will be used in the recognition process which consists of understanding and debugging processes. After the recognition process, the recognized plan will give the understanding and debugging results. Plan base will kept all plans that has been created using the plan editor and will be used during the recognition process. 
An Object-oriented Control Flow Graph (OO-CFG)
OO-CFG has been created to suites the needs of presenting a message passing process. This process used in every object-oriented programming code such as Java for communicating between objects. Most of the available CFG is used to presents the concepts of procedural languages.
OO-CFG is still based on the traditional CFG concepts. There are some new symbols or notations have been added to the traditional CFG to accomplish the need to show the communication between objects. The communications of objects in an object-oriented system are with a message passing. An object will execute a method after it received a request in form of a message. The examples of messages are:
triangle.findArea(); or triangle.findArea (2, 3, 4) ;
The components of the message are the object that will received the message (triangle), the message name (findArea()) and actual parameter or argument needed by the method (if any, such as 2, 3, 4) .
It is very important to create other notations to add to the traditional CFG to show these communications processes. This is very useful to the user of the CONCEIVER++, especially lecturers, programmers or any maintainers. In object-oriented programming may different objects will invoke the same method. Figure 3 shows Java programming code named TestCircle.java with its OO-CFG presented in Figure 4 . The OO-CFG started with Start node, and ended with End node. In the middle was presenting certain node involve during the execution of this program code. The node is referring to the statement of line of code. Example is node number 2, is referred to code in line number 2 in the program code TestCircle.java. While node number 4 is referred to code in line number 4, and so on.
In Figure 4 , shows the added notation to the traditional CFG. There were boxes in the OO-CFG with name inside. The boxes with dashed line are used to represent the message passing process in objectoriented program code. Name which contain inside the box is an object reference name. For this example, the object reference name is myCircle. The dashed line is marked at the edge that pointed to the node that will be executed next. From this OO-CFG we can see where the message passing processes that has involved in the program code. This also will show the different between an ordinary flow of control and the message passing involved in that particular program code. This is the new notation that has been added to the traditional CFG in order to show or represents the objects communication. 
Conclusion
The new OO-CFG that has been presented is very useful in representing the message passing processes which is very important to any object-oriented programming languages. This OO-CFG is an intermediate representation for program understanding system which is no other control flow graph which represent specifically for object-oriented program code especially for Java programming code. This objectoriented program's or code's representation can help user especially programmer to understand the flow of control that involves the objects communications in an object-oriented program code. This representation also can be used by other researcher for further research.
