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May 2015 
In this bachelor’s thesis is shown how to make a light control system which the user can 
command in several ways. The purpose was to make a system that can control back-
ground lights behind a computer table. The lightning was accomplished by using four 
LED strips. Every one of these strips can be controlled separate or they all can be con-
trolled together by using computer software or Android application. Also if movement 
is detected and it is dark enough a motion detector can switch on the lights. Likewise 
the lights are again turned off when it is bright enough.  
 
The system uses Arduino platform and different kind of modules connected to it. TCP 
and UDP connections are used by computer and Android applications to pass LED con-
trol information over Ethernet to Arduino. Remote control uses infrared and motion 
sensor uses radio frequency as a medium of transmission to control the lights. 
 
Arduino uses transistor amplifiers to controls the LED strips and each strip has its own 
amplifier. Arduino connects to a LAN network via a Wi-Fi adapter which is connected 
to Arduino’s virtual serial port. The computer software is written in Processing lan-
guage which is very similar to language Arduino is using. In addition to control the 
LED strips the program can be used to change Arduino’s settings like the port for in-
coming connections and the sensitivity of a light detector. 
 
The Android application consists of a widget and a main program. Widget can be used 
to quickly turn on and off the LEDs and the main program is used for more control. 
With the main program LEDs can be controlled separately and their brightness can be 
tuned with a vertical slider that is based on a Seekbar class. The IP address application 
uses is based on which network adapter is active. 
 
Some system related issues like UDP packet loss were patched during system testing 
phase. New features that are unrelated to the LED control are likely to be added to the 
system in future. 
 
Key words: light control system, microcontroller, arduino, android, application 
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LYHENTEET JA TERMIT 
 
 
Wi-Fi Kaupallinen termi langattomalle lähiverkolle 
RF Radio frequency, radiotaajuus 
IR Infrared, infrapunasäteily 
TCP Transmission Control Protocol, tietoliikenneprotokolla 
UDP User Datagram Protocol, tietoliikenneprotokolla 
WLAN Local Area Network Langaton lähiverkko 
NAT Network Address Translation, IP-osoitteiden muunnos 
IP Internet Protocol, Internet protokolla 
MOSFET Metal-oxide-semiconductor field-effect transistor, metalli-
oksidipuolijohde-kanavatransistori 
NEC IR-tiedonsiirrossa käytettävä protokolla 
AT Komentokieli modeemien ohjaukseen  
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1 JOHDANTO 
 
Työssä rakennetaan järjestelmä, jonka avulla voidaan ohjata LED-nauhoja, joita on 4 
kpl. Ledejä voidaan ohjata joko yksittäin tai yhdessä ja himmentää kaukosäätimellä, 
liiketunnistimella sekä tietokone- ja Android-sovelluksella. Järjestelmä on toteutettu 
Arduino Uno-alustalla ja siihen liitettävillä moduuleilla. Arduino valittiin alustaksi pää-
asiassa sen edullisen hinnan ja laajan yhteisön vuoksi. 
 
Työssä käydään läpi järjestelmän toiminta, osat, joista järjestelmä koostuu ja järjestel-
mää ohjaavien ohjelmien koodin keskeisimmät toiminnot erityisesti tietoliikenteen kan-
nalta. Järjestelmän osat käydään läpi järjestäen teorioineen ja myös työssä eteen tullei-
siin ongelmiin otetaan kantaa. Liitteisiin on koottu Arduinon ja sovellusten lähdekoodi. 
 
Työ valikoitui opinnäytetyön aiheeksi, sillä itselläni oli tarve tietokonepöydän taustava-
laistuksen ohjauksen toteuttamiseen. Alun perin ajatuksena oli ohjata LED-nauhoja vain 
kaukosäätimellä ja hyvin yksinkertaisella tietokonesovelluksella, mutta jotta järjestel-
män toteuttaminen sopisi hyvin opinnäytetyöksi, lisättiin järjestelmään lisäksi muita 
ohjaustapoja. 
 
Aiempaa kokemusta Java-ohjelmoinnista ei ollut ja Arduino-alustan käytöstä melko 
vähän, mikä toi omat haasteensa työn toteuttamiseen. 
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2 ARDUINO JA SIIHEN LIITETYT KOMPONENTIT 
 
Valonohjausjärjestelmän tärkeimmät komponentit ja niiden väliset yhteydet on esitetty 
kuviossa 1. Käyttäjä voi ohjata LED-valoja tietokone- ja Android-sovelluksella sekä 
kaukosäätimellä. Automaattisesti valoja ohjataan liiketunnistimen ja huoneen valoisuut-
ta tarkkailevan fotoresistorin avulla. Android-sovelluksella valoja ohjataan joko 3G- tai  
Wi-Fi-yhteyden kautta, riippuen kumpi yhteys on ohjauksen aikana aktiivinen. Arduino 
on yhteydessä kotireitittimeen Wi-Fi-yhteydellä, jonka yli tapahtuu kaikki tietokone- 
sekä Android-sovelluksen välinen tiedonsiirto Arduinolle. Liiketunnistin käyttää tiedon-
siirtoon 433 MHz:n radiotaajuudella toimivaa RF-lähetintä ja -vastaanotinta. Kaukosää-
dintä varten Arduinoon on liitetty IR-vastaanotin. Arduinon ohjelmoinnissa käytetyt 
kolmansien osapuolten kirjastot on listattu liitteessä 1 ja Arduinon lähdekoodi on liit-
teessä 2. 
 
 
Kuvio 1. Järjestelmän komponentit ja yhteydet niiden välillä (Saini 2014, Eletrogate 
2015, Banggood 2015, Kitenergie 2015) 
 
2.1 Arduino 
 
Arduino on italialaisten Massimo Banzin ja David Cuartiellesin luoma kehitysalusta, 
joka sisältää mikrokontrollerin lisäksi ohjainpiirejä, USB- ja virtaliittimet sekä ohjel-
moitavia pinnejä erilaisten laitteiden ohjaukseen. Siitä on useita eri versioita, mutta suo-
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situimmassa, Arduino Unossa on 16 MHz:n taajuudella toimiva mikrokontrolleri, jossa 
on 32 kt muistia, johon käyttäjän tekemä ohjelma voidaan tallentaa. (Heinisuo 2012, 30) 
 
Arduinon takana on laaja käyttäjäkunta ja ohjelmointiympäristö on tehty helppokäyt-
töiseksi. Se sisältääkin valmiita esimerkkejä ja kirjastoja. Myös useille Arduinoon liitet-
täville lisäkorteille, kuten esimerkiksi Ethernet-kortille, löytyy jo valmis kirjasto, jota 
voidaan suoraan käyttää kortin kanssa. Ohjelmointiympäristön kieli, jota kutsutaan Ar-
duinoksi, perustuu C++-kieleen. (Heinisuo 2012, 32) 
 
2.1.1  Viestintä muiden sovellusten kanssa 
 
Kuviossa 2 on esitetty kuinka Arduino viestii tietokone- ja Android-sovelluksen kanssa. 
Molemmat sovellukset ottavat käynnistyessään yhteyden Arduinoon TCP-yhteydellä ja 
Arduino lähettää sovelluksille tiedon, missä tilassa ledit ovat. Tietoa ledien kirkkauden 
arvosta ei lähetetä, vaan se asetetaan joko minimi- tai maksimiarvoon ledien tilan mu-
kaan. Lisäksi tietokonesovellus kertoo Arduinolle käyttäjän määrittämän UDP-portin ja 
valoisuuden tason, jolla liiketunnistin sytyttää ledit, ennen TCP-yhteyden sulkemista. 
 
 
 
Kuvio 2. Sovellusten ja Arduinon välinen viestintä järjestyksessä ylhäältä alaspäin 
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TCP-yhteyden jälkeen voivat molemmat sovellukset ohjata ledejä UDP-yhteydellä. 
UDP-yhteyttä käytetään TCP-yhteyden sijaan, koska se on nopeampi, mikä on ledien 
ohjaamisen kannalta TCP:n luotettavaa tiedonsiirtoa tärkeämpää. Arduino lähettää li-
säksi tiedon ledien tilan vaihdosta tietokonesovellukselle, kun ledejä ohjataan kaukosää-
timellä tai Android-sovelluksella. Android-sovelluksessa on myös mahdollista toistaa 
TCP-kommunikointi eli hakea sen hetkiset ledien tilat käyttäjän toimesta, sillä UDP-
yhteydellä toimiva ledien ohjaus voi välillä kadottaa paketteja matkan varrelle silloin, 
kun käytössä on 3G-yhteys. 
 
2.1.2 Ohjaustietojen vastaanottaminen 
 
Arduinoon liitetty WLAN-moduuli välittää sovelluksilta tulevan datan Arduinolle sar-
japortin kautta. Koska moduulin lähettämässä informaatiossa ledejä ohjaava komento-
data on aina rivin, joka alkaa plusmerkillä, 10 merkki voidaan se helposti erottaa muusta 
WLAN-adapterin syöttämästä informaatiosta. Kirjaimet a,b,c ja d tarkoittavat yksittäi-
sen ledin tilan vaihtoa ja kirjain e kaikkien ledien tilan vaihtoa päälle tai pois päältä. 
Numerot 0-255 ovat kirkkaussäädön dataa. (Kuvio 3) 
 
 
Kuvio 3. Arduinolle Android-sovellukselta tuleva LED-ohjausdata 
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Kun Arduino saa WLAN-moduulilta Android-sovelluksen lähettämän datan, luetaan 
sitä aina rivinvaihtoon saakka String-muuttujaan ”virtualserialdata”. Tämän jälkeen 
CharAt()-metodi hakee sille annettua numeroa vastaavan merkin String-muuttujasta. 
Mikäli luettu rivi alkaa plusmerkillä eli on rivi, jossa haluttu data on, tallennetaan rivin 
10 merkki LEDaction-muuttujaan. Muuttujan avulla ohjataan ledejä, sillä se sisältää 
tiedon, minkä ledin tilaa pitää vaihtaa. (Kuvio 4) 
 
  
Kuvio 4. Oikean komentomerkin haku String-muuttujasta 
 
Kirkkautta säädetään yhdellä, kahdella tai kolmella merkillä (luvut 0-255), joten kirk-
kauden lukema erotetaan syötteestä tallentamalla substring-muuttujaan merkit kymme-
nennestä syötteen merkistä viimeiseen syötteen merkkiin asti. Kirkkauden lukema muu-
tetaan Int-tyyppiseksi ja kirjoitetaan suoraan Arduinon ledejä ohjaaviin ulostuloihin, 
sillä Arduinon käyttämä analoginen arvoasteikko on 0-255. (Kuvio 5) 
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Kuvio 5. Kirkkaustiedon erottaminen String-tyyppisestä virtualSerialData-muuttujasta 
 
Koska kirkkautta säätäessä lähetysten määrä on suuri pienellä aika välillä, siirrytään 
ensimmäisen kirkkaustiedon saapuessa while-silmukkaan, josta poistutaan vasta, kun 
kirkkaustietoja ei enää saada 300 ms:n kuluessa. Näin Arduino ei suorita muuta koodia, 
joka hidastaisi kirkkaustietojen vastaanottamista ja ledien kirkkauden säätämistä. (Ku-
vio 5) 
 
2.2 Operaattorin NAT 
 
IP-osoitteiden saatavuuden heikentyessä, ovat ainakin Sonera ja Elisa siirtäneet 3G-
yhteydet NAT:n taakse ja kaikki 4G-yhteydet käyttävät osoitteenmuunnosta. Ainkan 
Saunalahden liittymissä on mahdollista ottaa käyttöön vaihtuva julkinen IP-osoite 
omasaunalahti-palvelusta. 
 
Koska tulevaisuudessa kaikki mobiililiittymät tulevat todennäköisesti käyttämään osoit-
teenmuunnosta, täytyy Android-sovelluksen toimia sen kanssa. Ilman NAT-muunnosta 
voisi tietokonesovellus lähettää tiedon ledien tilasta Android-sovellukselle koska vain 
käyttämällä UDP-yhteyttä, sen jälkeen, kun Android-sovellus on kertaalleen ollut yh-
teydessä tietokonesovellukseen. Osoitteenmuunnoksen takia ei se ole kuitenkaan mah-
dollista, vaan Android-sovelluksen täytyy ensin ottaa yhteyttä tietokonesovellukseen 
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TCP-yhteydellä. UDP-yhteyttä ei voida käyttää, sillä operaattorin (Saunalahti) NAT 
sulkee Android-sovelluksen käyttämän UDP-portin heti, kun lähetys on päättynyt. TCP-
porttia sen sijaan pidetään auki riittävän pitkään, jotta tietokonesovellus pystyy lähettä-
mään ledien tilatiedot takaisin Android-sovellukselle, sovelluksen niitä pyytäessä. 
 
2.3 Transistorivahvistimet 
 
Arduino ei kykene antamaan tarpeeksi virtaa ledeille, jotta ne palaisivat, joten väliin 
tarvitaan vahvistinpiiri. Jotta jokaista LED-nauhaa voidaan ohjata erikseen, tarvitaan 
jokaiselle niistä oma vahvistinpiiri. Vahvistinpiiriksi harkittiin aluksi myös releiden 
käyttämistä, mutta koska releet pitävät kuultavan äänen tilaa vaihtaessa ja koska niillä ei 
voitaisi toteuttaa ollenkaan ledien himmennystä, ei niitä käytetty. 
 
Työssä käytettiin N-tyypin MOSFET-kanavatransistoria, jonka mallinumero on 
IRLZ24N.  Tärkein transistorin ominaisuus Arduinon kannalta on loogisen tason vah-
vistus. Tällöin transistori on saturaatiossa, kun sen hilalle tuodaan 5 V:n jännite eli sen 
päästökäyrä asettuu välille 0-5 V. Toinen transistorilta vaadittava ominaisuus on riittävä 
tehonkesto. Myös sisäresistanssi on hyvä olla pieni, jotta transistori kuluttaa vähemmän 
tehoa ja pysyy näin myös viileänä. 
 
Kuviossa 6 on vahvistinpiiri kokonaisuudessaan ja siitä nähdään, miten Arduinon pinnin 
jännite ohjaa transistorin avulla LED-nauhan läpi kulkevaa virtaa. Kytkennässä 220 Ω:n 
vastus estää MOSFET:n mahdollisesti tuottamia suuria jännitepiikkejä vahingoittamasta 
Arduinoa. 100 kΩ:n alasvetovastus tuo transistorin hilalle nollapotentiaalin, kun Ardui-
no ei lähetä signaalia, jolloin ledit sammuvat varmasti. Arduinon maapotentiaali on 
myös yhteydessä kuviossa näkyvään maapotentiaaliin. 
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Kuvio 6. LED-nauhaa ohjaava vahvistinpiiri 
 
2.4 Kaukosäädin ja IR-vastaanotin 
 
IR-vastaanotinta käytetään vastaanottamaan kaukosäätimen lähettämät ledejä ohjaavat 
signaalit. Vastaanotin vastaanottaa signaaleja, joiden kantoaallon taajuus on 38 kHz ja 
vastaanottimen maksimi toimintakulma on 60 astetta (Hobby Components 2015). Kau-
kosäädin käyttää NEC-protokollaa viestin lähettämiseen, mikä voidaan todeta IRremo-
te-kirjaston (liite 1) avulla. Kirjasto tunnistaa monia eri IR-protokollia kuten Sonyn ja 
Panasonicin protokollat. 
 
Kuviossa 7 on esitetty miten kaukosäätimen lähettämä data etenee muotoon, jota koo-
dissa (kuvio 10) lopulta käytetään. Luku, jonka kaukosäätimen painikkeen painallus 
kuviossa 7 lähettää, on arvoltaan 16. Ilmassa data on sidottu 38 kHz:n kantoaaltoon. 
Lähetyksen alussa on 9 ms:n purske, jota seuraa 4,5 ms:n tauko.  
 
 
Kuvio 7. Kaukosäätimen lähettämän datan välitys lopulliseen muotoon (Rubashka 2015, 
muokattu) 
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Seuraavaksi tulevat osoite ja varsinainen data, mistä molemmista lähetetään heti perään 
myös invertoitu versio, jotta lähetys on aina samanmittainen. Ilman inversiota lähetys 
voisi olla erimittainen, sillä NEC-protokollassa purskeiden välinen 2,25 ms:n aika ku-
vaa ykkösbittiä ja 1,12 ms:n puolestaan nollabittiä, mikä nähdään kuviosta 8. (Rubashka 
2015) 
 
 
 
 
 
Kuvio 8. NEC-protokollan ykkös- ja nollabitti (Rubashka 2015) 
 
Vastaanottimen sensori tulkitsee saapuvan signaalin ja välittää datan Arduinolle, joka 
IRremote-kirjastoa käyttämällä muuntaa bittijonon luvuksi (kuvio 7). Kuvion 7 oikeassa 
laidassa Arduino on lähettänyt tämän luvun sarjaporttiin numero 8. 
 
Kuviossa 9 luodaan IRremote-kirjaston objekti ja annetaan sille Arduinon pinni, johon 
IR-vastaanotin on kytketty. EnableIRIn()-metodilla aloitetaan saapuvien signaalien 
kuunteleminen objektille aiemmin annetusta pinnistä. 
 
 
Kuvio 9. Signaalien vastaanoton aloitus 
 
Kuvion 10 koodi ohjaa ledejä kaukosäätimen lähettämän signaalin mukaisesti. De-
code()-metodi palauttaa joko tilan tosi tai epätosi, riippuen onko signaali vastaanotettu 
kaukosäätimeltä. Vastaanotettu signaali muutetaan IR-koodiksi ja tallennetaan metodille 
annettuun results-muuttujaan. Results.value hakee tallennetun IR-koodin ja sen perus-
teella switch-valintalause suorittaa ledeille koodia vastaavan toiminnon. 
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Kuvio 10. IR-vastaanottimen signaalien käsittely 
 
Kuviosta 10 voidaan myös huomata, että saman toiminnon suorittaa moni eri vastaan-
otettu IR-koodi. Koodit ovat kaikki kaukosäätimen saman painikkeen signaaleja, mutta 
vastaanotin tulkitsee ne eri signaaleiksi, koska toiset niistä ovat saattaneet tulla vastaan-
ottimen 60 asteen toimintakulman ulkopuolelta. Alueen ulkopuolelta tulevat signaalit 
ovat kuitenkin aina samoja, eivätkä täysin satunnaisia, joten ne voidaan helposti määri-
tellä koodissa ja ledejä voidaan ohjata kaukosäätimellä suuremmalta alueelta. 
 
2.5 Liiketunnistinyksikkö 
 
HC-SR501-liiketunnistinyksikkö (kuvio 11) on vähävirtainen infrapunasäteilyyn perus-
tuva liikkeentunnistin. Yksikön käyttöjännite voi olla väliltä 5-20 V, joten 9 V:n paris-
toa voidaan käyttää sen kanssa. Ulostulon jännite on 3,3 V, mikä taas mahdollistaa RF-
lähettimen liittämisen siihen suoraan. Virrankulutus on 65 mA, kun ulostulo nostetaan 
ylös liikettä havaittaessa. Lepovirta on kuitenkin vain noin 50 µA, joka vastaa paristolla 
toimivan palohälyttimen virrankulutusta. Yksikkö toimiikin hyvin paristokäyttöisenä. 
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Kuvio 11. Liikkeentunnistusyksikkö (Oregon State University 2014) 
 
Yksikön liikkeentunnistus etäisyyttä voidaan säätää samoin kuin aikaa, jolla ulostulo 
pysyy ylhäällä liikkeen havaitsemisesta. Normaalisti pienin aika on 2s, mutta tässä työs-
sä aikaa on tästä vielä lyhennetty, jotta RF-lähettimen toiminta saadaan halutuksi. Li-
säksi yksikössä on kaksi liipaisu tilaa; ensimmäisessä ulostulo ajetaan alas, kun se on 
ollut ylhäällä määrätyn ajan, mutta toisessa aikaa lisätään aina, kun liikettä havaitaan 
uudelleen. Alue, jolta sensori havaitsee liikettä, on 110 astetta. (Oregon State University 
2014) 
 
2.6 RF-lähetin ja -vastaanotin pari 
 
RF-lähetintä käytetään välittämään liikkeentunnistimen signaali Arduinoon kytketylle 
RF-vastaanottimelle, jotta liiketunnistimella ei tarvitse olla näköyhteyttä Arduinoon. 
Esimerkiksi infrapunaa käyttämällä näköyhteys tarvittaisiin, jolloin tunnistinta ei voitai-
si sijoittaa täysin vapaasti sopivaan paikkaan. Parin käyttämä taajuus on 433 MHz ja 
lähettimen jännite voi olla välillä 3-12 V (Banggood 2015), joten 9 V:n paristo voidaan 
liittää siihen suoraan. 
 
Kummassakaan yksikössä ei ole minkäänlaista antennia, mutta paikka liitettävälle an-
tennille löytyy. Ilman antennia parin välinen etäisyys voi suurimmillaan olla vain n. 
20cm. Tätä suuremmilla etäisyyksillä vastaanotin ei enää havaitse lähettimen signaalia, 
joten yksiköt tarvitsevat antennin. 
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Antennin mitta määritellään signaalin taajuuden perusteella ja mahdollisia antennin pi-
tuuksia ovat esimerkiksi 
1
2
 -aalto- ja 
1
4
 -aaltoantennit (Sigismondi & Tapia 2008). Yhtä-
lössä 1 on laskettu 
1
4
 -aaltoantennin pituus 433 MHz:n taajuudelle.  
 
𝑎𝑛𝑡𝑒𝑛𝑛𝑖𝑛 𝑝𝑖𝑡𝑢𝑢𝑠 =
𝑓
𝑐
4
=
433𝑀𝐻𝑧
299 792 458𝑚/𝑠
4
= 17,3 𝑐𝑚  (1) 
 
Antennina lähettimessä ja vastaanottimessa käytetään n. 17cm:n pituista johdon pätkää 
ja sen avulla parin välinen maksimi etäisyys kasvaa 20cm:stä ainakin 8m:iin asti, kun 
välissä ei ole suuria esteitä. 8m suurempaa välimatkaa ei mitattu. 
 
Normaalisti RF-tiedonsiirrossa käytetään koodausta, jotta vastaanotin voi valikoida oi-
kean 433 MHz:n signaalin muiden samaa taajuutta käyttävien signaalien seasta, eikä se 
tulkitse kaikkien signaalien informaatiota omakseen. Liiketunnistin lähettää kuitenkin 
niin yksikertaisen signaalin, että koodausta ei käytetty, sillä havaintojen perusteella vas-
taanotin vastaanottaa vain satunnaisesti muita yksittäisiä ja lyhyitä 433 MHz:n signaale-
ja. Nyt siis joko lähetetään 433 MHz:n signaali tai sitä ei lähetetä, minkä vastaanotin ja 
Arduino tulkitsevat. Itse signaali ei sisällä informaatiota. 
 
Vaikka tuotetiedoissa (Banggood 2015) vastaanottimen käyttöjännitteeksi on määritelty 
5 V, toimii se paremmin 3,3 V:n jännitteellä, kuten kuviosta 12 voidaan todeta. Siinä 
näkyy Arduinon näkemä data, kun liiketunnistin lähettää sille signaalin ja kun signaalia 
ei lähetetä. Signaali tuodaan Arduinon analogiseen sisäänmenoon, jonka jännitetaso 0-5 
V vastaa lineaarisesti arvoja 0-1023. Kuviossa 12 näytteitä on otettu noin 5 ms:n välein 
ja RF-vastaanottimen jännitteenä on joko 3,3 V tai 5 V. Käyttöjännitteellä 3,3 V liike-
tunnistimen RF-lähettimen kautta lähettämä signaali erottuu selvästi, mutta 5 V:n jännit-
teellä se hukkuu häiriösignaalien sekaan. Kuvion oikean puolimmaisista arvoista näh-
dään, kuinka paljon häiriösignaaleja pahimmillaan vastaanotetaan 5 V:n käyttöjännit-
teellä. 
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Kuvio 12. RF-vastaanottimen toiminta kahdella eri jännitteellä 
 
Lisäksi lähetin lähettää noin 0,5s kestävän signaalin, kun liiketunnistin pudottaa jännit-
teen nollaan volttiin (kuvio 13). Koska aluksi lähetetty signaali, joka lähetetään, kun 
liiketunnistin nostaa jännitetason sen ulostulossa nollasta 3,3 volttiin, on hyvin lyhytai-
kainen (Kuvio 12), voi se sekoittua häiriöihin, joten signaalina liikkeestä huoneessa 
käytetään pidempää jälkimmäistä RF-lähettimen signaalia.  
 
 
Kuvio 13. Lähettimen lähettämä signaali, kun datan syöttö lopetetaan 
 
Ongelmaksi tässä tapauksessa nousee kuitenkin liiketunnistimen vähintään 2 sekunnin 
viive ulostulon nostamisesta ylös sen laskemiseen, mikä nähdään suoraan viiveenä liik-
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keestä huoneessa ledien syttymiseen. Kuviosta 14 nähdään viivettä säätävän poten-
tiometrin RT1 olevan sarjassa 10 kΩ:n vastuksen R13 kanssa. Koska viive on pienim-
millään silloin, kun potentiometrin resistanssi on alhaisin, korvataan 10 kΩ:n vastus 220 
Ω:n vastuksella, jolloin viive poistuu lähes kokonaan ja ledit saadaan syttymään nopeas-
ti liikkeen havaitsemisesta. 
 
 
Kuvio 14. Liiketunnistimen viivettä säätävä potentiometri RT1 (Oregon State Universi-
ty 2014, muokattu) 
 
2.7 Fotoresistori 
 
Fotoresistoria (PGM5516) käytetään mittaamaan valoisuutta, jonka perusteella liiketun-
nistin voi ohjata ledit päälle. Liiketunnistin sytyttää ledit vain, kun huoneessa liikutaan 
ja siellä on tarpeeksi hämärää. Fotoresistoria käytetään myös ledien automaattiseen 
sammuttamiseen esimerkiksi silloin, kun kattovalaisin sytytetään, jolloin huoneessa on 
riittävän valoisaa. Käyttäjän toimet ledien ohjaamisessa vievät kuitenkin näiden auto-
maattisten toimintojen edelle. Esimerkiksi, jos käyttäjä sytyttää ledit jollain manuaali-
sella ohjaustavalla, ei niitä heti sammuteta, vaikka huoneessa olisi riittävän valoisaa. 
Kuvion 15 koodi sammuttaa ledit fotoresistorin avulla. Koodissa automaticControl-
muuttuja, joka on asetettu epätodeksi käyttäjän ohjatessa ledejä, estää ledien automaatti-
sesti sammuttamisen. 
 
 
Kuvio 15. Ledien automaattinen sammuttaminen fotoresistorin avulla 
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Fotoresistorin resistanssi on suurimmillaan, kun siihen ei tule lainkaan valoa, jolloin 
resistanssi on 200 kΩ. 10 luxin valaistuksessa resistanssi on 5-10 kΩ (Token 2010). 
Kun huoneen kattovalaisin on päällä, resistanssi on noin 10 kΩ. Arduino lukee jännit-
teen kuvion 16 mukaisesta jännitteenjakokytkennästä fotoresistorin yli. Tällöin Arduino 
havaitsee sen analogisen sisäänmenon kautta 682 eri valoisuustasoa, koska kolmasosa 
1023 tasosta hukkuu etuvastukseen, mutta tasojen määrä on kuitenkin täysin riittävä. 
Kuviossa 16 näkyvä Arduinon pinni A5 on sama kuin kuviossa 15 oleva muuttuja 
PHOTORESITOR_PIN. 
 
 
Kuvio 16. Jännitteenjakokytkentä 
 
2.8 ESP8266-moduuli 
 
ESP8266 on edullinen ja vähävirtainen WLAN-moduuli, joka kommunikoi sarjaliitän-
nänkautta ja jonka kehitystyökalut ovat vapaasti saatavilla. Kehitystyökalujen ja halvan 
hinnan ansiosta moduulin ympärille on muodostunut laaja käyttäjä- ja kehitysyhteisö. 
Tässä opinnäytetyössä moduulia käytetään tarjoamaan Arduinolle langatonverkkoyh-
teys, mutta moduulia voidaan myös muokatulla laiteohjelmistolla ohjelmoida ja käyttää 
yksinkertaisissa sovelluksissa, mm. kevyenä web-palvelimena (Martin 2014), sillä siinä 
on itsenäinen mikrokontrolleri ja I/O-pinnejä versiosta riippuen 2-9. Moduulista on yh-
teensä 13 erilaista versiota, jotka ovat erikokoisia ja osassa niistä ei ole valmista anten-
nia (Gareth 2014). Moduulin tässä työssä käytettävä 01-versio on kuviossa 17. 
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Kuvio 17. ESP8266-moduulin 01-versio ja sen jalkajärjestys (Saini 2014, muokattu) 
 
Koska WLAN-moduuli käyttää 3,3 V:n jännitetasoa ja voi tarvita jopa 400 mA:n het-
kellisen virran, tarvitaan ulkoinen virtalähde, sillä Arduino Unon 3,3 V:n ulostulo kyke-
nee antamaan maksimissaan 50 mA:n virran. Moduuli liitettiin Arduinoon ja ulkoiseen 
virtalähteeseen taulukon 1 mukaisesti. 
 
TAULUKKO 1. Piirien väliset kytkennät  
ESP8266-moduulin pinni Arduinon pinni Ulkoinen virtalähde 
VCC   3,3 V 
GND  GND GND 
URXD (Receiver) 3  
UTXD (Transmitter) 2  
CH_PD (Chip-enable)  3,3 V 
RST (Reset)   
GPIO0 (General I/O)  (Firmwaren päivitys: 
GND) 
GPIO2 (General I/O)   
 
2.8.1 Moduulin käyttöönotto 
 
Yksinkertaisimmillaan moduuli voidaan kytkeä suoraan tietokoneen sarjaporttiin tai 
virtuaaliseen USB-sarjaporttiin adapterin avulla (Kuvio 18). 
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Kuvio 18. WLAN-moduuli liitettynä USB-adapterilla tietokoneeseen (Timpuri 2014) 
 
Oikean sarjaportin ja adapterin puuttumisen takia käytettiin adapterina kuitenkin Ardui-
noa, jolloin WLAN-moduulia voitiin ohjelmoida. Tätä varten Arduinolle ohjelmoitiin 
yksinkertainen ohjelma (kuvio 19), joka välittää sarjaliitännän datan moduulille sekä 
moduulin lähettämän datan sarjaliitäntään. 
 
 
Kuvio 19. Lähdekoodi, jolla Arduino toimii välittäjänä tietokoneen ja WLAN-moduulin 
välissä 
 
Arduino Uno:ssa on kuitenkin vain yksi sarjaliitäntä, joka on varattu tulevaisuudessa 
mahdollisesti lisättäville, pientä viivettä vaativille toiminnoille, joten sitä ei voida enää 
käyttää Arduinon ja WLAN-moduulin väliseen tiedonsiirtoon. SoftwareSerial-kirjaston 
avulla mistä tahansa kahdesta Arduinon pinnistä voidaan kuitenkin muodostaa virtuaali-
sen sarjaportin, joka toimii lähes kuin oikea sarjaportti. Erona on mm. hitaampi tiedon-
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siirtonopeus, joka voi olla maksimissaan 19 200 bps, mutta se on tämän työn toiminnan 
kannalta riittävä. 
Vanhemmat ESP8266-moduulit saattavat käyttää oletuksena tiedonsiirtonopeutta 115 
200 bps tai 57 600 bps, jolloin siihen ei voitaisi olla Arduinolla yhteydessä.  Oletusno-
peuden todettiin kuitenkin olevan hyväksyttävä 9600 bps. (Electrodragon 2015) 
 
Vaikka käytetty ESP8266-moduuli on vanha 001-malli, voidaan sen Firmware päivittää 
kaikista uusimpaan versioon. Uudemmat versiot korjaavat bugeja, tarjoavat uusia AT-
komentoja, joilla piiriä ohjataan sekä muita parannuksia, mm. vapaammin valittavan 
sarjaliitännän nopeuden ja yhteydenoton Putty-ohjelmalla. (Update Log 2015) 
Firmwaren päivittäminen tapahtuu kytkemällä moduulin GPIO0-pinni maahan, jolloin 
moduuli menee päivitystilaan. Tällöin siihen voidaan ottaa yhteys firmwaren päivittä-
miseen tarkoitetulla NodeMCU Flasher-ohjelmalla.  
 
NodeMCU Flasher-ohjelma on tarkoitettu NodeMcu-Firmwaren lataamiseen WLAN-
moduuliin ja oletuksena se lataakin verkosta uusimman NodeMcu-firmwaren, mutta sitä 
voidaan myös hyvin käyttää minkä tahansa muun firmwaren kanssa. Ohjelmassa vali-
taan Config-välilehden alla WLAN-moduulille päivitettävä firmware (Kuvio 20) sekä 
advanced-välilehden alta oikea tiedonsiirtonopeus, jonka jälkeen päivitys voidaan aloit-
taa painamalla Operation-välilehden alla olevaa Flash-painiketta. (Vowstar 2015) 
 
 
Kuvio 20. Config-välilehden alla voidaan valita moduuliin ladattava firmware 
 
Ohjelmalla on kuitenkin vaikeuksia löytää ESP8266-moduuli, mutta uudelleen käynnis-
tämällä moduuli Flash-painikkeen painalluksen jälkeen löytää ohjelma sen ja päivitys 
alkaa (Kuvio 21). 
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Kuvio 21. Firmwaren päivittäminen NodeMCU Flasher-ohjelmalla  (Vowstar 2015) 
 
2.8.2 Moduulin konfigurointi AT-komennoilla 
 
AT-komentoja käytetään modeemien, nykyisin lähinnä 3G- ja 4G-modeemien, joista ei 
löydy graafista käyttöliittymää, ohjaamiseen, mutta komennoilla voidaan ohjata myös 
modeemeja, joissa on graafinen käyttöliittymä. Komento alkaa aina kirjaimilla ”AT” 
(attention), jonka jälkeen tulee plusmerkki sekä haluttu komento. Koko komento täytyy 
syöttää yhteen ilman välilyöntejä. Ennen komento oli vain yhden kirjaimen mittainen, 
mutta nykyään se voi olla huomattavasti pidempikin. (Laura 2010) 
 
Laitteen konfigurointiin käytetyt komennot ja niiden merkitykset on listattu taulukossa 
2 syöttöjärjestyksessä. Ainakin tukiasemaan yhdistävä komento on syytä kirjoittaa kä-
sin, sillä moduuli ilmoittaa virheestä, mikäli komento on kopioitu syöttökenttään. Lisäk-
si moduuli ei tallenna palvelimeen liittyviä asetuksia (komennot 5,6,8 ja 9), joten Ar-
duino syöttää ne moduulille aina sen käynnistyksen jälkeen. 
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TAULUKKO 2. Moduulin konfigurointiin käytetyt AT-komennot (WoodUino.ca 2014) 
Nro. Komento Merkitys 
1 AT+CWMODE=1 Tekee Wi-Fi-moduulista asiakkaan, joka voi yhdistää 
WLAN-tukiasemaan. Oletuksena moduuli ei toimi 
missään tilassa. 
2 AT+CWLAP Listaa löydetyt WLAN-tukiasemat 
3 AT+CWJAP=”SSID”,”SAL
ASANA” 
Yhdistää SSID:tä vastaavaan WLAN-tukiasemaan 
salasanalla 
4 AT+CIFSR Näyttää Moduulin IP- ja MAC-osoitteen. Tarkiste-
taan, että tukiasemalta on saatu IP-osoite. 
5 AT+CIPMUX=1+IPD Sallii useamman yhteyden. Tarvitaan palvelimen 
tekemiseen. +IPD-komennolla moduulin vastaanot-
tama data lähetetään sarjaportista ulos muodossa 
<Yhteyden ID><Datan määrä tavuina><Data> 
6 AT+CIPSERVER=1,55556 Tekee palvelimen, joka kuuntelee TCP-porttia 55556 
7 AT+CIPCLOSE=1 Sulkee TCP- tai UDP-yhteyden, jonka ID on 1. 
TCP:n tapauksessa kertoo, että kaikki tarvittava data 
on lähetetty. Ilman komentoa vastapuoli odottaa lisää 
dataa aikakatkaisuun asti. 
8 AT+CIPSTO=2 Asettaa yhteyksien aikakatkaisun 2 sekuntiin. 
9 AT+CIPSTART=0,"UDP", 
"192.168.1.5",55554,55556,
0 
Tekee UDP-palvelimen, joka kuuntelee porttia 
55556. Komennon alussa määritellään yhteyden ID-
tunnukseksi 0 sekä mihin osoitteeseen ja porttiin pal-
velin lähettää UDP-paketit. Lopun numero 0 kertoo, 
ettei vastaanottaja UDP-paketeille voi vaihtua (esim: 
IP-osoite on määritelty komennossa, kuunneltavaan 
porttiin tuleekin UDP-paketti eri osoitteesta, vaihde-
taanko osoite tähän vai pidetäänkö vanha osoite?). 
10 AT+CIPSTATUS Näyttää nykyiset TCP/IP yhteydet 
11 AT+CIPSEND=1,4 Lähettää 4 tavua dataa yhteydellä, jonka id on 1. Lä-
hetettävä data annetaan seuraavassa, komennon jäl-
keisessä moduulille syötettävässä rivissä. 
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3 TIETOKONESOVELLUS 
 
Tietokonesovelluksella käyttäjä voi ohjata ledejä yksitellen tai yhdessä sekä säätää nii-
den kirkkautta. Lisäksi käyttäjä voi vaihtaa Arduinon IP-osoitteen ohjelmaan sekä Ar-
duinon ja tietokonesovelluksen kuunteleman portin. Myös valoisuuden raja-arvo, jolla 
liiketunnistin kytkee valot päälle, voidaan asettaa ohjelmalla. Tietokonesovellus toteu-
tettiin Processing-ohjelmointikielellä, koska se on hyvin samankaltainen Arduinon käyt-
tämän kielen kanssa. Sovelluksen lähdekoodi on liitteessä 3 ja sovelluksessa käytetyt 
kolmansien osapuolten kirjastot liitteessä 1. 
 
3.1 Processing-ohjelmointikieli 
 
Processing on yksinkertainen avoimen lähdekoodin ohjelmointikieli, joka on tehty eri-
tyisesti visuaaliseen luomiseen ja vuorovaikutukseen. Ben Fry ja Casey Reas loivat kie-
len vuonna 2001 ja sitä kehitetään vapaaehtoisvoimin. Kieltä käytetään erityisesti ope-
tuksessa maailmalaajuisesti ja se perustuu Java-kieleen. (Processing 2015) 
 
Arduinon ohjelmointiympäristö perustuu Wiring-alustaan, joka taas on kehitetty Proces-
sing-kehitysympäristön pohjalta. Processing-kehitysympäristö muistuttaakin hyvin pal-
jon Arduinon vastaavaa kuten kuviosta 22 voidaan todeta ja myös sen syntaksi on hyvin 
samankaltainen. (Processing 2015) 
 
 
Kuvio 22. Processing-kehitysympäristö vasemmalla ja Arduinon ympäristö oikealla 
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3.2 ControlP5-kirjasto 
 
ControlP5 on Processing-ohjelmointiympäristöön Andreas Schlegelin kehittämä kirjas-
to, joka tarjoaa käytettäväksi erilaisia painikkeita ja muita visuaalisia hallintatyökaluja 
(Schlegel 2012). Jokaiselle hallintatyökalulle annetaan luodessa oma yksilöllinen nimi, 
jolla sitä kutsutaan myöhemmin koodissa, esim. silloin, kun sen tilaa halutaan muuttaa. 
Myös painikkeen nimeä vastaava metodi, jos sellainen on olemassa, suoritetaan, kun 
painiketta painetaan. Kuviossa 23 on yksinkertainen ControlP5-kirjastoa hyödyntävä 
ohjelma, joka luo yhden painikkeen keskelle ikkunaa.  
 
 
Kuvio 23. Käynnistetty painike-ohjelma vasemmalla ja sen lähdekoodi oikealla 
 
3.3 Käyttöliittymä 
 
Sovelluksen käyttöliittymä on kuvion 24 mukainen ja se on sijoitettu näytön oikeaan 
laitaan. Ohjelma suoritetaan ikkunattomassa tilassa ilman taustaväriä. Läpinäkyvä tausta 
on toteutettu käyttämällä Ghost-kirjastoa (Liite 1). 
 
 
Kuvio 24. Tietokonesovelluksen käyttöliittymän kaksi eri tilaa 
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Kun ledit eivät pala, ovat kaikki muut painikkeet, paitsi ylin painike piilossa. Ylintä 
painiketta painettaessa ledit syttyvät ja muut painikkeet liikkuvat esille näytön oikeasta 
laidasta. Keskellä on neljä ledejä yksitellen ohjaavaa painiketta ja niiden alla kirkkaus-
säädin. Alimpana on painike, jota painamalla voidaan avata ja sulkea ohjelman asetuk-
set (kuvio 25). 
 
 
Kuvio 25. Ohjelman asetukset 
 
Asetuksissa ylimpänä on Arduinon IP-osoite ja alla Arduinon kuuntelema portti. Seu-
raavaksi tulee tietokonesovelluksen kuuntelema portti ja alimmaisena asetuksissa on 
säädin, jolla voidaan säätää valoisuuden tasoa, jolla liiketunnistin sytyttää ledit. Valoi-
suuden taso täytyy säätää uudelleen esimerkiksi silloin, kun anturin paikkaa vaihdetaan. 
Asetukset voidaan lähettää Arduinolla painamalla OK-painiketta, joka tulee näkyviin, 
kun jotain asetusta muutetaan (kuvio 26). Painike katoaa jälleen kun sitä painetaan. 
 
 
Kuvio 26. Asetusten muuttaminen ja lähetys Arduinolle 
 
Ohjelma päivittää painikkeiden ja kirkkaussäätimen tilan vastaamaan ledien tilaa aina 
käynnistyessään ja silloin, kun ledejä ohjataan kaukosäätimellä tai Android-
sovelluksella. Kun Arduino saa ledien ohjauskäskyn, joka ei ole tietokonesovellukselta 
tullut käsky, tiedottaa se tietokonesovellusta muutoksesta. Koska Arduinoon yhdistetty 
WLAN-moduuli ei sen yksikertaisen toiminnan takia ilmoita Arduinolle, tuliko ledien 
ohjauskäsky Android- vai tietokonesovellukselta, lähettävät sovellukset käskyt eri muo-
dossa. Tietokonesovellus käyttää ledien ohjaamiseen isoja kirjaimia ja Android-sovellus 
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pieniä, jolloin Arduino ei uudelleenlähetä tietokonesovellukselta tullutta käskyä (kuvio 
27). Samoin kirkkauden arvot lähetetään kahdella eri asteikolla; 0-255 ja 256-511, joista 
jälkimmäinen on tietokonesovelluksen käytössä. 
 
 
Kuvio 27. Ohjauskäskyjen vastaanotto ja mahdollinen uudelleenlähetys 
 
3.4 Asetusten tallentaminen ja lukeminen massamuistista 
 
Ohjelma tallentaa käyttäjän syöttämät asetukset, kun käyttäjä painaa OK-painiketta. 
Asetukset tallennetaan txt-tiedostoon samaan kansioon, missä ohjelman exe-tiedosto 
sijaitsee. Kuviossa 28 ylhäällä on esitetty koodi, jossa asetukset tallennetaan lukemalla 
ne UI:n tekstikentistä taulukkoon, joka tallennetaan tiedostoon ”settings.txt”. Kuvion 28 
alemmassa osassa on ohjelman käynnistyessä suoritettava koodi, joka lukee tiedoston 
rivi riviltä ja tallentaa rivit settings-taulukkoon. Tiedosto luetaan vain jos se on olemas-
sa, mikä estää tyhjien rivien tallentamisen taulukkoon ja edelleen niiden käyttämisen 
tietojen lähettämiseen. 
 
 
Kuvio 28. Asetusten tallentaminen yläpuolella ja lukeminen alapuolella 
 
3.5  Asetusten lähetys Arduinolle ja painikkeiden tilojen päivittäminen 
 
TCP-yhteys Arduinon kanssa muodostetaan ohjelman käynnistyessä tai mahdollisesti 
asetusten muuttamisen jälkeen asetuksissa määriteltyyn IP-osoitteeseen ja porttiin. Kun 
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yhteys on muodostettu, lähetetään Arduinolle sovelluksen kuuntelema UDP-portti, jo-
hon Arduino lähettää tiedon ledien tilanvaihdoista. Lisäksi Arduinolle lähetetään valoi-
suuden tason arvo, jonka perusteella liiketunnistin sytyttää ledit. Tämän jälkeen TCP-
porttia kuunnellaan Arduinon vastausta varten 2 sekunnin ajan. Mikäli Arduinolta saa-
daan lähetys ledien tiloista, asetetaan painikkeiden tilat vastaamaan ledien tiloja, mutta 
jos lähetystä ei saada 2 sekunnin sisällä, ei painikkeiden tiloja aseteta, jolloin ne asettu-
vat oletus tilaan. (Kuvio 29) 
 
 
Kuvio 29. Ohjelman muodostama TCP-yhteys, datan lähetys ja vastaanotetun datan 
käsittely 
 
Saapuva data tallennetaan puskuriin, josta readChar()-metodi lukee sitä merkki kerral-
laan. Jokainen merkki vastaa yhtä ledin tilaa ja on arvoltaan 0 tai 1. Merkki tallennetaan 
muuttujaan ja käytetään myöhemmin painikkeiden tilan asetukseen. Lopuksi TCP-
yhteys suljetaan. (Kuvio 29) 
 
3.6  Asetusten tallentaminen Arduinon muistiin 
 
Kun Arduino saa asetusten muutoksesta kertovan lähetyksen tietokonesovellukselta, 
korvaa se asetuksen arvot uusilla. Kuviossa 30 näkyy WLAN-moduulin tulostamat rivit 
virtuaaliseen sarjaporttiin, kun tietokonesovellus on lähettänyt uudet asetukset Ardui-
nolle. Arduino lukee uudet asetukset sarjaportista. Lähetys tunnistetaan 1. rivin perus-
teella, lukemalla siitä 1. ja 4. kirjain. Tämän jälkeen luetaan seuraavat 2 plusmerkillä 
alkavaa riviä, jotka sisältävät uudet asetukset, mitkä tallennetaan PCclientPORT- ja 
brightnessControl-muuttujiin. Rivit tunnistetaan rivin alussa olevasta plusmerkistä ja 
varsinainen dataosa erotetaan niistä käyttämällä substring()-metodia, joka erottaa string-
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muuttujasta palan tekstiä sille annettujen lukujen perusteella. Luvut kertovat, monennes-
tako merkistä rivissä monenteenko merkkiin metodi luo uuden tekstirivin. Tässä tapauk-
sessa metodi aloittaa puolipisteen jälkeisestä merkistä ja lopettaa rivin viimeiseen 
merkkiin. FirstData-muuttujan avulla ensimmäisen informaatiorivin tieto tallennetaan 
portiksi ja toisen rivin data kirkkauden raja-arvoksi. 
 
 
Kuvio 30. Tietokonesovellukselta vastaanotettu data ylhäällä ja sen käsittely Arduinon 
lähdekoodissa alhaalla 
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4 ANDROID-SOVELLUS 
 
Android sovellus koostuu päänäkymästä, asetusnäkymästä ja widget-pienoisohjelmasta. 
Päänäkymästä (kuvio 31) hallitaan ledien tiloja ylemmillä painikkeilla ja kirkkautta 
alemmalla säätimellä. Ledit voidaan sammuttaa ja sytyttää yksitellen tai kaikki yhdessä. 
Lisäksi päänäkymästä voidaan siirtyä ohjelman asetuksiin tai hakea ledien nykyiset tilat 
Arduinolta, jolloin ohjelmassa ledien painikkeet asettuvat ledien tilojen mukaisesti. Ti-
latiedot ledeistä haetaan myös aina ohjelman käynnistyessä. Android-sovelluksen java-
tiedostojen lähdekoodi on liitteessä 4 ja kokonaisuudessaan, sisältäen xml-tiedostot ja 
kuvat, lähdekoodi on tämän pdf-tiedoston liitteissä. 
 
  
Kuvio 31. Android-sovelluksen päänäkymä vasemmalla ja asetukset oikealla 
 
Asetuksissa voidaan asettaa laajanverkon ja lähiverkon IP-osoitteet sekä kuljetuskerrok-
sen portti. Laajanverkon IP-osoite on kotireitittimen, jonka takana Arduinon WLAN-
moduuli sijaitsee, osoite ja lähiverkon osoite on WLAN-moduulin käyttämä osoite. 
Asetusten portti on Arduinon kuuntelema portti, joka on myös avoinna kotireitittimessä. 
 
Pienoisohjelmalla suoritetaan yksinkertainen kaikkien ledien päälle ja pois kytkeminen 
yhdellä työpöydällä olevalla painikkeella (kuvio 32). Ohjelma käyttää pääohjelmasta 
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poiketen vain laajanverkon IP-osoitetta, jotta ohjelman käyttämä koodin määrä pysyy 
vähäisenä, jolloin myös ohjelman koko on pieni. Ohjelma toimii ilman pääohjelmaa sen 
jälkeen, kun käyttäjä on pääohjelmassa kertaalleen asettanut oikean WAN-alueen IP-
osoitteen ja portin. Pääohjelma tallentaa IP-osoitteen ja portin massamuistiin, josta pie-
noisohjelma ne lukee, kun sen painiketta painetaan. 
 
 
 
Kuvio 32. Widget-pienoisohjelman painike painamattomana vasemmalla ja painettuna 
oikealla. 
 
4.1 Ohjelmointiympäristö 
 
Ohjelmointiympäristönä käytettiin Googlen omaa vuonna 2013 julkaisemaa Android 
Studiota. Toinen potentiaalinen vaihtoehto on Googlen tukema Eclipse, jolle Google on 
julkaissut Android-kehitystyökalut. Studion, joka on vielä kehitys vaiheessa, on tarkoi-
tus syrjäyttää Eclipse pääasiallisena ohjelmistona Android -ohjelmistokehityksessä. 
(Ravenscraft 2014) 
 
4.2 Tiedon lähetys TCP- ja UDP-protokollalla 
 
Android-sovellus käyttää tiedon lähettämiseen WLAN-moduulin kautta Arduinolle 
TCP- ja UDP-protokollia. Jotta ledien tilat vaihtuvat mahdollisimman pienellä viiveellä 
3G:n- ja langattoman lähiverkon yli, käytetään ledien ohjauksessa UDP:tä. 
 
Kuviossa 33 on koodi, joka lähettää LED-ohjauskäskyn määriteltyyn IP-osoitteeseen ja 
porttiin UDP-protokollaa käyttäen. SendUDP()-metodi saa parametrina ohjauskäskyn 
string-muodossa. NetworkConnection-muuttujaan tallennetaan NetworkAdapterState-
metodin hakema verkkoyhteys, jota lähetykseen käytetään, tai ”error”, mikäli mihinkään 
verkkoon ei olla yhteydessä. GetIP()-metodi hakee asetuksista laajan- tai lähiverkon IP-
osoitteen, riippuen aktiivisesta verkkoyhteydestä ja GetPORT()-metodi hakee asetuksis-
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ta kuljetuskerroksen portin. Datapaketti luodaan IP-osoitteella, portilla ja ohjauskäskyllä 
ja lopulta lähetetään send()-metodilla käyttäen aiemmin luotua DatagramSocket-
objektia. 
 
 
Kuvio 33. UDP-paketin lähetys 
 
Kuviossa 34 TCP-protokollaa käyttävä yhteys muodostetaan WLAN-moduulin kanssa 
luomalla socket-objekti, jonka kautta kaikki lähtevä ja vastaanotettu liikenne kulkee. 
Objektille annetaan parametreina Arduinon WLAN-moduulin IP-osoite ja portti, jolloin 
suoritetaan kättely moduulin kanssa. 
 
 
Kuvio 34. TCP-yhteyden muodostus, paketin vastaanotto ja yhteyden sulkeminen 
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BufferedReader()-metodi tallentaa saapuvan merkkivirran ”in”-puskuriin. Inputline-
muuttujaan, joka on alustettu tyhjäksi, luetaan puskurin sisältö, kunnes se on jotain 
muuta kuin tyhjää eli Arduinon lähettämä data on vastaanotettu. Kun data on vastaan-
otettu, voidaan yhteys sulkea close()-metodilla. Tallennettu data inputline-muuttujassa 
on muotoa ”0100”, jossa jokainen ykkönen kuvaa päällä olevaa LED-nauhaa ja nolla 
sammunutta. Android-ohjelman painikkeet asetetaan vastaamaan datan ilmoittamia le-
dien tiloja onPostExecute-metodissa. (Kuvio 34) 
 
4.3 Kirkkaussäädin 
 
Kirkkaussäädin on SeekBar-objekti, joka on käännetty visuaalisesti ja toiminnallisesti 
normaalista vaaka-asennosta pystyasentoon. Koska ohjelman täytyy toimia Android 
versiossa 2.3, tehdään visuaalinen ja toiminnallinen kääntäminen muokkaamalla ole-
massa olevaa Seekbar-luokkaa ja tekemällä sen pohjalta uusi luokka. Apuna on käytetty 
käyttäjän slhck kirjoitusta (Slhck 2012). Android versiossa 3.0 ja sitä uudemmissa ver-
sioissa voidaan kääntäminen tehdä android:rotation -parametrilla XML-tiedostossa 
(Kuvio 35) (Balaji 2015). 
 
 
Kuvio 35. Säätimen luominen ja kääntäminen uudemmissa Android versioissa 
 
Uudessa VerticalSeekBar-luokassa visuaalinen kääntäminen tehdään onDraw-metodissa 
(Kuvio 36). Siinä canvas.rotate kääntää säätimen ja canvas.translate asettaa sen oikeaan 
paikkaan muokkaamalla matriisia. 
 
 
Kuvio 36. Säätimen visuaalinen kääntäminen 
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Kuvion 37 koodi kääntää säätimen arvon muokkaamiseen vaadittavan käyttäjän sormen 
liikkeen näytöllä vaaka-suuntaisesta pystysuuntaiseksi. OnTouchEvent-metodia kutsu-
taan, kun kosketuspinnalla havaitaan toimintaa. Progress-muuttujaan tallennetaan sää-
timen arvo, joka muodostetaan event.getY()- ja getHeight()-metodin avulla, lukemalla 
näytöltä käyttäjän sormen pystysuuntainen koordinaatti. Seuraavat if-lauseet estävät 
käyttäjän liikkeen näytöllä mennessä säätimen alueen ulkopuolelle, asettamasta sääti-
men arvoksi sen maksimiarvoa suurempaa arvoa tai negatiivisia arvoja. 
 
 
Kuvio 37. Säätimen toiminnallinen kääntäminen 
 
Kuvion 37 switch-case -rakenne suorittaa toiminnon käyttäjän toiminnan perusteella 
kosketusnäytöllä. Silloin, kun käyttäjä painaa (ACTION_DOWN) tai liikuttaa (ACTI-
ON_MOVE) sormeaan näytöllä, asetetaan aiemmin progress-muuttujaan luettu arvo 
palkin arvoksi VerticalsetProgress()-metodilla. SetPressed()-metodi estää oletuksena 
luotavan ympyrän luonnin säätimen valitsimen kohdalle. 
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5 TESTAUS JA KÄYTTÖÖNOTTO 
 
Järjestelmän toiminnan testaukseen käytettiin se rakentamisen aikana Wireshark-
ohjelmaa, joka kaappaa kaikki tietokoneelle saapuvat ja sieltä lähtevät IP-paketit. Oh-
jelman avulla voitiin testata, että sovellusten ja Arduinon pakettien lähetys ja vastaanot-
to toimii oikein. Kuviossa 38 on Android-sovellukselta vastaanotettu UDP-paketti, joka 
sisältää ohjauskäskyn ”e”, joka sytyttää tai sammuttaa ledit. 
 
 
Kuvio 38. Android-sovellukselta vastaanotettu UDP-paketti 
 
Käytännön testauksessa huomattiin, että Android-sovelluksen lähettämät UDP-paketit 
voivat jäädä matkan varrelle, kun käytetään 3G-yhteyttä. Tällöin ledien tilat eivät vastaa 
sovelluksen näyttämää tilaa, mutta muuten sovellus toimii normaalisti. Ensimmäinen 
lähetetty paketti saapuu perille muita paketteja huomattavasti heikommalla, noin 90 % 
todennäköisyydellä. Myös viive on ensimmäisen paketin lähetyksessä aina suurempi. 
Vuorokauden ajankohdalla ei todettu olevan merkitystä viiven suuruuteen. 
 
Ongelman osittaiseksi korjaamiseksi Android-sovellukseen ohjelmoitiin ledien tilat päi-
vittävä painike. Vaihtoehtoinen ratkaisu ongelman korjaamiseen olisi TCP:n käyttämi-
nen, mutta sitä ei kokeiltu, sillä tiedonsiirron viiveen oletettiin kasvavan liikaa. Ongel-
ma ratkeaisi myös käyttämällä yksinkertaisempia painikkeita, jotka eivät näyttäisi le-
dien tilaa lainkaan. 
 
Testauksessa todettiin myös, ettei ledien ohjaus ei toimi toivotulla tavalla silloin, kun 
käyttäjä painaa sovelluksien painikkeita nopealla tahdilla. Tällöin ongelmaksi muodos-
tuu WLAN-moduulin hidas sarjaportin käyttö ja se, ettei moduuli sovi väylän käytöstä 
Arduino kanssa vaan kirjoittaa dataa väylään myös päällekkäin Arduinon kanssa. Pääl-
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lekkäinen kirjoittaminen olisi ehkä voitu estää käyttämällä moduulissa muokattua, 
enemmän älyä sisältävää firmwarea (esim. Nodemcu). Järjestelmän toiminta on kuiten-
kin riittävällä tasolla, vaikka käytössä on alkuperäinen firmware. 
 
Lopullinen järjestelmä (kuvio 39) sijoitettiin tietokonepöydän alapuolelle. Tällöin huo-
mattiin, ettei RF-vastaanotin saa olla liian lähellä Wi-Fi-moduulia, sillä moduuli aiheut-
taa häiriösignaaleja, mikä sytyttää ledit. Noin 20 cm:n väli vastaanottimen ja moduulin 
välillä riittää estämään häiriöt. 
 
 
Kuvio 39. Järjestelmän osat liitettynä Arduinoon 
 
Lopulta LED-nauhat asetettiin tietokonepöydän taakse. Kuviossa 40 neljästä LED-
nauhasta kaksi on sytytetty. 
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Kuvio 40. LED-nauhat tietokonepöydän takana 
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6 POHDINTA 
 
 
Ledien ohjaus toteutettiin yhdellä päälle/pois-komennolla, mikä monimutkaisti osaa 
koodista jonkin verran. Parempi ratkaisu ohjaukseen olisi ollut kaksi erillistä käskyä, 
joista toisella ledit olisivat syttyneet ja toisella sammuneet, mutta alun perin toimivaa 
kaukosäätimen yhden ON/OFF-painikkeen ledin ohjausta ei jälkikäteen enää ryhdytty 
muuttamaan, vaikka ominaisuuksien määrä kasvoi. 
 
Myös LED-ohjauksen logiikka muutettiin projektin loppupuoliskolla, kun Android-
sovellusta tehtiin. Ennen logiikka muutosta yksittäisiä ledejä tai kirkkautta ei voitu sää-
tää ennen kuin ledit oli asetettu päälle ON/OFF-painikkeella. Logiikkamuutoksen jäl-
keen ledit voidaan sytyttää yksittäin tai kirkkautta säätämällä. Logiikan muuttaminen 
vaati Arduinon koodin ja tietokoneohjelman muokkaamista. Alkuperäinen logiikka toi-
mi tarpeeksi hyvin pelkällä kaukosäätimellä ledejä ohjatessa, mutta kun ohjaimia liitet-
tiin järjestelmään useampia, alkoi logiikka tuntua epäkäytännölliseltä ja siksi se päätet-
tiin muuttaa. 
 
Android-sovellusta tehdessä huomasi, miten Android-käyttöjärjestelmän pirstaloitumi-
nen vaikeuttaa sovelluskehitystä. Monen asian tekeminen vaatii kymmenkertaisen mää-
rän koodia, kun sovellusta tehdään vanhemmille Android-versioille, eikä uudemmille. 
Esimerkiksi liukusäätimen kääntäminen hoituu API-tasolla 11 yhden rivin määrityksellä 
XML-tiedostossa, mutta aikaisemmilla API-tasoilla täytyy säätimen luokkaan tehdä 
muutoksia. Myös painikkeiden animointi on yksinkertaisempaa toteuttaa uudemmilla 
API-tasoilla. 
 
Tulen todennäköisesti jatkokehittämään valojen ohjausjärjestelmää liittämällä siihen 
myös muita ohjattavia laitteita, kuten PC:n ja sen käynnistämisen. Pitää kuitenkin huo-
mioida, että mikäli järjestelmään liitetään useita uusia ominaisuuksia, ei Arduino Unos-
sa välttämättä ole riittävästi muistia, jota tällä hetkellä on käytössä noin 16/32kt. 
 
Android-ohjelmoinnin opetteleminen ohjelmaa tehdessä luonnistui odotettua paremmin, 
mutta Java-ohjelmoinnin perusteet olisivat varmasti olleet avuksi ja aikaa ohjelman te-
koon voinut kulua vähemmän. Lisäksi ohjelma ei välttämättä sisällä optimaalisinta koo-
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dia, vaikka joitain muistin käytön optimointeja pyrittiin tekemään, sillä prioriteetti oli 
saada ohjelma toimimaan. 
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LIITTEET 
Liite 1. Työssä käytetyt kolmansien osapuolten kirjastot 
Arduino (<asennuspolku>\libraries):  
- RIremote https://github.com/shirriff/Arduino-IRremote  
- SoftwareSerial (Arduinon oletus kirjasto, joka perustuu Mikal Hartin ke-
hittämään kirjastoon) 
 
Processing (C:\Users\<käyttäjä>\Documents\Processing\libraries): 
- ControlP5 http://www.sojamo.de/libraries/controlP5/  
- Ghost, https://github.com/Powder/Ghost  
- UDP Processing Library  http://ubaa.net/shared/processing/udp/  
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Liite 2. Arduinon lähdekoodi    1 (4) 
       
                      (jatkuu) 
 
 
 
 
 
/* 
Arduino analogwrite pins: (3) 5 6 9 10 11 
*/ 
#include <IRremote.h> 
#include <SoftwareSerial.h> 
int IR_PIN = 8;   // Kaukosäätimen sensorin pinni 
int RF_PIN = A0;   // RF-vastaanottimen kautta tuleva liiketunnistimen signaali 
int PHOTORESISTOR_PIN = A5;  // Fotoresistorin pinni 
int ANALOG1_PIN = 5;   // Analogisien ledejä ohjeevien ohjauspinnien määritys 
int ANALOG2_PIN = 6; 
int ANALOG3_PIN = 9; 
int ANALOG4_PIN = 10; 
String PCclientPORT;   // Tietokonesovelluksen käyttämä portti. Tallennetaan kun sovellus ottaa TCP-yhteyden ledien tilatietojen hakemiseen. Käytetään ledien muutosten kertomiseen sovellukselle. 
boolean ledtila1 = LOW;   // Ledien tilat ON/OFF 
boolean ledtila2 = LOW; 
boolean ledtila3 = LOW; 
boolean ledtila4 = LOW; 
long int IRcode = 0;   // Kaukosäätimeltä tuleva arvo 
int kirkkaus = 0;   // Led kirkkaus 
int fadeAmount = 17;   // Himmennyksen määrä 
int brightnessControl = 280;  // Valoisuuden taso tai herkkyys, jolla liiketunnistin sytyttää ledit 
boolean automaticControl = true;  // Ohjaa ledien sytyttämistä ja sammuttamista liiketunnistimen ja fotoresistorin avulla 
IRrecv irReceive(IR_PIN);   // Luodaan IR-vastaanotin objekti 
decode_results results; 
SoftwareSerial virtualSerial(2, 3); 
 
void setup() { 
    Serial.begin(9600);   // Avaa sarjayhteyden (PC) 
    virtualSerial.begin(9600);  // Avaa virtuaalisen sarjayhteyden (Wlan-adapterille) 
    irReceive.enableIRIn();  // Käynnistää IR-vastaanottimen 
} 
void loop() { 
        /* 
         *** 
         *** Ledien automaattinen ohjaus 
         *** 
         */ 
        if (analogRead(RF_PIN) > 400 && analogRead(PHOTORESISTOR_PIN) > brightnessControl && !ledtila1 && !ledtila2 && !ledtila3 && !ledtila4) { // Sytytetään ledit liikkeentunnistimella kun ne eivät pala ja on tarpeeksi hämärää 
            delay(100); 
            int B = analogRead(RF_PIN);  // Luetaan lisää lukemia RF-vastaanottimelta, jotta voidaan varmistua, ettei vastaanottimen signaali ole häiriö (Liiketunnistin lähettämä signaali on kestoltaan noin 0,8s) 
            delay(100); 
            int C = analogRead(RF_PIN); 
            if (B > 400 && C > 400)  // Sytytetään ledit kun signaali varmasti tullut liiketunnistimelta 
                valot(); 
        } 
        if (automaticControl && analogRead(PHOTORESISTOR_PIN) < brightnessControl && (ledtila1 || ledtila2 || ledtila3 || ledtila4)) { // Sammutetaan palavat ledit, kun huoneessa on tarpeeksi valoisaa, jos liiketunnistin on sytyttänyt ledit 
            valot(); 
        } 
        yliasteikon();   // Poistetaan kirkkauden liian suuret ja pienet arvot 
        /* 
         *** 
         *** Kaukosäätimeltä saatava data 
         *** 
         */ 
        if (irReceive.decode( & results)) {  // TRUE tai FALSE riippuen saadaanko kaukosäätimeltä signaalia. Vastaanotettu IR-koodi tallennetaan results-muuttujaan. 
            automaticControl = false;  // Liiketunnistin ei ohjaa enää ledejä 
            irReceive.resume();  // // Nollaa irrecv.decode(&results) tuloksen, jolloin seuraava koodi voidaan vastaanottaa 
            IRcode = results.value;  // Haetaan IR-koodi arvo 
            Serial.println(IRcode, HEX); 
            Serial.println(results.decode_type); 
            switch (IRcode) { 
                case 0xFF02FD:  // Painetaan OK 
                case 0xD7E84B1B:  // Painetaan OK huonossa kulmassa 
                    { 
                        sendUDP("E");  // Lähetetään tieto komennosta tietokonesovellukselle 
                        valot(); 
                        break; 
                    } 
                case 0xFF629D:  // Painetaan ylös 
                case 0xFD3F1D5:  // Painetaan ylös huonossa kulmassa 
                case 0x511DBB:  // Painetaan ylös huonossa kulmassa 
                    { 
                        valoPlus(); 
                        irReceive.decode( & results); 
                        IRcode = results.value; 
                        while (IRcode == 0xFFFFFFFF && irReceive.decode( & results) == true) { // Niin kauan kuin painiketta painetaan pohjassa (0xFFFFFFFF) kirkkautta nostetaan 
                            irReceive.resume();  // Vastaanotetaan seuraava arvo kaukosäätimeltä 
                            valoPlus(); 
                        } 
                        sendUDP(String(kirkkaus));  // Lähetetään tieto säädetystä kirkkaudesta PC:lle 
                        break; 
                    } 
                case 0xFFA857:  // Painetaan alas 
                case 0xA3C8EDDB: 
                    { 
                        valoMiinus(); 
                        irReceive.decode( & results); 
                        IRcode = results.value;  // Painike pohjassa (FFFFFFFF) himmennetään yhä 
                        while (IRcode == 0xFFFFFFFF && irReceive.decode( & results) == true) { 
                            irReceive.resume(); 
                            valoMiinus(); 
                        } 
                        sendUDP(String(kirkkaus));  // Lähetetään tieto säädetystä kirkkaudesta PC:lle 
                        break; 
                    } 
                case 0xFF6897: 
                case 0xC101E57B: 
                    { 
                        sendUDP("A");  // 1. ledin kytkin tietokonesovelluksessa asetetaan vastaamaan ledin tilaa 
                        led1(); 
                        break; 
                    } 
                case 0xFF9867: 
                case 0x97483BFB: 
                    { 
                        sendUDP("B"); 
                        led2(); 
                        break; 
                    } 
                case 0xFFB04F: 
                case 0xF0C41643: 
                    { 
                        sendUDP("C"); 
                        led3(); 
                        break; 
                    } 
                case 0xFF30CF: 
                case 0x9716BE3F: 
                    { 
                        sendUDP("D"); 
                        led4(); 
                        break; 
                    } 
            } 
        } 
        delay(100); 
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        /* 
         *** 
         *** Android-sovellukselta saatava data, jonka WLAN-moduuli välittää virtuaalisen sarjaportin kautta Arduinolle 
         *** 
         */ 
        if (virtualSerial.available())  // Yhteys WLAN-moduulille 
        { 
            automaticControl = false; 
            String virtualSerialdata = virtualSerial.readStringUntil(' \n'); // Tallennetaan moduulilta tulevaa dataa rivinvaihtoon asti String-muuttujaan "virtualSerialdata" 
             
            if (virtualSerialdata.charAt(0) == '+' && virtualSerialdata.length() >= 10) { // WLAN-moduulin tulostama rivi, jossa on mukana LED-ohjaustieto, alkaa aina plusmerkillä 
                    // Rivi on muotoa "+IPD,<yhteyden id>,<datan määrä tavuina>:<data>". Esim. "+IPD,0,3:167" 
                char LEDaction = virtualSerialdata.charAt(virtualSerialdata.indexOf(':') + 1); // Erotetaan kaksoispisteen jälkeinen merkki tallennetusta rivistä, joka vastaa ohjattavan ledin numeroa 
                switch (LEDaction) {  // Vaihdetaan ohjattavan ledin tila 
                    case 'A':  // Data tullut tietokonesovellukselta 
                    case 'a': 
                        {   // Data tullut Android-sovellukselta 
                            led1();  // Vaihdetaan ledin 1 tila 
                            if (LEDaction == 'a')  // Yhteys, jonka ID on 0, on yhteys tietokonesovellukselle 
                                sendUDP("A");  // Lähetetään tieto ledin 1 tilanvaihdosta tietokonesovellukselle vain kun käsky on tullut Android-sovellukselta 
                            break; 
                        } 
                    case 'B': 
                    case ' b': 
                        { 
                            led2(); 
                            if (LEDaction == 'b') 
                                sendUDP("B"); 
                            break; 
                        } 
                    case 'C': 
                    case 'c': 
                        { 
                            led3(); 
                            if (LEDaction == 'c') 
                                sendUDP("C"); 
                            break; 
                        } 
                    case 'D': 
                    case 'd': 
                        { 
                            led4(); 
                            if (LEDaction == 'd') 
                                sendUDP("D"); 
                            break; 
                        } 
                    case 'E': 
                    case 'e': 
                        {   // Kaikki ledit ON/OFF 
                            if (LEDaction == 'e') 
                                sendUDP("E"); 
                            valot(); 
                            break; 
                        } 
                    case '0'... 
                    '9': 
                        {    // Kirkkauden säätö. Ainoa data, joka lähetetään numeroina 
                            int data;   // Kirkkaustiedon tallennuspaikka, käytetään tiedon uudelleenlähetykseen tietokonesovellukselle 
                            unsigned long time = millis() + 100;  // Alustetaan time-muuttuja 100ms edelle Arduinon aikaa, jotta seuraavaan while-lauseeseen päästään sisälle 
                            while (time > millis()) {   // While-lausetta suoritetaan kunnes kirkkaustietoja ei enää saada Android-sovellukselta 
                                String substring = virtualSerialdata.substring(virtualSerialdata.indexOf(':') + 1, virtualSerialdata.length() - 1); // WLAN-moduulin tulostamasta rivistä erotetaan kirkkauden lukema, 
                                     // joka alkaa kaksoispisteen jälkeen ja on väliltä 0-255  
                                data = substring.toInt(); 
                                if (data > 255)   // Jos kirkkaustieto on tietokonesovelluksen lähettämä (asteikko 255-510), asetetaan asteikko Arduinon asteikolle (0-255) 
                                    kirkkaus = data - 256; 
                                else 
                                    kirkkaus = data; 
                                if (kirkkaus != 0 && ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) // Ledien sytyttämiseen kirkkautta säätämällä, jos ne ovat kaikki pois päältä 
                                    ledtilatON(); 
                                if (ledtila1 == HIGH)   // Android-sovellukselta saatu kirkkaustieto päivitetään ledeihin, jotka ovat päällä 
                                    led1kirkkaus(); 
                                if (ledtila2 == HIGH) 
                                    led2kirkkaus(); 
                                if (ledtila3 == HIGH) 
                                    led3kirkkaus(); 
                                if (ledtila4 == HIGH) 
                                    led4kirkkaus(); 
                                if (kirkkaus == 0)   // Asteteaan ledien tilat vastaamaan kirkkautta 0 
                                    ledtilatOFF(); 
                                if (virtualSerial.available()) { 
                                    String tempData = virtualSerial.readStringUntil(' \n'); // Väliaikainen tieto tallennetaan ja tarkistetaan 
                                    if (tempData.charAt(0) == '+' && tempData.length() >= 10) { 
                                        virtualSerialdata = tempData; 
                                        time = millis() + 300;  // Jos lähetyksiä ei saada enää 300ms kuluessa siirrytään pois kirkkauden säätö tilasta 
                                    } 
                                } 
                            } 
                            if (data <= 255) 
                                sendUDP(String(kirkkaus)); // Lähetetään tieto säädetystä kirkkaudesta tietokonesovellukselle, jos se ei itse ole sitä lähettänyt eli lähetys on tullut Android-sovellukselta 
                        } 
                        break; 
                } 
            } 
            // Android- tai tietokonesovelluksen käynnistyessä pyytämä ledien tilatietokysely TCP:llä 
            else if (virtualSerialdata.charAt(0) == '1' && virtualSerialdata.charAt(3) == 'O') {  // Suoritetaan kun TCP-yhteys muodostetaan. 
                // WLAN-adapteri tulostaa rivin "1,CONNECT" sarjaporttiin kun TCP-yhteys avataan ja rivin "1,CLOSE" kun yhteys suljetaan 
                unsigned long time = millis() + 500; 
                String temp = "temp"; 
                boolean firstData = true; 
                // Kuunnellaan tietokonesovelluksen lähettämää dataa, mutta edetään 200ms päästä, jos dataa ei tule, koska yhteys voi olla myös Android-sovelluksen muodostama. Android-sovellus ei lähetä dataa 
                while (temp.charAt(0) != '+' && time > millis()) { // Datan sisältämä rivi alkaa plusmerkillä. Jos rivi on hukkunut matkalle tai yhteys on Android-sovelluksen muodostama, aikakatkaistaan sen etsiminen 200ms päästä 
                    if (virtualSerial.available()) { 
                        temp = virtualSerial.readStringUntil(' \n'); 
                        // 1. tietokonesovelluksen lähettämä data on sen kuuntelema UDP-portti 
                        if (firstData && temp.charAt(0) == '+') { 
                            PCclientPORT = temp.substring(temp.indexOf(':') + 1, temp.length());  // Luetaan tiedon sisältävästä rivistä data. Rivi on muotoa: "+IPD,1,6:55554", jossa 55554 on sovelluksen portti 
                            firstData = false; 
                            temp = "temp"; 
                        } 
                        // 2. tietokonesovelluksen lähettämä data on raja-arvo, jonka avulla päätellään kuinka pimeää huoneessa täytyy olla, jotta liiketunnistin sytyttää ledit. 
                        else if (temp.charAt(0) == '+') { 
                            brightnessControl = temp.substring(temp.indexOf(':') + 1, temp.length()).toInt(); 
                        } 
                    } 
                } 
                // Suljetaan vanhaa porttia käyttävä yhteys ja luodaan tietokoneohjelman ilmoittavaa porttia käyttävä yhteys 
                virtualSerial.write("AT+CIPCLOSE=0\n"); 
                delay(100); 
                virtualSerial.write("AT+CIPSTART=0, \x22" 
                    "UDP\x22" 
                    ", \x22" 
                    "192.168.1.5\x22" 
                    ",");   // \x22 vastaa "-merkkiä. Luodaan UDP-palvelin ottamaan paketteja vastaan portista 55556 ja yhteys tietokoneelle, 
                      // joka kuuntelee porttia 55554 osoitteessa 192.168.1.5 
                virtualSerial.print(PCclientPORT); 
                virtualSerial.write(",55556,0\n"); 
                delay(500); 
                // Lopuksi lähetetään ledien tilatiedot tietokoneohjelmalle 
                virtualSerial.print("AT+CIPSEND=1,4\n");       // Lähetetään vastaus aina TCP-yhteyteen 1, sillä UDP-palvelin ottaa ID:n 0. Lähettävä data on aina saman mittainen, joten sen koko voidaan määrittää myös vakioksi (4 tavua) 
                delay(50);   // Viive, jotta moduuli pysyy perässä 
                virtualSerial.print(ledtila1, BIN);   // Varsinainen viesti, joka koostuu ledien tiloista. Tilat käännetään binääriseen muotoon 
                virtualSerial.print(ledtila2, BIN); 
                virtualSerial.print(ledtila3, BIN); 
                virtualSerial.print(ledtila4, BIN); 
                virtualSerial.write("\n"); 
                delay(300);   // Viive, jotta moduuli pysyy perässä 
                virtualSerial.print("AT+CIPCLOSE=1\n");  // Suljettavalla TCP-yhteydellä on aina ID 1 
            } 
            // WLAN-moduulin konfigurointi 
            else if (virtualSerialdata.length() > 50) {  // WLAN-moduuli ei tallenna palvelimen asetuksia, joten ne syötetään sille aina moduulin uudelleenkäynnistyksessä. 
                          // Moduuli tulostaa käynnistyessään sarjaporttiin pisimmän rivin tekstiä sen toiminnan aikana 
                delay(500);     // Viive, jotta moduuli pysyy perässä 
                virtualSerial.write("AT+CIPMUX=1+IPD\n"); 
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                delay(500); 
                virtualSerial.write("AT+CIPSERVER=1,55556\n"); 
                delay(500); 
                virtualSerial.write("AT+CIPSTO=2\n"); 
                delay(500); 
                virtualSerial.write("AT+CIPSTART=0, \x22" 
                    "UDP\x22" 
                    ", \x22" 
                    "192.168.1.5\x22" 
                    ",55557,55556,0\n");  // \x22 vastaa "-merkkiä. Luodaan UDP-palvelin ottamaan paketteja vastaan portista 55556 ja yhteys tietokoneelle, 
                delay(500);      // joka kuuntelee porttia 55554 osoitteessa 192.168.1.5 
            } 
        } 
        if (!ledtila1 && !ledtila2 && !ledtila3 && !ledtila4) // Nollataan käyttäjän komentojen aiheuttama automaattisen ledien ohjauksen ohitus silloin kun käyttäjä on sammuttanut kaikki ledit. 
            automaticControl = true; 
    } 
    /* 
     *** 
     *** Aliohjelmat 
     *** 
     */ 
void valot()   // Asettaa kaikki vastakkaiseen tilaan (ON/OFF) 
    { 
        if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) // Sytytetään ledit, jos kaikki niistä ovat sammuksissa 
        { 
            for (int laskuri = 0; laskuri < 255; laskuri++ ^ 2) // Kaikki ledit ON 
            { 
                analogWrite(ANALOG1_PIN, laskuri); 
                analogWrite(ANALOG2_PIN, laskuri); 
                analogWrite(ANALOG3_PIN, laskuri); 
                analogWrite(ANALOG4_PIN, laskuri); 
                delay(2); 
            } 
            ledtilatON(); 
            kirkkaus = 255; 
        } else   // Sammutetaan ledit, jotka palavat 
        { 
            for (int laskuri = kirkkaus; laskuri > 0; laskuri-- * 22) // Kaikki ledit OFF, aloittaen ledien sen hetkisen kirkkauden kohdasta 
            { 
                if (ledtila1 == HIGH)  // Sammutetaan vain päällä olevat ledit huomioiden kirkkauden 
                    analogWrite(ANALOG1_PIN, laskuri); 
                if (ledtila2 == HIGH) 
                    analogWrite(ANALOG2_PIN, laskuri); 
                if (ledtila3 == HIGH) 
                    analogWrite(ANALOG3_PIN, laskuri); 
                if (ledtila4 == HIGH) 
                    analogWrite(ANALOG4_PIN, laskuri); 
                delay(2); 
            } 
            if (ledtila1 == HIGH) 
                digitalWrite(ANALOG1_PIN, LOW);  // Lopun kajo pois, sammuttamalla led lopussa kokonaan LOW-tilalla. Tuntemattomasta syystä ulostulon jännitetasoa alentamalla nollaan LED ei sammu kokonaam 
            if (ledtila2 == HIGH) 
                digitalWrite(ANALOG2_PIN, LOW); 
            if (ledtila3 == HIGH) 
                digitalWrite(ANALOG3_PIN, LOW); 
            if (ledtila4 == HIGH) 
                digitalWrite(ANALOG4_PIN, LOW); 
            ledtilatOFF();  // Arvot asetettava nollaan vasta lauseen lopussa, koska nykyisiä arvoja tarvitaan for-lauseessa 
            kirkkaus = 0; 
        } 
    } 
void led1()   // Ledit yksitellen ON/OFF 
    { 
        ledtila1 = !ledtila1; 
        if (ledtila1 == HIGH && kirkkaus > 0 && kirkkaus < 255) // Palauttaa uudelleen sytytettävään lediin oikean kirkkauden, jos kirkkautta on säädetty 
            led1kirkkaus(); 
        else { 
            if (kirkkaus == 0)  // Kirkkaus asetetaan kun led sytytetään täysin sammuksista, muuten kirkkaudensäätö metodit valoPlus() ja valoMiinus() eivät toimi halutusti 
                kirkkaus = 255; 
            else if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) 
                kirkkaus = 0; 
            digitalWrite(ANALOG1_PIN, ledtila1);  // Jos kirkkautta ei ole säädetty tilaa vaihdetaan ON/OFF 
        } 
    } 
void led2() { 
    ledtila2 = !ledtila2; 
    if (ledtila2 == HIGH && kirkkaus > 0 && kirkkaus < 255) 
        led2kirkkaus(); 
    else { 
        if (kirkkaus == 0) 
            kirkkaus = 255; 
        else if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) 
            kirkkaus = 0; 
        digitalWrite(ANALOG2_PIN, ledtila2); 
    } 
} 
void led3() { 
    ledtila3 = !ledtila3; 
    if (ledtila3 == HIGH && kirkkaus > 0 && kirkkaus < 255) 
        led3kirkkaus(); 
    else { 
        if (kirkkaus == 0) 
            kirkkaus = 255; 
        else if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) 
            kirkkaus = 0; 
        digitalWrite(ANALOG3_PIN, ledtila3); 
    } 
} 
void led4() { 
    ledtila4 = !ledtila4; 
    if (ledtila4 == HIGH && kirkkaus > 0 && kirkkaus < 255) 
        led4kirkkaus(); 
    else { 
        if (kirkkaus == 0) 
            kirkkaus = 255; 
        else if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) 
            kirkkaus = 0; 
        digitalWrite(ANALOG4_PIN, ledtila4); 
    } 
} 
void led1kirkkaus()   // Kirkkauden asetus 
    { 
        yliasteikon();   // Tarkistetaan, että arvo on astikolla 0-255 
        analogWrite(ANALOG1_PIN, kirkkaus); 
        if (kirkkaus != 0)  // Käännetään ledtila1 kirkkauden perusteella ON/OFF, jotta ledit voidaan mm. sammuttaa oikein kaikki ledit sammuttavalla painikkeella 
            ledtila1 = true; 
        else 
            ledtila1 = false; 
    } 
void led2kirkkaus() { 
    yliasteikon(); 
    analogWrite(ANALOG2_PIN, kirkkaus); 
    if (kirkkaus != 0) 
        ledtila2 = true; 
    else 
        ledtila2 = false; 
} 
void led3kirkkaus() { 
    yliasteikon(); 
    analogWrite(ANALOG3_PIN, kirkkaus); 
    if (kirkkaus != 0) 
        ledtila3 = true; 
    else 
        ledtila3 = false; 
} 
void led4kirkkaus() { 
    yliasteikon(); 
    analogWrite(ANALOG4_PIN, kirkkaus); 
    if (kirkkaus != 0) 
        ledtila4 = true; 
    else 
        ledtila4 = false; 
} 
void valoPlus() { 
    if (kirkkaus != 255) { 
        if (kirkkaus == 0) 
            ledtilatON();   // Ledien tilat asetetaan ON-tilaan, jos ne on sytytetty kirkkautta säätämällä 
        int korvike = kirkkaus;  // Käytetään apuna seuraavassa for-lauseessa. Ettei for-lause ole ikuinen silmukka 
        for (int laskuri2 = korvike; laskuri2 < (korvike + fadeAmount); 
            (laskuri2 = laskuri2 + 2)) { 
            kirkkaus = kirkkaus + 2; 
            if (ledtila1 == LOW && ledtila2 == LOW && ledtila3 == LOW && ledtila4 == LOW) { 
                led1kirkkaus(); 
                led2kirkkaus(); 
                led3kirkkaus(); 
                led4kirkkaus(); 
            } else { 
3 (4) 
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                if (ledtila1 == HIGH) 
                    led1kirkkaus(); 
                if (ledtila2 == HIGH) 
                    led2kirkkaus(); 
                if (ledtila3 == HIGH) 
                    led3kirkkaus(); 
                if (ledtila4 == HIGH) 
                    led4kirkkaus(); 
            } 
            delay(15);  // (ainakin 13) Pakollinen delay, jotta Arduino pysyy mukana. Mieluummin täällä päässä kuin portaiden välissä, jolloin portainen himmennys näyttää sulavalta 
        } 
    } 
} 
void valoMiinus() { 
    if (kirkkaus != 0) { 
        int korvike = kirkkaus;  // Ettei seuraava for-lause ole ikuinen silmukka (kirkkautta ei voida suoraan käyttää for-lauseessa, koska sitä muutetaan lauseen sisällä) 
        for (int laskuri3 = korvike; laskuri3 > (korvike - fadeAmount); 
            (laskuri3 = laskuri3 - 2)) { 
            kirkkaus = kirkkaus - 2; 
            if (ledtila1 == HIGH) 
                led1kirkkaus(); 
            if (ledtila2 == HIGH) 
                led2kirkkaus(); 
            if (ledtila3 == HIGH) 
                led3kirkkaus(); 
            if (ledtila4 == HIGH) 
                led4kirkkaus(); 
            delay(15); 
        } 
        if (kirkkaus == 0) { 
            ledtilatOFF();  // Sytyttämiseen OK:lla kun valo himmennetty täysin 
        } 
    } 
} 
void ledtilatOFF() { 
    ledtila1 = LOW; 
    ledtila2 = LOW; 
    ledtila3 = LOW; 
    ledtila4 = LOW; 
} 
void ledtilatON() { 
    ledtila1 = HIGH; 
    ledtila2 = HIGH; 
    ledtila3 = HIGH; 
    ledtila4 = HIGH; 
} 
void yliasteikon()   // Palauttaa joissain tapauksissa ali- tai yliasteikon menevät arvot takaisin asteikolle 
    { 
        if (kirkkaus > 255)  // Poistetaan kirkkauden liian suuret ja pienet arvot 
            kirkkaus = 255; 
        if (kirkkaus < 0) 
            kirkkaus = 0; 
    } 
void sendUDP(String data) { 
    virtualSerial.print("AT+CIPSEND=0,"); 
    virtualSerial.print(data.length()); 
    virtualSerial.print("\n"); 
    delay(50);   // Viive, jotta moduuli pysyy perässä 
    virtualSerial.print(data);  // Lähetettä data 
    virtualSerial.write("\n"); 
} 
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Liite 3. Tietokonesovelluksen lähdekoodi   1 (3) 
             (jatkuu) 
 
import processing.serial.*;  // Sarjaporttikirjasto 
import processing.net.*;   // TCP-kirjasto 
import hypermedia.net.*;   // UDP-kirjasto 
import de.timpulver.ghost.*;  // Läpinäkyvän taustan kirjasto (Ghost) 
import controlP5.*;   // Painikkeiden kirjasto 
import java.net.InetAddress;  // IP-osoite -luokka, käyetetään ennen TCP-yhteyden luomista tarkistamaan, että IP-osoite vastaa 
 
String val = "z"; 
ControlP5 cp5;   // Luodaan ControlP5-objekti 
Ghost ghost;   // Luodaan Ghost-objekti 
UDP udp;   // Luodaan UDP-objekti 
Client client;   // Luodaan TCP-asiakas 
long nextSend = 0; 
String[] settings;  // Arduinon IP-osoite, portti, palvelimen portti ja valoisuustaso 
controlP5.Button ONOFF; 
controlP5.Slider slider1;   // Säädin 
controlP5.Toggle toggle1;   // Toggle buttons 
controlP5.Toggle toggle2; 
controlP5.Toggle toggle3; 
controlP5.Toggle toggle4; 
controlP5.Button settingsButton;  // Painike, joka avaa asetukset 
controlP5.Button OK;   // Painike asetuksien hyväksymiseen 
controlP5.Textfield IPsetting;  // Tekstikenttä Arduinon IP-osoitteen syötölle 
controlP5.Textfield PORTsetting;  // Tekstikenttä Arduinon portin syötölle 
controlP5.Textfield serverPORTsetting;  // Tekstikenttä tietokonesovelluksen portin syötölle 
controlP5.Slider brightnessLevel;  // Säädin, joka määrää valoisuuden rajan, missä liiketunnistin sytyttää ledit 
boolean isOpen = true;   // Koko UI auki? 
boolean isOpenb = false;   // Asetukset auki? 
boolean isOpen_toggle1 = true;  // Painikkeiden tila 
boolean isOpen_toggle2 = true; 
boolean isOpen_toggle3 = true; 
boolean isOpen_toggle4 = true; 
boolean skipAtStart = true;  // Painikkeet luotaessa ohjelma käy jokaisen painikkeen nimeä vastaavan metodin läpi. Jotta UDP-paketteja ei lähetetä tällöin ohitetaan metodien koodi kun ohjelma käynnistetään. 
 
void setup() { 
    cp5 = new ControlP5(this);  // Alustetaan objekti 
    ghost = new WindowedGhost(this, 1710, 610, 210, 282); // Luodaan taustaton ikkuna 
    // Elementtien luonti: 
    toggle1 = cp5.addToggle("toggle1")  // Vaihtopainikkeet 
        .setPosition(300, 50); 
    toggle1.captionLabel().setVisible(false); 
    toggle2 = cp5.addToggle("toggle2") 
        .setPosition(300, 50); 
    toggle2.captionLabel().setVisible(false); 
    toggle3 = cp5.addToggle("toggle3") 
        .setPosition(300, 50); 
    toggle3.captionLabel().setVisible(false); 
    toggle4 = cp5.addToggle("toggle4") 
        .setPosition(300, 50); 
    toggle4.captionLabel().setVisible(false); 
    slider1 = cp5.addSlider("slider1")  // Kirkkauden säädin 
        .setPosition(500, 75) 
        .setSize(190, 15) 
        .setRange(0, 255) 
        .setValue(255);   // Alkuarvo 
    slider1.valueLabel().setVisible(false);  // Nimeä ei näytetä 
    slider1.captionLabel().setVisible(false); 
    ONOFF = cp5.addButton("button") 
        .setValue(0) 
        .setPosition(140, 10) 
        .setSize(70, 30); 
    settings = new String[4]; 
    settings[0] = "192.168.9.9"; 
    settings[1] = "11111"; 
    settings[2] = "22222"; 
    settings[3] = "280"; 
     
    File configuration = new File(sketchPath("settings.txt")); // Ladataan asetukset (IP, portti, serverin portti, valoisuustaso), jos ne on aiemmin tallennettu 
    if (configuration.exists()) { 
        settings = loadStrings("settings.txt"); 
    } 
     
    settingsButton = cp5.addButton("settingsButton") 
        .setPosition(180, 100) 
        .setSize(40, 20); 
    OK = cp5.addButton("OK") 
        .setPosition(120, 100) 
        .setSize(40, 20); 
    IPsetting = cp5.addTextfield("Arduino's IP") 
        .setPosition(300, 125) 
        .setSize(100, 20) 
        .setFocus(true) 
        .setValue(settings[0]) 
        .setFont(createFont("impact", 15));  // Söytetyn tekstin fontti 
    PORTsetting = cp5.addTextfield("Arduino's PORT") 
        .setPosition(300, 150) 
        .setSize(100, 20) 
        .setFocus(false) 
        .setInputFilter(ControlP5.INTEGER)  // Sallii vain numeroiden syötön 
        .setValue(settings[1]) 
        .setFont(createFont("impact", 15)); 
    serverPORTsetting = cp5.addTextfield("Server PORT") 
        .setPosition(300, 175) 
        .setSize(100, 20) 
        .setFocus(false) 
        .setInputFilter(ControlP5.INTEGER)  // Sallii vain numeroiden syötön 
        .setValue(settings[2]) 
        .setFont(createFont("impact", 15)); 
    brightnessLevel = cp5.addSlider("Brightness Level") 
        .setPosition(300, 200) 
        .setSize(100, 20) 
        .setRange(0, 1023) 
        .setValue(float(settings[3])); 
    brightnessLevel.valueLabel().setVisible(false);  // Arvoa ei näytetä 
    // Elementtien fonttien asetus: 
    cp5.getController("button") 
        .getCaptionLabel() 
        .setFont(createFont("Impact", 24)); 
    cp5.getController("settingsButton") 
        .getCaptionLabel() 
        .setFont(createFont("Impact", 24)) 
        .setText("<");   // Oletus teksti 
    cp5.getController("OK") 
        .getCaptionLabel().align(ControlP5.CENTER, CENTER) 
        .setFont(createFont("Impact", 18)); 
    cp5.getController("Arduino's IP") 
        .getCaptionLabel().align(ControlP5.LEFT_OUTSIDE, CENTER).setPaddingX(5) 
        .setFont(createFont("Impact", 10)); 
    cp5.getController("Arduino's PORT") 
        .getCaptionLabel().align(ControlP5.LEFT_OUTSIDE, CENTER).setPaddingX(5) 
        .setFont(createFont("Impact", 10)); 
    cp5.getController("Server PORT") 
        .getCaptionLabel().align(ControlP5.LEFT_OUTSIDE, CENTER).setPaddingX(5) 
        .setFont(createFont("Impact", 10)); 
    cp5.getController("Brightness Level") 
        .getCaptionLabel().align(ControlP5.LEFT_OUTSIDE, CENTER).setPaddingX(5) 
        .setFont(createFont("Impact", 10)); 
         
    SendTCP();        // Lähetetään ledien tilatietokysely Arduinolle ja asetetaan painikkeet vastaamaan ledien nykyisiä tiloja 
    udp = new UDP(this, int(serverPORTsetting.getText())); // Luodaan käyttäj än asettamaan porttiin UDP-palvelin, joka kuuntelee muutoksia ledien tilassa kun järjestelmää ohjataan jollain muulla kuiin tietokonesovelluksella 
    udp.listen(true);        // Portin kuunteleminen aloitetaan 
    skipAtStart = !skipAtStart;       // Käännetään arvo, jolloin käyttäj ä voi hallita ledej ä painikkeilla 
} 
void draw() {        // Piirtää UI:n elementit 
    // Asetetaan painikkeiden ja säätimen sijainti ruudulla, paikka määräytyy ON/OFF-painikkeen tilan perusteella 
    toggle1.position().x += ((isOpen == true ? 10 : +300) - toggle1.position().x) * 0.1;  // Vaihtopainikkeen liike. Painiketta liikutetaan kahden paikan välillä nopeudella 0.1. 
    toggle2.position().x += ((isOpen == true ? 60 : +300) - toggle2.position().x) * 0.1; 
    toggle3.position().x += ((isOpen == true ? 110 : +300) - toggle3.position().x) * 0.1; 
    toggle4.position().x += ((isOpen == true ? 160 : +300) - toggle4.position().x) * 0.1; 
    slider1.position().x += (((isOpen == true) ? 10 : +300) - slider1.position().x) * 0.1;  // Säätimen liike. 
    // Asetetaan asetuksien kenttien sijainti ruudulla, paikka määräytyy settingsButton-painikkeen tilan perusteella 
    OK.position().x += ((isOpenb == true ? 99 : +300) - OK.position().x) * 0.1; 
    IPsetting.position().x += ((isOpenb == true ? 100 : +300) - IPsetting.position().x) * 0.1; 
    PORTsetting.position().x += ((isOpenb == true ? 100 : +300) - PORTsetting.position().x) * 0.1; 
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      serverPORTsetting.position().x += ((isOpenb == true ? 100 : +300) - serverPORTsetting.position().x) * 0.1; 
    brightnessLevel.position().x += ((isOpenb == true ? 100 : +300) - brightnessLevel.position().x) * 0.1; 
    OK.setVisible(!settings[0].equals(IPsetting.getText()) || !settings[1].equals(PORTsetting.getText()) || !settings[2].equals(serverPORTsetting.getText()) || 
        !settings[3].equals(str(Math.round(brightnessLevel.getValue())))); // Asetetaan OK-painike näkyviin kun jonkin asetuksen nykyinen arvo ei vastaa enää vanhaa arvoa eli sitä on muutettu 
} 
public void button() {   // Suoritetaan kun käyttäj ä painaa painiketta "button" tai painikkeen tilaa vaihdetaan ohjelmallisesti 
    if (!isOpen && !toggle1.getState() && !toggle2.getState() && !toggle3.getState() && !toggle4.getState()) { // Asetetaan painikkeet ON-tilaan ja säädin maksimiarvoon kun valikko avataan 
        toggle1.setState(true); 
        toggle2.setState(true); 
        toggle3.setState(true); 
        toggle4.setState(true); 
        slider1.setValue(255); 
    } else if (isOpen) { 
        toggle1.setState(false); 
        toggle2.setState(false); 
        toggle3.setState(false); 
        toggle4.setState(false); 
    } 
    if (cp5.isMouseOver(ONOFF)) { 
        if (slider1.getValue() != 0) {  // Jos säädin on asetettu arvoon 0 (kaikki ledit OFF) suljetaan pelkkä UI 
            SendUDP("E");   // 'e' eli kaikki ledit ON/OFF 
        } 
    } 
    isOpen = !isOpen; 
    cp5.controller("button").setCaptionLabel((isOpen == true) ? "OFF" : "ON"); // Vaihdetaan painikkeen teksti 
} 
public void toggle1() {   // Suoritetaan kun käyttäj ä painaa 1. painiketta tai ohjelmallisesti vaihdetaan painikkeen tilaa 
    if (cp5.isMouseOver(toggle1)) {  // Lähetetään tieto painikkeen painalluksesta Arduinolle vain kun käyttäjä on painanut painiketta. Toggle1() -metodi suoritetaan joka kerta kun painikkeen tilaa vaihdetaan koodissa. 
    SendUDP("A");   // "a" = led1 on/off 
    toggle1SetSlider(); 
    } 
} 
public void toggle2() { 
    if (cp5.isMouseOver(toggle2)) { 
        SendUDP("B"); 
        toggle2SetSlider(); 
    } 
} 
public void toggle3() { 
    if (cp5.isMouseOver(toggle3)) { 
        SendUDP("C"); 
        toggle3SetSlider(); 
    } 
} 
public void toggle4() { 
    if (cp5.isMouseOver(toggle4)) { 
        SendUDP("D"); 
        toggle4SetSlider(); 
    } 
} 
public void OK() { 
    settings[0] = IPsetting.getText(); 
    settings[1] = PORTsetting.getText(); 
    settings[2] = serverPORTsetting.getText(); 
    settings[3] = str(Math.round(brightnessLevel.getValue())); 
    saveStrings("settings.txt", settings);  // settings-taulukon sisältö tallennetaan tiedostoon settings.txt 
    SendTCP();   // Lähetetään muutetut arvot Arduinolle 
} 
public void settingsButton() { 
    isOpenb = !isOpenb; 
    settingsButton.setCaptionLabel((isOpenb == true) ? ">" : "<"); // Vaihdetaan painikkeen teksti 
} 
public void slider1() { 
    if (cp5.isMouseOver(slider1)) {  // Suoritetaan vain kun käyttäj ä liikuttaa säädintä 
        int sliderValue = Math.round(slider1.getValue()); // Heataan säätimen arvo ja käännetään se String-muotoon lähetystä varten 
        if (nextSend < millis()) {  // Lähetetään säätimen arvo Arduinolle 80ms välein. 
            SendUDP(str(sliderValue + 256));  // +255. jotta Arduino tietää lähetyksen tulleen tietokonesovellukselta ja ei lähetä sitä enää sille uudelleen 
            nextSend = millis() + 80; 
        } 
        slider1SetToggles(); 
    } 
} 
void toggle1SetSlider() {   // Asettaa säätimen tilan maksimiin kun tai minimiin. 
    if (toggle1.getState() && !toggle2.getState() && !toggle3.getState() && !toggle4.getState()) 
        slider1.setValue(255); 
    toggleSetSliderZero(); 
} 
void toggle2SetSlider() { 
    if (!toggle1.getState() && toggle2.getState() && !toggle3.getState() && !toggle4.getState()) 
        slider1.setValue(255); 
    toggleSetSliderZero(); 
} 
void toggle3SetSlider() { 
    if (!toggle1.getState() && !toggle2.getState() && toggle3.getState() && !toggle4.getState()) 
        slider1.setValue(255); 
    toggleSetSliderZero(); 
} 
void toggle4SetSlider() { 
    if (!toggle1.getState() && !toggle2.getState() && !toggle3.getState() && toggle4.getState()) 
        slider1.setValue(255); 
    toggleSetSliderZero(); 
} 
void toggleSetSliderZero() { 
    if (!toggle1.getState() && !toggle2.getState() && !toggle3.getState() && !toggle4.getState()) 
        slider1.setValue(0); 
} 
void slider1SetToggles() { 
    if (slider1.getValue() == 0) { 
        toggle1.setState(false); 
        toggle2.setState(false); 
        toggle3.setState(false); 
        toggle4.setState(false); 
    } else if (!toggle1.getState() && !toggle2.getState() && !toggle3.getState() && !toggle4.getState()) { // Tarkistetaan täytyykö painikke asettaa päälle, ei suoriteta turhaan, jos painikkeet ovat jo päällä 
        toggle1.setState(true); 
        toggle2.setState(true); 
        toggle3.setState(true); 
        toggle4.setState(true); 
    } 
} 
public void SendUDP(String data) {  // UDP lähetys 
    udp.send(data, IPsetting.getText(), int(PORTsetting.getText())); // IP ja portti otetaan asetuksien syöttökentistä, johon ne on ladattu massamuistista ohjelman käynnistyessä tai käyttäjä on ne ohjelman käynnistyksen jälkeen asettanut 
} 
void receive(byte[] data) {  // UDP vastaanotto 
    data = subset(data, 0, data.length);  // Jätetään viimeiset 2 merkkiä ("\n") huomioimatta 
    String message = new String(data); 
    if (message.equals("E")) { 
        if (!isOpen || toggle1.getState() || toggle2.getState() || toggle3.getState() || toggle4.getState()) 
            button();   // Painikkeen painallus 
        else { 
            toggle1.toggle(); 
            toggle2.toggle(); 
            toggle3.toggle(); 
            toggle4.toggle(); 
            slider1.setValue(255); 
        } 
    } else if (message.equals("A")) { 
        toggle1.toggle();   // Vaihtopainikkeen tilan vaihto 
        toggle1SetSlider();  // Asetetaan säätimen arvo minimiin tai maksimiin riippuen vaihtopainikkeiden tiloista 
        if (!isOpen)   // Avataan UI, jos se on kiinni 
            isOpen = true; 
    } else if (message.equals("B")) { 
        toggle2.toggle(); 
        toggle2SetSlider(); 
        if (!isOpen) 
            isOpen = true; 
    } else if (message.equals("C")) { 
        toggle3.toggle(); 
        toggle3SetSlider(); 
        if (!isOpen) 
            isOpen = true; 
    } else if (message.equals("D")) { 
        toggle4.toggle(); 
        toggle4SetSlider(); 
        if (!isOpen) 
            isOpen = true; 
    } else { 
        slider1.setValue(float(message)); 
        slider1SetToggles(); 
    } 
} 
public void SendTCP() { 
    try { 
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        char data = 'x';   // Tallennuspaikka vastaanotetusta datasta luettavalle merkille 
        if (InetAddress.getByName(settings[0]).isReachable(3000)) { // TCP-yhteyden luontiin ei löytynyt aikakatkaisua, joten ensin testataan vastaako IP-osoitteen laite 3s sisällä. 
            client = new Client(this, IPsetting.getText(), int(PORTsetting.getText())); // Luodaan yhteys Arduinolle 
            client.write(settings[2] + "\n");  // Kerrotaan tietokonesovelluksen UDP-portti Arduinolle ledien päivitystietoja varten 
            delay(400);   // Viive, jotta WLAN-moduuli tulostaa varmasti datan Arduinolle sarjaportin yli 
            client.write(settings[3] + "\n");  // Kerrotaan valoisuuden taso, jolla liiketunnistin sytyttää ledit 
            int startPoint = millis(); 
            while ((millis() - startPoint) < 2000 && data == 'x') { // Vastausta odotetaan 2s 
                if (client.available() > 0) 
                    data = client.readChar();  // Tallennetaan 1. merkki vastaanotetusta datasta (data on bufferissa, josta readchar() -metodi lukee datasta merkin ja sen j älkeen siirtyy seuraavaan merkkiin) 
            } 
            if (data != 'x') {  // Jos dataa vastaanotettu 
                char Led1State = data;  // 1. merkki vastaanotetusta datasta tallennetaan 1. ledin tilaksi 
                char Led2State = client.readChar();  // Luetaan seuraava merkki vastaanotetusta datasta (data on bufferissa, josta readchar() -metodi lukee datasta merkin ja sen j älkeen siirtyy seuraavaan merkkiin) 
                char Led3State = client.readChar(); 
                char Led4State = client.readChar(); 
                client.clear();  // Tyhjennetään bufferi 
                client.stop();  // Suljetaan yhteys 
                if (Led1State == '1' || Led2State == '1' || Led3State == '1' || Led4State == '1') { // Avataan ledien ohjausnäkymä, mikäli joku ledeistä on päällä 
                    isOpen = true; 
                    cp5.controller("button").setCaptionLabel((isOpen == true) ? "OFF" : "ON"); 
                } 
                if (Led1State == '1') 
                    toggle1.setState(true); 
                else 
                    toggle1.setState(false); 
                if (Led2State == '1') 
                    toggle2.setState(true); 
                else 
                    toggle2.setState(false); 
                if (Led3State == '1') 
                    toggle3.setState(true); 
                else 
                    toggle3.setState(false); 
                if (Led4State == '1') 
                    toggle4.setState(true); 
                else 
                    toggle4.setState(false); 
            } 
        } 
    } catch (Exception e) { 
        e.printStackTrace(); 
    } 
} 
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Liite 4. Android-sovelluksen java-tiedostojen lähdekoodi  1 (7) 
MainActivity.java 
                      (jatkuu) 
package com.kraaterikaniini.myfirstapp; 
import android.app.ProgressDialog; 
import android.content.SharedPreferences; 
import android.graphics.drawable.Drawable; 
import android.graphics.drawable.TransitionDrawable; 
import android.net.ConnectivityManager; 
import android.net.NetworkInfo; 
import android.os.AsyncTask; 
import android.os.SystemClock; 
import android.support.v7.app.ActionBarActivity; 
import android.os.Bundle; 
import android.view.Menu; 
import android.view.MenuInflater; 
import android.view.MenuItem; 
import android.content.Intent; 
import android.view.View; 
import android.widget.SeekBar; 
import android.widget.TextView; 
import android.widget.Toast; 
import android.widget.ToggleButton; 
import java.io.BufferedReader; 
import java.io.IOException; 
import java.io.InputStreamReader; 
import java.net.DatagramPacket; 
import java.net.DatagramSocket; 
import java.net.InetAddress; 
import java.net.Socket; 
import java.util.Timer; 
import java.util.TimerTask; 
 
public class MainActivity extends ActionBarActivity implements SeekBar.OnSeekBarChangeListener { 
 
    static String IP = "0.0.0.0"; 
    static int PORT = 0; 
    static long nextSend = 0; 
    private Toast Toast;      // Ilmoituksia voi tulla monta peräkkäin (jokaisen kirkkauden säädön jälkeen "No connection"), joten uusi ilmoitus tallennetaan Toast-nimiseen objektiin ja  
  // näytetään heti, jolloin se korvaa vanhan ruudulla näkyvän ilmoituksen 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState);                                         // Hakee ohjalman tilan, jossa ohjelma on ollut ennen siitä poistumista 
        setContentView(R.layout.main_activity);                                     // Tulostaa näytölle asetustiedostossa "layout/activity_main.xml" määritellyn UI:n 
        LoadStoredSettings();                                                       // Ladataan tallennetut IP-osoitteet ja portti massamuistista 
        Toast = Toast.makeText(getApplicationContext(), null, Toast.LENGTH_SHORT);  // Luodaan Toast 
 
        String networkConnection = NetworkAdapterState(); 
        IP = GetIP(networkConnection); 
        PORT = GetPORT(); 
 
        if (!networkConnection.equals("error"))                                     // Suoritetaan, mikäli joku verkkoyhteys on käytössä 
            new TCPcommunication(GetIP(NetworkAdapterState()), GetPORT()).execute();// Asettaa painikkeiden tilat vastaamaan ledien nykyisiä tiloja 
        VerticalSeekBar bar = (VerticalSeekBar)findViewById(R.id.SeekBar);          // Luodaan seekbar-objekti 
        bar.setThumbOffset(0);                                                      // Asettaa palkin säätimen oikeaan kohtaan. (Tuntemattomasta syystä säätimen kohta on muutaman pikselin  
            // verran pois paikaltaan vanhemmissa Android versioissa) 
        bar.setOnSeekBarChangeListener(this);                                       // Kuuntelee kirkkauden säätöpalkin muutoksia käyttäjän tai ohjelman toimesta. Suorittaa  
    }    // onStartTrackingTouch()-, onProgressChanged()- tai onStopTrackingTouch()-metodin riippuen muutoksesta. 
 
    @Override 
    public void onStartTrackingTouch(SeekBar seekBar) {             // Suoritetaan kun käyttäjä painaa kirkkaussäädintä 
        nextSend = 0;                                               // Alustetaan seuraavaa kirkkaudensäätimen arvon lähetysaikaa hallinnoiva muuttuja kun käyttäjä koskee säätimeen 
    } 
 
    @Override 
    public void onProgressChanged(SeekBar seekBar, int progress,boolean fromUser) {     // Suoritetaan joka kerta kun Seekbar-palkin arvo muuttuu 
        TextView SeekBarValueText = (TextView)findViewById(R.id.Brightness);  // Haetaan ID:tä "Brightness" vastaava tekstinäkymä, joka näyttää sille syötetyn muuttujan (kirkkaus) näytöllä 
        double doubleprogress = (double)progress;                             // Muunnetaan int-muuttuja double-muuttujaksi seuraavaa prosenttimuuntoa varten 
        SeekBarValueText.setText("Brightness: "+String.format("%.0f", doubleprogress / 255 * 100)+"%");     // Kirkkautta säätävän palkin arvo (0-255) muunnetaan prosenteiksi ja tämän jälkeen  
        ToggleButton toggle5 = (ToggleButton) findViewById(R.id.togglebutton5);     // pyöristetään nollan desimaalin tarkkuudelle sekä näytetään näytöllä 
 
        if (nextSend < SystemClock.uptimeMillis() && fromUser) {              // Lähetetään SeekBarin arvo UDP-pakettina Arduinolle 80 millisekunnin välein, ei aina kun palkin arvo muuttuu 
            SendUDP(Integer.toString(progress)); 
            nextSend = SystemClock.uptimeMillis() + 100; 
        } 
        else if (progress == 0 && fromUser)// Sammuttaa ledit. Viimeinen lähetys ei välttämättä ole 0, vaikka säätimen arvo hetken päästä asetetaan nollaan, johtuen 80 millisekunnin viiveestä 
            SendUDP(Integer.toString(progress)); 
        if (progress == 0 && fromUser && toggle5.isChecked()){ 
            LedsOnOff(true);                // Suoritetaan painikkeiden tilan vaihto sekä animaatio palkin alarajalla 
        } 
        else if (fromUser && !toggle5.isChecked()){ 
            LedsOnOff(true);                // Suoritetaan painikkeiden tilan vaihto sekä animaatio palkin ylärajalla 
        } 
    } 
 
    @Override 
    public void onStopTrackingTouch(SeekBar seekBar) {      // Suoritetaan kun käyttäjä päästää irti kirkkaussäätimestä. Vaaditaan vaikka ei käytetä 
    } 
 
    @Override 
    public boolean onCreateOptionsMenu(Menu menu) {         // Avaa valikon kun puhelimen Menu-painiketta painetaan tai näyttää valikon yläpalkissa uudemmissa Android versioissa (3.0+) 
        MenuInflater inflater = getMenuInflater(); 
        inflater.inflate(R.menu.menu_main, menu); 
        return super.onCreateOptionsMenu(menu); 
    } 
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@Override 
    public boolean onOptionsItemSelected(MenuItem item) {       // Hoitaa ylävalikon (actionbar) painikkeiden painallukset 
        switch (item.getItemId()) {                             // Hakee yläpalkin painetun painikkeen ID:n 
            case R.id.action_settings:                          // Avataan asetusnäkymä 
                Intent intent = new Intent(this, SettingsActivity.class); 
                startActivity(intent);                          // Avataan asetukset-näkymä 
                return true; 
            case R.id.action_sync:                              // Tahdistetaan ledien tilat 
                String IP = GetIP(NetworkAdapterState());                    // IP-osoite, jolla paketti lähetetään. Haetaan käyttäjän asettamista asetuksista. Riippuen käytössä olevasta  
                    // verkkoadapterista, käytetään joko LAN- tai WAN-osoitetta 
                int PORT = GetPORT();                                        // Portti, johon paketti lähetetään  
                new TCPcommunication(IP, PORT).execute();                    // Paketin lähetys ja tilatietojen vastaanotto 
                return true; 
            default: 
                return super.onOptionsItemSelected(item); 
        } 
    } 
 
    public void onToggleClicked(View view) {                            // Ajetaan kun jotain UI:n painikkeista painetaan 
        ToggleButton toggle1 = (ToggleButton) findViewById(R.id.togglebutton1);       // Haetaan ON/OFF-painike ledille 1, jonka id-tunnisteeksi on XML-tiedostossa määritetty togglebutton1 
        ToggleButton toggle2 = (ToggleButton) findViewById(R.id.togglebutton2); 
        ToggleButton toggle3 = (ToggleButton) findViewById(R.id.togglebutton3); 
        ToggleButton toggle4 = (ToggleButton) findViewById(R.id.togglebutton4); 
        ToggleButton toggle5 = (ToggleButton) findViewById(R.id.togglebutton5);       // Haetaan kaikkia ledejä ohjaava ON/OFF-painike, jonka id on togglebutton5 
        VerticalSeekBar SeekBar = (VerticalSeekBar)findViewById(R.id.SeekBar); 
 
        switch (view.getId()) {                                         // Käyttäjän painaman elementin id:n 
            case R.id.togglebutton1: 
                SendUDP("a");                                           // Lähetetään paketti verkkoon painetun painikkeen perusteella 
                toggleAnimation (toggle1, toggle1.isChecked());         // Suoritetaan taustavärin vaihtava animaatio 
                break; 
            case R.id.togglebutton2: 
                SendUDP("b"); 
                toggleAnimation (toggle2, toggle2.isChecked()); 
                break; 
            case R.id.togglebutton3: 
                SendUDP("c"); 
                toggleAnimation (toggle3, toggle3.isChecked()); 
                break; 
            case R.id.togglebutton4: 
                SendUDP("d"); 
                toggleAnimation (toggle4, toggle4.isChecked()); 
                break; 
            case R.id.togglebutton5: 
                SendUDP("e"); 
                LedsOnOff(false);                              // Suoritetaan painikkeiden tilan vaihto sekä animaatio 
                break; 
        } 
        if (!toggle5.isChecked() && (toggle1.isChecked() || toggle2.isChecked() || toggle3.isChecked() || toggle4.isChecked()) ){       // Mikäli mikä tahansa led sytytetään, vaihdetaan kaikki  
            toggle5.setChecked(true);   // ledit sytyttävän painikkeen tila sytytetyksi, (!toggle5.isChecked() estää animaation suorittamisen,  
            toggleAnimation(toggle5,toggle5.isChecked());  // jos painiketta painetaan ja toista painiketta on jo kertaalleen painettu 
            SeekBar.VerticalsetProgress(255, false);           // Asetetaan kirkkaussäätimen arvo maksimiin 
        } 
        else if (toggle5.isChecked() && !toggle1.isChecked() && !toggle2.isChecked() && !toggle3.isChecked() && !toggle4.isChecked()){  // Mikäli kaikki ledit sammutetaan yksitellen,             
            toggle5.setChecked(false);    // vaihdetaan kaikki ledit sytyttävän painikkaan tila sammutetuksi 
            toggleAnimation(toggle5,toggle5.isChecked()); 
            SeekBar.VerticalsetProgress(0, false);            // Asetetaan kirkkaussäätimen arvo minimiin 
        } 
    } 
 
    public void toggleAnimation(ToggleButton toggle, boolean isChecked){ 
        Drawable drawable = toggle.getBackground().getCurrent();    // Haetaan painikkeen nykyinen tausta(väri) 
        if (drawable instanceof TransitionDrawable) { 
            TransitionDrawable transition = (TransitionDrawable) drawable; 
            if (isChecked)                               // Taustavärin vaihtoanimaatio suoritetaan normaalisti tai toisinpäin riippuen painikkaan tilasta 
                transition.startTransition(300);         // Päälle (määritelty togglecolorchange.xml) 
            else 
                transition.reverseTransition(300);       // Päältä pois (määritelty togglecolorchange.xml) 
        } 
    } 
 
    public void LedsOnOff(boolean fromSeekBar){ 
        ToggleButton toggle1 = (ToggleButton) findViewById(R.id.togglebutton1);       // Haetaan ON/OFF-painike ledille 1, jonka id-tunnisteeksi on XML-tiedostossa määritetty togglebutton1 
        ToggleButton toggle2 = (ToggleButton) findViewById(R.id.togglebutton2); 
        ToggleButton toggle3 = (ToggleButton) findViewById(R.id.togglebutton3); 
        ToggleButton toggle4 = (ToggleButton) findViewById(R.id.togglebutton4); 
        ToggleButton toggle5 = (ToggleButton) findViewById(R.id.togglebutton5);       // Haetaan ON/OFF-painike kaikille ledeille, jonka id on togglebutton5 
 
        if (fromSeekBar) {                              // Käyttäjän painaessa vaihtopainiketta, käännetään sen tila automaattisesti heti ennen onToggleClicked()-metodia. Mutta suoritettaessa  
            if (toggle5.isChecked())  // painikkeen tilan vaihto onProgressChanged-metodista käsin täytyy panikkeen tila vaihtaa manuaalisesti koodin avulla. 
                toggle5.setChecked(false); 
            else 
                toggle5.setChecked(true); 
        } 
 
        toggleAnimation (toggle5, toggle5.isChecked()); 
        VerticalSeekBar SeekBar = (VerticalSeekBar)findViewById(R.id.SeekBar); 
 
        if (toggle5.isChecked()) {                              // Vaihdetaan yksittäisten ledien hallinta painikkeiden tila ON 
            toggle1.setChecked(true);                           // Painike asetetaan ON-tilaan 
            toggle2.setChecked(true); 
            toggle3.setChecked(true); 
            toggle4.setChecked(true); 
            toggleAnimation (toggle1, toggle1.isChecked());     //  Suoritetaan myös animaatio OFF --> ON 
            toggleAnimation (toggle2, toggle2.isChecked()); 
            toggleAnimation (toggle3, toggle3.isChecked()); 
            toggleAnimation (toggle4, toggle4.isChecked()); 
            if (!fromSeekBar)                                   // Asetetaan kirkkaussäätimen arvo maksimiarvoon kun käyttäjä painaa kaikki ledit sytyttävää vaihtopainiketta 
                SeekBar.VerticalsetProgress(255, false); 
 
        } 
        else {                                      // Vaihdetaan yksittäisten ledien hallinta painikkeiden tila OFF vain jos kaikki ledin palavat. 
            if (toggle1.isChecked())                // Jos ledit sammutetaan, suoritetaan sammutusanimaatio vain painikkeille, jotka ovat päällä 
                toggleAnimation (toggle1, !toggle1.isChecked()); 
            if (toggle2.isChecked()) 
                toggleAnimation (toggle2, !toggle2.isChecked()); 
            if (toggle3.isChecked()) 
                toggleAnimation (toggle3, !toggle3.isChecked()); 
            if (toggle4.isChecked()) 
                toggleAnimation (toggle4, !toggle4.isChecked()); 
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            toggle1.setChecked(false);                 // Painike asetetaan OFF-tilaan 
            toggle2.setChecked(false); 
            toggle3.setChecked(false); 
            toggle4.setChecked(false); 
 
            if (!fromSeekBar)                          // Seekbarin arvoksi asetetaan 0 vain kun vaihtopainiketta painetaan, ei silloin kun käyttäjä muuttaa SeekBarin kirkkaudeksi arvon 0.  
                SeekBar.VerticalsetProgress(0, false); // Muuten vaihtopainike kytketään heti uudestaan päälle. 
 
        } 
    } 
 
    public String NetworkAdapterState() {       // Selvittää mikä verkkoyhteys on käytössä pakettien lähetystä varten 
 
        ConnectivityManager connectivityManager = (ConnectivityManager) getSystemService(CONNECTIVITY_SERVICE); // ConnectivityManager-luokka hakee tiedon siltä kysytyn verkkoyhteyden tilasta 
        if (connectivityManager != null) { 
            // Wifi 
            NetworkInfo wifiInfo = connectivityManager.getNetworkInfo(ConnectivityManager.TYPE_WIFI);                   // Hakee WLAN-adapterin tilan 
            boolean wifiEnabled = (wifiInfo != null) && (wifiInfo.getState() == NetworkInfo.State.CONNECTED);           // Haetaan WLAN-yhteyden tila tarkistaen ensin, että wifiInfo sisältää  
            // 3G/4G      // tietoa. (wifiInfo = null kun WLAN-adapteri ei ole päällä) 
            NetworkInfo mobileInfo = connectivityManager.getNetworkInfo(ConnectivityManager.TYPE_MOBILE);               // Toimii kuten Wifi-yhteyden tilan tarkistus, mutta yhteys on 3G/4G 
            boolean mobileEnabled = (mobileInfo != null) && (mobileInfo.getState() == NetworkInfo.State.CONNECTED); 
 
            if (wifiEnabled) {                          // Nopein vaihtoehto tiedonsiirtoon käydään läpi ensin 
                return "wifi"; 
            } else if (mobileEnabled) { 
                return "3G/4G"; 
            } else { 
                Toast.setText("No Connection"); 
                Toast.show(); 
                return "error"; 
            } 
        } 
        return ""; 
    } 
 
    public String GetIP(CharSequence LANvsWAN) {       // Hakee joko LAN tai WAN IP-osoitteen, riippuen sen saamasta String-sisällöstä (mikä adapteri (WLAN/3G/4G) on sillä hetkellä päällä) 
        if (SettingsActivity.WAN_Summary != null && SettingsActivity.LAN_Summary != null) {     // Heetaan IP:t muistista, jos ne ovat siellä 
            if (LANvsWAN.equals("3G/4G")) {                                                     // Mikäli 3G/4G-adapteri on päällä 
                LANvsWAN = SettingsActivity.WAN_Summary.getSummary();                           // Haetaan objektin Summary-kohdassa oleva IP 
            } else if (LANvsWAN.equals("wifi")) {                                               // Mikäli wifi-adapteri on päällä 
                LANvsWAN = SettingsActivity.LAN_Summary.getSummary(); 
            } 
        } 
        else if (SettingsActivity.WAN_IP != null && SettingsActivity.LAN_IP != null){           // Jos IP:t eivät ole muistissa, käytetään ohjelman alussa massamuistista hakemia IP-osoitteita 
            if (LANvsWAN.equals("3G/4G")) { 
                LANvsWAN = SettingsActivity.WAN_IP; 
            } else if (LANvsWAN.equals("wifi")) { 
                LANvsWAN = SettingsActivity.LAN_IP; 
            } 
        } 
        else { 
            Toast.setText("No IP set");         // Jos käyttäjä ei ole koskaan asettanut IP-osoitteita annetaan tästä ilmoitus 
            Toast.show(); 
        } 
        String CorrectIP = LANvsWAN.toString(); 
        return CorrectIP; 
    } 
 
    public int GetPORT() {                      // Toimii kuten GetIP-metodi, mutta hakee portin 
        CharSequence PORT = "80"; 
        if (SettingsActivity.PORT_Summary != null){ 
            PORT = SettingsActivity.PORT_Summary.getSummary(); 
        } 
        else if (SettingsActivity.PORT != null){ 
            PORT = SettingsActivity.PORT; 
        } 
        else{ 
            Toast.setText("No port set"); 
            Toast.show(); 
        } 
        int CorrectPORT = Integer.parseInt(PORT.toString()); 
        return CorrectPORT; 
    } 
 
    public void LoadStoredSettings() {       // Lataa massamuistiin tallennetut IP-osoitteet 
        SharedPreferences myPrefs = getSharedPreferences("myPrefs", MODE_PRIVATE); 
        SettingsActivity.WAN_IP = myPrefs.getString("WAN_IP","0.0.0.0");             // Ladataan tiedostoon "WAN IP" tallennettu IP-osoite 
        SettingsActivity.LAN_IP = myPrefs.getString("LAN_IP","0.0.0.0"); 
        SettingsActivity.PORT = myPrefs.getString("PORT","0"); 
    } 
 
    // Ledien tilatietojen haku suoritetaan taustalla omassa säikeessä, jolloin UI ei jäädy siksi aikaa kun verkkoliikenteessä toiselta osapuolelta odotetaan vastausta 
    // Tuloparametrin tyyppi, Käsiteltävän datan tyypit , Palautettavan datan tyyppi (Täytyy olla muu kuin Void, jotta onPostExecute() ajetaan lopuksi) 
    // http://developer.android.com/reference/android/os/AsyncTask.html 
    private class TCPcommunication extends AsyncTask <Void, Void, Integer> { 
        String IP; 
        int PORT; 
        String inputLine = ""; 
        ProgressDialog progress; 
 
        TCPcommunication(String IP, int PORT) {                 // Constructor, tuo luokalle parametrit, AsyncTaskin kautta voidaan tuoda vain yhtä tyyppiä oleva parametri 
            this.IP = IP; 
            this.PORT = PORT; 
        } 
 
        @Override 
        protected void onPreExecute() { 
            super.onPreExecute(); 
            progress = ProgressDialog.show(MainActivity.this, "","Updating LED status", true);   // Luodaan ledien tilatietojen hausta kertova latausruutu, joka näytetään kunnes ledien tilat  
        }     // on saatu päivitettyä 
 
        @Override 
        protected Integer doInBackground(Void... daa) { 
            final Timer timer = new Timer();        // Asetetaan ajanottaja, joka sulkee latausruudun 5 sekunnin kuluttua  
            timer.schedule(new TimerTask() { // https://xjaphx.wordpress.com/2011/07/13/auto-close-dialog-after-a-specific-time/ 
                public void run() {                 // Suoritetaan 5 sekunnin kuluttua 
                    if(progress.isShowing()){       // Mikäli latausruutu on 5 sekunnin jälkeen edelleen näkyvissä, ei TCP-yhteys ole saanut Arduinolta ledien tilatietoja, jolloin  
                          // latausruutu suljetaan 
  progress.dismiss();         // Suljetaan latausruutu 
                        Toast.setText("Couldn't get LED status");      // Annetaan ilmoitus käyttäjällle 
                        Toast.show(); 
 
55 
 
4 (7) 
 
 
 
  
                        inputLine = "0";            // Muutetaan muuttujan arvo, jolloin alempi while-silmukka lopetetaan ja TCP-yhteys suljetaan 
                    } 
                    timer.cancel();                 // Suljetaan ajanottaja 
                } 
            }, 5000); 
            try 
            { 
                Socket socket = new Socket(IP, PORT); 
                BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream())); 
                while (inputLine.equals("")) {           // odotetaan ledien tilatietoa TCP-yhteyden toiselta osapuolelta ja tarkistetaan, ettei vastaus ole tyhjä, jolloin ohjelma kaatuisi 
 
                        inputLine = in.readLine();              // Luetaan uusi rivi 
                } 
                socket.close();                                 // Suljetaan yhteys 
            } 
            catch (IOException e){ 
                e.printStackTrace();} 
            return null; 
        } 
 
        protected void onPostExecute(Integer blackhole) {       // Vaihtaa painikkeiden tilan vastaamaan vastaanotetussa datassa määriteltyjä tiloja. Ajetaan kun doInBackground() loppuu  
    // eli data on vastaanotettu 
            if (inputLine != null && inputLine.length() == 4) {  // Tarkistus, että vastaanotettu data on olemassa (muutoin ohjelma kaatuu, jos toinen osapuoli sulkee yhteyden lähettämättä  
                   // dataa) ja että data oikean kokoinen (muutoin ohjelma kaatuu merkkien erottamisessa String-muuttujasta) 
                ToggleButton toggle1 = (ToggleButton) findViewById(R.id.togglebutton1);     // Haetaan ON/OFF-painike ledille 1, jonka id-tunnisteeksi on XML-tiedostossa määritetty  
                ToggleButton toggle2 = (ToggleButton) findViewById(R.id.togglebutton2); // togglebutton1 
                ToggleButton toggle3 = (ToggleButton) findViewById(R.id.togglebutton3); 
                ToggleButton toggle4 = (ToggleButton) findViewById(R.id.togglebutton4); 
                ToggleButton toggle5 = (ToggleButton) findViewById(R.id.togglebutton5); 
                VerticalSeekBar SeekBar = (VerticalSeekBar)findViewById(R.id.SeekBar); 
 
                char Led1State = inputLine.charAt(0); 
                char Led2State = inputLine.charAt(1); 
                char Led3State = inputLine.charAt(2); 
                char Led4State = inputLine.charAt(3); 
 
                if (Led1State == '1') {                                       // Ensimmäinen led 
                    if (!toggle1.isChecked()) {                               // Sytytetään vain OFF-tilassa olevat painikkeet, ei jo palavia painikkeita 
                        toggle1.setChecked(true);                             // Painike asetetaan ON-tilaan 
                        toggleAnimation(toggle1, toggle1.isChecked());        // Suoritetaan taustavärin vaihtava animaatio 
                    } 
                } else if (toggle1.isChecked()) {                             // Sammutetaan vain ON-tilassa olevat painikkeet 
                    toggle1.setChecked(false); 
                    toggleAnimation(toggle1, toggle1.isChecked()); 
                } 
                if (Led2State == '1') { 
                    if (!toggle2.isChecked()) { 
                        toggle2.setChecked(true); 
                        toggleAnimation(toggle2, toggle2.isChecked()); 
                    } 
                } else if (toggle2.isChecked()) { 
                    toggle2.setChecked(false); 
                    toggleAnimation(toggle2, toggle2.isChecked()); 
                } 
                if (Led3State == '1') { 
                    if (!toggle3.isChecked()) { 
                        toggle3.setChecked(true); 
                        toggleAnimation(toggle3, toggle3.isChecked()); 
                    } 
                } else if (toggle3.isChecked()){ 
                    toggle3.setChecked(false); 
                    toggleAnimation(toggle3, toggle3.isChecked()); 
                } 
                if (Led4State == '1') { 
                    if (!toggle4.isChecked()) { 
                        toggle4.setChecked(true);                             // Painike asetetaan ON-tilaan 
                        toggleAnimation(toggle4, toggle4.isChecked()); 
                    } 
                } else if (toggle4.isChecked()) { 
                    toggle4.setChecked(false); 
                    toggleAnimation(toggle4, toggle4.isChecked()); 
                } 
                if (!toggle5.isChecked() && (toggle1.isChecked() || toggle2.isChecked() || toggle3.isChecked() || toggle4.isChecked())) {              // Mikäli mikä tahansa led sytytetään,  
                    toggle5.setChecked(true);  // vaihdetaan kaikki ledit sytyttävän painikkeen tila sytytetyksi. !toggle5.isChecked() estää animaation suorittamisen, jos toggle5 on ON-tilassa 
                    toggleAnimation(toggle5, toggle5.isChecked()); 
                    SeekBar.VerticalsetProgress(255, false);         // Asetetaan kirkkaussäätimen arvo maksimiin. Ei välltämättä vastaa todellista kirkkauden arvoa, jos kirkkautta on  
                    // säädetty, mutta on tärkeintä, ettei kirkkaus ole 0 
                } else if (toggle5.isChecked() && !toggle1.isChecked() && !toggle2.isChecked() && !toggle3.isChecked() && !toggle4.isChecked()) {      // Mikäli kaikki ledit sammutetaan  
                    toggle5.setChecked(false);   // yksitellen, vaihdetaan kaikki ledit sytyttävän painikkaan tila sammutetuksi 
                    toggleAnimation(toggle5, toggle5.isChecked()); 
                    SeekBar.VerticalsetProgress(0, false);           // Asetetaan kirkkaussäätimen arvo minimiin 
                } 
            } 
            progress.dismiss();     // Suljetaan latausruutu kun painikkeet on saatu asetettua vastaamaan ledien tiloja 
        } 
    } 
 
    public void SendUDP (String Data) {         // Lähettää UDP-paketin. Data on joko yksittäisen ledin tai kaikkien ledien tilanvaihtoa tarkoittava kirjain (a-d, e) tai kirkkaustieto (0-255) 
        String networkConnection = NetworkAdapterState(); 
        String IP = GetIP(networkConnection);       // IP-osoite, jolla paketti lähetetään. Haetaan käyttäjän asettamista asetuksista. Riippuen käytössä olevasta verkkoadapterista, käytetään  
           // joko LAN- tai WAN-osoitetta 
        int PORT = GetPORT();                                // Lähetykseen käytettävä portti. Sama riippumatta tapahtuuko lähetys LAN vai WAN 
            DatagramSocket ds; 
            try{ 
                ds = new DatagramSocket(); 
                if (!networkConnection.equals("error")) {      // Suoritetaan vain, jos verkkoyhteys on käytössä 
 
                    InetAddress serverAddr = InetAddress.getByName(IP); 
                    DatagramPacket dp = new DatagramPacket(Data.getBytes(), Data.length(), serverAddr, PORT); 
 
                    ds.send(dp); 
                } 
            } 
            catch (IOException e){ 
                e.printStackTrace(); 
            } 
    } 
} 
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SettingsActivity.java 
 
  
package com.kraaterikaniini.myfirstapp; 
import android.content.SharedPreferences; 
import android.content.SharedPreferences.OnSharedPreferenceChangeListener; 
import android.os.Bundle; 
import android.preference.Preference; 
import android.preference.PreferenceActivity; 
import android.widget.Toast; 
 
public class SettingsActivity extends PreferenceActivity  implements OnSharedPreferenceChangeListener { 
 
    public static final String WAN_KEY = "WAN_Text"; 
    public static final String LAN_KEY = "LAN_Text"; 
    public static final String PORT_KEY = "PORT_Text"; 
    public static Preference WAN_Summary; 
    public static Preference LAN_Summary; 
    public static Preference PORT_Summary; 
    public static CharSequence WAN_IP;                // Käyttäjän syöttämä laajan verkon IP 
    public static CharSequence LAN_IP;                // Käyttäjän syöttämä lähiverkon IP 
    public static CharSequence PORT;                  // Käyttäjän syöttämä portti 
 
    @Override 
    public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState);                              // Hakee aiemmin syötetyt asetukset, jotka ovat olleet voimassa kun ohjelmasta on poistuttu 
        addPreferencesFromResource(R.xml.settings); 
    } 
 
    @Override 
    public void onResume() {                 // Kutsutaan kun activity käynnistetään ja kun activityyn palataan. Suositeltu tapa, jotta asutusten syöttö toimii myös jonkin ajan kuluttua oikein 
        super.onResume();                     // http://developer.android.com/guide/topics/ui/settings.html#Listening 
        SharedPreferences sharedPreferences = getPreferenceScreen().getSharedPreferences(); 
        sharedPreferences.registerOnSharedPreferenceChangeListener(this); 
        UpdateSummary(sharedPreferences, WAN_KEY);                         // Suoritetaan, jotta asetus voidaan syöttää ensimmäisellä kerralla kun asetusvalikkoon tullaan takaisin 
        UpdateSummary(sharedPreferences, LAN_KEY); 
        UpdateSummary(sharedPreferences, PORT_KEY); 
    } 
 
    @Override 
    protected void onPause() { 
        super.onPause(); 
        getPreferenceScreen().getSharedPreferences() 
                .unregisterOnSharedPreferenceChangeListener(this); 
    } 
 
    public void writeWANIP() {                                   // Kirjoittaa käyttäjän asettaman WAN-IP-osoitteen massamuistiin 
        WAN_IP = WAN_Summary.getSummary(); 
        SharedPreferences myPrefs = getSharedPreferences("myPrefs", MODE_PRIVATE); 
        SharedPreferences.Editor e = myPrefs.edit(); 
        e.putString("WAN_IP",WAN_IP.toString());                 // Lisää uuden arvon tai päälle kirjoittaa vanhan arvon nimeltä WAN_IP 
        e.apply();    // Tallentaa arvon massamuistiin 
    } 
 
    public void writeLANIP() {                                   // Toimii kuten writeWANIP, mutta tallentaa lähiverkon IP-osoitteen 
        LAN_IP = LAN_Summary.getSummary(); 
        SharedPreferences myPrefs = getSharedPreferences("myPrefs", MODE_PRIVATE); 
        SharedPreferences.Editor e = myPrefs.edit(); 
        e.putString("LAN_IP",LAN_IP.toString()); 
        e.apply(); 
    } 
 
    public void writePORT() {                                    // Toimii kuten writeWANIP, mutta tallentaa käytetävän portin numeron 
        PORT = PORT_Summary.getSummary(); 
        SharedPreferences myPrefs = getSharedPreferences("myPrefs", MODE_PRIVATE); 
        SharedPreferences.Editor e = myPrefs.edit(); 
        e.putString("PORT",PORT.toString()); 
        e.apply(); 
    } 
 
    @Override 
    public void onSharedPreferenceChanged(SharedPreferences sharedPreference,String key) { 
        UpdateSummary(sharedPreference,key); 
    } 
 
    public void UpdateSummary(SharedPreferences sharedPreferences,String key) {    // Tulostaa käyttäjän syöttämän asetuksen arvon asetuksen otsikon alle 
        if (key.equals(WAN_KEY)) {                                                 //  Jatketaan, mikäli käyttäjän painama painike on WAN IP:n asettaminen 
            WAN_Summary = findPreference(key);                                     // Haetaan avainta "key" vastaava asetus settings.xml-tiedostosta ja tallennetaan se "prefecences"-objektiin 
 
            if (sharedPreferences.getString(key, "").length() > 0) {               // Mikäli IP on syötetty oikeassa muodossa 
                WAN_Summary.setSummary(sharedPreferences.getString(key, ""));      // Asetetaan syötetty IP "Summary"-kohtaan 
                writeWANIP();                            // Tallentaa IP:n massamuistiin 
            } else { 
                Toast.makeText(this, "Invalid IP", Toast.LENGTH_SHORT).show(); 
            } 
        } 
        else if (key.equals(LAN_KEY)) { 
            LAN_Summary = findPreference(key); 
 
            if (sharedPreferences.getString(key, "").length() > 0) { 
                LAN_Summary.setSummary(sharedPreferences.getString(key, "")); 
                writeLANIP(); 
            } else { 
                Toast.makeText(this, "Invalid IP", Toast.LENGTH_SHORT).show(); 
            } 
        } 
        else if (key.equals(PORT_KEY)){ 
            PORT_Summary = findPreference(key); 
            if (sharedPreferences.getString(key, "").length() > 0) { 
                PORT_Summary.setSummary(sharedPreferences.getString(key, "")); 
                writePORT(); 
            } else { 
                Toast.makeText(this, "Invalid PORT", Toast.LENGTH_SHORT).show(); 
            } 
        } 
    } 
} 
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Widget.java  
  
package com.kraaterikaniini.myfirstapp; 
import android.app.PendingIntent; 
import android.appwidget.AppWidgetManager; 
import android.appwidget.AppWidgetProvider; 
import android.content.Context; 
import android.content.Intent; 
import android.content.SharedPreferences; 
import android.widget.RemoteViews; 
import android.widget.Toast; 
import java.io.IOException; 
import java.net.DatagramPacket; 
import java.net.DatagramSocket; 
import java.net.InetAddress; 
 
public class Widget extends AppWidgetProvider { 
    public static String WIDGET_BUTTON = "com.kraaterikaniini.myfirstapp.WIDGET_BUTTON"; 
    public static CharSequence IP = SettingsActivity.WAN_IP; 
    public static CharSequence PORT; 
 
    public void onUpdate(Context context, AppWidgetManager appWidgetManager, int[] appWidgetIds) {      // Suoritetaan kun Widget-pienoisohjelma luodaan tai päivitetään (päivitystä ei tehdä 
koskaan) 
        RemoteViews views = new RemoteViews(context.getPackageName(), R.layout.widget); 
        Intent intent = new Intent(WIDGET_BUTTON); 
        PendingIntent pendingIntent = PendingIntent.getBroadcast(context, 0, intent, 0);        // Luodaan Intent-lähetys, joka lähetetään kun pienoisohjelman painiketta painetaan 
 
        views.setOnClickPendingIntent(R.id.button, pendingIntent);          // Kun painiketta painetaan aiemmin luotu Intent lähetetään 
        appWidgetManager.updateAppWidget(appWidgetIds, views);              // Päivittää pienoisohjelmassa tehdyt tapahtumat, jolloin onReceive()-metodi näkee ne 
    } 
 
    @Override 
    public void onReceive(Context context, Intent intent) {                 // Suoritetaan kun BroadcastReceiver, joka kuuntelee ohjelmien lähettämiä Intent-lähetyksiä, saa lähetyksen 
        super.onReceive(context, intent); 
        LoadStoredSettings(context);                                        // Ladataan WAN-osoite ja portti massamuistista. Käytetään WAN osoitetta riippumatta onko laite yhdistettynä WAN- vai  
            // LAN-verkkoon, sillä UDP-paketin lähettäminen on verkosta riippumatta tarpeeksi nopeaa 
        if (intent.getAction().equals(WIDGET_BUTTON)) {                     // Mikäli Intent-lähetys on LED-pienoisohjelman painikkeen lähettämä suoritetaan UDP-paketin lähetys Arduinolle 
            if (IP != "0.0.0.0") 
                Send(IP.toString(),Integer.parseInt(PORT.toString())); 
            else                                                         // Mikäli IP-osoite tai portti on vielä oletus arvo (0.0.0.0) eli sitä ei ole koskaan asetettu, annetaan tästä ilmoitus 
                Toast.makeText(context, "No IP or Port set", Toast.LENGTH_SHORT).show(); 
        } 
    } 
 
    public void LoadStoredSettings(Context context) {          // Lataa IP-osoitteet ja portin massamuistista 
        SharedPreferences myPrefs = context.getSharedPreferences("myPrefs", Context.MODE_PRIVATE); 
        IP = myPrefs.getString("WAN_IP","0.0.0.0");                // Ladataan tiedostoon "WAN IP" tallennettu IP-osoite 
        PORT = myPrefs.getString("PORT","0");                      // Ladataan tiedostoon "PORT" tallennettu portti 
    } 
 
    public void Send(String IP, int PORT){                         // UDP-paketin lähetys Arduinolle 
        String LEDstate="e"; 
        DatagramSocket ds; 
        try{ 
            ds = new DatagramSocket(); 
            InetAddress serverAddr = InetAddress.getByName(IP); 
            DatagramPacket dp = new DatagramPacket(LEDstate.getBytes(), LEDstate.length(), serverAddr, PORT); 
            ds.send(dp); 
        } 
        catch (IOException e){ 
            e.printStackTrace(); 
        } 
    } 
} 
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VerticalSeekBar.java 
 
package com.kraaterikaniini.myfirstapp; 
 
import android.content.Context; 
import android.graphics.Canvas; 
import android.util.AttributeSet; 
import android.view.MotionEvent; 
import android.widget.SeekBar; 
 
public class VerticalSeekBar extends SeekBar {                      // Luokka, jossa SeekBar-palkki on muutettu pystysuunteiseksi 
 
    private OnSeekBarChangeListener onChangeListener; 
    int previousprogress = 0; 
 
    public VerticalSeekBar(Context context) { 
        super(context);                                             // Käytetään ylemmän luokan määrityksiä 
    } 
    public VerticalSeekBar(Context context, AttributeSet attrs, int defStyle) { 
        super(context, attrs, defStyle);                            // Käytetään ylemmän luokan määrityksiä 
    } 
    public VerticalSeekBar(Context context, AttributeSet attrs) { 
        super(context, attrs);                                      // Käytetään ylemmän luokan määrityksiä 
    } 
    protected void onSizeChanged(int w, int h, int oldw, int oldh) { 
        super.onSizeChanged(h, w, oldh, oldw); 
    } 
 
    @Override 
    protected synchronized void onMeasure(int widthMeasureSpec, int heightMeasureSpec) { 
        super.onMeasure(heightMeasureSpec, widthMeasureSpec); 
        setMeasuredDimension(getMeasuredHeight(), getMeasuredWidth()); 
    } 
 
    @Override 
    public void setOnSeekBarChangeListener(OnSeekBarChangeListener onChangeListener) { 
        this.onChangeListener = onChangeListener; 
    } 
 
    protected void onDraw(Canvas canvas) {           // Piirtää Seekbarin näytölle, http://developer.android.com/reference/android/graphics/Canvas.html 
        canvas.rotate(-90);                          // Käännetään elementtiä 90 astetta 
        canvas.translate(-getHeight(), 0);           // Muutetaan matriisi 
        super.onDraw(canvas);                        // Suoritetaan piirtäminen muuten ylemmän luokan mukaan 
    } 
 
    @Override 
    public boolean onTouchEvent(MotionEvent event) { 
        int progress = getMax() - (int) (getMax() * event.getY() / getHeight());   // Palkin arvo luetaan näytöltä käyttäjän pystysuuntaisen liikkeen perusteella, toisin kuin normaalisti 
        if (progress < 0)                                                          // Estetään säätöpalkkia saamasta arvoja sen minimi- ja maksimiarvojen ulkopuolelta 
            progress = 0; 
        if (progress > getMax()) 
            progress = getMax(); 
        switch (event.getAction()) { 
            case MotionEvent.ACTION_DOWN:                           // Käyttäjä painaa palkin säädintä 
            case MotionEvent.ACTION_MOVE:                           // Käyttäjä liikuttaa palkin säädintä 
                VerticalsetProgress(progress, true);                // Asettaa palkin säätimen oikeaan kohtaan. True, koska käsky on tullut käyttäjän toimesta (palkin säätimen liikuttaminen), eikä koodin  
                onSizeChanged(getWidth(), getHeight() , 0, 0);  //seassa suoritetulta käskyltä 
                setPressed(false);                                  // Ei näytetä uudemmissa Android versioissa palkin säätimen ympärille piirrettävää ympyrää 
                break; 
            case MotionEvent.ACTION_UP:                             // Käyttäjä päästää irti palkin säätimestä 
            case MotionEvent.ACTION_CANCEL: 
                break; 
        } 
        return true; 
    } 
 
    public void VerticalsetProgress(int progress, boolean fromUser) { 
        super.setProgress(progress); 
        onSizeChanged(getWidth(), getHeight(), 0, 0);   // Asettaa säätimen säädinpalkin oikeaan kohtaan kun säätimen arvo asetetaan ohjelmallisesti 
        if (progress != previousprogress) {             // Kuuntelijalle lähetetään tieto vain säätöpalkin arvon muutoksesta. Muuten esimerkiksi arvon ollessa nollakohdassa ja käyttäjän liikuttaessa  
            previousprogress = progress;  //sormea palkin alapuolella kutsuttaisiin kuuntelijaa jatkuvasti ja ohjelman toiminta ei olisi halutunlaista. 
            if (fromUser) 
                onChangeListener.onProgressChanged(this, progress, true);   // Mikäli muutos on tehty suoraan käyttäjän toimesta (Palkin säätimen liikuttaminen) 
            else 
                onChangeListener.onProgressChanged(this, progress, false);  // Mikäli muutos on tehty ohjelman sisällä (Vaihtopainikkeiden muutoksien ajama koodi) 
        } 
    } 
} 
 
 
 
