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Tato bakalářská práce se zabývá tvorbou komunikačního rozhraní mezi mobilním zařízením
a robotickým kitem Traxster. Rozhraní bude sloužit k ovládání robota. Aplikace pro mo-
bilní zařízení je vyvíjena pro operační systém Android a umožňuje ovládat robota pomocí
bezdrátové technologie Bluetooth. Aplikace zároveň slouží jako interpret sady příkazů pro
robota.
Abstract
The main subject of this bachelor’s thesis is an communication interface implementation
between a mobile device and Traxster robotic kit. Interface will be used for robot controlling.
This mobile device application is developed for Android operating system. It allows to
control the robot via Bluetooth wireless technology and it is used as a robot command
interpreter.
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Cílem této práce je vytvoření frameworku, který umožní bezdrátovou komunikaci mezi
vybraným robotem a mobilním zařízením a vytvoření ukázkové aplikace pro řízení robota.
Motivace pro tvorbu frameworku je možnost tvorby softwaru pro řízení robota pomocí
formálních modelů, které budou interpretovány na mobilním zařízení.
Lidé se už od pradávna zabývali výrobou strojů, které jim usnadní život a budou dělat
práci místo nich. Avšak až roku 1920 český spisovatel Karel Čapek představil veřejnosti slovo
robot ve své hře R.U.R. (Rossumovi universální roboti). Ve hře jsou roboti vyobrazeni jako
stroje, které vypadají jako lidé, ale jsou vyráběni jako auta ze součástek. Tyto stroje jsou
blízko představě o moderním robotu, který je plně inteligentní.
Slovo robot v dnešní podobě znamená mechanický nebo virtuální prostředek, který auto-
maticky vykonává práci. Většinou se jedná o elektromechanické stroje, které jsou ovládány
počítačovým programem nebo elektrickým obvodem. V poslední době se vyvíjí roboti, kteří
mají umělou inteligenci a sami si vytváří programy, neboli se učí na základě minulosti. Ro-
boti se stávájí čím dál více dokonaléjšími a sofistikovanými. Tým vědců oznámil, že robot
bude mít svůj vlastní mozek do roku 2019, ale více reálná předpověď se jeví rok 2050 [6], kdy
by měl být s velkou pravděpodobností vyvinut plně inteligentní robot. Může nastat zlom,
kdy počítače a roboti budou chytřejší než lidé. Tento zvrat se nazývá singularita a vědci
přiznávají, že tento moment může mít nebezpečný dopad na lidstvo.
Roboti se v součastnosti používají napříč všemi odvětvími. V Japonsku se vyvíjí roboti,
kteří by pečovali o staré a nemocné lidi, armádní roboti vykonávají nebezpečné práce místo
lidí, jako je například odjištování bomb a min, záchranáři využívají roboty pro průzkum
sutin, kam se lidé nedostanou, lékaři používají roboty k operacím, kdy jsou roboti daleko
přesnější než lidé, v továrnách se používají automatizované linky, kde robotická ramena
sestrojí výsledný produkt bez lidské pomoci, v domácnostech se můžeme setkat s robotic-
kými vysavači, které sami vysají místnost, i když v ní jsou překážky. Našli bychom spousty
dalších příkladů, kde se v dnešním světě využívají roboti.
V této práci se však budeme zabývat školním robotem. Roboti pro školní účely jsou
vyráběni od roku 1980, kdy vznikl první robot Turtles, který používal jazyk Logo. Školní
roboti se rozdělují do tří kategorií a to robotické kity, virtuální učitelé a pomocníky pro
učitele. Pro žáky jsou určeny robotické kity, které žáky seznámí s robotikou a umožní jim
poskládat si vlastního robota a u některých kitů si můžou jednoduše i něco naprogramovat.
Mezi zástupce robotických kitů patří LEGO, který nabízí spoustu robotických kitů, které se
mohou i programovat. Programování LEGO programů má více urovní od nejmladších dětí
až po studenty středních škol. Pro tvorbu robotických kitů dneska existují 3D tiskárny, které
dokáží vytvořit libovolné tvary ze syntetického materiálu, nebo dokonce i z kovu, pískovce,
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skla, keramiky a papíru. Na obrázku 1.1 vidíme příklady tvarů robotů vyrobených pomocí
3D tiskárny Makebot[5].
Obrázek 1.1: Tvary kitů[5]
Do kategorie robotických kitů patří i kit Traxster od firmy RoboticsConnection1, který
je použit v této práci. Kit obsahuje veškerý hardware potřebný pro provoz a manuály
pro další úpravy a rozšíření pro kit. Hlavní součástí je robotický kontrolér Serializer. Ten
poskytuje rozhraní pro snadné vytváření programů robota, podporuje programování spousty
oblíbených přídavných periferií a právě pro jeho všestrannost a snadné zapojení je oblíbený
pro školní účely[10].
Hlavní motivací je vytvoření aplikace, která má názorně ukázat ovládání robota pomocí
formálních modelů, například Petriho sítěmi. Jelikož aplikace má zvládat simulace, tak
bude potřebovat výkonný hardware, na kterém bude probíhat. Takové vlastnosti Serializer
nesplňuje, tak bylo nutné zvolit mobilní zařízení, které bude schopno provést simulaci a
přitom komunikovat se Serializerem. Typ mobilního zařízení musí splňovat požadavky na
komunikaci pomocí Bluetooth, musí jít připevnit k robotovi, tak aby si jej mohl vozit sebou
a být dostatečně výkonný. Pokyny by se mobilnímu zařízení měly zadávat pomocí počítače
(například start simulace, výběr simulace, zastavení simulace). Jako mobilní zařízení byl
vybrán mobilní telefon Sony Xperia Sola.
Rozhraní pro bezdrátovou Bluetooth komunikaci mezi Serializerem a mobilním zaří-
zením neexistuje, proto je cílem této bakalářské práce vytvořit toto rozhraní. Ukázková
aplikace by pak měla umět ovládat robota pomocí manuálního ovládání nebo interpretem
pomocí sady příkazů. Simulace a ovládání mobilního zařízení pomocí počítače není před-
mětem této práce.




Pro robota je použit seriově vyráběný robot kit Traxster od firmy RoboticsConnection1. Šasi
je vyrobeno z hliníku, které je laserově precizně vyřezáno a ohnuto. Na povrchu je eloxovaná
vrstva, která vytváří ochranu před oxidací hliníku. Šasi je extra robustní a vhodný pro školní
použiti. Robot je zkonstruován pro hobby a badatele, aby mohli instantně zapojit hadrware
a začít vyvíjet program na ovládání robota[7]. Na obrázku 2.1 je zobrazena konstrukce
robotického kitu Traxster.
Obrázek 2.1: Konstrukce robota
2.1 Hardware
2.1.1 Serializer 2.0
Robot je zakoupen s kontrolerem Serializer v2.0, jedná se o druhou generaci Serializeru,
který je rozšířen o seriová rozhraní, ke kterým můžeme připojit moduly. Serializer můžeme
programovat v Microsoft .NET frameworku, C++ nebo například v Microsoft Robotics
studiu. Ke kontroleru můžeme připojit většinu v robotice nejpoužívanějších robotických
senzorů, které jsou na trhu. Tyto vlastnosti zaručují, že se nemusíme zajímat o hardwarovou
stránku robota a zaměřit se více na vyvíjení aplikací pro robota. Ke kontroleru se snadno
připojíme přes USB, RS-232, nebo bezdrátově pomocí Bluetooth nebo XBee.
1http: // www. roboticsconnection. com/
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Obrázek 2.2: Serializer v2.0
K Serializeru můžeme připojit jeden z modulů, které vytvoří seriové rozhraní ke komu-
nikaci. Každý modul můžeme jednoduše zapojit do dvou řad konektorů a ustanovit spojení




Pro pohon postraních pásů robota jsou určeny dva DC motory. Tyto motory jsou napájeny
5-12V s maximálním proudem 1.5A.
Elektronický kompas CMPS03
Je konstruován dvěma senzory magnetického pole, které jsou dostatečně citlivé, aby zazna-
menaly magnetické pole Země. Jsou zapojeny navzájem do úhlu tak, aby šlo vypočítat směr
magnetického pole Země.
Senzor pro sledování dráhy
Na I2C sběrnici lze připojit senzor pro sledování dráhy. Senzor je sestaven z pěti senzorů za-
pojených vedle sebe, které zaznamenávají tmavou a světlou barvu. Tato vlastnost umožňuje
vytvořit program pro sledování bílé čáry na černém pozadí nebo naopak, kdy se zpracují
data z jednotlivých senzorů a vyhodnotí se, kde se čára nachází a robot se podle toho natočí.
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Servomotor
Můžeme připojit servomotor, na který můžeme připevnit zařízení (například kameru), které
poté můžeme, pomocí pwm signálu příváděhého na servomotor, natáčet a měnit zorné pole
zařízení.
Infračervený senzor vzdálenosti
Senzor zaznamenává pomocí infračerveného světla vzdálenost od předmětů před senzorem
v rozmezí vzdálenosti od 1m do 5.5m. Hodnota vzdálenosti je převáděna na úrovně napětí.
Serializer napětí zpracuje a zašle v číselné podobě vzdálenost.
Ultrazvukový senzor vzdálenosti
Malý dvojitý piezoelektrický ultrazvukový senzor s nízkým příkonem, který dokáže měřit
vzdálenost objektů v rozsahu 0 až 6,45m. Hodnotu vzdálenosti předá v číselné podobě.
Baterie
Serializer a jeho periferie musí být napájeny baterií. Serializer má maximální omezení napětí
na 12 V. Napájení je zajištěno olověnou baterií Long WP0.8-12, která poskytuje napětí 12V
a maximální proud 0.24A a má dostatečný výkon na ovládání Serializeru a jeho periférií.
Baterie disponuje kapacitou 0.8Ah, tudíž nevydrží dlouho a musí se zhruba po půl hodině
provozu robota dobít. Baterie byla zvolena, aby nebyla moc velká a robot jí bez problémů
uvezl a přitom byla dostatečně výkonná.
2.3 Programování Serializeru
Serializer neuchovává v paměti žádné programy. Programy jsou napsány a spuštěny na počí-
tači, v našem případě na mobilním telefonu a data a instrukce jsou zasílány mezi zařízením
a Serializerem.
Spojení mezi počítačem a Serializerem můžeme navázat bezdrátově nebo fyzicky. Blu-
etooth a XBee moduly slouží k bezdrátovému spojení a s USB a RS232 moduly se musí
spojit fyzicky. Výběr spojení nemá vliv na styl psaní programu. Jediná věc, která se musí
změnit, je COM port, na kterém bude zařízení komunikovat se Serializerem.
Programy pro Serializer jsou napsány v C#, což je objektově orientovaný jazyk se spous-
tou rozšiřujících knihoven. Knihovna Serializeru obsahuje funkce, které ovládají Serializer
a další kompatibilní komponenty připojené k desce. [9]
2.3.1 Nastavení COM portu
Pro komunikaci musíme nastavit vlastnosti COM portu, přes který je zařízení připojeno
k Serializeru.Vlastnosti komunikace nastavíme následovně: přenosovou rychlost na 19200
b/s, velikost dat 8 bitů, bez paritního bitu, jeden stop bit a bez kontroly toků. Přenosovou
rychlost můžeme změnit zasláním příkazu cfg baud [rychlost] .
2.3.2 Komunikační protokol
Pro ovládání Serializeru a komponentů k němu připojených slouží komunikační protokol.
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Všechny příkazy a parametry jsou odděleny mezerami. Příkazy můžeme rozdělit do
dvou skupin: jednoduché příkazy a složené příkazy. Jednoduhé příkazy jsou v podstatě
jednoduchý textový řetězec jako například ”fw”nebo ”1”. Složené příkazy jsou rozděleny
pomocí oddělovače ”:”například ”1:45”. Složené příkazy mají tvar: ”klíč:hodnota”, jsou
použity v příkazech, kde můžeme hodnoty přiřadit více než jednomu identifikačnímu číslu
a jsou použity v jednom příkazu. Tato vlastnost umožnuje zaslat Serializeru více příkazů
najednou v jediném atomickém příkazu.
Všechny příkazy musí být ukončeny koncem řádku a to ASCII znakem ”\r”(0x0D),
který se označuje < CR > . Pokud se tedy zasílají příkazy do robota pomocí terminálu
(např. HyperTerm) stačí stisknout enter za zadaným příkazem.
Serializer vždy zasílá odpovědi zpět. Při uspěšném rozpoznání a provedení příkazu zašle
ACK, při neuspěšném rozpoznání příkazu zašle NACK a při dotazu například na firm-
ware zasílá zprávu, která obsahuje požadované informace. Všechny odpovědi jsou doplněny









Příklad roztočí motor 1 na rychlost 45 a motor 2 na rychlost 45, tudíž robot pojede
dopředu.
2.4 Základní příkazy
Serializer podporuje spoustu příkazů pro ovládání Serializeru a připojených komponent.
Zde je uvedeno několik základních příkazů.
fw
Jednoduchý příkaz, který vrátí číslo verze firmwaru nahraného na Serializeru.
Zápis příkazu: fw
reset
Jednoduchý příkaz, který restartuje Serializer a poté co znovu najede pošle uvítací zprávu.




Složený příkaz, kterým můžeme rozsvítit nebo rozblikat dvě zelené LED diody umístěné na
Serializeru. U každé z nich můžeme nastavit dobu mezi blikáním.Doba může být zadána od
1 do 127 a pokud zadáme 0, tak dioda nebude svítit.
Zápis příkazu: blink LedID:Doba
mogo
Složený příkaz, kterým ovládáme motory, které pohání pásy robota. Identifikační číslo mo-
toru může být bud 1 nebo 2. Hodnota rychlosti se udává v číslech, a rozsah závisí na
nastavení parametru PIDL pro maximální rychlost. Kladná hodnota rychlosti roztočí mo-
tory v jednom směru a záporná hodnota motory roztočí v opačném směru.
Zápis příkazu: mogo motorID:rychlost motorID:rychlost
vpid
Příkaz vpid získá nebo nastaví parametry PIDL (Proportional, Integral, Derivate, Loop
multiplier), které nastaví rychlost otáčení motorů. Pokud chybí u příkazu vpid parametry,
jsou vráceny PIDL parametry. Pokud jsou parametry u vpid příkazu zadány, tak jsou roz-
parsovány a uloženy do eeprom paměti Serializeru.
Zápis příkazu: vpid 10:0:0:700
Příkaz nastaví hodnoty PIDL parametrů. Hodnoty závisí na mnoho paramerech robota
a příklady výpočtů hodnot najdeme v [7].
pwm
Složený příkaz, který nastaví velikost pulzně šířkově modulovaného (PWM) signálu přivá-
děného do motorů, čili není závislý na nastavení PIDL parametru jako přikaz mogo. Velikost
PWM signálu může nabývat hodnot od 0 do 100, přičemž může být kladná nebo záporná,
aby určila směr otáčení motoru. Pokud má být PWM signál přiváděn na oba motory, musí
být maximální velikost PWM signálu přiváděného na jeden motor rovná 100-(velikost PWM
signálu přiváděného na druhý motor).
Zápis příkazu: pwm motorID:rychlost motorID:rychlost
servo
Složený příkaz, který nastaví natočení připojeného servo motoru. Rozsah pozice je udáván
od -99 do 100, přičemž 0 je centrální poloha a -100 zakáže ovládání servo motoru. Identifi-
kační číslo pinu (pinID) závisí na tom, na který pin digitální sběrnice připojíme servo motor.




Pro ovládání robota a běh simulací je zapotřebí zařízení, které tyto úkoly zvládne. Poža-
davky byly, aby zařízení podporovalo bezdrátovou komunikaci pomocí Bluetooth, mělo
operační systém na bázi Linuxu, mělo co největší výkon a vlezlo se do maximálního roz-
počtu 5000 kč. Bylo vybráno mobilní zařízení Sony Xperia Sola, které disponuje operačním
systémem Android.
3.1 Vybavení Sony Xperia Sola
Sony Xperia Sola je vybaven dvoujádrovým procesorem o frekvenci 1GHz, operační pa-
mětí 512mb, Bluetooth, WiFi, GPS modulem, NFC a baterií o kapacitě 1320mAh. Mobilní
telefon se ovládá pomocí 3.7 palců velkého dotykového displeje s rozlišením 854x480 px.[8]
Na obrázku 3.1 je vyobrazen mobilní telefon Sony Xperia Sola.
Obrázek 3.1: Sony Xperia Sola
3.2 Android
V mobilním telefonu je nainstalovaný operační systém Android 2.3. Android je open source
platforma, která je určena především pro mobilní zařízení s dotykovým ovládáním. Zahrnuje
v sobě nejen operační systém, ale i middleware, uživatelské rozhraní a aplikace. Při vývoji
Androidu je kladen důraz na vlastnosti mobilních zařízení, například malá výdrž baterie,
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malý výkon, malá paměť. Android splňuje také požadavky na přenositelnost a můžeme jej
nainstalovat do různých zařízení s různým rozlišením displeje.
Android poskytuje komplexní řešení pro koncové uživatele, kteří si jej můžou jen na-
instalovat a pracovat s funkčním telefonem a přes aplikaci Google Play si přizpůsobit
uživatelské prostředí a stáhnout aplikace, které používají. Na výběr je více než 600 000
aplikací (k 20.4.2013). Android podporuje multitasking, tím pádem může být spuštěno více
aplikací najednou. Pro vývojáře poskytuje Android efektivní nástroje pro vývoj aplikací.
Tyto nástroje budou blíže popsány v následujících kapitolách.
3.3 Základní části Android aplikace
Pomocí souboru AndroidManifest.xml se definují komponenty aplikace. Tento soubor je
uložen v kořenovém adresáři každě Android aplikace. Komponenty pak mezi sebou mohou
komunikovat pomocí zpráv. Zpráva je nazývaná Intent. Tato kapitola je převzata z [3].
Aplikace jsou složeny z komponent:
• Activity
Aktivity vnímáme jako jednu obrazovku. Aplikace většinou obsahuje více aktivit. Tyto
aktivity můžeme mezi sebou přepínat například pomocí tlačítka zpět. Při vytváření
nové aktivity se musí vytvořit nový proces, alokovat paměť pro objekty vykreslované
v layoutu aktivity a zobrazit obrazovku dané aktivity. O běh životního cyklu aktivit
se stará Activity Manager, který pracuje na principu zásobníku, u kterého má na
vrcholu aktuálně zobrazovanou aktivitu.
• Service
Service zajišťuje běh procesů na pozadí aplikace. Jedná se o dlouhotrvající procesy,
přístupy ke vzdáleným datům, kdy je třeba se připojit a není známo, jak dlouho při-
pojení bude trvat. Například se pomocí této komponenty můžeme připojit k serveru.
• Content provider
Poskytuje rozhraní, které zajišťuje sdílení dat mezi aplikacemi nebo aktivitami. Data
se mohou uchovávat v souborech, SQLite databázi nebo na kterémkoliv uložišti, kam
může aplikace přistupovat. Pomocí tohoto rozhraní můžeme přistupovat například ke
kontaktům v telefonu.
• Broadcast provider
Tato komponenta slouží k naslouchání událostí a při výskytu události na ní reaguje.
Komponenta se například využívá u doručení SMS, kdy vyvolá oznámení o příchodu
zprávy.
3.4 Architektura
Android je rozdělen do pěti vrstev, z nichž každá má svůj účel. Na obrázku 3.2 jsou zob-
razeny jednotlivé vrstvy architektury, tyto vrstvy jsou dále popsány. Tato kapitola byla
převzána z [2].
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Obrázek 3.2: Android architektura systému[2]
3.4.1 Jádro operačního systému
Hadrware a software je spojen jádrem, které tak vytváří abstraktní vrstvu mezi softwarem
a hardwarem. Jádro je postaveno na Linuxu, který zajišťuje správu paměti, správu sítě,
správu procesů a ovladače hardwaru.Verze linuxu 2.6 (od Androidu 4.0, je použita verze
linuxu 3.x) byla vybrána hlavně proto, že je snadno sestavitelná na různých zařízeních,
tudíž dobře přenositelná.
3.4.2 Knihovny
Knihovny, služby a procesy běžící na pozadí jsou napsány v C/C++ a pracují s různým
hardwarem a doplňují jádro o funkce, které neposkytuje, nebo jej vylepšují. Vývojářům
jsou tyto knihovny zpřístupněny pomocí Android Application Frameworku.
Příklady knihoven:
• Bluetooth - Knihovna, která obsahuje třídy, ze kterých se sestaví Bluetooth spojení.
Jednotlivé třídy se využívají při zapínání Bluetooth hardwaru, až po ustanovení spo-
jení a zasílání paketů.
• Media Libraries - Knihovna, která podporuje práci s mediální formáty(obrázky, vi-
deo). Například formáty JPEG, AVI, MPEG4.
• OpenGL - Knihovna určená pro tvorbu a zobrazení 3D grafiky.
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3.4.3 Android Runtime
Dalvik je označení pro virtuální stroj, který slouží pro běh Java aplikací. Virtuální stroj
pro Android vznikl hlavně díky faktu, že zdrojové kódy pro Java Virtual Machine nejsou
volně šiřitelné, a také byla potřeba mít virtulání stroj s ohledem na mobilní zařízení, které
vyžaduje úsporu energie v poměru k výkonu. V této vrstvě se nacházejí knihovny.
Při překladu Java aplikace prvně dochází k vytvoření Java byte kódu a to zkompilováním
zdrojového kódu stejně jako při překladu Java aplikací. Poté se ještě před instalací na
zařízení zkompiluje Java byte kód na Dalvik byte kód, který se spouští na mobilním zařízení
pomocí Dalvik virtuálního stroje. Všechny spuštěné aplikace běží ve vlastním procesu.
3.4.4 Application framework
Nejdůležitější vrstva pro vývoj aplikací, která poskytuje přístup k službám využívaných
v aplikacích. Přes služby pak můžem naprogramovat jednoduše aplikaci, která bude využívat
data jiné aplikace, běžet na pozadí, využívat stavový řádek a mnoho jiných vlastností. Mezi
základní služby patří:
• Activity manager - Řídí životní cyklus aplikace a zásobník s aplikacemi.
• View - Sada prvků, které slouží pro grafickou prezentaci. Najdeme zde tlačítka, textová
pole, listový seznam atd. K těmto prvkům poté přistupujeme přes jejich identifikátor.
• Content provider - Umožňuje přistupovat k datům, které vlastní jiná aplikace. Napří-
klad tak můžeme přistupovat ke kontaktům.
• Resource manager - Umožňuje přistupovat k souborům, otevírat, zavírat, číst, zapi-
sovat.
• Notification manager - Aplikace může zobrazovat upozornění ve stavovém řádku.
3.4.5 Základní aplikace
Nejvyšší vrstvu tvoří samotné aplikace. Základní aplikace jsou předinstalovány, ale je mož-
nost nainstalovat i nové aplikace nebo stáhnout aplikace třetí strany, kdy není ověřený zdroj
aplikace.
3.5 Vývoj aplikací pro Android
Android podporuje vývojáře a dává jim možnost vyvíjet nové aplikace. K tomuto účelu
slouží vývojové prostředí Eclipse, které poskytuje plugin ADT (Android Development Tools)
pro vývoj Android aplikací. Programy jsou vyvíjeny v Java uživatelském prostředí, které je
doplněné o sestrojení, testování, odladění a předem vytvořené balíky pro aplikace v Andro-
idu. Eclipse je volně stažitené, open-source a funguje na většině operačních systémů. Stačí
pouze nainstalovat do Eclipse Android SDK (Software Development Kit).
Pro tvorbu grafických prvků slouží XML soubory, ve kterých jsou uloženy definice,
jak bude layout vypadat. Tyto soubory lze editovat textově pomocí zabudovaného XML
editoru, nebo lze využít grafického nástroje drag and drop (přesuň a pusť), kde lze jednotlivé
komponenty přetáhnout z nabídky přímo do grafického layoutu a v něm upravit. Ukázka
XML souboru bude uvedena v kapitole 4.2.
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K testování Android aplilkací můžeme vytvořit virtuální stroj, na kterém můžeme emu-
lovat hardware komponenty, včetně kamery, senzorů a chování jako multidotyková plocha
a telefonování a také nastavit vlastnosti jako například verzi Androidu nebo rozlišení. Další
způsob jak testovat aplikace je testování pomocí USB, kdy připojíme zařízení s nainsta-
lovaným Androidem, na kterém je povoleno ladění přes usb. Při ladění můžeme zobrazit
na obrazovce informace o vytížení CPU, hranice layoutu, vrstvy hardwaru, a další infor-
mace. Při tomto ladění můžeme například i ladit funkčnost Bluetooth spojení, které pomocí




V následujících podkapitolách je popsaná implementace aplikace pro Android, která vytváří
komunikaci mezi mobilním telefonem a Serializerem.
4.1 Vývojové prostředí
Aplikace byla psána ve vývojovém prostředí Eclipse Java EE ve verzi Juno. Pro podporu
androidu byl do Eclipsu doinstalován balík Android SDK, který zajištuje knihovny pro
programování aplikačního rozhraní a vývojářské nástroje nezbytné pro překlad, testování
a debugování Android aplikací. Programy i doplňky jsou volně stažitelné a poskytují jed-
noduchou instalaci a ovládání.
4.2 Vrstvy aplikace
Aplikaci můžeme rozdělit do tří základních vrstev. Na obrázku 4.1 jsou znázorněné vrstvy
aplikace. Tyto vrstvy jsou popsány v následujících kapitolách.
Obrázek 4.1: Model vrstev aplikace
4.2.1 Komunikace mezi mobilním zařízením a robotem
Nejdůležitější vrstva aplikace. Tato vrstva vytváří a spravuje bezdrátovou komunikaci mezi
robotem a mobilním zařízením pomocí Bluetooth.
Vrstva zjišťuje, jestli je v mobilním telefonu zapnuté Bluetooth zařízení a jestliže není,
vyzve k zapnutí. Poté zjišťuje, jestli se v okolí dosahu Bluetooth nachází robot, který musí
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být zapnutý se zapojeným Bluetooth modulem. Po nalezení robota ustanoví Bluetooth
spojení. Po ustanovení spojení je vrstva připravena zajišťovat Bluetooth komunikaci mezi
mobilním zařízením a Serializerem.
4.2.2 Interpret příkazů
Vrstva interpretu načte xml soubory, které obsahují sadu pokynů, jak má robot pracovat.
Tyto soubory parsuje a načte do paměti aplikace pomocí pole.
Vrstva také zajišťuje interpretování tlačítek manuálního ovládaní na příkazy, které od-
povídají danému tlačítku.
Popis XML souboru
Pro uložení sady instrukcí byl zvolen soubor typu XML - eXtensible Markup Language, což
lze přeložit jako rozšířitelný značkovací jazyk. XML je značkovací jazyk stejně jako HTML,
ale nemá předdefinované tagy a tagy si definujeme sami. XML je sestrojeno tak, aby bylo
lehce čitelné a v dnešní době je velice rozšířené a oblíbené, o čem svědčí i fakt, že je použito
například pro tvorbu layoutů pro Android.
První řádek XML souboru obsahuje informace o verzi XML souboru a jeho kódování.
Tento řádek je povinný. V našich souborech je použito XML verze 1.0 a kódování textu
UTF-8. Poté musí být celý soubor obalen kořenovým tagovým párem, aby měl XML soubor
validní konstrukci podle normy W3C1. Sada příkazů je obalena tagem root, kde je uveden
atribut name, do kterého se zapíše název simulace.
Dále jsou pak tagy pro příkazy. Každý příkaz je obalen tagovou dvojicí command, který
má jako atribut přidělené identifikační číslo. Příkaz musí obsahovat jméno, které se značí
tagovou dvojicí name a obsahuje pojmenování příkazu. Dále můžeme nastavit rychlost mo-
torů pomocí tagové dvojice speed. Dále u příkazů, které se mají vykonávat po nějakou
dobu musíme nastavit čas, který nastavíme pomocí tagové dvojice time. Pokud bychom
nenastavili čas, tak by se příkaz vykonával do nekonečna. U příkazu stop nemusíme nasta-
vovat rychlost a pokud je to poslední parametr tak nenastavujeme ani čas.
Popis elementů XML souboru
root - obaluje celý XML soubor a jako jeho atribut se uvádí název simulace
commands - obaluje všechny příkazy
command - obsahuje povinně element name a nepovinně speed a time
name - určuje kam robot pojede, může obsahovat pouze:
forward | forwardleft | forwardright | backward | left |
backwardright | backwardleft | right | stop
time - obsahuje čas v ms
speed - obsahuje rychlost PWM příkazu (0 až 100)
ukončující tagy elementů
1http: // www. w3. org/ XML/
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Popis interpretace XML souboru
Vybraný soubor se nejdříve otevře a vytvoří se XMLObject, což je objekt, který obsahuje
rozparsované elementy XML souboru. O parsování XML souboru se stará třída XMLParser,
která využívá knihoven org.xmlpull.v1.XmlPullParser a org.xmlpull.v1.XmlPullParserFactory,
které obsahují metody pro snadné parsování XML souboru.
Poté co je soubor načten a rozparsován se vyberou jednotlivé příkazy podle jména
jednotlivých tagů a vypíší do listového seznamu. Po spuštění sady příkazů se už jednotlivé
příkazy vybírají jeden po druhém z listového seznamu. Tyto příkazy jsou pak jeden po
druhém vykonávány.
Pseudokód interpretu XML souboru
Prochází se listový seznam od prvního k poslednímu {
jméno příkazu se uloží do proměnné
pokud je zadán čas uloží se do proměnné
pokud je zadána rychlost uloží se do proměnné
z předchozích proměnných se vytvoří příkaz, který se zašle Serializeru
}
Při manuálním ovládání je před každým příkazem zaslán příkaz stop, aby se všechny
motory zastavily, protože kdyby například robot jel vpřed a měl poté zabočit vpravo tak
by jel stále rovně a jeden motor by se nezastavil. Před každým příkazem je mezi odesláním
příkazu stop a příkazu, který se má vykonat, 10ms pauza, aby nedošlo k tomu že se dříve
zašle příkaz stop než příkaz, který má následovat.
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Pseudokód odeslání příkazu manuálním ovládáním
Při stisku tlačítka {
odešle se Serializeru příkaz stop
pauza 10ms
odešle se příkaz, který odpovídá danému tlačítku
}
4.2.3 Komunikace mezi mobilním zařízením a PC
Mobilní zařízení bude připevněno na robotovi a ten si ho bude vozit sebou. Ovládat se tak
poté bude pomocí počítače, na kterém se bude zobrazovat stav robota a další informace o
probíhající simulaci.
Vrstva v této bakalářské práci není realizována. Důvodem je, že bakalářská práce se
nezabývá spouštěním simulací a hlavním cílem bylo vytvořit komunikaci mezi mobilním
zařízením a robotem. V budoucnu se bude tato vrstva implementovat a vize je taková, že
počítač bude mobilním telefonem informován o stavu simulace a řídit jeho činnost pomocí
bezdrátové komunikace a to buď pomocí Bluetooth nebo Wifi.
4.3 Použité API
API je zkratka pro Application Programming Interface a v češtině to znamená rozhraní
pro programování aplikací. Jedná se o kolekci balíků, které obsahují různé třídy, procedury,
rozhraní, funkce a protokoly nějaké knihovny. Tyto balíky jsou dostupné pro programátora,
a ten s nimi může volně pracovat a využívat je ve svých programech. Tato kapitola byla
převzata z [1].
4.3.1 android.Activity
API, které zajišťuje téměř veškerou interakci s uživatelem. Například pomocí setContentView
nastavíme zobrazení prvků, které poté při inicializaci nalezneme pomocí findViewById
a přiřadíme jim proměnnou.
4.3.2 android.view
API obsahující třídy, které vytváří základní uživatelské rozhraní, které ovládá prostředí
vykreslené na obrazovce a interakci s uživatelem. Implementuje například třídy, které na-
slouchají na prvcích použitých v aplikacích a vyvolávají nějakou událost při stisku prvku.
Například onClickLstener, který naslouchá na tlačítku a při stisku tlačítka se vykoná
nadefinovaná událost.
4.3.3 android.bluetooth
API poskytující třídy pro řízení funkcionality Bluetooth spojení, jako vyhledávání dostup-
ných Bluetooth zařízení v okolí mobilního telefonu, připojení k zařízení a správu přenosu
dat mezi zařízeními.
18
Při vytváření spojení se nemusí nastavovat vlastnosti portu. Bluetooth na mobilních
zařízeních pracuje přes RFCOMM port, který si sám nastaví komunikační kanály a porty pro
komunikaci.
4.3.4 android.Thread
API pomocí kterého můžeme řídit běh vlákna. Například lze vlákno snadno zastavit funkcí
wait nebo pomocí stop vlákno ukončit.
4.3.5 android.widget
Obsahuje hlavně vizuální prvky pro uživatelské rozhraní, které se používají pro vykreslení
na obrazovku.
Prvky se přidávají do layoutu. Layout je definován XML souborem, ve kterém defi-
nujeme jak bude vypadat uživatelské prostředí a které prvky bude obsahovat. Prvky do
Layoutu přidáme textově pomocí zabudovaného XML editoru, nebo lze využít grafického
nástroje drag and drop(přesuň a pusť). Prvky můžeme vybrat z nabídky, již vytvořených
prvků a přidat do naší aplikace, nebo si můžeme vytvořit nové prvky. U vlastního nového
prvku musíme vytvořit implementační soubor v Javě, XML definiční soubor a XML layout
pro prvek. Prvky můžou být například tlačítka, listový seznam, textové pole, obrázky.
Na obrázku 4.2 je vlevo uveden příklad zápisu XML souboru pro tvorbu layoutu a vpravo
je umístěn obrázek, jak výsledný layout bude graficky vypadat. Jedná se o jednoduchý
layout, který obsahuje pouze dvě tlačítka.
Obrázek 4.2: XML Layout
4.3.6 android.content
API obsahuje třídy pro přístup a publikování dat na zařízení. Zahrnuje tři hlavní kategorie
API:
• Sdílení obsahu - Pro sdílení obsahu mezi komponenty aplikace. Hlavní třídy jsou
zde Content Provider, ContentResolver pro řízení a publikování perzistentních dat
spojených s aplikací a Intent, IntentFilter pro sdílení strukturovaných zpráv mezi
různými komponenty aplikace.
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• Řízení balíčků - Pro přístup k informacím o balíčku, jako jsou například povolení,
služby.
• Řízení zdrojů - Pro přístup k souborům, které jsou svázány s aplikací, jako multime-
diální soubory, konfigurace zařízení, obrázky.
4.4 Návrh uživatelského prostředí
Pro aplikaci bylo zvoleno jednoduché uživatelské prostředí, ve kterém jsou použity základní
prvky pro tvorbu Androidové aplikace. Byly použity prvky pro tvorbu tlačítek, textových
polí, listových polí atd. Viz obrázky 4.2, 4.3, 4.5 a kapitola 4.6
Na obrázku 4.3 ze zobrazena úvodní obrazovka aplikace, která se objeví na 2 sekundy
při spuštění aplikace.
Obrázek 4.3: Úvodní obrazovka
4.4.1 Přednastavené vlastnosti
Pro aplikaci a její manuální ovládání, jsou nastaveny hodnoty, jak rychle se bude robot
pohybovat. Tyto hodnoty jsou nastaveny tak, aby se motory roztočily a zároveň nebyly
vytěžovány na 100%.
Impllicitní rychlost (pro ovládání pomocí PWM): 45
Implicitní doba trvání příkazu (při ovládání sadou příkazů): 10 sekund
4.5 Popis tříd
Na obrázku 4.4 je uveden UML diagram tříd aplikace. Hlavní třídou je MainActivity,
ve které je implementováno chování aplikace.Třídy ConnectThread a ConnectedThread
slouží k ustanovení spojení a jsou využívány třídou MainActivity. Třídy XMLObject a XMLParser
slouží ke zpracování XML souboru sady příkazů a táke jsou využívány třídou MainActivity.
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Třídy Activity a Thread, jsou třídy API, které řídí běh aplikace. Dále si popíšeme jednot-
livé třídy a hlavní metody a konstruktory.
Obrázek 4.4: UML model tříd aplikace
4.5.1 SplashScreen
Tato třída je uvedena v souboru AndroidManifest.xml jako aktivita, která se má spustit
jako první při spuštění aplikace. Tato třída vykonává pouze zobrazení úvodní obrazovky po
dobu 3 sekund a poté spustí třídu MainActivity a aktivita SplashScreen se ukončí.
4.5.2 MainActivity
Hlavní třída, která řídí běh celé aplikace. Dále je uveden popis hlavních operací, které
zajišťují běh aplikace.
onCreate()
Tato metoda přepisuje metodu z třídy Activity a spouští se při vytvoření třídy MainActivity.
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init()
Operace, které v názvu začínají slovem init, inicializují komponenty, které se vykreslují na
obrazovku. Tím propojí grafickou podobu s proměnnou v programu.
initBT()
Operace se spustí po stisknutí tlačítka Find Traxster Robot. Tato operace pomocí Blu-
etooth adaptéru v zařízení prohledává okolní Bluetooth přístroje a snaží se najít zapnutý
Serializer. Serializer hledá podle jména a v našem případě má Serializer jméno eb100. Pokud
jej najde, tak se uloží odkaz na Serializer.
startConnection()
Operace se spustí po stisknutí tlačítka Start Connection. Tato operace vytvoří nové spo-
jení pro komunikaci pomocí třídy ConnectThread, která je popsána dále.
mHandler()
Handler je třída, která umožňuje posílat a zpracovávat zprávy. Tato třída běží ve svém vlast-
ním vláknu a je vázaná na vlákno, ve kterém se vytvoří. Z rodičovského vlákna bude přijímat
zprávy, ty poté bude dávat do fronty zpráv a poté spouštěť příšlušné operace pro zprávy
z fronty. Například při přijetí zprávy o úspěšném spojení se vytvoří třída ConnectedThread,
která bude dále popsána.
manualControl()
Operace se pustí po stisknutí tlačítka Manual Control. Tato operace zobrazí layout, ve kte-
rém jsou zobrazeny jednotlivé tlačítka, které slouží k manuálnímu ovládání robota. Každému
tlačítku je přidělen příkaz, který se při stisku tlačítka zasílá robotovi. Před zasláním samot-
ného příkazu je robotovi zaslán příkaz na zastavení a 10ms pauza, která zabrání špatnému
doručení příkazů a přitom není viditelná za běhu programu. Zastavení je nutnou podmín-
kou, jinak by například robot co jede rovně a má zabočit, nezastaví své motory a ty stále
pokračují v činnosti i když dostal příkaz na chod pouze jednoho z motorů.
loadFiles()
Operace se spustí po stisknutí tlačítka Program Control. Tato operace zobrazí layout
složený z listového seznamu, na kterém jsou XML soubory, které obsahují sady příkazů
pro ovládání robota. Po kliknutí na požadovaný layout se zavolá operace openXMLFile.
openXMLFile()
Operace, která pomocí tříd pro parsování XML souboru XMLParser a XMLObject získá sadu
příkazů. Tyto příkazy jsou uloženy do pole, které se vykreslí do listového seznamu. Tento
seznam příkazů se zobrazí na obrazovce zařízení spolu s tlačítkcem na spuštění simulace.




Tato třída vytvoří RFCOMM soket pomocí generické konstanty univerzálně unikátního
identifikátoru(UUID) pro komunikaci s robotem. Poté zavoláním operace run() naváže
spojení pomocí vytvořeného socketu a zašle mHandleru zprávu o navázaném spojení. Pomocí
operace close() se socket zavře.
4.5.4 ConnectedThread
V této třídě jsou definovány vstupní a výstupní proudy soketu.
run()
Zahájí naslouchání na vstupním proudu dat. Pokud příjdou na vstupní proud data, respek-
tive Serializér zašle odpověď, tak tyto data zašle ve zprávě mHandleru, který je zpracuje.
write(byte[] bytes)
Tato operace pošle na výstupní proud dat data v bytovém formátu, respektive zašle příkaz
Serializeru. Tato metoda je volána z třídy MainActivity.
4.5.5 XMLObject
Třída sloužící k uložení a získání jednotlivých elementů XML souboru. Tato třída se využívá
při parsování XML souboru.
4.5.6 XMLParser
Třída, která rozparsuje XML soubor a vrátí elementy pomocí XMLObjectu. Třída využívá
API XmlPullParse a XmlPullParserFactory.
4.6 Koncept ovládání aplikace
Vysvětlení, jak se naváže spojení s robotem a ovládání aplikace.
4.6.1 Navázání spojení
Po spuštění aplikace se objeví úvodní obrazovka s informacemi o aplikaci po 2 sekundách
se dostaneme do memu. V menu je pouze jedno tlačítko, které vyhledá traxster pomocí
Bluetooth. Na mobilním zařízení musí být zapnuté Bluetooth, jinak aplikace vyzve k jejímu
zapnutí. Pokud je robot zapnutý a v dostatečné vzdálenosti od mobilního zařízení, tak si
jej zařízení najde a objeví se nové tlačítko, které slouží k navázání spojení s robotem. Po
navázání spojení s robotem se objeví menu, kde můžem vybrat buď manuální ovládání,
nebo načíst XML soubor se sadou příkazů, a spustit jej.
4.6.2 Manuální ovládání
Manulálním ovládáním můžeme ovládat robota. Ovládání funguje tak, že po kliknutí na
směr jízdy se robot rozjede určeným směrem.
Na obrázku 4.5 vidíme rozložení ovládacích prvků na mobilním zařízení. Obrázek je
situován stejně jak na mobilním zařízení. Šipka na vrchu obrázku označuje jízdu vpřed
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(robot jede rovně - oba motory se točí stejnou rychlostí a směrem). Ostatní šipky jedou
směrem intuitivně úměrné jízdě vpřed. Tlačítko stop zastaví pohyb motorů a je tu z důvodu,
že pokud zadáme ať robot jede rovně, tak robot pojede rovně dokud se mu nevybije baterie.
Spodní dvě tlačítka šipek znamenají, že se robot bude otáčet dokola na místě (motory
pojedou stejnou rychlostí, ale každý opačným směrem).
Obrázek 4.5: Vzhled manuálního ovládání
4.6.3 Spuštění sady příkazů
Pro spuštění sady příkazů se po navázání spojení zmáčkne tlačítko Program Control. Apli-
kace vypíše listový seznam, který bude obsahovat všechny XML soubory, které jsou nahrány
v telefonu pro aplikaci. Po kliknutí na určitý soubor se soubor otevře a zobrazí se listový
seznam, kde každá položka bude obsahovat příkaz, který se vykoná, po jakou dobu bude
příkaz prováděn a jakou rychlostí se budou otáčet motory.
Zde je zobrazeno pod seznamem příkazů tlačítko Start, kterým spustíme aplikaci.
4.7 Postup a komplikace pri tvorbě
Při práci na komunikaci vznikaly různé komplikace a problémy, které se v průběhu musely
vyřešit. Zde si popíšem zásadní komplikace a problémy při tvorbě komunikující aplikace.
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4.7.1 Vybavení robotického kitu
Robot pro tuto práci obsahuje:
• Robotický kit Traxster
• Serializer WL v2.0
• 2x DC Gearmotor HG37D670WE12
• Bluetooth modul v1.0 pro Serializer
• Baterie Long WPO.8-12
• Servomotor HS-322HD
• Elektronický kompas CMPS03
• Ultrasonické čidlo MaxSonar EZ1
• Infračervené čidlo Sharp GP2D120
4.7.2 Začátky práce
Ze startu bylo nejdůležitější vybrat baterii, připojit jí k robotovi a robota uspěšně spustit.
Baterku vybrat nebyl problém, protože v dokumentaci k robotovi jsou popsány požadavky.
Baterka se zakoupila a napájely se konektory pro spojení se serialízerem. Poté bylo možno
robota spustit.
Dalším krokem bylo navázání komunikace mezi Serializerem a počítačem, aby bylo
možné otestovat funkčnost robota. Tady nastal problém, že Bluetooth modul byl zapo-
jen o 180◦ naopak než měl. Poté bylo možné ustálit spojení pomocí Bluetooth mezi PC
a Serializerem.
Poté se testovalo zasílání příkazů pomocí programu HyperTerm, který umožňoval při-
pojit se k COM portu, přes který byl PC připojen pomocí Bluetooth k Serializeru. Dále se
s ním dalo pracovat, jako s terminálem, kdy se textově zadávaly příkazy a Enterem odeslaly.
V této chvíli nastal problém, že i po různých nastaveních přenosových rychlostí a podobně,
stále nešly zasílat příkazy. Vyzkoušel jsem snad všechny návody na zaslání příkazů robotovi
a stále nefungoval žádný příkaz, ani vzorové aplikace dodávané k robotickému kitu. Poté
se přišlo na to, že po zmáčknutí tlačítka reset na Serializeru se zašlou do počítače uvítací
informace. Poslední možnost co připadala v úvahu byly přeškrábané cesty ze spodu Seria-
lizeru pod H-Mostem 4.6, z důvodu dřívější bakalářské práce, ve které se student zabýval
přestavbou motorů2. Ačkoliv po odmontování desky nebylo vidět, že by cesty byly přeškrá-
bány, tak jsem zakoupil jumpery a přidělal na H-Most. Serializer poté začal bez problému
reagovat na příkazy.
4.7.3 Programování
Při tvorbě programu také nastaly komplikace, které bylo nutné řešit. Jelikož jsem pro
Android programoval poprvé v životě, tak jsem se musel naučit jak se programuje v Javě pro
Android. Na Youtube jsem si našel tutoriál3, kde je vše krásně vysvětleno. Došel jsem zhruba
2https: // www. fit. vutbr. cz/ study/ DP/ BP. php. cs? id= 10850&y= 2009&k= robot
3http: // www. youtube. com/ course? list= EC2F07DBCDCC01493A
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Obrázek 4.6: H-Most osazený jumpery na Serializeru[7]
ke stému dílu, poté jsem začal programovat samotný program. Při tvorbě jsem vycházel
z programu, který jsem při učení se pomocí tutoriálu vytvořil. Největší problém nastával
ve chvíli, kdy jsem si chtěl vytvořit novou aktivitu a předat jí vlastnosti předchozího, jako
třeba navázané Bluetooth spojení.
Předávání Bluetooth spojení
Při předávání Bluetooth spojení se musí předat celá třída i s handlerem spojení. Tuto třídu
je nutné přenést do nového Activity (nový proces, který se spustí ve vlastním vlákně) a to
pomocí Intentu, ve kterém se přenáší data mezi jednotlivými aktivitami. Pokoušel jsem se
různými způsoby přenést celou třídu, ale nenašel jsem žádnou funkční možnost jak docílit
přenesení celého Bluetooth spojení. Takže jsem to nakonec musel udělat v jedné hlavní
třídě, kde se pouze mění layout aplikace.
Doba vykonávání příkazu
Při vykonávání příkazu pomocí sady příkazů, je potřeba nějakým způsobem zajistit délku
provádění příkazu. Toto je zajištěno pomocí funkce wait. Tato funkce pozastaví chod vlákna
v androidu. Tohle má za důsledek, že vlákno nebude po dobu, kdy bude pozastaveno,
reagovat na žádné příkazy, ani žádné vykonávat. Z tohoto důvodu jsem se pokoušel vytvořit
druhé vlákno,ve kterém by probíhalo zastavení běhu vlákna. Při tomto pokusu došlo k tomu,
že se nepřeneslo Bluetooth spojení, tak nebylo možné zasílat zprávy robotovi. Takže pokud
se vykonává sada příkazů, tak program nelze pozastavit ani přerušit, protože je pozastaven




Při návrhu řešení se musely provádět experimenty. Experimenty se získaly informace, na-
příklad jakou dráhu robot ujede za určitou dobu, testy čidel a servo motoru.
5.1 Doba odezvy
Doba odezvy při vyhledávání Serializéru se pohybuje od 1 sekundy do 6 sekund. Následná
doba navázání spojení trvá od 2 do 5 sekund.
Doba odezvy při zadávání příkazů je pro lidské oko stěží postřehnutelná a jedná se
řádově o několik ms.
5.2 Servomotor
Servomotor je motor, u kterého se pomocí přiváděného PWM napětí mění úhel natočení
motoru. Servomotor na Serializeru je určen pro připevnění jiných periferií, které se pak na-
táčí pomocí servomotoru, tím je umožněno například natáčením čidla zjišťovat vzdálenosti
jednotlivých překážek v okolí robota.
Servomotor byl odzkoušený připojením na Serializer přes digitální sběrnici. Servomotor
bez problému fungoval a reagoval na příkazy, tedy je možné jej využít pro další rozšiřování
práce a využít jej u průběhu simulace.
5.3 Ujetá dráha za čas
Při experimentování jsem změřil několik hodnot ujeté dráhy robota za čas pomocí manuál-
ního ovládání. V tabulkách 5.1, 5.2, 5.3 a 5.4 jsou zobrazeny výsledky měření.
V tabulkách 5.1 a 5.2je uveden naměřený čas, za jak dlouho robot ujede dráhu rovně
vpřed a pozpátku. Tyto hodnoty se v průměru výrazně neliší a odchylku můžeme zanedbat,
protože v měření působil lidský faktor, který není vždy uplně přesný. Z tohoto měření je
patrné, že robot potřebuje k ujetí vzdálenosti jednoho metru přibližně 4,5 sekundy při
implicitní rychlosti robota 45.
V tabulkách 5.3 a 5.4 je uveden naměřený čas, za jak dlouho robot ujede dráhu ve tvaru
půlkruhu. Směrem doleva je doba výrazně větší než směrem doprava, i když jsou nastaveny
stejné hodnoty rychlosti otáčení motorů. Toto se děje, protože přiváděný signál na jednotlivé
motory nestačí napájet oba motory podle nastavených hodnot. Řešením této situace by
mohlo být přivedení externího zdroje napětí pro motory.
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Vynechávání motoru je znát i při jízdě vpřed, kdy robot nejede úplně rovně a po metru
































V práci bylo vytvořeno rozhraní pro bezdrátovou komunikaci pomocí Bluetooth mezi ro-
botickým kontrolérem Serializerem a mobilním telefonem se systémem Android. Vytvořená
aplikace pomocí tohoto rozhraní umožňuje ovládat robota manuálně nebo pomocí pro-
gramu, který vykonává sekvenci příkazů. Program je uložen v XML dokumentu, který je
interpretován mobilním zařízením a interpret zasílá Serializeru pouze příkazy na ovládání
motorů.
Rozhraní pro Bluetooth komunikaci, manuální ovládání a ovládání pomocí sady příkazů
bylo úspěšně implementováno, tak aby se dalo použít pro další rozšiřování. Jedinou nevý-
hodou je, že při běhu sady příkazů aplikace nereaguje a je ve stavu spánku, takže se nedá
zobrazovat na mobilním telefonu aktuální informace o probíhající sadě instrukcí nebo ji
pozastavit.
Rozšíření, které by se mohlo dále v práci udělat, by mohlo být přidání čidla na měření
vzdálenosti od předmětů. Interpret by pomocí hodnot získaných z čidla reagoval na případné
překážky a robota nasměroval správným směrem. Dalším rozšířením by mohlo být přidání
cyklů do interpretu řídícího programu.
Práce byla vytvořena, aby sloužila jako základ pro další rozšiřování v rámci diplomové
práce. Diplomová práce se bude zabývat robotem, který bude řízen pomocí formálního
modelu - například pomocí Petriho Sítě.
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CD přiložené k technické zprávě obsahuje tyto položky na kořenovém adresáři:
• Bacherol Thesis.pdf - Tato bakalářská práce v elektronické podobě
• TraxsterRemoteControl.apk - Instalační soubor pro aplikaci
• LatexSource/ - Složka se zdrojovými kódy této bakalářské práce
• TraxsterRemoteControl/ - Složka se zdrojovými kódy aplikace
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