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Uvod
U danasˇnje vrijeme PHP dobiva titulu kao najpopularniji programski jezik diljem svijeta,
a s nedavnom objavom njegove najnovije verzije PHP 7 postaje josˇ bolji i stabilniji. Za
velike projekte poput web stranica tvrtke ili web aplikacije koju koristi milijunski broj
ljudi diljem svijeta, razvojni programeri (developer) rado biraju PHP. Razvoj racˇunalnih
znanosti i danasˇnja potrazˇnja za sˇto brzˇi i moderniji razvoj projekta je dovela do stvara-
nja razvojnog okruzˇenja. Svaki zahtjevniji projekt ima mnogo redaka koda i ponavljajuc´ih
dijelova te tako projekt lako postaje nepregledan i neodrzˇiv na dulje staze. PHP razvojno
okruzˇenje ubrzava razvoj projekta, pruzˇa sigurno polazisˇte, pomazˇe odrzˇati cˇitljivost i lo-
giku strukture koda i time olaksˇava njegovo kasnije odrzˇavanje. Medu mnosˇtvom razvojnih
okruzˇenjima danas isticˇe se Laravel cˇija popularnost eksponencijalno raste od svoje prve
objave 2011. godine. Kao besplatno razvojno okruzˇenje otvorenog koda Laravel je dostu-
pan svima na Internetu i svoju popularnost zasluzˇuje svojom jednostavnosˇc´u, izrazˇajnim i
jasnim kodom i velikom zajednicom.
Struktura diplomskog rada
Poglavlje 1 govori o povijesti programskog jezika PHP, objasˇnjava gdje se koristi i ukratko
opisuje osnove poput varijabli, funkcija.
Poglavlje 2 opisuje pojam razvojnog okruzˇenja. Objasˇnjeno je zasˇto je nastalo, kada ga
koristiti i koje su njegove prednosti odnosno mane naspram razvoja aplikacija iz temelja.
Poglavlje 3 objasˇnjava najcˇesˇc´e korisˇten oblikovni obrazac MVC kojeg koristi i Lara-
vel. Predstavljeni su glavni pojmovi poput modela, pogleda.
Poglavlje 4 posvec´eno je razvojnom okruzˇenju Laravel. Zapocˇinje uvodom u povijest
njegovog nastanka i razvoja te govori o njegovim posebnostima. Opisani su pomoc´ni alati
poput Composer-a te novosti koje Laravel donosi poput Blade-a i Eloquent ORM.
Poglavlje 5 se detaljno bavi opisom najvazˇnijih dijelova Laravela. Opisan je proces
instalacije, izgled novonastalog projekta u Laravelu, detaljno se objasˇnjavaju najvazˇniji
pojmovi i uz pomoc´ primjera prikazuje njihovo izvrsˇavanje.
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Poglavlje 1
PHP
1.1 Uvod u PHP
”...PHP je lako dostupan i s njime se mozˇe raditi bilo sˇto. U danasˇnje vrijeme nije potrebno
imati strucˇno znanje iz kompjuterskih znanosti kako bi stvorili nesˇto korisno i potrebno.
Potrebna vam je samo knjiga poput ove, zajednica ljudi koji vam mogu pomoc´i, malo upor-
nosti i zasukati rukave i vec´ ste na putu stvaranja potpuno novog alata.” Michael Bourque,
VP, PTC, Organizator Boston PHP User Group ([6]).
Povijest PHP-a
PHP (Hypertext Preprocessor) je skriptni programski jezik interpreterskog tipa koji se ko-
risti na sljedec´a tri nacˇina:
• skriptiranje sa strane posluzˇitelja
• skriptiranje naredbenog retka
• stvaranje GUI aplikacija sa klijentske strane
Prva verzija PHP-a je nastala 1994. kao skup Perl skripti koje je razvio Rasmus Ler-
dorf u svrhu brojanja posjeta na vlastitoj web stranici te ju nazvao PHP/FI (Personal Home
Page Tools/Forms Interpreter). Kroz povijest je dozˇivio cˇetiri glavne velike promjene koje
su dovele do slozˇenog, kvalitetnog proizvoda kakav je danas.
Lerdorf je zbog povec´ane potrebe za funkcijama razvio novu verziju u programskom
jeziku C koja je omoguc´avala rad s bazom podataka i stvaranje dinamicˇkih web stranica.
1995. godine je odlucˇio objaviti izvorni kod nove verzije PHP 1.0 i time omoguc´io ra-
zvojnim programerima slobodu korisˇtenja njegovog proizvoda u vlastite svrhe i kako bi
ga zajedno nastavili razvijati i poboljsˇavati. Neke od osnovnih funkcionalnosti modernog
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PHP-a su korisˇtenje varijabli po uzoru na Perl, varijable primljene iz HTTP formi se auto-
matski obraduju, omoguc´eno je ukljucˇivanje HTML sintakse.
U sljedec´ih godinu dana fokus razvoja se promijenio i 1996. godine objavljena je verzija
PHP 2.0. Po prvi put se koristi izraz ”skriptni jezik”. U ovom izdanju, izmedu ostalog
je uvedena podrsˇka za DBM (Database Manager), baze podataka Postgres95, cookies,
mSQL i podrsˇka za funkcije definirane od strane korisnika.
Nakon objave verzije PHP 3.0 1998. godine koju su stvorili Andi Gutmans i Zeev Su-
raski, zajednica korisnika se naglo povec´ala sa nekoliko tisuc´a na desetke tisuc´a korisnika
i stotine tisuc´a web posluzˇitelja diljem svijeta. Bila je to prva verzija koja podsjec´a na
danasˇnji PHP. Dvojac je u suradnji s Lerdorfom nastavio na razvoju PHP-a kako bi dodali
nove funkcionalnosti koje su im tada nedostajale i stvoriti posve novi, samostalan program-
ski jezik. Nova svojstva poput moguc´nosti korisˇtenja razlicˇitih baza podataka, protokola,
API-ja, dodavanja novih funkcionalnosti, objektno orijentiranog programiranja i konzis-
tentna sintaksa zasluzˇne su za veliki rast popularnosti trec´e verzije.
Konacˇno, cˇetvrta verzija je izdana 2000. godine pod utjecajem visˇe razvojnih pro-
gramera, medu kojima su glavni bili Suraski i Gutmans. Sloj izmedu samog jezika i web
posluzˇitelja se apstrahirao, uvedena je podrsˇka za HTTP sesije, dana je podrsˇka za mnosˇtvo
web posluzˇitelja i dodan je napredniji sustav analiziranja oznaka (tag) koji se sastoji od faze
sintaksne analize i faze izvrsˇavanja pod novim imenom Zend engine.
Danas se koristi verzija PHP 5.6, s pocˇetnom verzijom 5.0 iz 2004. godine, s time da je
1. prosinca 2016. objavljena verzija 7.1. PHP 7.0. Najnovija verzija je najvec´e azˇuriranje
objavljeno u povijesti PHP-a i donosi velika poboljsˇanja poput dvostruke brzine naspram
PHP 5.0, smanjeno korisˇtenje memorije, dosljedne 64-bitna podrsˇke, anonimne klase, po-
boljsˇane hijerarhije iznimaka i josˇ puno visˇe. Mozˇe se sa sigurnosˇc´u rec´i da se danas PHP
koristi na nekoliko desetaka milijuna domena diljem svijeta i taj broj neprekidno raste.
Primjena PHP-a
PHP ima tri primjene od kojih se najcˇesˇc´e koristi ona za skriptiranje sa strane posluzˇitelja.
Prva namjena PHP-a je upravo bilo kreiranje dinamicˇnih web stranica. Poseban PHP in-
terpreter prolazi kroz cijelu web stranicu, pronalazi mjesta na kojima su oznacˇene PHP
naredbe i izvrsˇava ih, nakon cˇega se ta preradena stranica sˇalje klijentu odnosno web pre-
gledniku. Uglavnom se kombinira sa web posluzˇiteljima (server) kao sˇto su Apache i
nginx. Danas je PHP popularan alat i za stvaranje XML dokumenata, grafike, PDF doku-
menata i visˇe.
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Rjede se koristi za skriptiranje naredbenog retka i stvaranje GUI aplikacija sa klijentske
strane. Moguc´e je izvoditi skripte iz naredbenog retka za zadatke koji se ticˇu sistemske
administracije poput stvaranja sigurnosne kopije podataka. Takoder, koristec´i ekstenziju
PHP-GTK mogu se stvarati GUI aplikacije za razlicˇite platforme.
1.2 Osnove PHP-a
PHP stranica je poput obicˇne HTML stranice uz dodatne PHP naredbe koje se mijesˇaju sa
HTML naredbama. PHP skripte imaju poseban nastavak po kojemu se prepoznaju: ”.php” i
naredbe pisane u PHP-u su izdvojene u posebnim oznakama (tag) koje oznacˇavaju pocˇetak
i kraj naredbe, s time da se pojedina naredba mozˇe isprepletati sa HTML naredbama:
<html>
<head>
<title>PHP skripta</title>
</head>
<body>
<?php echo "Tekst koji ispisuje PHP naredba!"; ?>
</body>
</html>
Web posluzˇitelj c´e prepoznati nastavak ”.php” i zapocˇeti dodatnu obradu skripte od
strane PHP interpretera i slati odgovor web pregledniku u obliku HTML skripte. PHP na-
redbe se smjesˇtaju unutar oznaka ”<?php” i ”? >” i medusobno odvajaju oznakom ”;”, a
njihova interpretacija se unosi u HTML skriptu na predvideno mjesto.
Nazivi klasa i funkcija koje definira korisnik i ugradenih kljucˇnih rijecˇi poput echo,
class, while i slicˇno, nisu osjetljivi na velika i mala slova. Nazivi varijabli zapocˇinju sa
znakom ”$” i bilo kojim slovom ili znakom ” ” (ne smiju zapocˇinjati brojem no mogu
sadrzˇavati broj) i osjetljivi su na velika i mala slova.
//ekvivalentni pozivi
echo("ispis teksta");
ECHO("ispis teksta");
EcHo("ispis teksta");
//razlicite varijable
$varijabla = 1;
$Varijabla = 2;
$VARIJABLA = "neki string";
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Postoje sljedec´e vrste podataka u PHP-u:
• sklarani: integer (cijeli broj), float (realni broj), string (niz slova), Boolean (istinito,
lazˇno)
• kolekcije: array (niz), object (razred)
• posebni tipovi: izvori, NULL (ne postojec´e)
$cijeliBroj = 10;
$realanBroj = -2.5;
$oktalni = 0123;
$heksadecimalni = 1x2B;
$nekiString = "Ovo je niz slova sa oznakom za novi red\n";
$novi_string .= "Nadodan tekst na nekiString";
$boolean = false;
$nizImena = array("Ivan", "Marko", "Luka");
$nizSaKljucevima = array(’Prvi’ => "Ivan", ’Drugi’ => "Marko", ’Treci’ =>
"Luka");
$nizImena[3] = "CetvrtoIme";
class Osoba{
public $ime = ’’;
function ime ($novoIme = NULL){
if (!is_null($novoIme)) {
$this->ime = $novoIme;
}
return $this->ime;
}
}
$objektMarko = new Osoba;
$objektMarko->ime(’Marko’);
echo "Dobavljanje imena iz objekta: {$objektMarko->ime}";
PHP sadrzˇava ugradene funkcije poput if, while, echo, strlen i slicˇno, a mogu se i
definirati funkcije od strane korisnika. Funkcije se definiraju na sljedec´i nacˇin:
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function nazivFunkcije ($prviArgument, $drugiArgument, ...) {
//tijelo funkcije primjerice:
if($prviArgument != "0"){
//...
}
return Nesto;
}
//pozivanje funkcije
$odgovor = nazivFunkcije($prvi, $drugi, ...)
Programski jezik PHP podrzˇava sve cˇesto korisˇtene baze podataka poput MySQL, Pos-
tgreSQL, Oracle, Sybase, SQLite i ODBC.
Poglavlje 2
Razvojno okruzˇenje
Radi dinamicˇke prirode programiranja sa PHP-om, vrlo je lako pogrijesˇiti i izgubiti se u
kodu jer za razliku od ostalih programskih jezika, u PHP-u ne postoji alat koji bi ukazao na
pogresˇke prije pokretanja programa. Pogresˇke c´e programer primijetiti tek nakon pokreta-
nja programa, a moguc´e je cˇak da mnoge produ nezapazˇeno jer naizgled ne ometaju rad ili
logiku programa. Taj problem danas uvelike olaksˇava upotreba razvojnog okruzˇenja.
2.1 Definicija i svojstva
Opc´enito govorec´i, pojam razvojno okruzˇenje (framework) predstavlja univerzalni, kon-
ceptualni ili stvarni alat osmisˇljen u svrhu olaksˇanog razvoja necˇega korisnog. U podrucˇju
racˇunalnog programiranja, razvojno okruzˇenje je slojevita struktura za visˇekratnu upotrebu
koja se mozˇe sastojati od vec´ gotovih kodova ili programa te omoguc´ava selektivne iz-
mjene istih od strane korisnika, cˇinec´i ga glavnim polazisˇtem za razvoj softverskih produ-
kata, aplikacija, dijelova operacijskog sustava... Pruzˇa parcijalne funkcionalnosti i navodi
korisnika u radu primjerice, sˇto je moguc´e programirati, kako c´e ti programi korespondi-
rati, definira sucˇelje za programiranje, standardizaciju komunikacije; i slicˇno.
Za usporedbu, razvojno okruzˇenje je opsezˇnije od protokola i propisuje visˇe stvari od
obicˇne strukture te ga odlikuju znacˇajna svojstva koja ga razlikuju od programskih bibli-
oteka kao sˇto su:
Inverzija kontrole: tok kontrole programa kod razvojnog okruzˇenja nije odreden od
strane korisnika
Prosˇirivost: korisnik mozˇe prosˇiriti razvojno okruzˇenje dodavajuc´i (ili rjede izmje-
njujuc´i) selektivne funkcionalnosti
Nepromjenjivost koda: kod razvojnog okruzˇenja se ne bi trebao mijenjati iako dopusˇta
njegovo prosˇirivanje od strane korisnika
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Pozicija razvojnog okruzˇenja u programiranju
Sˇto cˇini razvojno okruzˇenje zanimljivim i koja je njegova pozicija danas u programiranju?
Do nedavno je razvoj softvera zahtijevao velik trud i znanje, bilo je od izuzetne vazˇnosti
savladati u potpunosti programski jezik i pridavati puno pazˇnje suptilnim pogresˇkama u
kodu, sˇto u konacˇnici dovodi do kvalitetnijeg produkta. Danas se pitanja o sintaksi, isprav-
ljanje pogresˇaka, prebacivanje u druge programske jezike, dodavanje novih funkcional-
nosti i ostalo, svodi na automatsko ispravljanje prevoditeljom (compiler), pozivanje vec´
postojec´ih API-ja (Application Programing Interfaces) i korisˇtenje razvojnog okruzˇenja.
Stoga se pozornost prebacuje sa savladavanja tih vjesˇtina na razumijevanje API-a i sˇto se
s njima mozˇe postic´i. Razvojno okruzˇenje tu takoder izlazi ususret pocˇetnicima osigu-
ravajuc´i ispravnu interakciju sa bazom podataka i slojevima koda. Praksa programiranja
se promijenila u toliko sˇto se danas mozˇemo osloniti na tudi programski kod pa i gotove
poluprodukte u stvaranju vlastitih. Stoga je danas isplativije za programera naucˇiti sve o
zadanom razvojnom okruzˇenju nego ulozˇiti puno vremena u svladavanje sintakse nekog
jezika na kojem se ono temelji.
IDE (Integrated Development Enviroment) je softverska aplikacija koja pruzˇa sveobu-
hvatnu podrsˇku programerima pri razvoju softvera. Sastoji se uglavnom od editora iz-
vornog koda, ugradenih automatizacijskih alata i programa za pronalazˇenje programskih
pogresˇaka (debugger). Od velike je pomoc´i pri radu u razvojnom okruzˇenju jer navodi pro-
gramera na jednostavnije gresˇke kao sˇto su postavljanje tocˇka-zareza, ispravno korisˇtenje
tipa podatka ili parametara u funkciji, pruzˇajuc´i time programeru slobodu razmisˇljanja na
visˇim razinama programiranja i ostvarivanje ideja jer pritom ne mora brinuti o pravilima
sintakse ili ponavljajuc´im dijelovima koda.
Prednosti i mane
Zasˇto koristiti razvojno okruzˇenje danas, odnosno koje su njegove prednosti? Prije svega,
vazˇna je ucˇinkovitost nekog djelovanja. Poslovi koji bi inacˇe zahtijevali mnogo utrosˇenog
vremena i redaka programskog koda se svode na jednostavno pozivanje i povezivanje s vec´
ugradenim funkcijama. Razvoj softvera se time ubrzava, pojednostavljuje i zahvaljujuc´i
vec´ provjerenim gotovim kodovima, odvija ucˇinkovitije. Svoju popularnost danasˇnja ra-
zvojna okruzˇenja temelje na velikim sigurnosnim implementacijama sˇto korisniku pruzˇa
sigurnost razvoja, te cijeni i podrsˇci. Vec´ina razvojnih okruzˇenja je dostupna besplatno na
Internetu sˇto za posljedicu ima veliku zajednicu korisnika koji medusobno komuniciraju i
lako mogu dojaviti proizvodacˇima otkrivene propuste ili pogresˇke. Pozadina sigurnosnih
implementacija je rezultat dugogodisˇnjih testiranja sˇto od strane proizvodacˇa sˇto od ko-
risnika. Korisnici zapravo preuzimaju ulogu testera dok god koriste taj produkt i svojim
povratnim informacijama pridonose sigurnosti razvojnog okruzˇenja kroz dulje razdoblje.
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Kvaliteta podrsˇke se ostvaruje kroz svu potrebnu dokumentaciju uz produkt, kao i dostup-
nosti tima za pruzˇanje podrsˇke te foruma na kojima si korisnici mogu medusobno pomagati
u kratkom roku. Moguc´e je izraditi i vlastito razvojno okruzˇenje iako vec´ina razvojnih pro-
gramera ipak bira neko od vec´ postojec´ih popularnih okruzˇenja radi vec´ navedenih pred-
nosti te je preporucˇljivo da se na taj pothvat odlucˇe samo iskusni PHP programeri.
Korisˇtenje razvojnog okruzˇenja u izradi aplikacija ima i svoje mane. Koristec´i ga bez
temeljnog znanja o programskom jeziku koji ga podrzˇava ne mozˇe se stec´i kvalitetno zna-
nje o jeziku jer se u konacˇnici programer ucˇi koristiti razvojno okruzˇenje, a ne i sam jezik.
Cˇinjenica da se koriste tudi, vec´ gotovi kodovi donosi sa sobom sigurnosni rizik i oduzima-
nje kontrole nad razvojem. Ukoliko postoji sigurnosni propust u razvojnom okruzˇenju, sam
korisnik nije u moguc´nosti to popraviti vec´ mozˇe jedino obavijestiti proizvodacˇe i pricˇekati
ispravak ili nadogradnju. Takoder je vec´ gotove kodove tesˇko mijenjati, razvojno okruzˇenje
je u tom smislu ogranicˇeno jer ne mozˇemo ic´i van njegovih okvira i moguc´nosti koje nudi.
Dostupnost na Internetu dovodi do opasnosti zloupotrebe. Svatko je u moguc´nosti pribaviti
kodove razvojnog okruzˇenja, proucˇiti njegov rad i iskoristiti sigurnosne propuste ili druge
mane u napadu na neku web stranicu/aplikaciju izradenu u tom okruzˇenju.
2.2 Razvojno okruzˇenje u praksi
Vazˇno je prije pokretanja projetka odrediti koliko bi korisˇtenje razvojnog okruzˇenja bilo od
koristi razvojnom programeru i/ili korisniku. Ukoliko c´e ubrzati vrijeme razvoja, olaksˇati
korisˇtenje aplikacije korisniku, poboljsˇati performanse i stabilnost aplikacije, tada je korisˇtenje
PHP razvojnog okruzˇenja preporucˇljivo. Kod razvoja manjih aplikacija ili aplikacija kod
kojih je sigurnost najvec´i prioritet (primjerice online bankarstvo) bolje je nadgledati cijeli
razvoj i pisati vlastiti programski kod.
Pri odabiru razvojnog okruzˇenja gleda se nekoliko faktora: iskustvo programera i jed-
nostavnost u korisˇtenju, u kojoj mjeri pojednostavljuje i ubrzava razvoj, kako poboljsˇava
performanse aplikacije, koje funkcionalnosti i gotove dijelova koda pruzˇa, popularnost
medu razvojnim programerima te dostupnu podrsˇku. Ukoliko programer nije strucˇnjak
za PHP, preporucˇljivo je izbjegavati razvojna okruzˇenja koja nemaju dovoljnu podrsˇku ili
ona uopc´e ne postoji, koja imaju premalu zajednicu korisnika te valja paziti na one proizve-
dene od strane pojedinaca. Njihovo korisˇtenje mozˇe dovesti do nepredvidivih pogresˇaka
jer se ne mozˇemo u potpunosti pouzdati u ispravnost i djelotvornost razvojnog okruzˇenja.
Danas postoji veliki izbor PHP razvojnih okruzˇenja, a medu popularnijima su: Co-
delgniter, Symfony, Laravel, CakePHP, Zend Framework, Yii 2, Phalcon, Slim, FuelPHP,
Kohana (vidi [5]).
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Pogresˇke pri korisˇtenju
Jedna od prednosti korisˇtenja razvojnog okruzˇenja je upravo smanjenje pogresˇaka pri pisa-
nju koda, no razvojno okruzˇenje ne otklanja ih u potpunosti. Moguc´e ga je neispravno ko-
ristiti zbog neznanja o programskom jeziku ili neshvac´anja kako dano razvojno okruzˇenje
zapravo funkcionira. Vazˇno je provjeriti kompatibilnost baze podataka i web posluzˇitelja
s korisˇtenim razvojnim okruzˇenjem. Ukoliko se to zanemari mozˇe doc´i do slabije perfor-
manse aplikacije ili njenog nepokretanja. Symfony primjerice zahtijeva sljedec´e: verzija
PHP-a mora biti najmanje 5.5.9, JSON mora biti omoguc´en, ctype mora biti omoguc´en,
php.ini mora imati postavke date.timezone. Ako se odredeni zahtjevi razvojnog okruzˇenja
zanemare, velika je vjerojatnost da se nec´e moc´i koristiti ili c´e neispravno raditi. Proces
instaliranja mozˇe koji put odredivati kasnije funkcioniranje razvojnog okruzˇenja i utje-
cati na probleme koji mogu doc´i, stoga je vazˇno slijediti instrukcije i pravilno podesˇavati
zˇeljene komponente kako se kasnije ne bi trosˇilo vrijeme na ispravljanje pogresˇaka koje su
se lagano mogle izbjec´i.
Poglavlje 3
MVC
3.1 Uvod u MVC
Definicija
PHP razvojno okruzˇenje pomazˇe u brzˇem razvoju web aplikacije, daje kvalitetniji od-
nosno stabilniji kostur aplikacije, smanjuje kolicˇinu ponavljajuc´ih dijelova koda i uvelike
olaksˇava kasnije mijenjanje i odrzˇavanje aplikacije. Glavna ideja na kojoj se temelji i
koja to omoguc´ava je Model-View-Controller (MVC) koji je u zadnjih nekoliko godina
najcˇesˇc´e korisˇten obrazac u podrucˇju programiranja. Prikupljanje podataka od korisnika,
njihova obrada i skladisˇtenje u odredenom formatu cˇini veliki dio rada web aplikacije, a
uz danasˇnju struju cˇestih promjena, vazˇno je osigurati jednostavno odrzˇavanje i prilagodbu
razlicˇitim uredajima. Ideja je odvojiti sve dijelove i odgovornosti aplikacije za koje se to
mozˇe ucˇiniti, u zasebne strukture/klase, odnosno kreiranje slojeva aplikacije. MVC je obra-
zac arhitekture aplikacije, propisuje nacˇin strukturiranja aplikacije u zasebne komponente
i njihove odgovornosti te njihovu interakciju. Standard je podijeliti aplikaciju u prezenta-
cijski sloj, sloj poslovne logike te podaktovni sloj.
MVC se sastoji od tri komponente odnosno klase po kojima je i dobio naziv:
• model
• view (pogled)
• controller (upravljacˇki dio)
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Model
Model se sastoji od glavnih programskih podataka i pripadnih funkcija. Ovaj sloj aplikacije
se bavi upravljanjem i obradom podataka kao sˇto su informacije o korisniku, informacije o
objektima iz baze, SQL upiti. Predstavlja jednu ili visˇe klasa sa stanjima te ima ulogu po-
veznice izmedu upravljacˇkog dijela i pogleda i ne mozˇe se direktno pozvati. Korisnik prvo
poziva upravljacˇki dio primjerice izmjenom nekog dokumenta. Zatim se poziva metoda
iz modela koja upravljacˇu vrac´a trazˇene podatke te metoda mijenja svoje stanje. Metoda
dalje obavjesˇtava pogled o promjenama i pogled ponovno poziva metode iz modela kako
bi dobio potrebne informacije o podacima koje prikazuje. Sam model nikad ne pokrec´e
zahtjeve vec´ obraduje zahtjeve koje mu sˇalju upravljacˇki dio i pogled. Mozˇe imati pasivnu
i aktivnu ulogu:
• kod jednostavnijih primjera gdje nije nuzˇna interakcija modela sa pogledom i uprav-
ljacˇkim dijelom kazˇemo da je model pasivan
• ukoliko se mijenja stanje modela i postoje interakcije sa pogledom i upravljacˇkim
dijelom kazˇemo da je model aktivan
U praksi se cˇesˇc´e koristi model s aktivnom ulogom jer on predstavlja poslovnu logiku.
Moguc´e je koristiti isti model za razlicˇite klase pogleda i upravljacˇkog dijela.
Upravljacˇki dio (controller)
Upravljacˇki dio odrazˇava poslovnu logiku aplikacije odnosno pravila i funkcija koje os-
tvaruju programsku logiku. Odgovoran je za prihvac´anje i upravljanje unosom podataka
odnosno zahtjeva korisnika (GET, POST, klik na element) i pretvara ih u odgovarajuc´e
zahtjeve koje sˇalje modelu i pogledu. Sadrzˇi sve kontrole aplikacija i odreduje koje se
promjene trebaju dogoditi u modelu i pogledu pa je na taj nacˇin direktno odgovoran za tok
kontrole programa. Kada korisnik aktivira neku kontrolu aplikacije, upravljacˇki dio poziva
metodu modela da na odgovarajuc´i nacˇin promijeni stanje. Za otkrivanje neke akcije ko-
risnika zaduzˇeni su oslusˇkivacˇi (listeners). U slucˇaju web aplikacije upravljacˇki sloj cˇini
prvi sloj koji se pokrec´e kada se u pretrazˇivacˇu poziva adresa aplikacije.
Pogled (view)
Pogled je odgovoran za prikaz podataka, koordinira izgled graficˇkog korisnicˇkog sucˇelja
odnosno ono sˇto korisnik vidi kao primjerice; obrazac za unos podataka, tablica sa poda-
cima, gumbi, slike... Pogled prikazuje objekte iz modela i omoguc´uje korisniku mijenjanje
podataka, no nije odgovoran za njihovo pohranjivanje vec´ tu odgovornost prosljeduje mo-
delu. Jedino je pogled vidljiv korisniku, dok su model i upravljacˇki dio u pozadinskom
dijelu aplikacije. Stoga se pogled definira pomoc´u HTML-a, JavaScript-a, CSS-a, JSON-a
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i slicˇnih programskih jezika. Model obavjesˇtava pogled o promjenama stanja na sˇto pogled
poziva metode iz modela kako bi dobio informacije o trenutnom, novom prikazu objekata.
Slika 3.1: MVC podjela aplikacije
3.2 Prednosti i mane
Ovakvo strukturiranje pomazˇe nezavisnom razvoju aplikacije, olaksˇava testiranje i nak-
nadno odrzˇavanje ili izmjenu. Kroz razvoj ona mozˇe dozˇivjeti puno promjena sˇto od
tehnicˇke dokumentacije, pronalazˇenja i ispravljanja programskih pogresˇaka (bug) do iz-
mjena samog koda. Ovakva arhitektura to olaksˇava i upravo zato je MVC danas medu
najpopularnijim obrascima za izradu aplikacije. S druge strane, nije preporucˇljivo koristiti
MVC kod manjih odnosno jednostavnih aplikacija. Takve vrlo jednostavne kodove nije
potrebno dodatno strukturirati na manje dijelove jer bi vrlo vjerojatno bilo tezˇe razumjeti
takav kod nego primjerice jednu veliku klasu koja ima vec´ sve potrebne funkcije. Kako se
aplikacija razvija i postaje kompliciranija, podjela koda na tri dijela na ovaj nacˇin postaje
nuzˇna. Izmjene, dodavanje i testiranje se tada svodi na izmjene dijelova koda unutar klase
bez utjecaja na druge dijelove aplikacije.
Izdvajanje koda zasluzˇnog za izgled aplikacije omoguc´uje da se ona prikazˇe na razlicˇite
nacˇine bez ponovnog prepisavanja logike i podataka. Nezavisan razvoj aplikacije podra-
zumijeva da je radi ovakve kontrole tipa ”podijeli pa vladaj” moguc´e da razlicˇiti razvojni
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programeri rade paralelno na razlicˇitim dijelova koda. Danas postoje ljudi specijalizirani
za posebne dijelove aplikacije kao primjerice izgled korisnicˇkog sucˇelja, rad s bazom poda-
taka, implementaciju sigurnosnih postavki i kod takvih timova vazˇnost ovakve arhitekture
je ocˇita.
Poglavlje 4
Laravel
Laravel je besplatno PHP razvojno okruzˇenje otvorenog koda namijenjeno razvoju web
aplikacija korisˇtenjem MVC obrasca. U kratkom vremenu je zadobio pazˇnju razvojnih pro-
gramera i od 2015. godine je proglasˇen jednim od najpopularnijih PHP razvojnih okruzˇenja
diljem svijeta (Sitepoint online anketa1) ponajprije radi svoje jednostavnosti, izrazˇajne sin-
takse, jasne strukture i vrlo detaljne dokumentacije.
4.1 Povijest Laravela
Uvidjevsˇi nedostatke dotadasˇnjih razvojnih okruzˇenja kao sˇto su nepostojanje ugradene
podrsˇke za autentikaciju korisnika i autorizaciju, Taylor Otwell, .net razvojni programer,
je zapocˇeo vlastiti projekt koristec´i ideje iz .net infrastrukture u lipnju 2011. godine i istog
mjeseca objavio razvojno okruzˇenje pod nazivom Laravel. Prva verzija je pruzˇala ugradenu
podrsˇku za autentikaciju, lokalizaciju, sesije, jednostavni mehanizam za kontrolu toka (ro-
uting), kesˇiranje (caching), forme te modele i poglede. Druga verzija je objavljena u rujnu
iste godine dodavsˇi podrsˇku za upravljacˇe i tako ga upotpunivsˇi do pravog MVC razvojnog
okruzˇenja. Takoder je prosˇiren metodama validacije, obiljezˇavanjem stranica, prosˇirenom
Eloquent ORM, omoguc´eno je instaliranje paketa putem naredbenog retka, dodana podrsˇka
za inverziju kontrole (IoC) i stotinjak testova za pojedine komponente razvojnog okruzˇenja.
Zajednica razvojnih programera je dobro prihvatila novo razvojno okruzˇenje i njegov do-
sadasˇnji razvoj no ne i uklanjanje podrsˇke za module ostalih proizvodacˇa (third party mo-
dules).
U veljacˇi 2012. je objavljena verzija Laravel 3 s brojnim novim svojstvima poput
sucˇelja naredbenog retka (Command-line interface, CLI) nazvano Artisan, podrsˇke za sus-
1Sitepoint online anketa:
https://www.sitepoint.com/best-php-framework-2015-sitepoint-survey-results/
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tave upravljanja bazama podataka, uveden je sustav pakiranja naziva Bundles i vrac´ena
je podrsˇka za module ostalih proizvodacˇa. S ovom verzijom je pocˇeo nagli rast popu-
larnosti Laravela. Vec´ pet mjeseci nakon objave, unatocˇ njegovoj tadasˇnjoj popularnosti
i stabilnosti kao razvojnog okruzˇenja, kreatori su odlucˇili iznova napisati cijelo razvojno
okruzˇenje u obliku skupa paketa distribuiranih putem Composer-a. Time je zapocˇet rad na
sljedec´oj verziji pod imenom Illuminate.
Laravel 4 je pod imenom Illuminate ubrzo objavljen u svibnju 2013. godine. Predstav-
ljao je znacˇajan napredak sa svojom novom arhitekturom i moguc´nostima nadogradnje.
Ponovno napisana od temelja, ova verzija Laravela je donijela neke od svojstava koje do-
sad nije nudilo niti jedno drugo razvojno okruzˇenje. Uveden je modularni sustav pakiranja,
razlicˇiti pristupi relacijskim bazama podataka, inicijalno kreiranje baze podataka (database
seeding), podrsˇke za redove poruka (message queue), rad sa e-posˇtom i za odgodeno bri-
sanje baza podataka pod nazivom soft deletion (mekano brisanje). Dio zajednice korisnika
je smatrao kako cˇeste izmjene razvojnog okruzˇenja smanjuju njegovu vjerodostojnost. Na-
ime, iako ucˇestalo objavljivanje novih verzija ukazuje na njegovo razvijanje, s druge strane
prisiljava korisnike na konstantnu prilagodbu projekata novijim verzijama te odredene iz-
mjene (poput cijele arhitekture) na zahtjevnijim aplikacijama jednostavno nisu bile odrzˇive.
Uz neka dodatna svojstva i poboljsˇanje testiranja, korisnici su trazˇili i vec´u stabilnost. Za
razliku od prijasˇnjih verzija, uveden je raspored objavljivanja preradenih izdanja sa ma-
njim izmjenama (popravci pogresˇaka, dodavanje/brisanje svojstva) svakih sˇest mjeseci. Uz
dodatne jedinice testiranja s kojima je omoguc´eno testiranje cˇak 100% komponenti razvoj-
nog okruzˇenja, Laravel 4 konacˇno postaje stabilno i pouzdano razvojno okruzˇenje te ubrzo
i jedno od najpopularnijih diljem svijeta.
Posljednja verzija Laravel 5 ([4]) je objavljena u veljacˇi 2015. godine. Uveden je pa-
ket Scheduler koji omoguc´ava organiziranje periodicˇkih zadataka, apstraktni sloj Flysys-
tem koji omoguc´uje korisˇtenje udaljenog spremisˇta na nacˇin poput lokalnog datotecˇnog
sustava, unaprijedeno rukovanje paketima uz pomoc´ Elixir-a, pojednostavljeno je vanjsko
rukovanje autentikacijom uz opcionalni paket Socialite te je uvedena nova interna stablasta
struktura za razvijenu aplikaciju. Izvorni kod Laravela se nalazi na GitHub web stranici i
licenciran je pod uvjetima MIT License.
4.2 O znacˇajnostima
Laravel se odlikuje svojstvima koja omoguc´uju brzi razvoj aplikacije. Implementira precˇace
i olaksˇice za cˇeste i ponavljajuc´e dijelova koda poput autentikacije korisnika, sesije, kesˇiranje,
upravljanje tokom kontrole. Prepoznatljiv je po visokoj razini apstrakcije uz pomoc´u koje
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olaksˇava izradu aplikacija.
Composer je alat za upravljanje zavisnostima u PHP-u. Omoguc´ava deklariranje bi-
blioteka o kojima projekt ovisi i vodi brigu o njihovoj instalaciji i azˇuriranju. Ne upravlja
paketima kao standardni upravitelj paketima, vec´ ih instalira unutar direktorija projekta pri
svakom stvaranju novog projekta.
Middleware odnosno medusoftver, je softver koji djeluje izmedu aplikacije i mrezˇe.
Pruzˇa mehanizam za filtriranje HTTP zahtjeva koji dolaze aplikaciji. Laravel donosi neko-
liko medusoftvera koji su smjesˇteni unutar direktorija app/Http/Middleware:
• EncryptCookies
• RedirectIfAuthenticated
• TrimStrings
• VerifyCsrfToken
Drugi po redu naveden je zaduzˇen za provjeru je li korisnik aplikacije prosˇao auten-
tikaciju. Ukoliko utvrdi suprotno, taj medusoftver c´e preusmjeriti korisnika na pogled za
prijavu, inacˇe dozvoljava da se zahtjev provede. Laravel omoguc´uje definiranje dodatnih
medusoftvera za izvodenje raznih zadataka poput dodavanja zaglavlja odgovorima koje
sˇalje aplikacija ili medusoftvera koji bi prijavljivao sve nadolazec´e zahtjeve.
Laravel donosi vlastiti alat za predlosˇke Blade za poglede (templating engine) koji
za razliku od drugih ne zabranjuje korisˇtenje obicˇnog PHP koda u pogledima. Alat za
predlosˇke uvelike umanjuje posao izrade front-end koda i pruzˇa bolju funkcionalnost.
Blade se ocˇituje u nastavku ”.blade.php”. Svi pogledi koje stvaramo se spremaju u mapu
app/resources/views.
Primjer 4.2.1. Dio koda u PHP-u se zapisuje na nacˇin propisan Blade-om:
view.php
<?php foreach($subjekti as $subjekt) ?> ...
echo <?= $subjekt->svojstvo ?>; ...
<?php endforeach ?>
view.blade.php
@foreach($subjekti as $subjekt)
echo {{ $subjekt->svojstvo }};
@endforeach
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Glavna prednost korisˇtenja Blade-a je nasljedivanje predlozˇaka i stvaranje sekcija. Za
definiranje izgleda pogleda definiramo skriptu ”layout.blade.php” u kojoj deklariramo mjesto
sekcije ”@yield(’nazivSekcije’)” koje c´e svaki pogled ispuniti na svoj nacˇin. Tada unutar
pogleda pisˇemo sljedec´e:
@extends(’layout’)
@section(’nazivSekcije’)
//HTML i PHP kod primjerice
<div>
<p> Dobrodosao {{ $user->name }} ! </p>
</div>
@endsection
Podaci koji se prosljeduju pogledu se dohvac´aju unutar zagrada ”{{ }}” sa nazivom va-
rijable. Funkcije poput foreach ili if/else izjava se ugraduju u kod jednostavno dodajuc´i
oznaku ”@” bez posebnog pisanja oznaka za PHP kod i HTML kod. Svi pogledi koriste
BootStrapp CSS razvojno okruzˇenje, no nije ga nuzˇno koristiti.
PHP Artisan je sucˇelje naredbenog retka koje dolazi u paketu sa Laravelom. Posebna
okolina Tinker je jednostavna i interaktivna okolina za korisnike koja pruzˇa brojne korisne
naredbe koje mogu posluzˇiti tijekom razvoja aplikacije poput naredbi za rad sa bazom
podataka, prac´enja rada na aplikaciji ili upravljanja sesijama i dogadajima (event). Jako je
zgodna naredba inspire koja ispisuje inspirirajuc´i citat tijekom rada.
Primjer 4.2.2. PHP Artisan Tinker
//pokretanje
php artisan Tinker
Psy Shell v0.8.1 (PHP 7.0.13 IcO cli) by Justin Hileman
>>>
//primjer naredbe
>>>DB::table(’users’)->first();
=> {#680
+"id": "1",
+"name": "Ivan",
+"email": "ivan@mail.com"
+"created_at": "2017.01.01. 18:43:18",
+"updated_at": 2017.01.01. 18:43:18",
}
>>>inspire
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Well begun is half done. - Aristotle
>>>
Eloquent ORM
Eloquent je moc´an i izrazˇajan alat, odnosno Object Relational Mapper (ORM2), za uprav-
ljanje bazom podataka. Svaki Eloquent model predstavlja jednu tablicu u bazi podataka i
prosˇiruje klasu Illuminate\Database\Eloquent\Model, odnosno svakoj tablici pripada je-
dan Model uz pomoc´ kojega se komunicira s istom. To podrazumijeva postavljanje upita
za odredene podatke iz tablice kao i umetanje novih podataka.
Novi model se stvara u naredbenom retku koristec´i Artisan naredbu ”php artisan make:model
ModelZaTablicu”.
Modeli se zadano spremaju unutar app direktorija i zadan izgled novostvorenog modela
je sljedec´i:
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class ModelZaTablicu extends Model
{
//
}
Jako je vazˇno kako imenujemo tablice u bazi podataka i njihove modele. Eloquent
sam zakljucˇuje da je tablica imenovana nazivom u mnozˇini neke rijecˇi (engleskog jezika)
povezana sa modelom naziva iste rijecˇi u jednini (engleskog jezika). Tako na primjer, ako
imamo tablicu naziva ”photos”, tada pripadajuc´i model trebamo nazvati ”Photo”. To se
naravno mozˇe zaobic´i ako definiramo svojstvo ”$table” unutar modela deklarirajuc´i kojoj
tablici model pripada:
class Photo extends Model
{
protected $table = ’moje_fotografije’;
}
2ORM cˇine sastavni dijelovi koji pomazˇu u radu s bazom podataka tako da pretvaraju pristup bazi u visˇe
prijateljski, objektno orijentirani nacˇin rada.
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Eloquent takoder prepostavlja postojanje primarnog kljucˇa svake tablice uzlazne vrijed-
nosti tipa cijeli broj i po zadanome je to stupac ”id”. No i to se mozˇe zaobic´i definirajuc´i
svojstvo ”$primaryKey” i deklarirajuc´i zˇeljeni primarni kljucˇ. Ako taj kljucˇ nije ulaznog
”integer” tipa i to definiramo postavljajuc´i svojstvo ”$incrementing” na false:
class Photo extends Model
{
protected $table = ’moje_fotografije’;
protected $primaryKey = ’naziv’;
public $incrementing = false;
}
Eloquent modele koristimo za definiranje relacija medu tablicama i mozˇemo ih koristiti
kao graditelje upita na bazu podataka za tablicu kojoj pripadaju.
Primjer 4.2.3. Neke metode za upravljanje podacima iz baze podataka koje koriste modele
kao graditelje upita su all, get/first, find:
<?php
use App\Photo; //omogucava koristenje modela u toj skripti
$pictures= Photo::all(); //dohvacanje svih redova tablice kojoj pripada
model Photo
foreach ($pictures as $picture) {
echo $picture->title;
}
//bez ’use \App\Photo’
$pictures = App\Photo::where(’year’, 2017)->get();
$picture = App\Photo::first();
$picture = App\Photo::find(1); //pronalazak po svojstvu id
$picturesByIds = App\Photo::find([1, 5, 10]); //pronalazak tri elementa po
svojstvu id
Neke stupce tablice podataka zˇelimo zasˇtiti od izmjene od strane korisnika kao primje-
rice atribut ”id”. Na pocˇetku klase modela koristec´i svojstvo ”protected $fillable” deklari-
ramo koji atributi su promjenjivi od strane korisnika:
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class Photo extends Model
{
protected $fillable = [’title’];
}
Svi Eloquent modeli su zasˇtic´eni od takozvane ”mass-asignment” pojave. To se dogada
kada korisnik pokusˇa unijeti slucˇajno ili zlonamjerno neocˇekivani parametar putem nekog
zahtjeva. Takav parametar mozˇe narusˇiti sigurnost baze podataka (primjerice korisnik se
mozˇe postaviti kao administrator aplikacije). Sa svojstvom ”$fillable” deklariramo koje
atribute korisnik mozˇe mijenjati po volji (unutar granica ispravnog parametara). Na taj
nacˇin mozˇemo sigurno koristiti metodu za stvaranje novog elementa tablice create.
$picture = App\Photo::create([’title’ => ’Neka slika’]);
S druge strane, one atribute koje zˇelimo zasˇtititi od izmjene od strane korisnika deklari-
ramo koristec´i svojstvo ”$guarded” i deklariramo takoder na pocˇetku klase danog modela.
Nije potrebno koristiti oba svojstva istovremeno unutar istog modela jer oba govore koji
atributi se mogu, a koji ne mogu koristiti, odnosno ukoliko smo deklarirali atribute koji
su izmjenjivi sa ”$fillable” tada smo automatski deklarirali atribute koji nisu izmjenjivi i
obratno. Ako zˇelimo da su svi atributi izmjenjivi od strane korisnika, tada jednostavno dek-
lariramo ”protected $guarded =[];” to jest da ne postoji atribut kojeg se ne mozˇe mijenjati.
Elementi tablice se uz pomoc´ modela brisˇu koristec´i metode delete i destroy. Element
koji zˇelimo izbrisati prvo treba pronac´i odnosno definiramo sˇto tocˇno brisˇemo iz baze poda-
taka. Tada koristimo metodu delete, a metodu destroy koristimo kada znamo ”id” trazˇenog
elementa pa nije potrebno dohvac´ati element:
$picture = App\Photo::find(1); //dohvacanje
$picture->delete(); //brisanje
App\Photo::destroy(1);
App\Photo::destroy([1, 2, 3]); //brisanje vise elemenata
4.3 Usporedba razvojnih okruzˇenja
Svako razvojno okruzˇenje je prikladno za izradu web apllikacije, no ipak svako sluzˇi
drugacˇijoj svrsi.
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Primjerice, Symfony se temelji na korisˇtenju ponovno iskoristivih dijelova i pruzˇa naj-
bolju modularnost. Yii koristi MVC obrazac, nema unaprijed definiran alat za predlosˇke i
takoder omoguc´ava korisˇtenje ponovno iskoristivih dijelova, no ne pruzˇa modularnost kao
Symfony. Laravel takoder koristi MVC obrazac i donosi vrlo kvalitetan alat za predlosˇke
koji se isticˇe od ostalih, ali nema jednako dobar pristup modularnosti kao druga dva ra-
zvojna okruzˇenja. Symfony se pokazao kao najbolji izbor za razvoj vrlo zahtjevnih pro-
jekata zbog nacˇina rukovanja kompliciranim situacijama, iako izbor bilo kojeg drugog
razvojnog okruzˇenja nec´e biti losˇa odluka. U usporedbi sa Symfony-em Laravel pruzˇa
podrsˇku za manji broj baza podataka, dok Symfony pruzˇa podrsˇku za cˇak njih cˇetrnaest.
Prednosti Laravela
Laravel se isticˇe po opsˇirnoj i kvalitetnoj dokumentaciji. Visˇe od 90% pitanja koja ko-
risnik mozˇe postaviti su vec´ odgovorena u sluzˇbenoj dokumentaciji, a za sve ostalo pos-
toji podrsˇka od strane samih korisnika na forumima. Jedan od razvojnih programera koji
koriste Laravel, Jeffrey Way odrzˇava web stranicu ”Laracasts” ([2]) koja donosi brojne
prakticˇne vodicˇe u obliku videa i slika. Postoje brojni forumi koji se baziraju iskljucˇivo na
temi Laravela, a zajednica koja broji visˇe stotina tisuc´a korisnika raste svakim danom.
Korisnike najvisˇe privlacˇi njegova jednostavnost. Laravel je pristupacˇan neiskusnim
programerima nacˇinom kojim je pisan, kod je vrlo intuitivan i struktura novostvorenog pro-
jekta je osmisˇljena na nacˇin da ne zatrpa korisnika manje vazˇnim dijelovima aplikacije ili
onima koje nec´e koristiti/mijenjati. Baza od koje polazi svaka aplikacija u Laravelu je do-
voljno opsˇirna da pruzˇi skoro sve osnovne funkcije koje bi aplikacija trebala pruzˇati, a opet
dovoljno opc´enita za posluzˇivanje razlicˇitih vrsta aplikacija. Vrlo je fleksibilan, za svaku
zadanu opciju aplikacije koju postavlja omoguc´uje jednostavnu izmjenu koja nec´e narusˇiti
rad aplikacije i omoguc´ava korisˇtenje visˇe od 9000 dodatnih paketa. Kasnije odrzˇavanje je
vrlo jednostavno s obzirom na danu arhitekturu i omoguc´ava istovremeni rad visˇe razvoj-
nih programera.
Laravel donosi vrlo jednostavno prac´enje kontrole toka uz pomoc´ posebnih skripti za
rute i povezivanja kontrole sa upravljacˇima. Razdvaja logiku posluzˇivanja razlicˇitih HTTP
zahtjeva i pojednostavljuje obradivanje zahtjeva.
Dolazi sa kvalitetnom podrsˇkom za testiranje svih dijelova aplikacije. Probleme sa
numeriranjem stranica Laravel maksimalno pojednostavljuje zamjenom standardne, rucˇne
implementacije sa automatiziranim metodama ugradenim u razvojno okruzˇenje.
Poglavlje 5
Razvoj aplikacije u Laravelu
5.1 Instalacija i pokretanje projekta
Za instalaciju Laravela potrebno je da posluzˇitelj zadovoljava sljedec´e uvjete:
• PHP >= 5.6.4
• OpenSSL PHP ekstenzija
• PDO PHP ekstenzija
•Mbstring PHP ekstenzija
• Tokenizer PHP ekstenzija
• XML PHP ekstenzija
Laravel koristi Composer za upravljanje svojim zavisnostima. U naredbenom retku
(Command Prompt/Terminal) uz pomoc´ Composer-a dohvac´amo instalater Laravela i auto-
matski se provodi njegova instalacija:
composer global require "laravel/installer"
Nakon sˇto se instalacija zavrsˇi, stvaranje novog projekta se provodi korisˇtenjem naredbe
”laravel new” uz specificiranje direktorija u koji se projekt smjesˇta.
mkdir ImeDirektorija
cd ImeDirektorija
laravel new NoviProjekt
Uz pomoc´ Composera, automatski se instaliraju svi potrebni dijelovi i stvoren je novi
”prazan” projekt, odnosno osnovni dijelovi aplikacije.
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Slika 5.1: Novostvorena aplikacija
Slika 5.2: Izgled novostvorene aplikacije
Za pokretanje posluzˇitelja na kojemu c´e se odvijati nasˇa aplikacija, koristimo Artisan
naredbu ”php artisan serve”. Aplikacija c´e se posluzˇivati na web lokaciji ”http://localhost:8000”.
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5.2 Tok kontrole (routing)
Za prosljedivanje kontrole koristi se klasa Route. U najjednostavnijem slucˇaju ruta c´e pri-
hvatiti URI (Uniform Resource Identifier 3) i anonimnu funkciju.
Unutar mape routes nalazimo tri php skripte: ”api.php”, ”console.php”, ”web.php” gdje
su smjesˇtene sve rute Laravela, a ucˇitava ih samostalno razvojno okruzˇenje.
Rute smjesˇtamo u grupe kao na primjer web middleware grupa ili grupa odredenog
prostora imena (namespace). To omoguc´uje dijeljenje atributa medu rutama unutar iste
grupe kako bi se smanjilo ponavljanje koda odnosno kako se ne bi moralo kod svakog
definiranja rute pisati iste atribute. Grupu ruta definiramo unutar ”routes/api.php” skripte
a atribute pisˇemo u array formatu metode Route::group():
Route::group([’middleware’ => ’auth’], function () {
Route::get(’/’, function () {
});
Route::get(’user/profile’, function () {
});
});
U ovom primjeru rute na glavnu stranicu aplikacije ”http://localhost:8000/” i stranicu
”http://localhost:8000/user/profile” pripadaju grupi ruta koje koriste Auth Middleware.
Slicˇno, mozˇemo definirati grupu ruta koje pripadaju odredenom prostoru imena:
Route::group([’namespace’ => ’Admin’], function () {
// rute upravljaca unutar App\Http\Controllers\Admin prostora imena
});
Mozˇe se definirati i grupa ruta sa zajednicˇkim prefiksom u URI-u:
Route::group([’prefix’ => ’admin’], function () {
Route::get(’users’, function () {
// http://localhost:8000/admin/users URL
});
});
U ovom primjeru rute koje se definiraju u toj grupi imaju zajednicˇki prefiks
”http://localhost:8000/admin/”.
3niz znakova koji predstavljaju ime ili izvor na Internetu
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Definiranje
U skripti ”routes/web.php” se definiraju rute vezane za web sucˇelje i pripadaju web midd-
leware grupi. Koriste se primjerice za upravljanje sesijama i zasˇtitom protiv CSRF-a4. U
skripti ”routes/api.php” se nalaze rute bez stanja i pripadaju api middleware grupi.
Pogledi se nalaze u direktoriju resources unutar mape views. Mozˇemo definirati do-
datne mape unutar views po potrebi. Tada se trazˇeni pogled resources/views/prviFolder/po-
gled.blade.php mozˇe dobiti unutar koda na sljedec´i nacˇin: ”return view(prviFolder.pogled);”.
Primjer 5.2.1. Kada korisnik zatrazˇi posjec´ivanje ”localhost:8000/homepage” pokrec´e se
HTTP GET zahtjev te je akcija odredena unutar funkcije ”function()”. U ovom slucˇaju
aplikacija odgovara prikazivanjem pogleda ”welcome”.
Route::get(’/homepage’, function () {
return view(’welcome’);
});
Moguc´e je definirati sljedec´e rute:
• Route::get($uri, $odgovor);
• Route::post($uri, $odgovor);
• Route::put($uri, $odgovor);
• Route::patch($uri, $odgovor);
• Route::delete($uri, $odgovor);
• Route::options($uri, $odgovor);
U slucˇaju da nam je potrebna ruta koja bi mogla odgovoriti na visˇe HTTP poziva, ko-
ristimo posebnu rutu ”match” i unutar zagrada definiramo na koje pozive mozˇe odgovoriti.
Ako zˇelimo da ruta odgovara na sve HTTP pozive, tada koristimo rutu ”any”:
• Route::match([’get’, ’post’], ’/’, function () {});
• Route::any(’foo’, function () {});
Odredeni parametri ili objekti se mogu dohvac´ati putem URI-ja unutar rute, a mjesto na
kojemu ga dohvac´amo oznacˇavamo unutar zagrada ”{objekt}” opc´enitim nazivom ”objekt”.
Primjer 5.2.2. Unutar pogleda ”popisUsera.blade.php” klikom na ul objekt se prosljeduje
kontrola na ”localhost:8000/users/*” gdje se na mjesto ”*” postavlja svojstvo ”userId”
4Cross-Site Request Forgery je oblik napada gdje zlonamjerna web stranica, e-posˇta, blog, poruka ili
program uzrokuje nepozˇeljne akcije u korisnikovom pregledniku
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odredenog cˇlana tablice ”users”. Pripadajuc´a ruta unutar ”routes/web.php” skripte c´e
pozvati definiranu funkciju i vratiti ispis ”Trazeni id korisnika: *”.
popisUsera.blade.php
<div>
@foreach($users as $user)
<ul> <a href="/users/{{ $user->id }}" style="float:right"> Ime Usera
</a> </ul>
@endforeach
</div>
routes/web.php
Route::get(’/users/{userId}’, function($userId){
return ’Trazeni id korisnika:’.$userId;
});
U kompliciranijim slucˇajevima koristimo se metodama definiranim u upravljacˇima. U
prijasˇnjem primjeru se zahtjev obradivao u istoj skripti, dok se kod korisˇtenja upravljacˇa
poziva odredena klasa za obradu rute.
Primjer 5.2.3. Unutar pogleda ”popisUsera.blade.php” klikom na ul objekt prosljeduje
se kontrola na ”localhost:8000/users/*” gdje se na mjesto ”*” postavlja svojstvo ”userId”
odredenog cˇlana tablice ”users”. Pripadajuc´a ruta unutar ”routes/web.php” skripte c´e
pozvati metodu show iz klase UsersController. Unutar metode show definirano je da se
kao odgovor vrac´a pogled ”views/users/show.blade.php”.
popisUsera.blade.php
<div>
@foreach($users as $user)
<ul> <a href="/users/{{ $user->id }}" style="float:right"> Ime Usera
</a> </ul>
@endforeach
</div>
routes/web.php
Route::get(’/users/{user}’, ’UsersController@show’);
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Http/Controllers/Auth/UsersController.php
public function show(User $user){
return view(’users.show’, compact(’user’));
}
Naziv opc´enite varijable unutar rute (Eloquent varijable: $user) pritom mora biti istog
naziva kao varijabla ({user}) koju prima metoda pripadajuc´eg upravljacˇa (ili funkcija). La-
ravel c´e automatski unijeti Eloquent model ukoliko su nazivi ispravni i prepoznati objekt iz
tablice ”users” po prosljedenom jedinstvenom svojstvu ”id”. Ukoliko takav objekt u bazi
podataka ne postoji vratit c´e se ”404” HTTP odgovor. To se zove ”Route model binding”.
Kontroliranje parametara
Parametri koji se sˇalju putem ruta se mogu kontrolirati i regulirati vrlo intuitivno na istom
mjestu gdje je definirana i ruta . Ponekad je parametar samo opcionalan, a ne i nuzˇan za
prosljedivanje kontrole. Tada se uz opc´eniti naziv parametra dodaje znak ”?” i definiramo
zadanu vrijednost u slucˇaju da nije proslijeden niti jedan parametar.
Route::get(’user/{name?}’, function ($name = null) {
return $name;
});
Route::get(’user/{name?}’, function ($name = ’Ivan’) {
return $name;
});
Kada zˇelimo da se parametar ili parametri pokoravaju zadanom formatu, koristimo
metodu where koja se dodaje na kraj rute uz standardne matematicˇke izraze poput [0− 1]+
sˇto oznacˇava niz znakova nula i jedinica. Restrikcije za jedan parametar, ukoliko ih je visˇe,
se nadodaju jedna na drugu uz razdvajanje znakom ”|”.
Route::get(’user/{name}’, function ($name) {
return $name;
})->where(’name’, ’[A-Za-z]+|max:20’);
Route::get(’user/{id}/{name}’, function ($id, $name) {
//
})->where([’id’ => ’[0-9]+’, ’name’ => ’[A-Za-z]+|max:20’]);
Kako bismo izbjegli ponovno prepisavanje istih uvjeta na odredene parametre, mozˇemo
definirati opc´enito pravilo unutar boot metode u ”Providers/RouteServiceProvider.php”
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skripti:
class RouteServiceProvider extends ServiceProvider
{ ...
public function boot()
{
Route::pattern(’name’, ’[A-Za-z]+|max:25’);
parent::boot();
}
...
}
Svaki iduc´i put kada ruta prima parametar tog naziva, automatski se provjerava odgo-
vara li parametar zadanim pravilima definiranima u metodi boot(). Funkcija koja slijedi c´e
se izvoditi samo u slucˇaju ispravnog parametra.
5.3 Upravljacˇki dio (controllers)
Kao sˇto je spomenuto, upravljacˇki dio je odgovoran za prihvac´anje i upravljanje unosom
podataka i zahtjeva korisnika. Umjesto raspisivanja logike unutar ruta, definiramo da rute
pozivaju odgovarajuc´e klase Controller koje c´e obraditi zahtjev. Nalazimo ih u App/Ht-
tp/Controllers mapi. Controller mozˇemo jednostavno stvoriti koristec´i naredbeni redak i
naredbu ”php artisan make:controller NazivControllera”
Svaki upravljacˇ prosˇiruje glavnu klasu Controller koja dolazi sa Laravelom. Laravel
tada stvara klasu jednostavnog izgleda:
<?php
namespace App\Http\Controllers;
use App\Http\Controllers\Controller;
class BasicController extends Controller
{
//
}
Metode koje obraduju zahtjeve se definiraju unutar te klase, a pozivaju se unutar rute na
mjestu gdje bi inacˇe pisali funkciju tako da se prvo pisˇe unutar kojeg upravljacˇa se nalazi
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metoda i uz oznaku ”@” se definira koja se metoda poziva:
//upravljac
class BasicController extends Controller
{
public function metoda(String $podatak){
return view(’pogled’);
}
}
//ruta
Route::get(’poziv/{podatak}’, ’BasicController@metoda’);
Ukoliko je potrebno obraditi neke podatke, parametri poslani ruti unutar zagrada ”{ }”
se takoder automatski prosljeduju metodi u danom upravljacˇu.
Ponekad definiramo upravljacˇe koji imaju samo jednu metodu. Tada nije potrebno
navoditi koja se metoda poziva unutar rute vec´ toj metodi dajemo naziv ” invoke”:
class Profile extends Controller
{
public function __invoke($id)
{
return view(’user’, [’user’ => User::findOrFail($id)]);
}
}
Route::get(’user/{id}’, ’Profile’);
Medusoftver se mozˇe dodijeliti rutama upravljacˇa na sljedec´a dva nacˇina; kod definira-
nja rute:
Route::get(’poziv’, ’BasicController@metoda’)->middleware(’auth’);
i unutar klase upravljacˇa gdje imamo vec´u kontrolu jer se mozˇe dodijeliti medusoftver
i samo odredenim metodama:
class BasicController extends Controller
{
public function metoda(String $podatak){
return view(’pogled’);
}
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public function __construct()
{
$this->middleware(’auth’);
$this->middleware(’log’)->only(’index’);
$this->middleware(’subscribed’)->except(’store’);
}
}
Laravel uvelike olaksˇava upravljanje izvorima podataka uz pomoc´ upravljacˇa. Uz samo
jednu naredbu ”php artisan make:controller NameController –resource” stvorit c´e upravljacˇ
koji vec´ ima potrebne metode za obradu podataka. Ako je potrebno upravljati primjerice
slikama koje aplikacija sprema, definirali bi:
php artisan make:controller PhotoController --resource
Definirani upravljacˇ ima sljedec´e metode definirane za akcije:
GET /photos -> photos.index
GET /photos/create -> photos.create
POST /photos/store -> photos.store
GET /photos/{photo} -> photos.show
GET /photos/{photo}/edit -> photos.edit
PUT/PATCH /photos/{photo} -> photos.update
DELETE /photos/{photo} -> photos.destroy
Uz jednu deklaraciju rute dobivamo visˇestruke definicije ruta za brojne akcije kao sˇto
su u primjeru iznad definirane:
Route::resource(’photos’, ’PhotoController’);
No ako ne zˇelimo sve akcije automatski definirane, tada jednostavno dodajemo uvjet
”only” ili ”except” i listu akcija za koje uvjet vrijedi, u deklaraciju:
Route::resource(’photos’, ’PhotoController’, [’only’ => [
’index’, ’show’]]
);
Route::resource(’photos’, ’PhotoController’, [’except’ => [
’edit’, ’update’, ’destroy’]]
);
Naravno, ukoliko ne zˇelimo da metode imaju zadana imena ili zˇelimo drugi naziv pa-
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rametara, moguc´e je zaobic´i zadane vrijednosti tako da dodamo u rutu uvjete ”names” za
izmjenu naziva metoda i ”parameters” za izmjenu naziva parametara:
Route::resource(’photos’, ’PhotoController’, [’names’ => [
’create’ => ’photos.build’]]
);
Route::resource(’users’, ’AdminController’, [’parameters’ => [
’user’ => ’admin_user’]]
);
Izmjena naziva parametara se tada vezˇe i na poziv URI-a. Tako na primjer, visˇe se ne bi
pozivalo ”localhost:8000/users/user” vec´ bi se pozivalo ”localhost:8000/users/{admin user}”.
Ako nam je potrebno visˇe metoda od definiranih, tada ih dodajemo rucˇno u upravljacˇ,
a poziv moramo definirati posebno prije deklaracije ”Route::resource”:
Route::get(’photos/novo’, ’PhotoController@novaMetoda’);
Route::resource(’photos’, ’PhotoController’);
5.4 Baza podataka
Laravel olaksˇava komunikaciju sa bazom podataka koristec´i Eloquent ORM. Podrzˇava
korisˇtenje sljedec´ih baza podataka:
•MySQL
• SQLite
• SQL Server
• Postgres
Zadana baza podataka koja se koristi je MySQL, no po potrebi se mozˇe promijeniti. Sve
informacije vezane za povezivanje sa bazom podataka definiramo unutar datoteke ”con-
fig/database.php”:
<?php
return [
’fetch’ => PDO::FETCH_OBJ,
’default’ => env(’DB_CONNECTION’, ’mysql’), //definicija baze podataka
...
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U istoj datoteci su deklarirani svi potrebni podaci za svaki od cˇetiri izbora baze po-
dataka na temelju najcˇesˇc´e korisˇtenih podataka za iste. Sve podatke mozˇemo po potrebi
mijenjati:
config/database.php (nastavak koda)
’connections’ => [
’sqlite’ => [
’driver’ => ’sqlite’,
’database’ => env(’DB_DATABASE’,
database_path(’database.sqlite’)),
’prefix’ => ’’,
],
’mysql’ => [
’driver’ => ’mysql’,
’host’ => env(’DB_HOST’, ’127.0.0.1’),
’port’ => env(’DB_PORT’, ’3306’),
’database’ => env(’DB_DATABASE’, ’forge’),
’username’ => env(’DB_USERNAME’, ’forge’),
’password’ => env(’DB_PASSWORD’, ’’),
’charset’ => ’utf8’,
’collation’ => ’utf8_unicode_ci’,
’prefix’ => ’’,
’strict’ => true,
’engine’ => null,
],
Za manje zahtjevne aplikacije preporucˇljivo je koristiti SQLite. SQLite je relacijska
baza podataka prikladna za korisˇtenje kod web stranica sa malom do srednjom kolicˇinom
dnevnog prometa (do 100 000 klikova) i ne zahtijeva mnogo (ili uopc´e) administracije.
Nova SQLite baza podataka se mozˇe rucˇno stvoriti tako da se stvori nova datoteka pod
imenom ”database.sqlite” unutar mape database ili koristec´i naredbu ”touch database/data-
base.sqlite” u naredbenom retku. Tada je potrebno urediti datoteku ”.env” tako da pokazuje
na istu bazu podataka: .env
...
DB_CONNECTION=sqlite
DB_FILE=database.sqlite
DB_DATABASE=/absolute/path/to/database.sqlite
...
Kljucˇna rijecˇ ”DB” dozvoljava metode za sljedec´e upite: insert, select, update, delete,
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statement. Tada je moguc´e koristiti upite za bazu podataka u bilo kojem obliku, standard-
nim upitima za danu bazu ili koristec´i Eloquent ORM.
Prvi argument metode je SQL upit na bazu podataka, a drugi predstavlja parametar koji
se vezˇe na upit i sˇtiti protiv SQL injekcija 5.
Select metoda vrac´a array rezultata u obliku PHP StdClass objekta koji se mogu koris-
titi na vec´ nama poznat nacˇin:
$users = DB::connection(’mysql’)->select(’select * from users where active
= ?’, [1]);
foreach ($users as $user) {
echo $user->name;
}
Update i delete metode utjecˇu na postojec´e podatke u bazi i vrac´aju broj redaka koji su
danim upitom bili mijenjani. Neki upiti na bazu podataka ne vrac´aju odgovor odnosno ne
vrac´aju nikakvu vrijednost. U tom slucˇaju koristimo metodu statement:
DB::statement(’drop table users’);
Laravel nam omoguc´ava ”istovremeno” korisˇtenje visˇe vrsta baza podataka. Na mjes-
tima na kojima koristimo odredenu vrstu potrebno je to deklarirati uz pomoc´ metode con-
nection:
$users = DB::connection(’mysql’)->select(’select * from users where active
= ?’, [1]);
$results = DB::connection(’mysql’)->select(’select * from users where id =
:id’, [’id’ => 1]); //ekvivalentno naredbi iznad
$photos = DB::connection(’sqlite’)->insert(’insert into photos (id, title)
values (?,?)’, [1, ’Sunset’]);
Posebno, u modelima se dodatno korisˇtenje druge vrste baze podataka deklarira svoj-
stvom ”$connection”:
class ModelZaTablicu extends Model
{
protected $connection = ’baza_podataka’;
}
5jedan od cˇestih propusta u sigurnosti informacijskih sustava gdje se podaci mijenjaju, dodaju ili brisˇu
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Upiti na bazu podataka
Za rad sa tablicom podataka koristi se metoda table na intuitivan nacˇin. Na tu metodu se
mogu vezati drugi upiti koji se ticˇu tablice kao na primjer dohvat podatka, uvjet na podatak
i slicˇno. Podatke dobivamo koristec´i metode get, pluck, first i all, a uvjete definiramo u
metodi where.
Get metoda vrac´a Illuminate\Support\Collection kolekciju svih podataka u obliku PHP
StdClass objekta koji odgovaraju danom upitu, a pojedinim podacima pristupamo na vec´
poznate nacˇine:
$users = DB::table(’users’)->get();
foreach ($users as $user) {
echo $user->name;
}
$users = DB::table(’users’)->select(’name’, ’email’)->get();
Jednostavni oblik metode where zahtijeva tri argumenta: ime stupca u tablici, operator
koji je podrzˇan u korisˇtenoj bazi podataka, vrijednost s kojom usporedujemo prvi argu-
ment. Ako zˇelimo dohvatiti podatke koji su ekvivalentni nekoj vrijednosti, tada mozˇemo
izostaviti drugi argument jer se pretpostavlja operator izjednacˇavanja. Cˇesto je korisno bi-
rati izmedu moguc´ih podataka pa za to postoji metoda orWhere koja se dodaje iza pojave
metode where i argumenti su definirano kao metodi where. Moguc´e je takoder koristiti visˇe
operatora odjednom:
$users = DB::table(’users’)->where([
[’active’, ’=’, ’1’],
[’age’, ’>’, ’30’],
])->orWhere(’employed’, ’1’)
->get();
Za specificˇno definiranje uvjeta postoji veliki izbor metoda poput: whereBetween/whe-
reNotBetween, whereIn/whereNotIn, whereNull/whereNotNull, whereDate/whereMonth/whe-
reDay/whereYear, whereDate / whereMonth / whereDay / whereYear...
Za dohvac´anje samo jednog retka u tablici dovoljno je definirati uvjete na metodu table
i pozvati metodu first. No ako trazˇimo samo jedan podatak iz jednog reda tablice, tada
umjesto metode first koristimo metodu value i definiramo koji element tablice trazˇimo:
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$user = DB::table(’users’)->where(’name’, ’Ivan’)->first();
echo $user->name;
$email = DB::table(’users’)->where(’name’, ’Ivan’)->value(’email’);
echo $email;
Pluck metoda sluzˇi za dohvac´anje skupa podataka iz jednog stupca tablice:
$emails = DB::table(’users’)->pluck(’email’);
foreach ($emails as $email) {
echo $email;
}
Ukoliko je potrebno obaviti neku akciju nad velikim skupom podataka (nekoliko tisuc´a),
tada je zgodno koristiti metodu chunk koja u visˇe navrata dohvac´a odredeni broj podataka
koji definiramo i obraduje dio po dio. Tako je moguc´e prividno ubrzati proces obrade po-
dataka. Ukoliko zˇelimo zaustaviti proces nakon prvih nekoliko rezultata, tada jednostavno
vratimo vrijednost ”false”.
DB::table(’users’)->orderBy(’name’)->chunk(100, function ($users) {
foreach ($users as $user) {
echo $user->name;
}
// return false;
});
Navedimo josˇ neke korisne metode:
• count : racˇuna broj rezultata
• max : vrac´a rezultat s najvec´om vrijednosti
• min : vrac´a rezultat s najmanjom vrijednosti
• avg : vrac´a prosjecˇnu vrijednost rezultata
• sum : vrac´a zbroj rezultata
Rezultatima se mozˇe manipulirati standardnim metodama iz SQL-a poput orderBy, la-
test/oldest, inRandomOrder (za nasumicˇno razvrstavanje), groupBy/having, skip/take:
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$users = DB::table(’users’)
->orderBy(’name’, ’desc’)
->get(); //skup korisnika sortiranih silazno po imenu
$user = DB::table(’users’)
->latest()
->first();
$nasumicniUser = DB::table(’users’)
->inRandomOrder()
->first(); //skup korisnika nasumicno poredanih
$users = DB::table(’users’)
->groupBy(’id’)
->having(’id’, ’>’, 100)
->get(); //skup korisnika s id-om vecim od 100
Umetanje i izmjena podataka se obavlja metodama insert i update. Insert metoda prima
array sa nazivima stupca i vrijednosti koja mu se pridodaje operatorom ”=>”. Jednako tako
metoda update prima array vrijednosti koje se mijenjaju:
DB::table(’users’)->insert(
[’name’ => ’Ivan’, ’email’ => ’ivan@example.com’]
);
DB::table(’users’)
->where(’id’, 1)
->update([’email’ => ’ivan@mail.com’]);
Podatke brisˇemo iz baze podataka uz pomoc´ metode delete. Ovisno o podatku ili poda-
cima koje zˇelimo izbrisati, prvo podatak pronalazimo metodama opisanim prije i dodamo
na to metodu delete. U slucˇaju da se zˇeli izbrisati cijela tablica podataka, koristi se metoda
truncate:
DB::table(’users’)->delete();
DB::table(’users’)->truncate();
DB::table(’users’)->where(’surname’, ’horvat’)->delete();
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Migracije
Migracije se koriste kao oblik kontroliranja baze podataka. Za stvaranje tablice koriste se
migracije tako da se u naredbenom retku provodi naredba:
php artisan make:migration create_tablica --create = nazivTablice
To c´e stvoriti datoteku naziva ”year month day hour minute second create tablica” u
direktoriju database/migrations u kojem je definirana tablica ”nazivTablice”. Laravel do-
daje datum u naziv datoteke kako bi pratio vremena stvaranja migracija. Zadani izgled
migracije je klasa koja prosˇiruje klasu Migration i sastoji se od funkcija ”up()” i ”down()”:
<?php
use Illuminate\Support\Facades\Schema;
use Illuminate\Database\Schema\Blueprint;
use Illuminate\Database\Migrations\Migration;
class CreateTablica extends Migration
{
public function up()
{
Schema::create(’tablica’, function (Blueprint $table) {
$table->increments(’id’);
$table->string(’nekiNoviStupac’);
$table->timestamps();
});
}
public function down()
{
Schema::dropIfExists(’notes’);
}
}
Zatim se provodi naredba ”php artisan migrate” kako bi se tablica pokrenula.
Metoda up sluzˇi za dodavanje novih tablica, stupaca i indeksa u bazu podataka. Me-
toda down sluzˇi za ponisˇtavanje svih akcija koje je provela metoda up. Za stvaranje tablice
koristi se Laravel Schema procˇelje (Illuminate\Support\Facades). Samu tablicu mozˇemo
mijenjati, tj. dodavati, brisati i mijenjati stupce (naziv, tip, ogranicˇenja) u bilo kojem tre-
nutku. Naravno, ukoliko smo mijenjali tablicu nakon njenog stvaranja i unosˇenja podataka,
potrebno je ostatak baze podataka prilagoditi promjenama i ponovno je migrirati. Ponovno
definiranje migracije se pokrec´e provodec´i naredbu ”rollback” ili ”reset” za ponovno defi-
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niranje svih migracija:
php artisan migrate:rollback
php artisan migrate:rollback --step=2
php artisan migrate:reset
php artisan migrate:refresh
Naredba rollback c´e ponovno definirati zadnju definiranu migraciju, a dodajuc´i ”−−step
= x” ponovno c´e se definirati x (broj) zadnje definiranih migracija. Takoder, naredba ”re-
fresh” c´e redefinirati sve migracije i provesti naredbu ”migrate” za sve njih time ponovno
stvarajuc´i cˇitavu bazu podataka.
Tablicu stvaramo koristec´i metodu create Laravel procˇelja Schema koja prima argu-
mente: naziv tablice, funkcija koja prima Blueprint objekt. Nakon sˇto tablici dodamo
zˇeljene stupce pokrec´emo metodu migrate. Postojec´u tablicu podataka lako preimenujemo
ili obrisˇemo sljedec´im metodama:
Schema::rename($nazivPrije, $nazivPoslije); //preimenovanje
Schema::drop(’tablica’); //brisanje
Procˇelje Schema prihvac´a velik broj tipova podataka kao primjerice binary, char, bo-
olean, double, dateTime, increments, integer, string, text... Svakom definiranom stupcu
mozˇemo dodati uvjete odnosno svojstva koja zˇelimo da imaju. Jednostavno se na kraj
definiranog stupca nadoda zˇeljeno svojstvo ili niz svojsva:
public function up()
{
Schema::create(’tablica’, function (Blueprint $table) {
$table->increments(’id’);
$table->string(’nekiNoviStupac’)->default($vrijednost);
$table->integer(’nekiBroj’)->nullable()->unique();
$table->timestamps();
});
}
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Relacije
Tablice u bazi podataka su cˇesto povezane jedna s drugom nekom relacijom. Eloquent
podrzˇava sljedec´e relacije:
• jedan naprama jedan
• jedan naprama visˇe
• visˇe naprama visˇe
• jedan naprama visˇe kroz atribut
• polimorfne relacije
• visˇe naprama visˇe polimorfnih relacija
Pojedinu relaciju definiramo kao funkciju unutar Eloquent modela i uobicˇajena je praksa
dati joj naziv tablice s kojom je povezan. Primjerice, ako neki korisnik ima visˇe fotografija,
tada bi unutar klase modela User definirali relaciju jedan naprama visˇe:
public function photos(){
return $this->hasMany(Photo::class);
}
Jedan naprama jedan
Najjednostavnija relacija je upravo jedan naprama jedan. Jedan element tablice od-
nosno jedan model pripada tocˇno jednom elementu druge tablice odnosno modelu i obratno.
Definiramo ju koristec´i metodu hasOne. Unutar metode koja definira relaciju upisujemo s
kojim modelom je povezan taj model.
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class User extends Model
{...
public function pin(){
return $this->hasOne(’App\Pin’); //ili Pin::class
}
...
Nakon definiranja relacije, moguc´e je koristiti dinamicˇka svojstva Eloquenta u svrhu
upravljanja podacima odnosno metode za upravljanje podacima u bazi kao da su defini-
rani unutar modela. Eloquent c´e prepoznati povezanost dva modela po stranom kljucˇu koji
definiramo u jednoj od tablica i vazˇno je imenovati ga ”nazivPrvogModela id”. Primje-
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rice, ukoliko za svakog korisnika imamo posebno definiranu tablicu ”racuni”, tada c´emo je
definirati:
class CreateRacuniTablica extends Migration
{
public function up()
{
Schema::create(’racuni’, function (Blueprint $table) {
$table->increments(’id’);
$table->integer(’user_id’)->unsigned()->index(); //model je User
$table->integer(’broj_racuna’)->unique();
$table->timestamps();
});
}
public function down()
{
Schema::dropIfExists(’notes’);
}
}
Naravno, i to se mozˇe zaobic´i tako da kod definiranja relacije jednostavno dodamo josˇ
jedan argument naziva atributa tablice za koji zˇelimo da predstavlja poveznicu odnosno
primarni kljucˇ. No Eloquent i dalje pretpostavlja da taj strani kljucˇ sadrzˇi ”id” drugog mo-
dela, stoga ako ne zˇelimo da poveznicu predstavlja vrijednost ”id, koristimo trec´i argument
kao lokalni kljucˇ:
public function pin(){
return $this->hasOne(’App\Pin’, ’atributStraniKljuc_id’,
’atributStraniKljuc);
}
Pravila o kljucˇevima koji povezuju modele vrijede za sve relacije.
Definiranjem relacije u jednom modelu (User) smo omoguc´ili pristup drugom modelu (Pin)
kroz prvi model. Primjerice:
$pin_korisnika = $user->pin()->first();
$user->pin()->create([’broj_racuna’ => ’0123456789’]);
$pin = new Pin;
$pin->broj_racuna = ’0123456789’;
$user->pin()->save($pin);
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Za obratno djelovanje, potrebno je definirati prigodnu relaciju u drugom modelu ko-
ristec´i belongsTo metodu na isti nacˇin:
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class Pin extends Model
{...
public function user(){
return $this->belongsTo(’App\User’); //ili User::class
}
Ista pravila vezana za primarni i lokalni kljucˇ vrijede i u ovom slucˇaju.
Jedan naprama visˇe
Ova relacija govori da jednom elementu tablice odnosno modelu pripada visˇe eleme-
nata druge tablice odnosno drugih modela. Kao i u relaciji jedan naprama jedan, u oba
modela se definira relacija; u modelu kojemu pripada visˇe modela koristimo metodu ha-
sMany, a u drugom modelu metodu belongsTo:
//klasa User kojemu pripada vise fotografija
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class User extends Model
{
public function photos()
{
return $this->hasMany(’Photo::class’);
}
}
...
//klasa Photo koje pripadaju tocno jednom korisniku User
<?php
namespace App;
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use Illuminate\Database\Eloquent\Model;
class Photo extends Model
{
public function user()
{
return $this->belongsTo(’User::class’);
}
}
...
Metode za upite na bazu podataka se koriste intuitivno (objasˇnjeno) i u ovoj vrsti rela-
cije.
Visˇe naprama visˇe
Nesˇto kompliciranija relacija je kada istvoremeno jednom elementu jedne tablice pri-
pada visˇe elemenata druge i obratno. U tom slucˇaju potrebno je definirati trec´u tablicu koja
c´e sadrzˇavati atribute ”id” (u najcˇesˇc´em slucˇaju, mozˇe to biti i neki drugi atribut) obiju ta-
blica. Za definiranje relacije koristimo metodu belongsToMany. Pokazˇimo to na primjeru
gdje jednom korisniku pripada visˇe hobija:
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class User extends Model
{
public function hobies()
return $this->belongsToMany(’Hoby::class’);
}
}
//hobi
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class Hoby extends Model
{
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public function users(){
return $this->belongsToMany(’Hoby::class’);
}
}
//hobi
<?php
namespace App;
use Illuminate\Database\Eloquent\Model;
class Hoby extends Model
{
public function users(){
return $this->belongsToMany(’User::class’);
}
}
Svakom elementu tih modela kojemu pristupamo automatski je dodijeljen atribut ”pi-
vot” koji sluzˇi za tablici ”posrednik”. Jedan pivot objekt se zadano sastoji samo od kljucˇeva
oba modela (primjerice atribut ”id”), no mogu se definirati i dodatni atributi (stupci) do-
dajuc´i metodu withPivot:
//definiranje relacije
public function hobies(){
return
$this->belongsToMany(’Hoby::class’)->withPivot(’dodatniStupac1’,
’dodatniStupac2’);
}
//pozivanje metoda
$user = App\User::find(1);
foreach ($user->hobies as $hoby) {
echo $hoby->pivot->created_at;
}
Za visˇe informacija o ostalim relacijama upuc´ujem cˇitatelja na stranicu: https://
laravel.com/docs/5.3/eloquentrelationships.
5.5 Forme (validacija i request)
Forme kao i do sada u PHP-u, se definiraju na sljedec´i nacˇin:
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<form method="POST" action="/link">
<input type="hidden" name="_token" value="{{ csrf_token() }}">
<textarea name="nekiTekst">{{ old(’nekiTekst’) }}</textarea>
<button type="submit">Gumb</button>
</form>
Ovisno o kojim se podacima radi u formi, definira se metoda GET ili POST i akcija je
neka ruta koju definiramo u skripti ”routes.php”. Svaki puta kada definiramo HTML formu
vazˇno je dodati polje ”CSRF token” unutar forme kako bi medusoftver za zasˇtitu provjerio
valjanost forme i prihvatio zahtjev. U skripti ”routes.php” tada definiramo pripadajuc´u rutu
uz dodatnu moguc´nost osim GET i POST, a to su PUT, PATCH i DELETE. HTML forme
standardno ne podrzˇavaju te akcije pa je potrebno unutar forme dodati skriveno polje ”met-
hod field(’akcija’)”.
Kada mijenjamo podatke u bazi unosom podataka od strane korisnika, u formi defini-
ramo metodu POST i zˇeljenu akciju, a u ruti definiramo da se radi o akciji ”PATCH”.
<form method="POST" action="/link/{{ $nekaVrijednost }}">
{{ method_field(’PATCH’) }}
<input type="hidden" name="_token" value="{{ csrf_token() }}">
<textarea name="nekiTekst"></textarea>
<button type="submit">Gumb</button>
</form>
//ruta u routes.php skripti
Route::patch(’link/{vrijednost}’, ’NekiController@nekaMetoda’);
Elementi forme za unosˇenje podataka imaju atribut ”name” i tu vrijednost koristimo
u ostalim skriptama kao ime varijable cˇija je vrijednost unesˇeni podatak. Tako c´e se u
prijasˇnjem primjeru tekst unesˇen u ”textarea” sa nazivom ”name=’nekiTekst’” dohvac´ati
koristec´i varijablu ”$nekiTekst” i vrijednost c´e joj biti unesˇeni podaci od korisnika. Po-
datke takoder mozˇemo slati ruti putem akcije tako da jednostavno dodamo ”{{ $nekaVri-
jednost }}” naziv varijable u akciju, a naziv te varijable u skripti ”routes.php” u pripadajuc´oj
ruti mora imati naziv koji odgovara nazivu u upravljacˇu.
POGLAVLJE 5. RAZVOJ APLIKACIJE U LARAVELU 46
Za obradu zahtjeva poput unosˇenja podatka putem forme koristimo klasu Illuminate\Http\Request
koju unosimo u upravljacˇu koji obraduje zahtjev. Zahtjev c´e automatski biti poslan odgo-
varajuc´oj metodi kroz varijablu ”Requests $zahtjev”, a zasebne podatke dohvac´amo putem
njihovih atributa ”name” i metode input ili jednostavno ”->nazivPodatka”.
<?php
namespace App\Http\Controllers;
use Illuminate\Http\Request;
class NekiController extends Controller
{
public function nekaMetoda(Request $zahtjev, TipPodatka $vrijednost){
$this->validate($request, [
’nekiTekst’ => ’required|max:255’,
’atribut’ => ’required’,
]);
//svi podaci u formi: request()->all()
$podaci = $zahtjev->input(’nekiTekst’); // ili $zahtjev->nekiTekst;
}
}
Skoro uvijek zˇelimo kontrolirati podatke koje korisnik unosi, a to nam omoguc´ava me-
toda validate. U metodu unosimo parametre ”Request $zahtjev” i pravila koja definiramo
za svaki od podataka. Metoda c´e usporediti dobivene podatke i pravila te ukoliko su podaci
ispravni, zahtjev prolazi validaciju. Ukoliko neki od podataka nisu ispravni kazˇemo da va-
lidacija nije uspjela te se podaci o pogresˇci spremaju u opc´oj varijabli ”$errors” dostupnoj
unutar pogleda gdje se nalazi forma.
class NekiController extends Controller
{
public function nekafa(Request $zahtjev, TipPodatka $vrijednost){
$this->validate($zahtjev, [ ’nekiTekst’ => ’required|max:100’])
$podaci = $zahtjev->input(’nekiTekst’); // $zahtjev->nekiTekst;
}
}
//dohvacanje pogreska ispod forme u pogledu
@if( count($errors) )
<ul>
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@foreach($errors->all() as $error)
<li>{{ $error }}</li>
@endforeach
</ul>
@endif
U kompliciranim slucˇajevima moguc´e je stvoriti ”form request”, odnosno posebnu
klasu koja c´e biti zaduzˇena za validaciju zahtjeva. Novostvorena klasa se sprema u di-
rektorij app/Http/Requests. Pravila za validaciju smjesˇtamo u metodu rules:
php artisan make:request klasaZaValidaciju //naredbeni redak
//klasa
<?php
namespace App\Http\Requests;
use Illuminate\Foundation\Http\FormRequest;
class klasaZaValidaciju extends FormRequest
{
public function authorize(){
return false; //zadana vrijednost
}
public function rules(){
return [
’email’ => ’required|unique:email|max:255’,
’surname’ => ’required|max:50’,
];
}
}
Korisˇtenje klase za validaciju je jednostavno; u funkciji koja prima zahtjev umjesto
Request koristimo klasu i vrijede ista pravila:
class NekiController extends Controller
{
public function nekaMetoda(klasaZaValidaciju $zahtjev, TipPodatka
$vrijednost){
$podaci = $zahtjev->input(’nekiTekst’); // $zahtjev->nekiTekst;
}
}
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U metodi authorize provjeravamo ima li korisnik punomoc´ za mijenjanje podataka.
Ukoliko metoda vrac´a ”false”, automatski se vrac´a odgovor o pogresˇci ”HTTP 403”, no ako
namjeravamo provjeravati punomoc´ korisnika u nekom drugom dijelu, tada jednostavno
postavimo da metoda vrac´a ”true”.
Koristec´i Validator procˇelje mozˇemo stvoriti vlastiti ”validator” odnosno metodu koja
c´e provjeravati valjanost forme bez korisˇtenja ”Request”. Validator se stvara uz metodu
Validator::make() koja prima dva argumenta; podaci koje zˇelimo provjeriti (ako uzimamo
sve iz forme to je onda ”$request->all()”), pravila valjanosti. Varijablu kojoj smo definirali
validator provjeravamo sa metodom fails:
<?php
namespace App\Http\Controllers;
use Validator;
use Illuminate\Http\Request;
use App\Http\Controllers\Controller;
class NekiController extends Controller
{
public function nekaMetoda(Request $request)
{
$validator = Validator::make($request->all(), [
’nekiTekst’ => ’required|max:255’,
’atribut’ => ’required’,
]);
if ($validator->fails()) { //ako nije prosao provjeru valjanosti
return redirect(’post/create’)
->withErrors($validator)
->withInput();
}
}
}
Pogresˇke spremljene u varijabli ”$errors” su automatski dostupne pogledima nakon
prenosˇenja kontrole sa metodom redirect na neki pogled, koristec´i metodu withErrors koja
prihvac´a validatore, MessageBag i PHP array.
Poruke koje opisuju pogresˇke koje su se dogodile u kodu imaju svoje zadane vrijed-
nosti, no mozˇemo stvoriti vlastite poruke ovisno o pravilu na visˇe nacˇina: definiranjem
funkcije u klasi za validaciju, dodavanjem varijable u kojoj definiramo poruke kao trec´i
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argument validatora te definiranjem ”custom” poruka.
Unutar klase u skripti ”app/Http/Requests/klasaZaValidaciju.php” definiramo funkciju
”messages” koja vrac´a poruke dodijeljene pravilima za validaciju:
public function messages()
{
return [
’email.required’ => ’Potrebno je unijetu email adresu!’,
’email.unique’ => ’Unesena email adresa vec postoji!’,
];
}
Definiranje i dodavanje varijable koja opisuje poruke o pogresˇkama kao trec´i argument:
$messages = [
’required’ => ’The :attribute field is required.’,
];
$validator = Validator::make($request->all(), [
’nekiTekst’ => ’required|max:255’,
’atribut’ => ’required’],
$messages);
Predefiniranje ”custom” poruka unutar ”resources/lang/en/validation.php” skripte:
<?php
return [
’accepted’ => ’The :attribute must be accepted.’,
’active_url’ => ’The :attribute is not a valid URL.’,
...,
’string’ => ’The :attribute must be a string.’,
’timezone’ => ’The :attribute must be a valid zone.’,
’unique’ => ’The :attribute has already been taken.’,
’uploaded’ => ’The :attribute failed to upload.’,
’url’ => ’The :attribute format is invalid.’,
’custom’ => [
’email’ => [
’required’ => ’Potrebno je unijeti email adresu!’,
],
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’attribute-name’ => [
’rule-name’ => ’custom-message’,
],
],
5.6 Autentikacija i hesˇiranje
Laravel donosi jednostavno gotovo rjesˇenje za autentikaciju korisnika. Prije stvaranja pro-
jekta potrebno je provesti naredbu ”php artisan make:auth” u naredbenom retku kako bi se
stvorili svi potrebni dijelovi poput tablice za korisnike i lozinke, forme za prijavu, odjavu i
jednostavne forme za registraciju, upravljacˇi za te akcije i drugo.
Skripta za konfiguraciju autentikacije se stvara unutar config mape naziva ”config/a-
uth.php” i sadrzˇi opcije za odredivanje ponasˇanja usluga koje donosi Laravel autentikacija
poput opcije za ponovno postavljanje lozinke i dohvac´anja korisnika iz baze podataka.
<?php
return [
...
’guards’ => [
’web’ => [
’driver’ => ’session’,
’provider’ => ’users’,
],
’api’ => [
’driver’ => ’token’,
’provider’ => ’users’,
],
],
...
’providers’ => [
’users’ => [
’driver’ => ’eloquent’,
’model’ => App\User::class,
],
],
...
];
POGLAVLJE 5. RAZVOJ APLIKACIJE U LARAVELU 51
Autentikacija se najvec´im dijelom sastoji od takozvanih ”guards” i ”providers”. Guards
ili cˇuvari definiraju kako se provodi autentikacija korisnika kod obrade zahtjeva, primjerice
uz korisˇtenje sesija ili tokena. Svi upravljacˇi autentikacije sadrzˇe korisnicˇki ”provider” ili
opskrbljivacˇ. Oni definiraju kako se korisnici dohvac´aju iz baze podataka ili drugih me-
hanizma skladisˇtenja podataka koje aplikacija koristi. Laravel u tu svrhu koristi Eloqu-
ent i standardni graditelj upita na bazu podataka. Ukoliko se ne koristi Eloquent, tada je
moguc´e koristiti drugi upravljacˇ autentikacije za bazu podataka koji koristi Laravelov gra-
ditelj upita.
Nakon stvaranja projekta definiran je model User za upravljanje korisnicima. Nakon
stvaranja autentikacije stvoreni su pripadni upravljacˇi unutar prostora imena
App\Http\Controllers\Auth poput ”RegisterController” koji je zaduzˇen za registraciju ko-
risnika, ”LoginController” koji je zaduzˇen za prijavu korisnika u aplikaciju, ”ForgotPa-
sswordController” koji je zaduzˇen za oporavak lozinke u slucˇaju da ju je korisnik zabora-
vio i ”ResetPasswordController” koji je zaduzˇen za ponovno postavljanje lozinke. Njihova
zadana definicija je oblikovana na nacˇin da bez izmjene mozˇe posluzˇivati veliku vec´inu
aplikacija danas. Takoder se stvaraju pogledi (layout skripte) koji prikazuju forme za pri-
javu i registraciju te skripta ”resources/views/layouts/app.blade.php” u kojoj se provjerava
postoji li prijavljen korisnik ili aplikaciji pristupa gost, koju nasljeduju ostali pogledi. De-
finirane su rute potrebne za preusmjeravanje toka kontrole kod prijave, registracije i odjav-
ljivanja korisnika i upravljacˇ ”HomeController” za upravljanje pocˇetnom stranicom nakon
ulaska u aplikaciju.
Primjer 5.6.1. Primjeri nekih skripta:
//HomeController
<?php
namespace App\Http\Controllers;
use Illuminate\Http\Request;
use App\Recipe;
use App\User;
use App\Ingredient;
use Illuminate\Support\Facades\Auth;
class HomeController extends Controller
{
public function __construct()
{
$this->middleware(’auth’);
}
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public function index()
{
return view(’home’);
}
}
//routes.php
Auth::routes(); ...
//upravljac za registraciju korisnika
<?php
namespace App\Http\Controllers\Auth;
use App\User;
use App\Http\Controllers\Controller;
use Illuminate\Support\Facades\Validator;
use Illuminate\Foundation\Auth\RegistersUsers;
class RegisterController extends Controller
{
use RegistersUsers;
protected $redirectTo = ’/home’;
public function __construct()
{
$this->middleware(’guest’);
}
protected function validator(array $data)
{
return Validator::make($data, [
’email’ => ’required|email|max:255|unique:users’,
’password’ => ’required|min:6|confirmed’,
]);
}
protected function create(array $data)
{
return User::create([
’email’ => $data[’email’],
’password’ => bcrypt($data[’password’]),
]);
}
}
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Procˇelje Auth nam omoguc´ava rad sa podacima korisnika koji je prijavljen u aplikaciju.
Trenutno prijavljenog korisnika jednostavno dohvac´amo naredbom ”Auth::user()”, a sve
podatke o njemu dohvac´amo standardnim metodama. Provjera postoji li prijavljen koris-
nik se provodi sa ”Auth::check()” sˇto vrac´a odgovor ”false” ili ”true”. Mozˇemo upravljati
ovlastima pristupa odredenim rutama korisnicima uz pomoc´ middleware-a za rute defini-
ranog unutar ”Illuminate\Auth\Middleware \Authenticate”. Dovoljno je kod definiranja
rute dodati metodu middleware() i odrediti kome je dozvoljen pristup:
//routes.php
...
Route::get(’/zasticenaRuta’, function(){...})->middleware(’auth’); //samo
prijavljeni korisnici mogu pristupiti ovoj ruti
Naravno, moguc´e je prilagoditi autentikaciju vlastitim standardima. Nije nuzˇno koris-
titi upravljacˇe koje donosi Laravel, mozˇemo rucˇno definirati vlastite upravljacˇe i klase koji
c´e sluzˇiti istoj svrsi.
Procˇelje Bcrypt predstavlja jednostavnu sigurnosnu implementaciju za hesˇiranje lo-
zinki korisnika. Upravljacˇi za prijavu i registraciju automatski koriste Bcrypt pri unosu
podataka, a sami to mozˇemo iskoristiti na sljedec´i nacˇin:
<?php
namespace App\Http\Controllers;
use Illuminate\Http\Request;
use Illuminate\Support\Facades\Hash;
use App\Http\Controllers\Controller;
class VazanController extends Controller
{
public function unosLozinke(Request $request){
$request->user()->fill( [ ’password’ =>
Hash::make($request->newPassword) ] )->save();
}
}
Kod prijave korisnika aplikacija c´e provjeravati odgovara li lozinka u bazi podataka
hasˇiranom unosu koristec´i metodu ”Hash::check(’unos’, $pravaLozinka)”.
5.7 Primjer aplikacije izradene u Laravelu
Slijedi opis aplikacije razvijene u Laravelu.
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Naslovna stranica aplikacije zapocˇinje sa jednostavim pogledom koji sadrzˇava linkove
na prijavu i registraciju korisnika te link na stranicu ”O aplikaciji”.
Pri registraciji korisnik unosi sljedec´e podatke: ime, prezime, adresu e-posˇte, lozinku,
ponovljenu lozinku. Nakon uspjesˇne registracije korisnika, aplikacija prijavljuje korisnika
i prikazuje se naslovna stranica kao i nakon uspjesˇne prijave registriranog korisnika.
Slika 5.3: Prikaz forme za registraciju korisnika
//isjecak koda forme za registraciju
<form class="form-horizontal" role="form" method="POST" action="{{
url(’/register’) }}">
{{ csrf_field() }}
<div class="form-group{{ $errors->has(’name’) ? ’ has-error’ : ’’ }}">
<label for="name" class="col-md-4 control-label">Ime</label>
<div class="col-md-6">
<input id="name" type="text" class="form-control" name="name"
value="{{ old(’name’) }}" required autofocus>
@if ($errors->has(’name’))
<span class="help-block">
<strong>{{ $errors->first(’name’) }}</strong>
</span>
@endif
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</div>
</div>
...
<div class="form-group">
<div class="col-md-6 col-md-offset-4">
<button type="submit" class="btn btn-primary"> Registriraj se!
</button>
</div>
</div>
</form>
Na naslovnoj stranici lijevo je smjesˇten izbornik koji omoguc´uje korisniku pristup
sljedec´im stranicama: Naslovna, Moji recepti, Najdrazˇi recepti. Prikazano je prvih devet
recepata koje aplikacija dohvac´a iz baze podataka po datumu njihovog stvaranja (najnovije
stvorene recepte) i alat za pretrazˇivanje recepata po nazivu korisnika (ime ili prezime), vrsti
jela (kako su korisnici definirali, primjerice ”vecˇera”) ili nazivu recepta.
Slika 5.4: Prikaz naslovne stranice prijavljenog korisnika
Na stranici ”Moji recepti” korisniku se prikazuje lista njegovih recepata razvrstanih po
datumu stvaranja i omoguc´eno mu je stvaranje novog recepta klikom na ”Novi recept”. Pri
stvaranju novog recepta, korisniku se prikazuje visˇe formi: za unos naziva i vrste recepta,
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unos sastojaka te unos glavnog teksta recepta. Sljedec´i isjecˇak koda prikazuje metodu
dodajRecept koja obraduje dio podataka pri stvaranju novog recepta.
<?php
namespace App\Http\Controllers;
use Illuminate\Http\Request;
use App\Recipe;
use App\User;
use App\Ingredient;
use Illuminate\Support\Facades\Auth;
use Illuminate\Support\Facades\DB;
class HomeController extends Controller
{
...
public function mojiRecepti(){
return view(’mojiRecepti’);
}
public function dodajRecept(Validator1 $request){
$recept = new Recipe;
$recept->type = $request->type;
$recept->title = $request->title;
$recept->text = "";
$user = Auth::user();
$user->recipes()->save($recept);
$recept = Recipe::where(’title’, $request->title)->first();
return view(’newRecipe2’, compact(’recept’));
}...
}
Posebno, na stranici ”Najdrazˇi recepti” korisnik mozˇe pregledati recepte koje je otvorio
i oznacˇio oznakom ”Svida mi se”. Svaki prijavljen korisnik je u moguc´nosti komentirati
svaki recept. Cjelokupni kod aplikacije mozˇe se pogledati na linku https://github.
com/valentinea/CookBook.
Korisˇtenje Laravela je uvelike olaksˇalo izradu aplikacije. Pocˇetna baza aplikacije koju
Laravel stvara je smanjila znacˇajnu kolicˇinu posla kojeg bi trebalo napraviti. Izmjena zada-
nih postavki poput tablice podataka o korisnicima ili rad upravljacˇa se jednostavno i brzo
odvija bez narusˇavanja rada ostatka aplikacije.
Poglavlje 6
Zakljucˇak
Kroz ovaj rad smo se upoznali sa pojmom razvojnog okruzˇenja, MVC-a i detaljno pred-
stavili razvojno okruzˇenje Laravel. Definirali smo najosnovnije sastavne dijelove poput
modela, pogleda, upravljacˇa, objasnili nacˇin rada sa bazom podataka, unos i obradu po-
dataka, obradu korisnicˇkih podataka i tok kontrole. Provjerili smo i pokazali na vlastitom
primjeru kako se razvija aplikacija.
Upoznavanje sa Laravelom je teklo vrlo glatko i intuitivno. U vrlo kratkom roku
(nekoliko dana) i uz malo truda uspjeli smo stvoriti jednostavnu aplikaciju spremnu za
posluzˇivanje korisnika. Modularnost Laravela je bila zadovoljavajuc´a za potrebe razvoja
nezahtjevne web aplikacije. Vrlo intuitivna arhitektura i podjela odgovornosti aplikacije
je pomogla brzom snalazˇenju u radu na aplikaciji. Mnogobrojne funkcionalnosti koje se
ocˇekuju od vec´ine web aplikacija vec´ su implementirane za opc´enite slucˇajeve bez nepo-
trebnog dodavanja ili izostavljanja vazˇnih dijelova. Dokumentacija unutar samih kodova
je skromna, ali dovoljna za razumijevanje uloge tog dijela koda te eventualno upuc´ivanje
korisnika na dodatne izvore znanja. Svojstva za koja se predvida da bi korisnik htio perso-
nalizirati poput izgleda pogleda, korisˇtenja odredene baze podataka, registracije korisnika
i mnogo visˇe, su lako podesiva. Lako se unose izmjene tih svojstava bez narusˇavanja lo-
gike ili rada cijele aplikacije. Njegova jednostavnost i automatiziranje brojnih osnovnih
funkcionalnosti je rezultirala brzim razvojem i ostavila pozitivan dojam.
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Sazˇetak
Laravel je besplatno PHP razvojno okruzˇenje otvorenog koda namijenjeno brzom razvoju
web aplikacija. U kratkom vremenu je zadobio pazˇnju razvojnih programera i postao jedan
od najpopularnijih razvojnih okruzˇenja. PHP razvojno okruzˇenje je alat odnosno slojevita
struktura koja sluzˇi brzˇem i sigurnijem razvoju web aplikacije. Pruzˇa stabilan kostur apli-
kacije, smanjuje kolicˇinu ponavljajuc´ih dijelova koda, pomazˇe odrzˇati cˇitljivost i logiku
strukture i olaksˇava kasnije odrzˇavanje. Temelji se na najcˇesˇc´e korisˇtenom MVC (Model-
View-Controller) obrascu arhitekture aplikacije. MVC dijeli aplikaciju u prezentacijski sloj
(pogledi), sloj poslovne logike (upravljacˇi) i podaktovni sloj (modeli). Za upravljanje za-
visnostima poput biblioteka uz Laravel se koristi alat Composer. Laravel predstavlja vlastiti
alat za predlosˇke Blade koji se koristi u izradi pogleda i ocˇituje se u nastavku ”.blade.php”.
Eloquent ORM je poseban alat kojeg donosi Laravel i uvelike olaksˇava rad sa bazom po-
dataka. Za svaku tablicu koju stvaramo u bazi podataka mozˇemo stvoriti jedan Eloquent
Model koji c´e nam sluzˇiti za svu potrebnu komunikaciju sa danom tablicom.
Summary
Laravel is a free of cost, open-source PHP framework intended for rapid development of
web applications. In just a short period of time it captured the attention of web developers
and became one of the most popular frameworks. PHP framework is a software framework
or a well rounded structure designed to support rapid and safe development of web ap-
plications. It provides developers with a basic structure for an application, reduces the
amount of repetitive coding, ensures clean code and preserves the logic of the structure
and makes the maintaining an easy job. It is based on MVC (Model-View-Controller), the
most popular architecture pattern in computer programming. MVC ensures the separation
of presentation (views), logic (controllers) and data. For dependency managment such as
libraries, Laravel uses Composer. Laravel provides with its own templating engine called
Blade which is used for creating views and is recognizable by the exstension ”.blade.php”.
Eloquent ORM is a special tool brought by Laravel designed to ease working with data-
base. For each table we create in the database we can create a corresponding Eloquent
Model which serves as a special query for all comunication with that table.
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