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Einleitung
Der Bereich objektorientierter Datenbanken f uhrt zurzeit noch ein Nischendasein, die mei-
sten Datenbanken sind relational organisiert. Dabei bietet gerade die Objektorientierung
eine hohe Flexibilit at bei der Beschreibung und Modellierung, eine deutliche Verbesserung
gegen uber dem Konzept der relationalen Datenbanken.
Im Allgemeinen werden objektorientierte Datenbanken in den groen Firmen jedoch nur
als "nett\, aber nicht konkurrenzf ahig angesehen, weil man annimmt, dass sie im Ver-
gleich zu relationalen Datenbanken, die seit  uber 30 Jahren verwendet werden, mit ihrer
kurzen Entwicklungszeit von nur etwa 10 Jahren nicht ausgereift sein k onnen. Zugegeben,
bei anspruchslosen Massendatenbanken wie Telefonb uchern stellt das relationale Konzept
die bessere Alternative dar, weil es schneller ist und keine komplexen Beziehungen model-
liert werden m ussen. Aber gerade bei komplexen Sachverhalten k onnen objektorientierte
Datenbanken ihre St arken zeigen.
Die Modellierung der Diskurswelt in Datenbanken zeigt sich im Datenbankschema.  Andern
sich die beschriebenen Objekte oder Sachverhalte, muss auch das Schema angepasst wer-
den. Dieser Vorgang nennt sich Schemaevolution. Da solche  Anderungen h aug erfolgen
m ussen, ist f ur die Entwicklung einer performanten Datenbank eine besondere Untersu-
chung von Schema anderungen lohnenswert.
Schmema anderungen ziehen immer eine Reihe von Konsequenzen nach sich: Die in der
Datenbank abgelegten Daten m ussen an das neue Schema angepasst werden und die Ap-
plikationen, die mit der Datenbank arbeiten, m ussen umprogrammiert und neu kompiliert
werden. Oftmals ist der Quellcode von alten Applikationen in inzwischen ungebr auchli-
chen Sprachen wie COBOL programmiert oder auch einfach nicht mehr aundbar. Die
Erstellung neuer Applikationen erfordert viel Zeit und zus atzlich Schulungsmanahmen
f ur die Benutzer.
Schema anderungen sind damit aufw andig und teuer. Aus diesem Grund werden Sche-
ma anderungen i.A. nur dann durchgef uhrt, wenn es unumg anglich ist, erfahrungsgem a in
Abst anden von mehreren Monaten oder Jahren.
Der Prototyp COAST (Complex Object and Schema Transformation), der an der Profes-
sur f ur Datenbanken und Informationssystem (DBIS) der J.W.G.-Universit at Frankfurt
am Main entwickelt wird, bietet Unterst utzung f ur die Durchf uhrung von Schema ande-
rungen, indem mehrere Schemaversionen parallel verwaltet und benutzt werden k onnen.
Die Objektorientierung, die die gr oten Modellierungsm oglichkeiten bietet und daher in
COAST verwendet wird, bietet das Konzept der Vererbung. Dieses wird bei der Sche-
maversionierung genutzt: Durch eine Schema anderung wird eine neue Schemaversion von
einer bereits existierenden Schemaversion abgeleitet und steht dadurch mit ihr in einer
Beziehung. Damit enth alt die neue Schemaversion zun achst den gleichen Aufbau und wird2 Kapitel 1. Einleitung
dann an die neuen Erfordernisse angepasst.
Die Existenz verschiedener Schemaversionen wird auf die Datenobjekte der Datenbank
 ubertragen, so dass diese ebenfalls in mehreren Objektversionen vorliegen { die durch die
Beziehung zwischen den Schemaversionen ebenfalls in Beziehung zueinander stehen. Die
Daten in den Objektversionen k onnen durch Ausnutzung dieser Beziehungen automatisch
aktualisiert werden { und zwar zur Laufzeit. Dieser Vorgang nennt sich Propagation.
Der Vorteil von mehreren Schemaversionen liegt darin, dass Applikationen, die von der
Schema anderung nicht betroen sind, auch nicht angepasst werden m ussen, sondern ein-
fach weiterverwendet werden k onnen. Durch die automatische Konvertierung von Daten
zwischen verschiedenen Schemaversionen kann sowohl die alte wie auch die neue Sche-
maversion parallel genutzt werden. Dem Schemaentwickler bietet sich so die M oglichkeit,
auch in k urzeren Abst anden Schema anderungen vorzunehmen.
Abgesehen davon ist so eine Modellierung der Diskurswelt aus verschiedener Sicht m oglich:
Soll beispielsweise in einer Firma ein Produkt sowohl aus Sicht der Fertigung als auch aus
Sicht des Vertriebs modelliert werden, bietet die Schemaversionierung eine geeignete Basis,
um beide Beschreibungsformen miteinander in Beziehung zu setzen. Auch hier ist damit
die automatische Propagation von Zustands anderungen der Daten m oglich.
1.1 Motivation
In der Praxis reichen einfache Schema anderungen nicht aus. Diese bieten nur  Anderungen
innerhalb jeweils einer Klasse, beispielsweise das Hinzuf ugen oder L oschen eines Attributs.
Eine Erweiterung auf komplexe Schema anderungen, die auch aus mehr als einer Quellklasse
Attribute in mehr als eine Zielklasse  ubernehmenk onnen, wurde bereits f ur andere Systeme
vorgeschlagen.
Die Idee ist nun, komplexe Schema anderungen auch in COAST einzuf uhren und damit auf
das leistungsf ahigste Konzept, eben dem der Schemaversionierung, zu  ubertragen.
F ur mich stellte sich das mir angebotene Diplomarbeitsthema als hochinteressant dar,
zumal ein Mechanismus wie die Schemaversionierung mit der Propagation ein Novum im
Bereich der Datenbanken ist.
1.2 Zielsetzung
In dieser Diplomarbeit wird COAST durch die Einf uhrung komplexer Schema anderungen
erweitert. Diese werden dazu zun achst speziziert und ihre Auswirkungen auf die Propa-
gation analysiert. Die Analyse f uhrt dazu, dass die Propagation ebenfalls erweitert wird,
um komplexe Schema anderungen nachbilden zu k onnen. F ur die Beschreibung der Propa-
gation auf Objektebene wird eine Sprache f ur Konvertierungsfunktionen entwickelt.
1.3 Gliederung dieser Arbeit
Diese Diplomarbeit besteht aus den folgenden Kapiteln:
2. Grundlagen
In Kapitel 2 werden einige Grundbegrie und Konzepte erl autert, die im Umfeld der
Diplomarbeit wichtig sind.1.3 Gliederung dieser Arbeit 3
3. Schemaevolution
Schema anderungen haben nicht nur Auswirkungen auf das Schema einer Datenbank,
sondern auch auf die darin gespeicherten Daten und die auf sie zugreifenden Appli-
kationen. Das Konzept der Schemaversionierung bietet sich als die im Vergleich lei-
stungsf ahigste M oglichkeit zur Unterst utzung von evolution aren Schema anderungen
an. Ein Kern der Schemaversionierung ist die Propagation, um die es in dieser Di-
plomarbeit geht.
In Kapitel 3 werden Schema anderungen vorgestellt und auf Schwierigkeiten bei de-
ren Umsetzung eingegangen. Es werden verschiedene L osungsans atze skizziert und
dabei besonderes Augenmerk auf das Konzept der Schemaversionierung, das auch
dem COAST-Projekt zugrundeliegt, gelegt.
In den folgenden Kapiteln werden die in dieser Diplomarbeit neu eingef uhrten komplexen
Schema anderungsoperationen beschrieben und deren Auswirkung auf die Schema- und die
Objektebene untersucht. Es schliet sich eine Analyse der daraus resultierenden n otigen
Erweiterungen an, gefolgt von der Einf uhrung einer neuen Art von Propagationskanten
und der Entwicklung einer Sprache zur Spezikation der Propagation.
4. Schema anderungen und Konvertierungsfunktionen
In Kapitel 4 werden verschiedene typische Schema anderungen analysiert und klassi-
ziert. Dabei wird festgestellt, dass einige davon nicht mehr mit den bereits vorhande-
nen einfachen Schema anderungsoperationen auskommen. Aus dem Grunde wird das
Konzept um komplexe Schema anderungsoperationen erweitert. Diese erhalten eine
Syntax gem a der Schemabeschreibungssprache ODL (Object Denition Language,
s. [Her99]). Des Weiteren wird angegeben, welche Default-Konvertierungsfunktionen
bei den vorgestellten Operationen durch das System erzeugt werden sollen. Diese
werden in der Syntax der in Kapitel 6 entwicklten Konvertierungssprache angege-
ben. Auerdem wird auf das Konzept der Migration von Objekten innerhalb einer
Schemaversion eingegangen.
5. Propagation
Schema anderungen haben Auswirkungen auf die Objektebene, es m ussen dort ent-
sprechend ebenfalls  Anderungen durchgef uhrt werden. Die automatische Propagation
von Zustands anderungen wird in Kapitel 5 beschrieben und ein besonderes Augen-
merk auf das Konzept der verz ogerten Propagation gelegt.
Durch die Einf uhrung von komplexen Schema anderungsoperationen muss das Kon-
zept von Propagationskanten erweitert werden. Die daf ur n otigen kombinierten Pro-
pagationskanten werden in ebenfalls in diesem Kapitel entwickelt und vorgestellt.
6. Eine Sprache f ur Konvertierungsfunktionen
Man ben otigt Konvertierungsfunktionen, um die Propagation zu spezizieren. Die
daf ur im Rahmen dieser Diplomarbeit entwickelte Sprache wird in Kapitel 6 vorge-
stellt.
7. Implementierung
In Kapitel 7 wird eine  Ubersicht  uber den Prototyp COAST gegeben und auf Be-
sonderheiten bei der Implementierung der Konzepte aus den Kapiteln 4, 5 und 6
eingegangen. Weiter werden M oglichkeiten zur Ezienzverbesserung beschrieben.
8. Zusammenfassung und Ausblick
In Kapitel 8 wird die Diplomarbeit zusammengefasst und auf weitere zu diskutierende
Probleme im Zusammenhang mit der Schemaversionierung hingewiesen.4 Kapitel 1. EinleitungKapitel 2
Grundlagen
In diesem Kapitel werden einige verwendete Begrie und Konzepte aus dem Umfeld von
Datenbanken und objektorientierten Programmiersprachen erkl art. Die eingef uhrten Be-
grie sollen dem fachlich "entfernteren\ Leser das Verst andnis dieser Arbeit erleichtern,
das Kapitel kann von anderen  ubersprungen werden.
2.1 Schema einer Datenbank
Man versucht, in einer Datenbank die Diskurswelt { oder zumindest die f ur die jeweilige
Anwendung relevanten Teile davon { abzubilden. Diese Modellierung der Diskurswelt nennt
man Schema. Ein Schema in objektorientierten Datenbanken besteht aus mehreren Klassen
und den Zusammenh angen zwischen ihnen. Eine Klasse besitzt Attribute, die den Zustand
von Objekten beschreiben und Methoden, die das Verhalten beschreiben. Attribute haben
einen Namen und einen Datentyp, also beispielsweise string, integer, real oder date.
Eine Klasse "Angestellter\ aus einem einfachen Beispielschema, die die Attribute Vorname
vom Typ string, Name vom Typ string, Geburtsdatum vom Typ date und Jahresgehalt
vom Typ real besitzt, k onnte wie folgt aussehen:
CLASS Angestellter {
ATTRIBUTES {
Vorname STRING
Name STRING
Geburtsdatum DATE
Jahresgehalt REAL
}
}
2.2 Objektorientierte Datenbanken
Die M oglichkeiten zur Modellierung komplexer Zusammenh ange sind bei objektorientier-
ten Datenbanken weitaus gr oer als bei relationalen Datenbanken. In dieser Diplomarbeit
wird der Ansatz objektorientierter Datenbanksystemen verfolgt. Daher ist es notwendig,
in diesem Bereich einige Konzepte einzuf uhren.6 Kapitel 2. Grundlagen
2.2.1 Objekte
Ein Objekt wird in [Dud93] folgendermaen deniert:
"Ein Objekt ist ein Informationstr ager, der einen (zeitlich ver anderbaren) Zustand besitzt
und f ur den deniert ist, wie er auf bestimmte eingehende Mitteilungen an das Objekt zu
reagieren hat.\
Der Zustand eines Objektes ist durch die Werte seiner Attribute festgelegt.  Anderungen
k onnen durch Zugrie auf die Methoden des Objektes erfolgen { dadurch werden also die
Reaktionen und das Verhalten eines Objektes beschrieben. Methoden sind objektinterne
Funktionen, die zum einen interne Zustands anderungen erm oglichen, zum anderen aber
auch die Schnittstelle zur Auenwelt darstellen. Objekte kommunizieren  uber Methoden-
aufrufe miteinander.
Jedes Objekt ist eindeutig, es besitzt einen Objekt-Identikator (oid).
2.2.2 Klassen
Objekte gleicher Struktur werden zu Klassen zusammengefasst. In [Boo94] heit es:
"Eine Klasse ist eine Menge von Objekten, die eine gemeinsame Struktur und ein gemein-
sames Verhalten aufweisen.\
Aus einer anderen Perspektive betrachtet kann man sagen, dass eine Klasse eine abstrakte
Beschreibung eines Objekts darstellt, wovon beliebig viele gleichartige Objekte instanziiert,
also nach diesem Bauplan erstellt werden k onnen. Auf diese Weise muss nicht jedes Ob-
jekt einzeln in seiner Struktur und seinen Verhaltensweisen beschrieben werden, sondern es
gen ugt, diese Beschreibung einmalig f ur die Klasse vorzunehmen. Diese Beschreibung wird
als Klassenintension, die Menge aller Objekte einer Klasse als Klassenextension bezeichnet.
2.2.3 Klassenbeziehungen
Klassen k onnen in Beziehungen zueinander stehen und beispielsweise Referenzen aufein-
ander haben. Man unterscheidet im wesentlichen drei Arten von Beziehungen:
 Aggregation
Stellen Objekte einer Klasse Komponenten von Objekten einer anderen Klasse dar,
liegt also eine "is-part-of\-Beziehung vor, handelt es sich um eine Aggregationsbe-
ziehung. Ein Beispiel daf ur ist eine Klasse "Blatt\, die als Komponente der Klasse
"Baum\ referenziert wird.
 Spezialisierung / Generalisierung
Man spricht von der Spezialisierung, wenn Objekte der einen Klasse Spezialf alle
der Objekte der anderen Klasse sind { es liegt dann eine "is-a\-Beziehung vor. Die
umgekehrte Sichtweise wird als Generalisierung bezeichnet. Ein Beispiel daf ur ist
eine Klasse "Nadelbaum\ als eine Spezialisierung der Klasse "Baum\, und damit
w are die Klasse "Baum\ eine Generalisierung der Klasse "Nadelbaum\.
 Assoziation
Kann eine Klassenbeziehung weder als Aggregation noch als Spezialisierung bzw.
Generalisierung eingeordnet werden, spricht man von einer Assoziationsbeziehung.
Ein Beispiel daf ur ist eine Beziehung zwischen den Klassen "G artnereibetrieb\ und2.2 Objektorientierte Datenbanken 7
"Baum\, denn weder ist ein Baum Teil eines G artnereibetriebes oder andersherum,
noch ist ein Baum eine Spezialisierung oder Generalisierung eines G artnereibetriebes.
Es ist m oglich, dass Klassen gleichzeitig zu mehreren anderen Klassen in gleichen oder
verschiedenen Beziehungen stehen, wie in den obigen Beispielen mit der Klasse "Baum\
zu sehen.
2.2.4 Vererbung
Ein Ziel der Objektorientierung ist die Wiederverwendbarkeit von Code. Die Vererbung ist
ein Konzept, das dieser Forderung Rechnung tr agt:  Ahnliche Klassen k onnen voneinander
abgeleitet werden. Dabei erbt eine Klasse (die Unterklasse) von einer anderen Klasse (der
Oberklasse) all ihre Attribute und Methoden. Anschlieend k onnen weitere (lokal de-
nierte) Attribute oder Methoden hinzugef ugt werden. Da Unterklassen alle Attribute und
Methoden ihrer Oberklassen besitzen, z ahlen sie auch zur Klassenextension der Oberklas-
se. Es ist m oglich, dass eine Klasse mehrere Oberklassen hat, also von mehreren Klassen
deren Attribute und Methoden erbt.
Die Vererbung ist in der Objektorientierung die Umsetzung des Konzepts der Speziali-
sierung. F ur objektorientierte Datenbanken und insbesondere COAST ist die Vererbung
insofern wichtig, als dass neben Klassen auch Schemata voneinander abgeleitet werden
k onnen und automatisch alle Eigenschaften erben.
2.2.5 Polymorphie
Ein weiteres wichtiges Konzept in der Objektorientierung ist die Polymorphie, die Viel-
gestaltigkeit von Klassen. Durch die Polymorphie wird erm oglicht, die Methoden einer
geerbten Klasse noch weiter zu ver andern. Zum einen kann eine Methode lokal rede-
niert werden ( Uberschreiben oder engl. Override), zum anderen kann sogar eine Methode
mehrere Implementierungen erhalten. Je nach Art der mit dem Methodenaufruf  uberge-
benen Parameter wird entschieden, welche Methodenimplementierung Verwendung ndet
( Uberladen oder engl. Overload).
2.2.6 Kapselung
Ist eine  Anderung des Zustands eines Objekts nur durch Aufruf seiner Methoden m oglich,
spricht man von Kapselung. Dadurch ist gew ahrleistet, dass die Auswirkungen von  Ande-
rungen am Verhalten oder an der Struktur einer Klasse auf die betroene Klasse beschr ankt
bleiben.
Die Wartbarkeit verbessert sich ebenfalls, denn auf diese Weise kann eine Anpassung der
Klasse an neue Umst ande erfolgen, indem die interne Implementierung modiziert wird.
So  andert sich zwar das ausgegebene Ergebnis, nicht jedoch die Art und Weise, wie das
Objekt angesprochen wird und auch nicht der R uckgabetyp. Der Programmierer kann
punktgenau eingreifen. Ein Objekt wirkt damit wie eine "Black Box\ f ur Applikationen:
Es kann von auen  uber Methodenaufrufe angesprochen werden, aber wie es die Metho-
denaufrufe realisiert, ist von auen unsichtbar.
Im Softwareentwurf ist eine Forderung die Modularit at, diese wird durch die Kapselung
realisiert.8 Kapitel 2. Grundlagen
2.2.7 Datenbanken
Wenn das Konzept der Objektorientierung auf Datenbanken  ubertragen wird, bieten sich
dem Datenbankenprogrammierer im Vergleich zu relationalen Datenbanken neue M oglich-
keiten, komplexe Zusammenh ange zu modellieren [ABDW+89, Heu97, STS97, BCG+87].
So ist es beispielsweise m oglich, eigene komplexe Typen wie set, list, graph, bag, tuple,
etc. zu erstellen.
In relationalen Datenbanken kann nur mit Tabellen (Listen von gleichartigen Tupeln) ge-
arbeitet werden, und es k onnen andere Tabellen in Schl usselattributen referenziert werden.
Vererbung ist nicht m oglich. Demgegen uber bieten objektorientierte Datenbanken zus atz-
lich noch Methoden in den Datenobjekten an, d.h. die Verhaltensweise kann logisch dort
bereitgestellt werden, wo sie verwendet wird.Kapitel 3
Schemaevolution
Ein zentrales Problem im Bereich von Datenbanken besteht darin, dass Schema anderungen
in den meisten F allen auch  Anderungen an den darauf zugreifenden Applikationen und
vor allem den in der Datenbank bereits vorhandenen Daten zur Folge haben. Eine sehr
elegante L osung dieses Problems ist das Konzept der Schemaversionierung. Der Kern dieses
Verfahrens ist die Propagation, die einer der Schwerpunkte dieser Diplomarbeit ist, und
die ab dem n achsten Kapitel ausf uhrlich behandelt wird.
Um ein Gef uhl f ur die Idee der Schemaversionierung und einen Eindruck zu bekommen,
welchen Schwierigkeiten der Schemaentwickler gegen ubersteht, wird in diesem Kapitel auf
diese Probleme eingegangen und mehrere L osungsvorschl age aus der Literatur diskutiert.
Der Ablauf der Neuentwicklung einer Datenbank besteht aus vier Phasen:
1. Die Analyse der Erfordernisse f ur die zu erstellende Datenbank.
2. Die Modellierung der gewonnenen Erkenntnisse, beispielsweise mit Hilfe des Entity-
Relationship- (ER-) Modells.
3. Die Umsetzung von der abstrakten Modellierungsebene in ein Datenbankschema.
4. Die Testphase, in der die Datenbank genutzt und Fehler und Schw achen entdeckt
werden sollen.
Es wird nicht zu vermeiden sein, dass im Verlauf der Entwicklung immer wieder Fehler
ausgemerzt oder auch zu Beginn noch nicht bekannte Anforderungen einge
ochten werden
m ussen. Daher ist immer wieder eine nachtr agliche  Anderung des Schemas n otig, bis die
Datenbank f ur den t aglichen Einsatz beim Anwender tauglich ist. Der Vorgang ist dann
i.A. derselbe wie bei der Neuentwicklung, die Gewichtung verschiebt sich dann nur etwas
mehr zu den Phasen 3 und 4.
Aber auch bereits im Einsatz bendliche Datenbanken k onnen n otigen Modikationen
unterworfen sein: Es kommen Ver anderungen der  aueren Gegebenheiten vor, die in der
Datenbank modelliert werden sollen (beispielsweise W ahrungsumstellungen von DM auf
Euro), Erweiterungen der vorhandenen Klassen um neue Attribute, die Forderung nach
neuen Klassen oder neuen Spezialisierungen existierender Klassen. Mit zunehmender Le-
bensdauer steigt die Wahrscheinlichkeit, dass  Anderungen erforderlich werden. Es k onnen
Fehler im Design der vorhandenen Datenbank entdeckt werden oder sogar ein ganzer Be-
reich der Datenbank  uber
 ussig werden, beispielsweise wenn in einer Firma die Herstellung
eines Produkts eingestellt wird.10 Kapitel 3. Schemaevolution
3.1 Probleme bei Schema anderungen
Eine Schema anderung zieht weitere notwendige  Anderungen mit sich: Die Applikationen,
die auf das Schema zugreifen, m ussen an die neue Situation angepasst werden. Werden bei-
spielsweise Attribute gel oscht oder haben sich die Namen von Attributen ge andert, w urde
eine unver anderte Applikation "ins Leere greifen\. Wurden neue Attribute oder Klassen
hinzugef ugt, sollen diese durch die Applikationen auch mit Daten versehen werden und
abgefragt werden k onnen.
Dieser zus atzliche Aufwand f uhrt im laufenden Betrieb oft dazu, dass Schema anderungen
nur in groen Zeitabst anden vorgenommen werden, beispielsweise, wenn sich viele  Ande-
rungsw unsche angesammelt haben oder wenn die alte Datenbank aus zwingenden Gr unden
nicht mehr weiter verwendet werden kann. Bis dahin wird versucht, sich mit den vorhan-
denen Strukturen zu arrangieren. Ein lohnendes Ziel w are sicherlich, Schema anderungen
jederzeit ohne Produktivit atseinbuen durchf uhren zu k onnen.
Weiter kann es sein, dass das Schema der Datenbank zur Laufzeit nicht modiziert werden
kann, es m ussen also f ur den Umstellungsvorgang alle Applikationen, die auf die Datenbank
zugreifen, beendet und die Datenbank selber heruntergefahren werden. In dieser Zeit ist die
Datenbank nicht benutzbar, der Produktivit atsausfall sollte also m oglichst kurz gehalten
werden.
Die Umstellung kostet aber gerade bei groen Datenbest anden viel Zeit, vor allem, wenn
viele Datens atze manuell konvertiert werden m ussten. Hier w are es hilfreich, wenn die
Konvertierung aller Daten automatisch durchgef uhrt werden k onnte.
Noch sorgf altiger sollte die Entscheidung, ein Schema zu ver andern und die Datenbank
umzustellen,  uberdacht werden, wenn durch die Schema anderung Daten verloren gehen.
Das kann beispielsweise durch L oschen von Attributen oder Klassen oder auch durch
Ver anderung von Datentypen in Typen mit geringerer Genauigkeit (z.B. von Fliekomma-
(real-)Werten zu ganzzahligen (integer-)Werten) geschehen. Die dann einmal verlore-
nen Informationen sind nur noch durch Einspielen eines Backups wiederherstellbar, so
dass sichergestellt werden muss, dass kein Fehler bei der Schema anderung passiert, der
die Daten unwiederbringlich l oscht oder zumindest viel Zeit und Arbeit kostet, wenn der
Vorgang r uckg angig gemacht werden muss.
3.2 L osungsans atze
Aus den genannten Problematiken ergeben sich die folgenden Forderungen an das Daten-
banksystem:
 Eine Schema anderung sollte zur Laufzeit m oglich sein.
 Eine Schema anderung sollte mit m oglichst geringem Aufwand und damit insbeson-
dere in k urzeren zeitlichen Abst anden durchf uhrbar sein.
 Die betroenen Daten sollten automatisch konvertiert werden.
 Es sollten m oglichst wenige  Anderungen an den Applikationen, die auf die Datenbank
zugreifen, n otig sein.
 Daten, die bei der Schema anderung gel oscht werden, sollten im Notfall weiterhin
verf ugbar sein.
Es gibt verschiedene Strategien, die Schema anderungen zu realisieren, um dabei m oglichst
viele der genannten Forderungen zu erf ullen.3.2 L osungsans atze 11
3.2.1 Komplette Neuerstellung
Die einfachste Methode ist die komplette Neuerstellung der Datenbank, dabei werden
s amtliche Strukturen neu entwickelt und erzeugt. Allerdings sind keine Beziehungen zwi-
schen den Daten der alten Datenbank und den im weiteren Verlauf in die neue Datenbank
eingegebenen Daten vorhanden. Eine automatisierte Konvertierung der Daten (beispiels-
weise  uber spezielle Applikationen, die Daten aus der alten Datenbank abfragen und in
die neue Datenbank eintragen) ist zumeist schwierig oder sogar unm oglich.
Es ist nicht gesichert, dass nach einer Neuerstellung alle Daten in die neue Datenbank
 ubernommen werden k onnen. Die Applikationen, die die Datenbank verwenden, m ussen
ebenfalls neu erstellt oder mit erheblichem Aufwand angepasst werden, eventuell unter
Wiederverwendung von Teilen der alten Quellcodes.
3.2.2 Kopie der Datenbank
DB￿ DB￿
Schema 1￿ Schema 2￿
Abbildung 3.1: Komplette Kopie einer Datenbank und des Schemas
Alternativ zur kompletten Neuerstellung der Datenbank bietet sich an, eine Kopie der Da-
tenbank anzulegen und an der neuen Kopie die n otigen Schema anderungen vorzunehmen
(s. Abb. 3.1). Dies kann beispielsweise durch Schema anderungsoperationen oder durch di-
rekte Manipulation der Schemabeschreibung geschehen. Applikationen, die von den  Ande-
rungen nicht ber uhrt werden, k onnen weiter auf der alten Datenbank laufen, neue Ap-
plikationen k onnen das neue Schema verwenden und je nach Implementierung vielleicht
sogar auf beide Schemata zugreifen.
Der Nachteil dieser Vorgehensweise besteht in der Redundanz der Daten: Alle Daten liegen
doppelt vor und werden ohne regelm aigen Abgleich nach und nach immer weiter vonein-
ander abweichen. Ein solcher Abgleich ist allerdings sehr aufw andig. Er kann i.A. nur durch
speziell daf ur entwickelte Software erfolgen, die  Anderungen in der einen Datenbank sucht
und in der anderen nachholt. Eine solcher Vorgang braucht viel Zeit, da die gesamte Da-
tenbank durchgegangen werden muss. Eine Aktualisierung wird daher nur in gr osseren
Abst anden wie beispielsweise jede Nacht oder noch seltener durchgef uhrt werden.
Dieser Ansatz, eine Schema anderung zu erm oglichen, ist zwar zur Laufzeit m oglich, stellt
jedoch einen hohen Aufwand dar, wenn die Daten kopiert und an das neue Schema an-
gepasst werden. Der nachtr aglich immer wieder notwendige Abgleich der redundant vor-
liegenden Daten ist aufw andig und teuer. Es m ussen nicht alle Applikationen ver andert12 Kapitel 3. Schemaevolution
werden, sondern nur diejenigen, die von der Schema anderung betroen sind. Durch die
Schema anderung gel oschte Daten liegen weiterhin in der alten Datenbank vor.
3.2.3 Sichten
Sicht 1￿
Sicht 2￿
DB￿
Schema￿
Abbildung 3.2: Sichten auf einem Schema
Eine Weiterentwicklung des Schemas kann auch durch Sichten (engl. views) simuliert
werden [BFK95, RR95]. Die Idee ist, ein einziges groes Basisschema zu haben, das un-
ver andert bleibt, aber statt einer Schema anderung eine neue Sicht anzulegen, die nur die
jeweils gew unschten Klassen und Attribute zeigt (s. Abb. 3.2).
Applikationen k onnen auf Sichten zugreifen und so unabh angig davon, wie die Daten
tats achlich in der Datenbank vorliegen, arbeiten. Abgesehen davon ist es auf diese Weise
m oglich, eine geplante Schema anderung vorab zu testen, bevor die Daten wirklich umge-
stellt werden. Allerdings ist es nicht m oglich, Daten nur in einer einzigen Sicht zu  andern.
 Anderungen werden durch die Tatsache, dass die Daten nur einmalig vorliegen, automa-
tisch  uberall sichtbar.
Weiter gibt es Probleme, wenn beispielsweise eine Sicht erzeugt wird, die die beiden Klas-
sen "Arbeiter\ und "Angestellter\ auf eine nur in der Sicht des Benutzers existente Klasse
"Person\ abbildet und der Benutzer dann einen neuen Datensatz in dieser Klasse "Person\
anlegt. Das System kann in diesem Fall nicht entscheiden, ob dieser Datensatz zur Klasse
"Arbeiter\ oder zur Klasse "Angestellter\ geh oren soll. Abgesehen davon ist die Anzahl der
m oglichen Schema anderungsoperationen begrenzt: Beispielsweise kann das L oschen oder
Umbenennen von Attributen problemlos modelliert werden, w ahrend Neuanlegen oder
Typ anderungen von Attributen nicht direkt m oglich sind. Man muss in diesem Fall die
neuen Attribute im Basisschema hinzuf ugen und die entsprechenden Sichten anpassen.
Eine Schema anderung ist zur Laufzeit m oglich, der Aufwand h alt sich ebenfalls in Grenzen.
Allerdings sind Applikationen, die auf neue Sichten zugreifen sollen, auch anzupassen. Eine
Datenkonvertierung ist nicht notwendig, da f ur die Daten selbst nur eine einzige Datenbasis
existiert. Die in den neuen Sichten nicht mehr verf ugbare Daten sind aber weiterhin in der
Datenbank vorhanden und k onnen (auf anderem Wege) trotzdem erreicht werden.3.2 L osungsans atze 13
3.2.4 Schemaversionierung
Bei der Schemaversionierung wird das Konzept der Versionierung, das auch in anderen
Bereichen wie Textverarbeitung, Programmierung im Team, etc. (s. auch [CJ90]) und
auch auf Objektebene [CK86, DL88, Kat90, Sci91, TOC93], schon l anger eingesetzt wird,
auf ein Datenbankschema  ubertragen.
Bei einer Datenbank mit Schemaversionierung resultiert die Durchf uhrung einer Sche-
ma anderung in der Erzeugung einer neuen Schemaversion. Der bisherige Zustand des
Schemas bleibt dabei als Schemaversion in unver anderter Form erhalten. Somit existieren
nach Schema anderungen mehrere Schemaversionen, die sich beispielsweise in Typen von
einzelnen Attributen oder ganzen Klassen unterscheiden.
Schema:￿
sv￿0￿
sv￿1￿
sv￿2￿
sv￿3￿
DB￿
Datenbank:￿
Ableitung einer￿
neuen￿
Schemaversion￿
Propagation￿
zwischen den￿
verschiedenen￿
Versionen eines￿
Schemas￿
Applikation3￿
Applikation4￿ Applikation2￿
Applikation1￿
Applikation greift￿
auf Schema-￿
version zu￿
Abbildung 3.3: Schemaversionierung: Mehrere Applikationen greifen auf verschiedene Ver-
sionen des Schemas zu. Die Datenobjekte liegen in Zugrisbereichen, die der jeweiligen
Schemaversion zugeordnet sind.
Jede Applikation ist f ur genau eine Schemaversion entwickelt,  uber die sie auf die Daten-
bank zugreift. Daher k onnen verschiedene Applikationen die unterschiedlichen Typen von
Attributen oder Klassen nutzen.
Wird eine Schema anderung durchgef uhrt, hat dies zumeist auch Auswirkungen auf die
vorhandenen Objekte: Sie m ussen entsprechend der Struktur der neuen Schemaversion
konvertiert werden. Damit liegen sie ebenfalls in mehreren Versionen, den Objektversionen
vor. Wird einer Klasse beispielsweise ein Attribut hinzugef ugt, so m ussen von allen Ob-
jekten dieser Klasse neue Versionen angelegt werden, die Speicherplatz f ur den Wert des
neuen Attributs haben.
Durch vorhandene Schemaversionen sind Objekte in verschiedenen Typen sicht- und zu-
greifbar. Eventuell ist sogar die Menge der zugreifbaren Objekte unterschiedlich, da nicht14 Kapitel 3. Schemaevolution
jedes Objekt in jeder Schemaversion sichtbar sein muss. Daher wird im Folgenden auch
vom Zugrisbereich einer Schemaversion gesprochen; damit ist die Menge aller f ur Appli-
kationen dieser Schemaversion zugreifbaren Objekte gemeint. Um eine Kooperation zwi-
schen Applikationen verschiedener Schemaversionen zu erm oglichen, ist ein Informations-
austausch zwischen den durch die verschiedenen Schemaversionen sichtbaren Zugrisbe-
reichen n otig. Diese Weitergabe von Informationen an Objekte anderer Schemaversionen
heit Propagation. Wird die Erzeugung oder Modikation eines Objektes propagiert, so
kann eine Umwandlung des Objekttyps entsprechend der Klasse in der Ziel-Schemaversion
erforderlich sein. Dies ist eine Konvertierung.
Die Propagation muss bei jeder  Anderung der Daten durchgef uhrt werden, und zwar i.A.
in beiden Richtungen: d.h. vom Zugrisbereich der alten Schemaversion zu dem der neuen
Schemaversion hin, wie auch umgekehrt. Eine Propagation ist in zwei F allen erforderlich,
und zwar zun achst dann, wenn eine neue Schemaversion abgeleitet wird. In dem Moment
muss der Zugrisbereich dieser neuen Schemaversion mit passenden Versionen der Objekte
bef ullt werden. Sp ater ergibt sich Propagationsbedarf, wenn eine Applikation ein Objekt
im Zugrisbereich ihrer Schemaversion anlegt,  andert oder l oscht. Diese  Anderung muss
an die Zugrisbereich der anderen Schemaversionen weitergegeben werden.
Abb. 3.3 zeigt ein versioniertes Schema mit vier Schemaversionen sv0, sv1, sv2 und sv3,
die alle auf derselben Datenbasis arbeiten. Diese Datenbasis enth alt die Datenobjekte, die
ihrerseits in verschiedenen Objektversionen vorliegen. Die Propagation der Daten von einer
in eine andere Objektversion wird f ur den Anwender transparent durchgef uhrt, d.h. der
Anwender muss sich nicht darum k ummern, mit welcher Schemaversion seine Applikation
arbeitet.
Es gibt zwei Arten, die Propagation zu realisieren. Zum einen kann man alle Daten nach
einer  Anderung durch eine Applikation sofort in alle anderen Objektversionen propagie-
ren bzw. beim Ableiten einer neuen Schemaversion sofort alle Objekte anlegen und durch
Konvertierung mit Werten bef ullen. Zum anderen kann diese Propagation aber auch erst
zum Zeitpunkt des Zugris erfolgen, d.h. erst dann, wenn die propagierten Daten wirk-
lich ben otigt werden. Die erste Methode wird als sofortige Propagation (engl. immediate
propagation), die zweite als verz ogerte Propagation (engl. lazy propagation) bezeichnet.
Die sofortige Propagation hat den Nachteil, dass alle Daten, ungeachtet dessen, ob auf
sie in der anderen Schemaversion  uberhaupt zugegrien wird, propagiert und gespeichert
werden. Abgesehen davon ergibt sich beispielsweise beim Erstellen einer neuen Schema-
version ein Mehraufwand f ur das Kopieren und Konvertieren der Daten, wenn nicht nur
einzelne, sondern alle Daten auf einmal  ubertragen werden. Dies ist bei der verz ogerten
Propagation nicht notwendig. Dar uber hinaus hat diese zudem noch den Vorteil, dass
unn otige Propagationsvorg ange eingespart werden, wenn zwischen zwei Objekt- Anderun-
gen durch Applikationen einer Schemaversion nicht in einer anderen Schemaversion auf
das Datenobjekt zugegrien wurde.
Die verz ogerte und sofortige Propagation werden nochmals gesondert in Abschnitt 5.4
behandelt.
Die folgenden f unf Forderungen werden in [Lau96] an ein Datenbanksystem gestellt:
1. Schemaevolution muss unterst utzt werden.
2. Schemaversionen m ussen unterst utzt werden.
3. Schemaevolution soll auch durch das Vorhandensein von Daten nicht verhindert wer-
den, d.h. vorhandene Daten m ussen erhalten bleiben und in das neue Format kon-
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4. Anwendungen, die mit einer alten Schemaversion arbeiten, sollten auch weiterhin
verwendet werden k onnen.
5. Anwendungen sollen auch bei Schemaversionierung kooperieren k onnen, d.h. selbst
Anwendungen, die auf unterschiedlichen Versionen eines Schemas aufsetzen, sollen
mit denselben Daten arbeiten k onnen.
Ein Datenbanksystem, das diese Forderungen erf ullt, ist COAST (Complex Object and
Schema Transformation). COAST bietet die M oglichkeit, eine neue Schemaversion aus
einer bestehenden Schemaversion abzuleiten und Modikationen durchzuf uhren (1.). Die
Unterst utzung von Schemaversionierung ist damit gegeben (2.). Vorhandene Daten werden
von einer Schemaversion in andere Schemaversionen propagiert, damit sind auch bereits
in der Datenbank vorhandene Daten in einer neuen Schemaversion weiterverwendbar (3.).
Durch die Tatsache, dass die alte Schemaversion beibehalten wird, k onnen Applikationen,
die auf diese zugreifen und von den erforderlichen  Anderungen nicht ber uhrt werden (weil
sie beispielsweise nur auf Klassen zugreifen, die in der alten und der neuen Schemaver-
sion gleich sind), unver andert weiterverwendet werden (4.). Der Propagationsmechanismus
erm oglicht die automatische Konvertierung von Daten zwischen zwei Schemaversionen in
beiden Richtungen. Damit haben Daten, die durch eine auf die alte Schemaversion zu-
greifende Applikation ge andert wurden, auch in der neuen Schemaversion den ge anderten
Wert und umgekehrt (5.).
Die Architektur des COAST-Prototypen wird in Abschnitt 7.2 n aher beschrieben.
3.3 Zusammenfassung und Bewertung
Dieses Kapitel hat in die Herausforderungen der Schemaevolution eingef uhrt. Dann wurden
die besonderen Anforderungen beschrieben, die sich bei der  Anderung des Schemas einer in
Benutzung bendlichen Datenbank ergeben. Diese resultieren aus der Existenz gespeicher-
ter Daten und darauf zugreifender Applikationen. Bei einer naiven Schema anderung des
Schemas, das ja genau die Schnittstelle zwischen den Applikationen und der Datenbank
darstellt, ergeben sich zu ber ucksichtigende Konsequenzen auf beiden Seiten.
Die beschriebenen Probleme sind schwierig und bisher nicht ausreichend gel ost. Die Sche-
maversionierung zeigt sich als vielversprechendster Ansatz, der hier weiter verfolgt werden
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Nachdem im vorangegangenen Kapitel auf die Notwendigkeit von Schema anderungen und
die Methoden, diese durchzuf uhren, eingegangen wurde, wird in diesem Kapitel ein beson-
deres Augenmerk auf Schema anderungen an sich gelegt. Ein Ziel dieser Diplomarbeit war,
die schon vorhandenen einfachen Schema anderungen um komplexe Schema anderungen zu
erweitern.
Die Vorgehensweise bei der Entwicklung ist die, typische Schema anderungen aufzuf uhren
und zu pr ufen, ob sie mit einfachen Schema anderungsoperationen durchf uhrbar sind. Ist
dies nicht der Fall, wird die jeweilige Operation zerlegt und der Teil identiziert, der nicht
mit einfachen Schema anderungsoperationen zu bewerkstelligen ist. Dabei wird sowohl die
Schema- als auch die Objektebene betrachtet. Auf Objektebene wird untersucht, durch
welche Konvertierungsfunktionen die Daten am besten, d.h. unter m oglichst verlustfreier
Einbeziehung aller Daten aus der alten in die jeweilige neue Objektversion,  ubernommen
werden k onnen. Entsprechend wird zu jeder der aufgef uhrten typischen Schema anderungen
eine Default-Konvertierungsfunktion angegeben, die das System beim Durchf uhren der ent-
sprechenden Schema anderung automatisch erzeugt.
Bei der Untersuchung wurde zum einen die Beobachtung gemacht, dass es Schema anderun-
gen gibt, die nicht aus einfachen Schema anderungsoperationen aufgebaut werden k onnen.
Zum anderen k onnen Schema anderungen identiziert werden, bei denen die Erzeugung ei-
ner sinnvollen Default-Konvertierungsfunktion nicht ohne Eingri des Schemaentwicklers
m oglich ist. Daher werden alle typischen Schema anderungen in die aus den Beobachtungen
resultierenden vier Kategorien eingeteilt.
Abschlieend wird auf ein elegantes Konzept zur Durchf uhrung einer speziellen Operation
eingegangen, die sich mit den beschriebenen Konvertierungsfunktionen nur umst andlich
l osen l asst. Dieses Konzept wird in [FMZ+95] eingef uhrt und Migration genannt.
4.1 Konsequenzen von Schema anderungen auf Schemaebene
Bei Schema anderungen werden Schemata beispielsweise durch Einf ugen von Attributen in
Klassen, Erzeugung neuer Klassen,  Anderung von Attributstypen oder auch L oschen von
Klassen modiziert. Im Folgenden werden Grundoperationen zur Durchf uhrung von Sche-
ma anderungen vorgestellt. Man unterscheidet hierbei zwischen einfachen und komplexen
Schema anderungen. Aus diesen Grundoperationen lassen sich andere Schema anderungs-
operationen aufbauen, wie sie beispielsweise in Abschnitt 4.3 beschrieben werden.18 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
4.1.1 Einfache Schema anderungen
Unter einfachen Schema anderungen versteht man nach [KC88]  Anderungen, die entweder
die Attribute einer einzelnen Klasse beein
ussen, einen Knoten (Klasse) im Vererbungs-
graphen der Klassen erzeugen, l oschen oder umbenennen oder eine Kante (Vererbungsbe-
ziehung) im Vererbungsgraphen ver andern. Dazu gen ugen die folgenden Operationen (s.
[Dol99]):
S1.1 Einf ugen eines Attributs
Beim Einf ugen eines Attributs in eine Klasse ist zu beachten, dass das Attribut
durch die Vererbungsmechanismen auch in allen Unterklassen der Klasse erscheinen
wird. Dadurch kann es zu Kon
ikten kommen, falls dort bereits ein Attribut dieses
Namens existiert.
S1.2 L oschen eines Attributs
Ebenso wie beim Einf ugen eines Attributs wirkt sich auch ein L oschen eines Attributs
aus einer Klasse auf alle Unterklassen aus. Sowohl ein geerbtes als auch ein dort lokal
redeniertes Attribut werden mitgel oscht.
S1.3 Umbenennen eines Attributs
Eine Attributsumbenennung kann auf Schemaebene prinzipiell auch durch L oschen
des urspr unglichen Attributs und Einf ugen eines Attributs mit dem neuen Namen
geschehen. Allerdings tritt ein Problem auf, wenn die bearbeitete Klasse eine Un-
terklasse hat, in der ein geerbtes Attribut lokal redeniert ist. Beim L oschen in der
Oberklasse w urde die Redenition des Attributs in der Unterklasse gel oscht und
beim Neueinf ugen des Attributs nicht wieder hergestellt. Nach dem Neueinf ugen
h atte man dann in der Unterklasse das Attribut mit dem neu eingef ugten Typ mo-
diziert, obwohl eigentlich nur in der Oberklasse etwas ge andert werden sollte.
sv￿2￿
Name : string￿
Person￿
(Name : string)￿
Matrikelnr : Integer￿
Student￿
Name : string￿
Groesse : integer￿
Person￿
(Name : string)￿
(Groesse : integer)￿
Matrikelnr : Integer￿
Student￿
sv￿3￿
Name : string￿
Groesse : integer￿
Person￿
(Name : string)￿
(Groesse : real)￿
Matrikelnr : Integer￿
Student￿
sv￿2￿'￿ sv￿1￿
Name : string￿
Laenge : integer￿
Person￿
(Name : string)￿
(Laenge : real)￿
Matrikelnr : Integer￿
Student￿
Abbildung 4.1: Umbenennen eines Attributs im Vergleich zum L oschen und Neueinf ugen
Beispiel 4.1.1 Im Beispiel (s. Abb. 4.1) soll in der Klasse "Person\ das Attribut
Laenge aus sv1 in Groesse umbenannt werden. Der Ansatz, das Attribut erst zu
l oschen und dann neu einzuf ugen (sv2 und sv3), erreicht zwar f ur die Klasse "Per-
son\ den gew unschten Eekt, nicht jedoch f ur die Unterklasse "Student\ { hier ist4.1 Konsequenzen von Schema anderungen auf Schemaebene 19
der Typ des umbenannten Attributs von real nach integer ge andert worden. Besser
ist die reine Umbenennung des Attributs (sv0
2), wobei die Typredenitionen in den
Unterklassen erhalten bleiben.
Durch L oschen und Neuanlegen von Attributen gehen also Redenitionen dieses
Attributs in Unterklassen verloren, die beim Umbenennen jedoch erhalten bleiben
m ussen. Aus diesem Grund wird eine spezielle Operation ben otigt.
S1.4  Andern des Typs eines Attributs
Das  Andern des Typs eines Attributs wirkt sich ebenfalls auf alle Unterklassen aus.
Allerdings kann diese Auswirkung dort durch lokale Redenitionen wieder r uckg angig
gemacht werden.
S2.1 Erzeugen einer Klasse
Eine neu erzeugte Klasse erbt automatisch alle Attribute und Methoden ihrer Ober-
klassen. Im Folgenden werden jedoch nur die geerbten Attribute betrachtet, da
COAST zurzeit keine Methoden unterst utzt.
S2.2 L oschen einer Klasse
Im COAST-Projekt ist das L oschen von Klassen aus der "Mitte\ einer Vererbungs-
hierarchie, d.h. das L oschen von Klassen, die noch Unterklassen haben, nicht erlaubt.
In diesem Falle w urden aus Konsistenzgr unden (s. [Dol99]) automatisch alle Unter-
klassen entfernt werden. Daher bezieht sich die Operation "L oschen einer Klasse\
nur auf das L oschen von Klassen ohne Unterklassen.
S2.3 Umbenennen einer Klasse
Das Umbenennen einer Klasse ist als eine Operation aufgef uhrt, weil nicht gew ahr-
leistet werden kann, dass nach dem L oschen und Neueinf ugen einer Klasse alle Nach-
folgerklassen dasselbe Aussehen haben wie nach einer Umbenennung:
Beispiel 4.1.2 Beim L oschen aus der "Mitte\ einer Vererbungsstruktur k onnen
eventuelle Redenitionen verloren gehen. Dies wird in Abb. 4.2 klar: Versucht man,
die Klasse B in B' umzubenennen, indem man zun achst die Klasse B l oscht (sv2),
wird C eine direkte Unterklasse von A. Es existiert dann nach dem Neueinf ugen von
B' in sv3 keine Vererbungsbeziehung zwischen B' und C mehr. Eventuelle Redeni-
tionen von Attributen in B gehen bei dieser Methode verloren.
Der einzig m ogliche Weg ist die direkte Umbenennung der Klasse (sv0
2).
In COAST ist ein L oschen von Klassen aus einer Vererbungshierarchie ohnehin nicht
m oglich, da durch den Schemamanager automatisch auch alle Unterklassen mit-
gel oscht w urden, um die Konsistenz des Schemas zu erhalten (s.[Dol99]). So ist die
Umbenennung in COAST der einzige Weg, um den gew unschten Eekt zu erzielen.
Wie bei Attributen ist es auch bei Klassen nicht m oglich, eine Umbenennung durch L oschen
und neu Anlegen mit dem ver anderten Namen zu erreichen. In beiden F allen liegt dies
an korrigierenden Manahmen (s. [Dol99]), die beim L oschen ergrien werden, um die
Konsistenz des Schemas zu erhalten und die beim Anlegen nicht wiederhergestellt werden
k onnen. Daher sind Schema anderungsoperationen zum Umbenennen von Attributen und
Klassen notwendig.
4.1.2 Komplexe Schema anderungen
Von komplexen Schema anderungen spricht man, wenn mehr als nur eine Quellklasse in-
volviert ist. Typische Beispiele f ur komplexe Schema anderungen sind das Verschieben von20 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
A￿
B￿
C￿
A￿
C￿
A￿
B'￿
C￿
A￿
B'￿
C￿
sv￿1￿ sv￿2￿ sv￿3￿ sv￿2￿'￿
Abbildung 4.2: Umbenennen einer Klasse im Vergleich zum L oschen und Neueinf ugen
Attributen in Unterklassen oder auch die Erzeugung neuer Klassen, die dann in einer
anderen Klasse referenziert werden.
Hier sind die folgenden Operationen n otig:
S3.1 Kopieren von Attributen von einer Klasse in eine andere Klasse
Ein Attribut liegt nach dem Kopieren sowohl in der Quell- wie auch in der Zielklasse
vor. Dies ist mit den einfachen Schema anderungsoperationen nicht m oglich, da diese
immer nur zwischen zwei Versionen derselben Klasse agieren k onnen.
S3.2 Erstellen von Referenzen auf eine andere Klasse
Eine Referenz ist ein Attribut, das die Objekt-ID des referenzierten Objektes enth alt.
S3.3 Hinzuf ugen von Vererbungskanten
Beim Hinzuf ugen von Vererbungskanten zwischen zwei Klassen ist zu beachten, dass
dadurch alle Attribute (und Methoden) der Oberklasse auch in jeder Unterklasse
auftauchen. Sollten bereits gleichnamige Attribute vorhanden sein, gibt es doppel-
te Attribute, die durch eine automatische Umbenennung wieder eindeutig gemacht
werden m ussen.
S3.4 L oschen von Vererbungskanten
Durch das L oschen einer Vererbungskante werden die Attribute (und Methoden) der
Oberklasse aus der Unterklasse und aller von ihr abgeleiteten Klassen entfernt.
4.2 Konsequenzen von Schema anderungen auf Objektebene
Schema anderungen m ussen auf Objektebene gesondert betrachtet werden. Jede Sche-
ma anderung hat Auswirkungen auf die Objekte der Datenbank. Es sind neue Objekt-
versionen zu erzeugen, die die Schema anderung nachbilden.
Wenn beispielsweise durch eine Operation add attribute PLZ:string ein Attribut hin-
zugef ugt wird, soll in die neue Klassenversion zus atzlich zu den schon vorhandenen At-
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Sinn machen, wenn durch diese Schema anderung s amtliche zu dieser Klasse geh orenden
Datenobjekte verworfen w urden. Vielmehr sollen die schon vorhandenen Informationen
 ubertragen und nur das neue Attribut mit einem leeren oder sogar vordenierten Start-
wert belegt werden.
Beim L oschen oder Konvertieren eines Datenobjekts in eine neue Schemaversion ben otigt
das System eine Vorschrift, was genau mit den Daten zu geschehen hat, also wie die neue
Objektversion mit Daten zu bef ullen ist, ausgehend von der existierenden Objektversion.
Eine solche Vorschrift heisst in dieser Diplomarbeit Konvertierungsfunktion.
Konvertierungsfunktionen werden vom Schemaentwickler im Zuge der Schema anderung in
der in Abschnitt 6.3 und 6.4 entwickelten Syntax angegeben. Das System kann in vielen
F allen eine Default-Konvertierungsfunktion vorgeben, die dem Schemaentwickler Schreib-
arbeit spart, indem sie f ur jede Konvertierung eine Standardvorgabe macht. Diese kann
dann vom Schemaentwickler angepasst werden.
4.2.1 Konvertierungsfunktionen
Die Propagation von Zustands anderungen zwischen verschiedenen Objektversionen spezi-
ziert man mit Hilfe soganannter Konvertierungsfunktionen.
Eine Konvertierungsfunktion cf ist eine klassenspezische Funktion, die als Parameter
das Ursprungsobjekt ovi in der Schemaversion svi erh alt und ein neues Objekt ovj in der
Schemaversion svj erzeugt:
ovj = cfj i(ovi)
Sei die Schemaversion svj von svi abgeleitet, d.h. sie bendet sich im Ableitungsgraphen
unter der Schemaversion svi. Eine Konvertierung in der Richtung von svi zu svj nennt
man Vorw artskonvertierungsfunktion (fcfj i), eine Konvertierung in der umgekehrten
Richtung von svj nach svi nennt man R uckw artskonvertierungsfunktion (bcfj i).
4.2.1.1 Default-Konvertierungsfunktionen
Um dem Schemaentwickler bei der Durchf uhrung von Schema anderungen m oglichst viel
Arbeit abzunehmen, w are es sehr hilfreich, wenn bei Schema anderungen die Konvertie-
rung der vorhandenen Daten weitestgehend automatisiert ablaufen k onnte, ohne dass der
Schemaentwickler genauere Konvertierungsanweisungen geben muss.
Konkret gibt es viele sehr einfache Konvertierungen, allen vorweg die Konvertierung von
Objekten und Attributen, die sich im Vergleich zur Vorg angerschemaversion nicht ge andert
haben. F ur diese muss aber trotz allem eine Konvertierungsfunktion an das System  uber-
geben werden { in diesem Falle eben die Identit atsfunktion, die den alten Wert in das neue
Objekt  ubernimmt. Genau hier ist also ein groes Potenzial, dem Benutzer viel Schreib-
arbeit abzunehmen { er kann sich dann auf die tats achlichen  Anderungen konzentrieren.
Beim Anlegen von Attributen sind Default-Konvertierungsfunktionen ebenfalls hilfreich:
Neu angelegte Attribute k onnen automatisch mit einem denierten Startwert belegt wer-
den. Mehr noch, das System kann sogar bei den ge anderten Attributen sinnvolle Vorgaben
liefern, beispielsweise bei Umbenennungen oder einfachen Typumwandlungen. So kann
sich der Schemaentwickler beispielsweise die Angabe einer Konvertierungsfunktion f ur die
Konvertierung eines Attributs vom Typ integer in den Typ string sparen { das System
liefert bereits eine fertige Konvertierungsfunktion f ur diesen Fall, die dann vom Schemaent-
wickler  ubernommen oder notfalls editiert werden kann. Diese automatisch vorgegebenen
Konvertierungsanleitungen nennt man Default-Konvertierungsfunktionen.22 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Default-Konvertierungsfunktionen dienen also dem Ziel der Einsparung von Spezikations-
aufwand. Sie werden ebenfalls textuell generiert, um dem Benutzer in  ubersichtlicher Form
die M oglichkeit zu  Anderungen zu geben.
CREATE SCHEMA Autohaendler {
SCHEMAVERSION ErsteVersion {
CLASS Auto {
ATTRIBUTES {
Marke: STRING;
Farbe: STRING;
PS: integer;
kW: integer;
};
};
};
};
MODIFY SCHEMA Autohaendler {
CREATE SCHEMAVERSION NeueVersion {
INTEGRATE CLASS Auto FROM ErsteVersion
MODIFY CLASS Auto {
ATTRIBUTES {
DELETE PS;
}
};
};
};
Abbildung 4.3: Beispiel in ODL-Syntax
Sei folgendes Beispiel gegeben:
Beispiel 4.2.1 Es liege eine Schemaversion "ErsteVersion\ mit einer Klasse "Autoh and-
ler\ mit den vier Attributen Marke, Farbe, PS und kW vor. Der Benutzer erstellt eine neue
Schemaversion "NeueVersion\, in der die Klasse "Autoh andler\ ebenfalls existieren soll
und alle Attribute aus "ErsteVersion\ auer dem Attribut PS existieren sollen (s. Abb. 4.3
in ODL1-Syntax).
Dem Anwender kann viel Arbeit abgenommen werden, indem die unver anderten Attribute
automatisch unver andert  ubernommen werden. Dem Anwender steht nat urlich weiterhin
frei, andere Konvertierungsfunktionen anzugeben.
Das System w urde im Beispiel die Attribute Marke, Farbe und kW als default einfach un-
ver andert  ubernehmen. Es erkennt, dass die Attribute Marke, Farbe und kW keine  Ande-
rungen gegen uber der ersten Schemaversion erfahren haben und kann damit die Werte der
Attribute  ubertragen.
Falls der Typ der beiden Attribute identisch ist, wird einfach der Wert aus der alten Ob-
jektversion in die neue Objektversion kopiert. Ansonsten wird je nach beteiligten Typen
eine Konvertierungsfunktion vorgeschlagen, die der Schemaentwickler ggf. ab andern kann.
In diesem Beispiel wird also die folgende Konvertierungsfunktion2 generiert (die alte Ob-
jektversion sei als old, die neue Objektversion als new im System bekannt):
1Object Denition Language, s. [Her99]
2Die Syntax einer Konvertierungsfunktion wird in den Abschnitten 6.3 und 6.4 entwickelt.4.2 Konsequenzen von Schema anderungen auf Objektebene 23
new.Marke = old.Marke
new.Farbe = old.Farbe
new.kW = old.kW
4.2.1.2 Einfache Konvertierungsfunktionen
In dieser Diplomarbeit werden einfache und komplexe Konvertierungsfunktionen unter-
schieden. Einfache Konvertierungsfunktionen sind Konvertierungsfunktionen, die zu ein-
fachen Schema anderungen geh oren. Daher kommen sie zum Einsatz, wenn eine Objekt-
version mit Werten aus einer anderen Objektversion desselben Objekts gef ullt wird. In
vielen F allen ist eine solche Konvertierung auch semantisch einfach: Wenn beispielswei-
se nur ein Attribut hinzugef ugt worden ist, k onnen alle bereits in der Quellobjektversion
existierenden Attribute mit der Identit atsfunktion  ubernommen werden, das neue Attri-
but bekommt einen Standardvorgabewert. Es steht dem Schemaentwickler allerdings frei,
andere Konvertierungen vorzugeben.
Zu diesen semantisch einfachen F allen geh oren im Einzelnen:
 gleichbleibende Attribute
Attribute, die sich im Vergleich zum Ursprungsobjekt nicht ver andert haben, also
weder eine Umbenennung noch eine Typ anderung erfahren haben, k onnen einfach
identisch  ubernommen werden.
 einfache Typ anderungen
Zu einfachen Typ anderungen geh oren Typ anderungen, die vom System durch be-
reits vorhandene interne Funktionen zu realisieren sind, also beispielsweise bei einer
Konvertierung vom Typ char zum Typ int.
Kay W ol
e stellt in [W ol98] eine Tabelle von Typkonvertierungen vor. Darin wird ein-
geordnet, welche Typkonvertierungen automatisch vom System vorgenommen wer-
den k onnen und bei welchen der Schemaentwickler eingreifen muss, um die gew unsch-
te Konvertierung zu spezizieren. Es wird sowohl auf einfache Typen (int, string,
date, char, real) wie auch auf komplexe Typen (set, list, array, tuple, class ref)
eingegangen.
Bei komplexeren Konvertierungen von einfachen Typen muss der Schemaentwickler
eine spezielle Konvertierungsfunktion entwerfen. Bei verlustbehafteten Konvertie-
rungen wie vom Typ string zum Typ char kann beipielsweise nur ein Zeichen des
alten Strings  ubernommen werden. Ob dieses Zeichen nun das erste oder auch ein
zuf alliges Zeichen des Strings sein soll oder vielleicht eine Kodierung, die die 8 Bits
des Datentyps char ausnutzt, kann das System nicht von alleine erkennen.
Auch bei der Konvertierung von komplexen Typen ist ein Eingri des Schemaent-
wicklers n otig. Wenn beispielsweise vom Typ list(int) in den Typ int konvertiert
werden soll, kann die Summe der Integerwerte aus der Liste als Zielwert gedacht sein,
m oglicherweise aber auch das erste oder letzte Element der Liste oder der Durch-
schnitt.
 Attributsumbenennungen
Wenn das System erkennt, dass ein Attribut lediglich umbenannt wird, kann der
bisherige Inhalt unver andert  ubernommen werden.
 Neu angelegte Attribute
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eine leere Zeichenkette f ur Strings. Dadurch ist sichergestellt, dass in jedem neuen
Attribut ein denierter Wert steht.
4.2.1.3 Komplexe Konvertierungsfunktionen
Der Begri komplexe Konvertierungsfunktionen wird in dieser Diplomarbeit f ur Konvertie-
rungsfunktionen verwendet, die zu komplexen Schema anderungen geh oren. Dies ist dann
der Fall, wenn mehr als eine neue und eine alte Objektversion involviert sind, beispielsweise
beim Kopieren eines Attributs in eine andere Klasse (s. Abschnitt 4.3.3.1 unter "Typische
Schema anderungen\), wobei trotzdem der Inhalt des Attributs propagiert werden soll.
In diesem Falle wird es f ur das System schwieriger, eine Default-Konvertierungsfunktion
anzubieten. Daher wird im Normalfall nur der einfache Teil der Konvertierung als Default-
Konvertierungsfunktion, f ur die nicht oensichtlichen Konvertierungen aber nur ein De-
faultwert erzeugt, der dann vom Schemaentwickler angepasst werden muss.
4.2.2 Konsequenzen von Schema anderungen f ur die Objektebene
Schema anderungen haben Auswirkungen auf die Objektebene. Die entsprechenden Ob-
jektversionen m ussen analog zur entsprechenden Schemaversion angepasst werden. Die
zur Umsetzung n otigen Operationen auf Objektebene werden ebenfalls in einfache und
komplexe Schema anderungen unterteilt.
4.2.2.1 Einfache Schema anderungen
Unter einfachen Schema anderungen versteht man auch auf der Objektebene  Anderungen,
die nur eine einzelne Klasse beein
ussen, sich also nur auf die Attribute innerhalb dieser
einen bestimmten Klasse beziehen3.
Die Konvertierung von Attributen von einer Quellobjektversion zu einer Zielobjektver-
sion des gleichen Objekts ist mit den folgenden Operationen oder Kombinationen daraus
m oglich:
O1.1 F ullen eines Attributs mit einem konstanten Wert
Der Wert eines Attributs wird auf einen festen Vorgabewert gesetzt, der seinem Typ
entspricht. Dazu geh oren Nullwerte wie 0, NULL oder der Leerstring "\ ebenso wie
Vorgaben, dass z.B. bei jedem neuen Mitarbeiter automatisch in einem Attribut
Wohnort der Wert "Frankfurt\ einzutragen ist.
O1.2 F ullen eines Attributs mit einem Wert aus einer anderen Objektversion
Ein Attribut wird mit dem Wert aus einer anderen Objektversion des gleichen Ob-
jekts oder eines anderen Objekts gef ullt.
O1.3 Berechnung eines Wertes im Objekt
Ein Attribut wird mit einem berechneten Wert gef ullt, dazu geh oren beispielsweise:
{ Umrechnungen (DM in Euro, Meilen in Kilometer, etc.).
{ Summenbildungen wie beispielsweise ein Attribut Jahresgehalt, das die Sum-
me der Attribute Monatsgehalt1 bis Monatsgehalt12 enth alt.
3Prinzipiell m ussten auch Methoden betrachtet werden, diese werden allerdings von COAST (noch)
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{ Dierenzbildungen wie ein Attribut Alter, das aus der Dierenz aus dem Ge-
burtsdatum und der Schemaableitungszeit ermittelt wird4.
Bei Typ anderungen muss auf den Quell- und den Zieltyp geachtet werden. So kann es bei-
spielsweise vorkommen, dass aus einem Attribut des Typs integer ein Attribut des Typs
set(string) werden soll. Es ist also nicht nur eine Umrechnung auf den neuen einfachen
Typ zu erledigen, sondern in bestimmten F allen sogar aus einem einzelnen Typ ein kom-
plexer Typ oder umgekehrt zu erzeugen. Ein komplexer Typ ist mit Typkonstruktoren wie
set (Menge), list (Liste), tuple (Datensatz), array (Tabelle), graph (Graph) etc. aus
einfachen Typen aufgebaut.
4.2.2.2 Komplexe Schema anderungen
Wenn mehr als eine Klasse beein
usst wird, handelt es sich um eine komplexe Schema ande-
rung. Im Gegensatz zur Schemaebene, wo komplexe Schema anderungen durch Hinterein-
anderausf uhrung mehrerer einfacher Schema anderungen simuliert werden k onnen, ist es
auf Objektebene n otig, spezielle Operationen einzuf uhren, um Mehrdeutigkeiten zu ver-
meiden.
Letztlich kann auf Schemaebene jede Schema anderung durch einfaches L oschen aller Klas-
sen der Quellschemaversion und Einf ugen der Klassen der Zielschemaversion realisiert
werden.
In diesem Falle h atte das System aber keinerlei Information  uber die Entstehung der neu-
en Schemaversion und k onnte keine Beziehungen zwischen einzelnen Attributen in den
Schemaversionen herstellen. Auf Objektebene hiee das, dass s amtliche Attribute aller
Objektversionen der neuen Schemaversion mit NULL-Werten belegt w urden, weil alle At-
tribute neu erzeugt wurden.
F ur komplexe Schema anderungen wird also die Menge der n otigen Operationen erweitert.
Komplexe Schema anderungen k onnen auf Objektebene durch Aneinanderreihung mehrerer
der folgenden und der vorangegangenen (einfachen) Operationen vollzogen werden.
O2.1 Selektieren eines Objekts  uber eine vorhandene Referenz
Das Selektieren eines Objekts  uber eine vorhandene Referenz ist genau genom-
men keine Operation. Diese Operation wurde trotzdem aufgef uhrt, um Unterschiede
bei Schema anderungsoperationen verdeutlichen zu k onnen, die  uber Wertevergleiche
oder  uber Referenzen auf andere Objekte zugreifen.
O2.2 Selektieren eines Objekts mittels Suche  uber Wertevergleich
Die Suche erfolgt  uber Vergleiche von Attributen, beispielsweise wenn zu einem vor-
handenen Objekt ein weiteres Objekt gefunden soll, das den gleichen Wert im Attri-
but Name hat.
O2.3 Setzen einer Referenz auf ein anderes Objekt
Eine Referenz auf ein Objekt wird in einem Attribut eines anderen Objekts gespei-
chert.
4Es darf keine Dierenzbildung mit der aktuellen Systemzeit erfolgen, da durch die verz ogerte Propa-
gation nicht gekl art ist, wann der Wert tats achlich konvertiert wird. Sonst k onnte es bei diesem Beispiel
sein, dass die verz ogerte Propagation der  Anderung des Geburtsdatums erst ein Jahr sp ater erfolgt - und
damit f ur das Alter ein anderes Ergebnis liefern w urde als die sofortige Propagation. S. auch den Konzep-
tionsgrundsatz K10 in Abschnitt 6.2.26 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
O2.4 Erzeugen eines neuen Objekts
Es kann n otig sein, auf Objektebene neue Objekte zu erzeugen. Dies ist vor al-
lem dann der Fall, wenn beispielsweise durch eine Schema anderungsoperation wie
das "Aufbrechen von Klassen\ (s. Abschnitt 4.3.3.3) aus einer Klasse zwei Klassen
entstehen. Bei dieser Operation werden einzelne Attribute in ein neu anzulegendes
Komponentenobjekt ausgelagert und eine Referenz darauf einf ugt.
O2.5 L oschen eines Objekts
Im Fall, dass durch eine Schema anderungsoperation eine Objektversion nicht mehr
ben otigt wird, muss diese auch gel oscht werden k onnen.
4.3 Typische Schema anderungen
Ziel dieser Diplomarbeit war auch, die Propagation in COAST um komplexe Schema ande-
rungen zu erweitern. Die Vorgehensweise bei der Entwicklung war die, typische Sche-
ma anderungen zusammenzustellen und zu pr ufen, ob sie mit den schon vorhandenen (also
den einfachen) Schema anderungsoperationen durchf uhrbar sind. Des Weiteren war ein
Ziel, zu jeder dieser Operationen auch eine Default-Konvertierungsfunktion angeben zu
k onnen, die das System automatisch generiert.
In diesem Abschnitt werden also Schema anderungen vorgestellt, die f ur den Betrieb einer
Datenbank typisch sind. Diese sind in vier Kategorien unterteilt:
1. Schema anderungen, die mit einfachen Schema anderungsoperationen und Default-
Konvertierungsfunktionen auskommen
2. Schema anderungen, die mit einfachen Schema anderungsoperationen auskommen, bei
denen aber benutzerdenierte Konvertierungsfunktionen notwendig sind
3. Schema anderungen, die komplexe Schema anderungsoperationen ben otigen, bei de-
nen ansonsten aber Default-Konvertierungsfunktionen ausreichend sind
4. Schema anderungen, die komplexe Schema anderungsoperationen und benutzerde-
nierte Konvertierungsfunktionen ben otigen
Bei einer gr oeren Umstellung des Schemas kann es sein, dass mehrere der folgenden Sche-
ma anderungen f ur die komplette Schema anderung n otig sind. Die Einordnung in die vier
Gruppen stimmt f ur die einzelnen Teile der kompletten Schema anderung immer noch, al-
lerdings ist nur dann kein Eingri des Schemaentwicklers in die Konvertierungsfunktionen
notwendig, wenn alle Schema anderungen, die durchgef uhrt werden, aus den Kategorien 1
und 3 stammen.
In den folgenden Abschnitten 4.3.1 bis 4.3.4 wird f ur jede der beschriebenen Schema ande-
rungen ein Beispielfall, eine Liste von notwendigen Operationen auf Schemaebene, eine
Liste von notwendigen Operationen auf Objektebene, die Syntax des neuen Befehls und
eine Default-Konvertierungsfunktion in der in dieser Diplomarbeit entwickelten Syntax f ur
Konvertierungsfunktionen (s. Abschnitt 6.6) angegeben.
Dabei kann eine stilisierte SQL-Abfrage (sql query(":::\)) auftauchen. Hier w are jeweils
die entsprechende Abfrage einzusetzen, um aus den Suchbegrien, die sich in den ent-
sprechenden Quellattributen benden, die Zielklasse zu nden. Das System kann diese
SQL-Abfrage automatisch generieren, da ihm alle n otigen Informationen bekannt sind, die
Ausformulierung der Abfragen sind im Folgenden aber der  Ubersichtlichkeit halber und4.3 Typische Schema anderungen 27
1￿ 2￿
3￿ 4￿
Default-￿
Konvertierungs-￿
funktionen￿
reichen aus￿
Default-￿
Konvertierungs-￿
funktionen￿
reichen nicht aus￿
einfache￿
Schema-￿
änderungen￿
reichen aus￿
einfache￿
Schema-￿
änderungen￿
reichen nicht￿
aus￿
Abbildung 4.4: Schema anderungen k onnen in vier Kategorien eingeordnet werden
weil sie f ur das Verst andnis keinen weiteren Wert haben, dementsprechend vereinfacht
worden.
Bei den komplexen Schema anderungsoperationen wird vereinfachend immer der Fall an-
genommen, dass nur zwei Quell- oder Zielklassen involviert sind. Die Operationen k onnen
jedoch prinzipiell auf mehr als zwei Quell- oder Zielklassen erweitert werden, indem die
entsprechende Operation mehrfach hintereinander ausgef uhrt oder die Funktionalit at ent-
sprechend ausgebaut wird.
4.3.1 Einfache Schema anderungsoperationen, bei denen Default-Kon-
vertierungsfunktionen ausreichen
In diesem Abschnitt werden typische Schema anderungen aufgef uhrt, die sich mit den
bereits vorhandenen einfachen Schema anderungsoperationen bewerkstelligen lassen, und
bei denen auch ohne Eingri des Schemaentwicklers eine sinnvolle Default-Konvertie-
rungsfunktion generiert werden kann.
Die aufgef uhrten Schema anderungen sind das Umbenennen von Klassen und das L oschen
von Attributen.
4.3.1.1 Umbenennen von Klassen
Wenn eine Klasse umbenannt wird, sollten nat urlich ihre Objekte unver andert erhalten
bleiben, d.h. die Attribute m ussen nach der Umbenennung der Klasse noch dieselben Werte
haben.
Beispielsituation: siehe Abb. 4.5
Vorgehensweise:
 auf Schemaebene
Umbenennen der Klasse (Operation S2.3):28 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Artikelnr : string￿
Material : string￿
Abmessungen : string￿
Preis : real￿
Moebel￿
Artikelnr : string￿
Material : string￿
Abmessungen : string￿
Preis : real￿
Schrank￿
sv￿1￿ sv￿2￿
Abbildung 4.5: Beispiel: Umbenennen von Klassen
RENAME CLASS Moebel TO Schrank
 auf Objektebene
Es ist keine weitere Nachbehandlung notwendig.
Syntax:
RENAME CLASS Klassenname TO Neuer Klassenname
Syntax f ur dieses Beispiel:
RENAME CLASS Moebel TO Schrank
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Artikelnr = old.Artikelnr
new.Material = old.Material
new.Abmessungen = old.Abmessungen
new.Preis = old.Preis
 R uckw artskonvertierungsfunktion (bcf)
new.Artikelnr = old.Artikelnr
new.Material = old.Material
new.Abmessungen = old.Abmessungen
new.Preis = old.Preis
4.3.1.2 L oschen von Attributen
Das L oschen von Attributen ist wie das Umbenennen von Klassen ein Sonderfall, in dem auf
Objektebene kein weiterer Handlungsbedarf besteht. Diese Operation wird aber trotzdem
aus Vollst andigkeitsgr unden hier mit aufgenommen.
Beispielsituation: siehe Abb. 4.6
Vorgehensweise:
 auf Schemaebene
L oschen des Attributs (Operation S1.2):
DELETE ATTRIBUTE Religion4.3 Typische Schema anderungen 29
Name : string￿
Adresse : Adresse￿
Religion : string￿
Person￿
Name : string￿
Adresse : Adresse￿
Person￿
sv￿1￿ sv￿2￿
Abbildung 4.6: Beispiel: L oschen von Attributen
 auf Objektebene
Es ist keine weitere Nachbehandlung notwendig.
Syntax:
DELETE ATTRIBUTE Attributname
Syntax f ur dieses Beispiel:
DELETE ATTRIBUTE Religion
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Name = old.Name
new.Adresse = old.Adresse
 R uckw artskonvertierungsfunktion (bcf)
new.Name = old.Name
new.Adresse = old.Adresse
new.Religion = "\
4.3.2 Einfache Schema anderungsoperationen, bei denen Default-Kon-
vertierungsfunktionen nicht ausreichen
In diesem Abschnitt werden wie im vorigen typische Schema anderungen aufgef uhrt, die
sich mit den bereits vorhandenen einfachen Schema anderungsoperationen bewerkstelli-
gen lassen. Allerdings ist keine Erzeugung einer sinnvollen Default-Konvertierungsfunktion
m oglich, weil Fragen auftreten, die nur durch den Schemaentwickler gekl art werden k onnen.
Trotzdem werden Default-Konvertierungsfunktionen erstellt, die dann aber vom Schema-
entwickler angepasst werden m ussen.
Die aufgef uhrten Schema anderungen sind das Aufsplitten von Attributen, das Verbinden
von Attributen, das Einf ugen redundanter Attribute, das Einf ugen von Attributen und
Belegung mit Startwerten und Typ anderungen.
4.3.2.1 Aufsplitten von Attributen
Eine weitere in der Praxis erfahrungsgem a h aug vorkommende Schema anderung ist das
Aufsplitten von Attributen, d.h. die Aufteilung der Information aus einem Attribut in30 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
mehrere Attribute. Das Aufsplitten von Attributen ist hier nur mit Attributen vom Typ
string m oglich.
Bei dieser Operation ist ein Benutzereingri notwendig, um die Position, an dem der
Attributsinhalt getrennt werden soll, zu bestimmen.
Name : string￿
Strasse : string￿
Ort : string￿
Person￿
Name : string￿
Strasse : string￿
PLZ : string￿
Ort : string￿
Person￿
sv￿1￿ sv￿2￿
Abbildung 4.7: Beispiel: Aufsplitten von Attributen
Beispielsituation: siehe Abb. 4.7
Vorgehensweise:
 auf Schemaebene
Einf ugen des neuen Attributs (Operation S1.1):
CREATE ATTRIBUTE PLZ:string
 auf Objektebene
F ullen des neuen Attributs (Operation O1.3):
new.PLZ = left(old.Ort,5)
 Andern des Inhalts des alten Attributs (Operation O1.3):
new.Ort = right(old.Ort,length(old.Ort)-5)
Syntax:
SPLIT ATTRIBUTE Attribut TO Attribut links,Attribut rechts
Die Vorgaben, an welcher Stelle und nach welchem System der String getrennt werden
soll, tauchen nur in der Konvertierungsfunktion auf.
Syntax f ur dieses Beispiel:
SPLIT ATTRIBUTE Ort TO PLZ,Ort
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Name = old.Name
new.Strasse = old.Strasse
new.PLZ = left(old.Ort,length(old.Ort/2))
new.Ort = right(old.Ort,length(old.Ort/2))
 R uckw artskonvertierungsfunktion (bcf)
new.Name = old.Name
new.Strasse = old.Strasse
new.Ort = concat(old.PLZ,old.Ort)
Das System kann an dieser Stelle nicht wissen, was der Schemaentwickler f ur eine Trennung
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des Strings vorgegeben. Der Schemaentwickler w urde jetzt sinnvollerweise eingreifen und
die beiden Zeilen
new.PLZ = left(old.Ort,length(old.Ort/2)) und
right(old.Ort,length(old.Ort)/2)
ab andern in
new.PLZ = left(old.Ort,5) und
right(old.Ort,length(old.Ort)-5),
wenn er die Trennung aus dem Beispiel (5. Stelle des Strings als Trennstelle) w unscht.
Denkbar w are beispielsweise auch eine Trennung beim ersten Leerzeichen oder Komma
oder an jeder beliebigen anderen Stelle.
Die Funktionen right und left stellen hier Funktionen dar, die den linken Teil des Strings
Ort (also die Postleitzahl) und den rechten Teil (also den Ortsnamen) extrahieren sollen.
Die Funktion concat f ugt zwei Strings zu einem String zusammen, length ermittelt die
L ange eines Strings.
4.3.2.2 Verbinden von Attributen
Die Umkehrung zur Operation "Aufsplitten von Attributen\ ist ebenfalls m oglich.
Bei dieser Operation ist f ur die Vorw artskonvertierungsfunktion kein Benutzereingri not-
wendig, da die beiden Quellattribute (die beide vom Typ string sein m ussen) einfach
aneinandergeh angt werden k onnen. Letztlich w are es aber hilfreich, wenn der Benutzer
beispielsweise zus atzlich angibt, ob die beiden Strings direkt verbunden werden sollen, ein
Trennzeichen zwischen den beiden Strings eingef ugt werden soll oder vielleicht sogar eine
komplexere Kombination gew unscht wird. Dies kann der Benutzer in der Konvertierungs-
funktion angeben. F ur die R uckw artskonvertierungsfunktion muss der Benutzer analog
zur im vorangegangenen Abschnitt 4.3.2.1 beschriebenen Operation angeben, wie er die
Trennung des Strings w unscht.
Name : string￿
Strasse : string￿
PLZ :string￿
Ort : string￿
Person￿
Name : string￿
Strasse : string￿
Ort : string￿
Person￿
sv￿1￿ sv￿2￿
Abbildung 4.8: Beispiel: Verbinden von Attributen
Beispielsituation: siehe Abb. 4.8
Vorgehensweise:
 auf Schemaebene
L oschen des  uber
 ussigen Attributs (Operation S1.2):
DELETE ATTRIBUTE PLZ
 auf Objektebene
Ersetzen des Inhalts des Zielattributs (Operation O1.3):
new.Ort = concat(old.PLZ,old.Ort)32 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Syntax:
CONCAT ATTRIBUTE Attribut links,Attribut rechts TO Zielattribut
Syntax f ur dieses Beispiel:
CONCAT ATTRIBUTE PLZ,Ort TO Ort
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Name = old.Name
new.Strasse = old.Strasse
new.Ort = concat (old.PLZ, old.Ort)
 R uckw artskonvertierungsfunktion (bcf)
new.Name = old.Name
new.Strasse = old.Strasse
new.PLZ = left(old.Ort,length(old.Ort)/2)
new.Ort = right(old.Ort,length(old.Ort)/2)
Wie zuvor bei der Operation "Aufsplitten von Attributen\ kann das System hier nicht wis-
sen, an welcher Stelle die Teilung des Strings in der R uckw artskonvertierungsfunktion er-
folgen soll. In der Default-Konvertierungsfunktion wird daher als Vorgabewert die Teilung
bei der halben L ange des Strings eingetragen. Der Schemaentwickler muss nun eingreifen
und seine pers onlichen Vorstellungen eintragen, indem er die beiden Zeilen entsprechend
ab andert.
4.3.2.3 Einf ugen redundanter Attribute
Das Einf ugen redundanter Attribute kann beispielsweise dann interessant werden, wenn
Attribute, deren Werte aus dem Inhalt anderer Attribute ermittelt werden k onnen, die
 Ubersichtlichkeit erh ohen oder durch einfache Berechnungen dem Benutzer zus atzliche In-
formation geboten werden kann.
Typische Beispiele w aren ein Feld "Alter\, das sich aus der Dierenz zwischen der Sche-
maableitungszeit und dem Geburtsdatum ermitteln liee oder ein Feld, das den Preis eines
Produktes zus atzlich in einer anderen W ahrung (z.B. in Euro) angibt.
Es ist zwar theoretisch m oglich, dem Benutzer auch komplexe Berechnungen zu erm ogli-
chen, im Normalfall reichen aber die vier Grundrechenarten aus.
Artikelnr : string￿
Preis : real￿
Produkt￿
Artikelnr : string￿
Preis : real￿
Preis_Euro : real￿
Produkt￿
sv￿1￿ sv￿2￿
Abbildung 4.9: Beispiel: Einf ugen redundanter Attribute
Beispielsituation: siehe Abb. 4.9
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 auf Schemaebene
Einf ugen des neuen Attributs (Operation S1.1):
CREATE ATTRIBUTE Preis Euro:real
 auf Objektebene
F ullen des neuen Attributs (Operation O1.3):
new.Preis Euro = old.Preis * Eurokonstante
Syntax:
CREATE ATTRIBUTE Attribut:Typ
Syntax f ur dieses Beispiel:
CREATE ATTRIBUTE Preis Euro:real
Die Konvertierungsfunktion enth alt genauere Informationen dar uber, wie das neue Attri-
but zu bef ullen ist, also beispielsweise eine Berechnungsvorschrift.
Standardm aig weist die Default-Konvertierungsfunktion dem neuen Attribut einen NULL-
Wert zu. Dieser ist dann vom Schemaentwickler entsprechend anzupassen. Die Berech-
nungsformel muss dabei eine g ultige Formel aus Attributen (vom Typ integer oder real),
Konstanten und den Symbolen +, -, * und / sein. Es obliegt dem Schemaentwickler, zu
gew ahrleisten, dass nur Werte aus dem Denitionsbereich des Typs des Attributs zuge-
wiesen werden k onnen.
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Artikelnr = old.Artikelnr
new.Preis = old.Preis
new.Preis Euro = 0
 R uckw artskonvertierungsfunktion (bcf)
new.Artikelnr = old.Artikelnr
new.Preis = old.Preis
4.3.2.4 Einf ugen von Attributen und Belegung mit Startwerten
Ist ein neues Attribut einzuf ugen, f ur das es nicht m oglich ist, den Wert aus einem anderen
Attribut oder aus der Vorg angerobjektversion zu kopieren oder berechnen, kann auch ein
Wert vorgegeben werden.
Artikelnr : string￿
Preis : real￿
Produkt￿
Artikelnr : string￿
Preis : real￿
Lieferant : integer￿
Beschreibung : string￿
Stueckzahl_auf_Lager : integer￿
Produkt￿
sv￿1￿ sv￿2￿
Abbildung 4.10: Beispiel: Einf ugen von Attributen und Belegung mit Startwerten34 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Beispielsituation: siehe Abb. 4.10
Vorgehensweise:
 auf Schemaebene
Einf ugen des neuen Attributs (Operation S1.1):
CREATE ATTRIBUTE Lieferant:integer
CREATE ATTRIBUTE Beschreibung:string
CREATE ATTRIBUTE Stueckzahl auf Lager:integer
 auf Objektebene
F ullen der Attribute mit Konstanten (Operation O1.1):
new.Lieferant = 37
new.Beschreibung = "Bleistift\
new.Stueckzahl auf Lager = 1000
Syntax:
CREATE ATTRIBUTE Attribut:Typ
Syntax f ur dieses Beispiel:
CREATE ATTRIBUTE Lieferant:integer
CREATE ATTRIBUTE Beschreibung:string
CREATE ATTRIBUTE Stueckzahl auf Lager:integer
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Artikelnr = old.Artikelnr
new.Preis = old.Preis
new.Lieferant = 0
new.Beschreibung = "\
new.Stueckzahl auf Lager = 0
 R uckw artskonvertierungsfunktion (bcf)
new.Artikelnr = old.Artikelnr
new.Preis = old.Preis
Da das System nicht wissen kann, welche Vorgabewerte der Schemaentwickler w unscht,
gibt es in der Default-Konvertierungsfunktion NULL-Werte vor. Der Schemaentwickler
muss also an dieser Stelle eingreifen und die gew unschten Startwerte eintragen.
4.3.2.5 Typ anderungen
Die  Anderung des Typs eines Attributs geh ort auch zu den h auger ben otigten Sche-
ma anderungen. Hier ist zu beachten, dass es Quelltyp-Zieltyp-Paare gibt, die nur eine
informationsverlustbehaftete oder gar keine Konvertierung zulassen.
Es kann auch Typ anderungen geben, die von einfachen (atomaren) Typen auf komplexe
Typen (Mengen-Typen, beispielsweise list(integer)oder set(integer)) wechseln, oder
umgekehrt. Insofern ist es n otig, jede m ogliche Kombination von Quell- und Zieltyp ge-
nauer zu untersuchen. Diese Untersuchung wurde in [W ol98, S. 45] durchgef uhrt.
Beispielsituation: siehe Abb. 4.11
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Artikelnr : integer￿
Seriennr : integer￿
Produkt￿
Artikelnr : integer￿
Seriennr : string￿
Produkt￿
sv￿1￿ sv￿2￿
Abbildung 4.11: Beispiel: Typ anderungen
 auf Schemaebene
 Andern des Attributtyps (Operation S1.4):
RETYPE ATTRIBUTE Seriennr:string
 auf Objektebene
Berechnen des neuen Attributinhalts (Operation O1.3):
new.Seriennr = conv(old.Seriennr)
Hierbei ist anzumerken dass "conv\ nur als Platzhalter f ur die entsprechende zu ver-
wendende Typkonvertierung zu verstehen ist. Im Beispiel wird die C-Funktion "itoa\
verwendet, weil vom Typ integer zum Typ string konvertiert werden soll.
Syntax:
RETYPE ATTRIBUTE Attribut TO Typ
Syntax f ur dieses Beispiel:
RETYPE ATTRIBUTE Seriennr TO string
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
new.Artikelnr = old.Artikelnr
new.Seriennr = itoa(old.Seriennr)
 R uckw artskonvertierungsfunktion (bcf)
new.Artikelnr = old.Artikelnr
new.Seriennr = 0
Da dem System nicht bekannt ist, wie die gew unschte Konvertierung aussieht, kann es in
der Default-Konvertierungsfunktion nur Vorgaben eintragen. Diese Vorgaben k onnen bei
einfachen Konvertierungen (s. [W ol98]) gleich die entsprechende Konvertierung (hier im
Beispiel von integer nach string in der Vorw artskonvertierungsfunktion) oder sonst ein
NULL-Wert (hier im Beispiel von string nach integer in der R uckw artskonvertierungs-
funktion) sein.
4.3.3 Komplexe Schema anderungsoperationen, bei denen Default-Kon-
vertierungsfunktionen ausreichen
Im Gegensatz zu den in den beiden vorhergehenden Abschnitten vorgestellten typischen
Schema anderungen reichen bei den folgenden die einfachen Schema anderungen zur Durch-36 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
f uhrung nicht mehr aus. Stattdessen ist die Verwendung von komplexen Schema anderungs-
operationen notwendig. Trotzdem ist die Erstellung von sinnvollen Default-Konvertie-
rungsfunktionen ohne Eingri des Schemaentwicklers m oglich.
Die aufgef uhrten Schema anderungen sind das Kopieren von Attributen  uber Referenzen,
das Einf ugen von Referenzen, das Aufbrechen von Klassen, das Zusammenf uhren von Klas-
sen  uber Referenzen und  uber Wertevergleiche, das Verschieben von Attributen entlang
der Aggregationskanten und die Umkehrung der Aggregationsreihenfolge. Dabei wird beim
Aufbrechen von Klassen besonders auf zwei verschiedene M oglichkeiten zur Referenzierung
von Komponentenobjekten eingegangen.
4.3.3.1 Kopieren von Attributen  uber Referenzen
Daten werden von einem durch eine Referenz zu selektierenden Objekt in das referenzie-
rende Objekt kopiert.
Name : string￿
Adresse : Adresse￿
Person￿
Name : string￿
Adresse : Adresse￿
Telefon : string￿
Person￿
Name : string￿
Telefon : string￿
Ort : string￿
Adresse￿
Name : string￿
Telefon : string￿
Ort : string￿
Adresse￿
sv￿1￿ sv￿2￿
Abbildung 4.12: Beispiel: Kopieren von Attributen  uber Referenzen
Beispielsituation: siehe Abb. 4.12
Vorgehensweise:
 auf Schemaebene
Kopieren eines Attributs (Operation S3.1):
COPY ATTRIBUTE Telefon FROM CLASS Adresse (in der Umgebung Person)
 auf Objektebene
Selektieren des zugeh origen Objektes (Operation O2.1):
tmp Adresse = deref(old.Person.Adresse)5
 Uberschreiben des neuen Attributs durch den Wert aus dem gefundenen Objekt
(Operation O1.2):
new.Person.Telefon = tmp Adresse.Telefon
Syntax:
COPY ATTRIBUTE Attribut FROM CLASS Quellklasse
5Die Operation deref gibt die Referenz auf ein Objekt zur uck. Dazu wird ein Attribut, das diese
Referenz enth alt, ausgelesen.4.3 Typische Schema anderungen 37
Syntax f ur dieses Beispiel:
COPY ATTRIBUTE Telefon FROM CLASS Adresse (in der Umgebung Person)
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
tmp Adresse = deref(old.Person.Adresse)
new.Person.Name = old.Person.Name
new.Person.Telefon = tmp Adresse.Telefon
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Adresse
new.Adresse.Name = old.Adresse.Name
new.Adresse.Telefon = old.Adresse.Telefon
new.Adresse.Ort = old.Adresse.Ort
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Adresse
new.Adresse.Name = old.Adresse.Name
new.Adresse.Telefon = old.Adresse.Telefon
new.Adresse.Ort = old.Adresse.Ort
4.3.3.2 Einf ugen von Referenzen
Im Prinzip wird durch das Einf ugen von Referenzen aus einer einfachen Verkettung der
Objekte ( uber die vorhandene Referenz im ersten Objekt, die auf das zweite Objekt zeigt)
eine doppelte Verkettung gemacht. Dazu wird im zweiten Objekt zus atzlich eine Referenz
auf das erste Objekt eingef ugt. Voraussetzung daf ur ist, dass zwischen den beiden Klas-
sen eine 1:1-Beziehung gilt. F ur das folgende Beispiel bedeutet das, dass jeweils nur ein
Arbeiter- mit einem Vereinsmitglied-Objekt in Beziehung steht. Andernfalls m usste man
statt der einen neuen Referenz eine Liste (oder Menge) von Referenzen einf ugen.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Link Addition\.
Name : string￿
Adresse : string￿
Verein : Vereinsmitglied￿
Arbeiter￿
Name : string￿
Adresse : string￿
Verein : Vereinsmitglied￿
Arbeiter￿
Name : string￿
Hobby : string￿
Vereinsmitglied￿
Name : string￿
Hobby : string￿
Arbeit : Arbeiter￿
Vereinsmitglied￿
sv￿1￿ sv￿2￿
Abbildung 4.13: Beispiel: Einf ugen von Referenzen
Beispielsituation: siehe Abb. 4.13
Vorgehensweise:38 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
 auf Schemaebene
Einf ugen einer Referenz (Operation S3.2):
CREATE REFERENCE Arbeit:Arbeiter (in der Umgebung Vereinsmitglied)
 auf Objektebene
Selektieren des Unterobjektes (Operation O2.1):
tmp Vereinsmitglied = deref(old.Arbeiter.Verein)
Setzen der neuen Referenz (Operation O2.3):
new.Vereinsmitglied.Arbeit = ref(new.Arbeiter)
Syntax:
CREATE REFERENCE Attribut: Zielklasse
Syntax f ur dieses Beispiel:
CREATE REFERENCE Arbeit:Arbeiter
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Arbeiter
new.Arbeiter.Name = old.Arbeiter.Name
new.Arbeiter.Adresse = old.Arbeiter.Adresse
new.Arbeiter.Verein = old.Arbeiter.Verein
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Vereinsmitglied
new.Vereinsmitglied.Name = old.Vereinsmitglied.Name
new.Vereinsmitglied.Hobby = old.Vereinsmitglied.Hobby
new.Vereinsmitglied.Arbeit = ref(new.Arbeiter)
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Arbeiter
new.Arbeiter.Name = old.Arbeiter.Name
new.Arbeiter.Adresse = old.Arbeiter.Adresse
new.Arbeiter.Verein = old.Arbeiter.Verein
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Vereinsmitglied
new.Vereinsmitglied.Name = old.Vereinsmitglied.Name
new.Vereinsmitglied.Hobby = old.Vereinsmitglied.Hobby
4.3.3.3 Aufbrechen von Klassen
Es wird ein neues Objekt samt einer Referenz darauf erzeugt und ein oder mehrere Attri-
bute in dieses neue Objekt kopiert, anschlieend werden die Quellattribute gel oscht.
Diese Schema anderungsoperation kann beispielsweise auch dann ben otigt werden, wenn
eine Klasse "Auto\ vorliegt, die ein Attribut Foto enth alt, in dem ein Foto (in guter
Qualit at und daher mit entsprechender Byteanzahl) abgelegt ist. In diesem Falle mag
es sinnvoll erscheinen, das Attribut Foto in eine Komponentenklasse auszulagern, damit
beim h augen Zugri auf die Klasse "Auto\ nicht immer auch das Foto mitgeladen werden
muss, sondern nur dann ein Zugri darauf erfolgt, wenn das Foto auch explizit gew unscht
wird.
Beispielsituation: siehe Abb. 4.14
Vorgehensweise:
 auf Schemaebene Erzeugen einer neuen Klasse (Operation S2.1):
CREATE CLASS Adresse4.3 Typische Schema anderungen 39
Name : string￿
Strasse : string￿
Ort : string￿
Person￿
Name : string￿
Adresse : Adresse￿
Person￿
Strasse : string￿
Ort : string￿
Adresse￿
sv￿1￿ sv￿2￿
Abbildung 4.14: Beispiel: Aufbrechen von Klassen
Erzeugen der ben otigten Referenz (Operation S3.2):
CREATE REFERENCE Adresse:Adresse (in der Umgebung Person)
Kopieren der ben otigten Attribute in die neue Klasse (Operation S3.1):
COPY ATTRIBUTE Strasse FROM CLASS Person (in der Umgebung Adresse)
COPY ATTRIBUTE Ort FROM CLASS Person (in der Umgebung Adresse)
L oschen der nicht mehr ben otigten Attribute in der Quellklasse (Operation S1.2):
DELETE ATTRIBUTE Strasse (in der Umgebung Adresse)
DELETE ATTRIBUTE Ort (in der Umgebung Adresse)
 auf Objektebene
Erzeugen des neuen Objekts und setzen der Referenz (Operation O2.4 und O2.3):
new.Person.Adresse = ref(create object Adresse)
 Uberschreiben der neuen Attribute durch den Wert aus "Person\ (Operation O1.2):
new.Adresse.Strasse = old.Person.Strasse
new.Adresse.Ort = old.Person.Ort
Syntax:
CREATE CLASS Neue Klasse AS REFERENCE Attribut IN Klasse WITH (a1, ..., an), wobei
a1 bis an die zu verschiebenden Attribute sind.
Syntax f ur dieses Beispiel:
CREATE CLASS Adresse AS REFERENCE Adresse IN Person WITH (Strasse, Ort)
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
new.Person.Name = old.Name
new.Person.Adresse = ref(create object Adresse)
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Adresse
tmp Person = sql query(":::\)
new.Adresse.Strasse = tmp Person.Strasse
new.Adresse.Ort = tmp Person.Ort
 R uckw artskonvertierungsfunktion (bcf)
tmp Adresse = old.Person.Adresse
new.Name = old.Person.Name
new.Strasse = tmp Adresse.Strasse
new.Ort = tmp Adresse.Ort40 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Einschub:
Bei der Operation "Aufbrechen von Klassen\ tritt das Problem auf, dass das System zwei
M oglichkeiten hat, die referenzierten Objekte anzulegen (s. Abb. 4.15).
Name : Patrick Dorn￿
Strasse : Turingstr. 42￿
Ort : Frankfurt￿
Person2￿
sv￿1￿
Name : Hans Müller￿
Strasse : Turingstr. 42￿
Ort : Frankfurt￿
Person1￿
Name : Hans Müller￿
Wohnung : Wohnung1￿
Person1￿
Name : Patrick Dorn￿
Wohnung : Wohnung1￿
Person2￿
Strasse : Turingstr. 42￿
Ort : Frankfurt￿
Wohnung1￿
Alternative 1￿
sv￿2￿
Name : Hans Müller￿
Wohnung : Wohnung1￿
Person1￿
Name : Patrick Dorn￿
Wohnung : Wohnung2￿
Person2￿
Strasse : Turingstr. 42￿
Ort : Frankfurt￿
Wohnung1￿
Strasse : Turingstr. 42￿
Ort : Frankfurt￿
Wohnung2￿
Alternative 2￿
sv￿2￿'￿
Abbildung 4.15: Zwei Alternativen f ur die Referenzierung
Alternative 1
Jedes der referenzierenden Objekte kann ein gemeinsames Objekt referenzieren, das nur
einmal vorhanden ist. In diesem Falle spricht man von grouping ([GLG95]).
Alternative 2
Jedes der referenzierenden Objekte kann ein "eigenes\ referenziertes Objekt haben, unge-
achtet der Tatsache, dass der Inhalt dieser referenzierten Objekte gleich ist.
Der Vorteil der ersten gegen uber der zweiten Alternative liegt auf der Hand: Es kann Platz
eingespart werden, da die Speicherung redundanter Informationen vermieden wird. Aller-
dings erkauft man sich daf ur ein anderes Problem, und zwar die Gefahr von Zeigern, die
auf nicht mehr existente Objekte zeigen (engl. dangling pointer). Sollte im ersten Fall das
Objekt "Person1\ gel oscht werden, w urde automatisch das Adress-Objekt mitgel oscht, und
das Objekt "Person2\ zeigte mit seiner Referenz auf ein nicht mehr vorhandenes Adress-
Objekt.
Dieses Problem kann beispielsweise durch einen Z ahler, der angibt, wieviele Referenzen
auf das gemeinsam referenzierte Objekt zeigen, gel ost werden. In dem Falle wird bei der
Erzeugung jeder Referenz, die auf das gemeinsam referenzierte Objekt zeigt, der Z ahler
erh oht und bei jeder L oschung einer solchen Referenz der Z ahler erniedrigt. Erst bei Errei-
chen eines Z ahlerstandes von 0 darf das gemeinsame Objekt tats achlich gel oscht werden {
allerdings bedingt diese Methode damit auch erh ohten Verwaltungsaufwand.
Eine Implementierung kann folgendermaen aussehen: Jedes Objekt erh alt intern den ge-
nannten Z ahler. Die Operation create object pr uft auf die Existenz eines Objektes mit
genau den gew unschen Eigenschaften und erh oht, falls es ein solches Objekt gibt, den
Z ahler dieses Objektes und gibt eine Referenz darauf zur uck. Falls das Objekt nicht exis-
tiert, wird es angelegt, der Z ahler auf 1 gesetzt und ebenfalls eine Referenz darauf zur uck-
gegeben.
Die Operation delete object erniedrigt den Z ahler um 1 und pr uft, ob der Z ahlerwert4.3 Typische Schema anderungen 41
0 ist. Falls dies zutrit, wird das Objekt tats achlich gel oscht. In beiden F allen wird eine
erfolgreiche L oschung zur uckgemeldet.
Eine Variante hiervon ist, dass ein Objekt auch mit einem Z ahlerwert von 0 nicht gel oscht
wird, beispielsweise, wenn eine Adresse darin abgelegt ist und zu erwarten ist, dass das
Objekt demn achst wieder referenziert werden wird. Hierbei ist allerdings nicht gew ahr-
leistet, dass ein Objekt, das gel oscht werden soll, auch wirklich nach dem L oschen nicht
mehr existiert. Will also beispielsweise ein Benutzer Objekte l oschen, um Speicherplatz zu
sparen, dann kann es passieren, dass zwar alle L oschungen erfolgreich sind, physikalisch
aber kein Platz freigeworden ist. Hierf ur ben otigt man eine zus atzliche explizite L oschope-
ration, etwa ein delete! object, das den Z ahler auf 0 setzt und dann das Objekt l oscht.
Die Gefahr von Dangling Pointern ist damit nat urlich wieder gegeben.
Der Datenbankenhersteller O2 hat einen  ahnlichen Ansatz verfolgt. Nach wiederholten
Nachfragen von Kunden bot er aber zum impliziten L oschoperator noch einen expliziten
L oschoperator an (s. [O2 96]).
Weiter treten bei der Z ahler-Variante Schwierigkeiten auf, wenn einer der Datens atze
ge andert werden soll. Ein Beispiel: Wenn Alternative 1 gew ahlt wurde { man also tats achlich
dasselbe Objekt referenziert { und sich die Adresse von Person1 ge andert hat. Es wird
notwendig, ein neues Adress-Objekt f ur das Objekt "Person1\ anzulegen, sonst w urde die
Adresse von Person2 auch ver andert.
Damit muss Mehraufwand in Kauf genommen werden: Es ist nach einem Adress-Objekt
zu suchen, das die neue Adresse enth alt. Ist diese Suche erfolglos, muss ein neues Adress-
Objekt angelegt werden und die neuen Adressdaten eingetragen werden. Auerdem ist die
Referenz im Person-Objekt von Hans M uller auf das neue Adress-Objekt zu setzen.
Die zweite Alternative, bei der alle Unterobjekte redundant angelegt werden, ist einfach
und unabh angig von den obigen  Uberlegungen. Allerdings l asst sich damit keine Platz-
ersparnis erzielen und es ist auch keine Fehlervermeidung in Hinsicht auf Dangling Pointer
m oglich. Die Vermeidung solcher Probleme obliegt dem Datenbankenentwickler.
F ur COAST wurde in dieser Diplomarbeit die zweite Alternative realisiert, um nicht nur
eine Teilmenge der M oglichkeiten anderer Datenbankensysteme anzubieten. Gerade die
Erfahrung, dass die Kunden auf eine { wenn auch gef ahrliche { explizite L oschoperation
bestehen, f uhrte zu dieser Entscheidung.
(Ende des Einschubs)
4.3.3.4 Zusammenf uhren von Klassen  uber Referenzen
Das Zusammenf uhren von Attributen ist gewissermaen die Umkehrung der Operation
"Aufbrechen von Klassen\. Es werden Attribute von der referenzierten Klasse in die refe-
renzierende Klasse kopiert und dann die referenzierte Klasse gel oscht.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Inlining\.
Beispielsituation: siehe Abb. 4.16
Vorgehensweise:
 auf Schemaebene
Kopieren der neuen Attribute (Operation S3.1):
COPY ATTRIBUTE Strasse FROM CLASS Adresse (in der Umgebung Person)
COPY ATTRIBUTE Ort FROM CLASS Adresse (in der Umgebung Person)
L oschen des  uber
 ussigen Attributs (Operation S1.2):42 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Name : string￿
Strasse : string￿
Ort : string￿
Person￿
Name : string￿
Adresse : Adresse￿
Person￿
Strasse : string￿
Ort : string￿
Adresse￿
sv￿1￿ sv￿2￿
Abbildung 4.16: Beispiel: Zusammenf uhren von Klassen  uber Referenzen
DELETE ATTRIBUTE Adresse (in der Umgebung Person)
L oschen der  uber
 ussigen Klasse (Operation S2.2):
DELETE CLASS Adresse
 auf Objektebene
Selektieren des Unterobjektes (Operation O2.1):
tmp Adresse = deref(old.Adresse)
 Uberschreiben der neuen Attribute durch den Wert aus "Adresse\ (Operation O1.2):
new.Strasse = tmp Adresse.Strasse
new.Ort = tmp Adresse.Ort
Syntax:
INLINE CLASS Quellklasse1 USING REFERENCE Attribut
Syntax f ur dieses Beispiel:
INLINE CLASS Person USING REFERENCE Adresse
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
tmp Adresse = deref(old.Person.Adresse)
new.Name = old.Person.Name
new.Strasse = tmp Adresse.Strasse
new.Ort = tmp Adresse.Ort
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
tmp Adresse = sql query(":::\)
new.Person.Name = old.Name
new.Person.Adresse = ref( tmp Adresse)
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Adresse
tmp Person = sql query(":::\)
new.Adresse.Strasse = tmp Person.Strasse
new.Adresse.Ort = tmp Person.Ort4.3 Typische Schema anderungen 43
4.3.3.5 Zusammenf uhren von Klassen  uber Wertevergleiche
Beim "Zusammenf uhren von Klassen  uber Wertevergleiche\ werden wie beim "Zusam-
menf uhren von Klassen  uber Referenzen\ Attribute aus zwei Objekten in eines zusam-
mengef uhrt. Allerdings existiert hier keine Referenz vom ersten auf das zweite Attribut,
die man f ur den Zugri auf das zweite Objekt nutzen k onnte. Die Entscheidung, dass beide
Objekte zusammengeh oren, erfolgt  uber den Vergleich eines oder mehrerer Attribute.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Merge\.
Name : string￿
Adresse : string￿
Hobby : string￿
Schuhgroesse : integer￿
Arbeiter￿
Name : string￿
Adresse : string￿
Arbeiter￿
Name : string￿
Hobby : string￿
Schuhgroesse : integer￿
Vereinsmitglied￿
sv￿1￿ sv￿2￿
Abbildung 4.17: Beispiel: Zusammenf uhren von Klassen  uber Wertevergleiche
Beispielsituation: siehe Abb. 4.17
Vorgehensweise:
 auf Schemaebene
Kopieren der gew unschten Attribute (Operation S3.1):
COPY ATTRIBUTE Hobby FROM CLASS Vereinsmitglied (in der Umgebung Arbei-
ter)
COPY ATTRIBUTE Schuhgroesse FROM CLASS Vereinsmitglied (in der Umgebung
Arbeiter)
L oschen der  uber
 ussigen Klasse (Operation S2.2):
DELETE CLASS Vereinsmitglied
 auf Objektebene
Suchen des Unterobjektes (Operation O2.2):
tmp Vereinsmitglied = sql query(":::\)
 Uberschreiben der neuen Attribute durch den Wert aus "Vereinsmitglied\ (Operation
O1.2):
new.Hobby = tmp Vereinsmitglied.Hobby
new.Schuhgroesse = tmp Vereinsmitglied.Schuhgroesse
Syntax:
INLINE CLASS Quellklasse1,Quellklasse2 TO Zielklasse USING (a1 = b1, ... , an = bn),
wobei a1 bis an Attribute aus Quellklasse1 und b1 bis bn Attribute aus Quellklasse2 sind,
die paarweise verglichen werden sollen.
Syntax f ur dieses Beispiel:
INLINE CLASS Arbeiter,Vereinsmitglied TO Arbeiter
USING (Arbeiter.Name=Vereinsmitglied.Name)44 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf)
tmp Vereinsmitglied = sql query(":::\)
new.Name = old.Name
new.Adresse = old.Adresse
new.Hobby = tmp Vereinsmitglied.Hobby
new.Schuhgroesse = tmp Vereinsmitglied.Schuhgroesse
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Arbeiter
new.Name = old.Name
new.Adresse = old.Adresse
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Vereinsmitglied
tmp Arbeiter = sql query(":::\)
new.Name = tmp Arbeiter.Name
new.Hobby = tmp Arbeiter.Hobby
new.Schuhgroesse = tmp Arbeiter.Schuhgroesse
4.3.3.6 Verschieben von Attributen entlang der Aggregationskanten
Hier wird anhand einer Referenz ein Objekt identiziert und ein Attribut aus diesem
referenzierten Objekt in das referenzierende Objekt { oder umgekehrt { kopiert und an-
schlieend in der Quellklasse gel oscht.
Man kann diese Schema anderung durch die Operation "Kopieren von Attributen\ mit an-
schlieendem L oschen des  uber
 ussigen Attributs im Unterobjekt durchf uhren.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Moving using a structural
relationship\.
Name : string￿
Adresse : Adresse￿
Person￿
Name : string￿
Telefon : string￿
Adresse : Adresse￿
Person￿
Telefon : string￿
Strasse : string￿
Ort : string￿
Adresse￿
Strasse : string￿
Ort : string￿
Adresse￿
sv￿1￿ sv￿2￿
Abbildung 4.18: Beispiel: Verschieben von Attributen entlang der Aggregationskanten
Beispielsituation: siehe Abb. 4.18
Vorgehensweise:
 auf Schemaebene
Kopieren des Attributs (Operation S3.1):
COPY ATTRIBUTE Telefon FROM CLASS Adresse (in der Umgebung Person)4.3 Typische Schema anderungen 45
L oschen des  uber
 ussigen Attributs (Operation S1.2).
DELETE ATTRIBUTE Telefon (in der Umgebung Adresse)
 auf Objektebene
 Uberschreiben des neuen Attributs durch den Wert aus "Adresse\ (Operation O1.2):
new.Person.Telefon = old.Adresse.Telefon
Syntax:
MOVE ATTRIBUTE Attribut IN Quellklasse TO Zielklasse USING REFERENCE Referenzattribut
IN Zielklasse
Syntax f ur dieses Beispiel:
MOVE ATTRIBUTE Telefon IN Adresse TO Person USING REFERENCE
Adresse IN Person
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
tmp Adresse = old.Person.Adresse
new.Person.Name = old.Person.Name
new.Person.Telefon = tmp Adresse.Telefon
new.Person.Adresse = old.Person.Adresse
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Adresse
new.Adresse.Strasse = old.Adresse.Strasse
new.Adresse.Ort = old.Adresse.Ort
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
new.Person.Adresse = old.Person.Adresse
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Adresse
tmp Person = sql query(":::\)
new.Adresse.Telefon = tmp Person.Telefon
new.Adresse.Strasse = old.Adresse.Strasse
new.Adresse.Ort = old.Adresse.Ort
4.3.3.7 Umkehrung der Aggregationsreihenfolge
Bei der "Umkehrung der Aggregationsreihenfolge\ wird die Verkettungsreihenfolge, die
durch eine Referenz im ersten Objekt auf das zweite Objekt gegeben ist, umgekehrt.
Im Prinzip entspricht diese Operation der Operation "Einf ugen von Referenzen\ mit an-
schlieendem L oschen der urspr unglichen Referenz.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Link Reversal\.
Beispielsituation: siehe Abb. 4.19
Vorgehensweise:
 auf Schemaebene
Einf ugen des neuen Attributs (Operation S3.2):
CREATE REFERENCE Arbeit:Arbeiter (in der Umgebung Vereinsmitglied)
L oschen der  uber
 ussigen Referenz (Operation S1.2):
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Name : string￿
Adresse : string￿
Verein : Vereinsmitglied￿
Arbeiter￿
Name : string￿
Adresse : string￿
Arbeiter￿
Name : string￿
Hobby : string￿
Vereinsmitglied￿
Name : string￿
Hobby : string￿
Arbeit : Arbeiter￿
Vereinsmitglied￿
sv￿1￿ sv￿2￿
Abbildung 4.19: Beispiel: Umkehrung der Aggregationsreihenfolge
 auf Objektebene
Setzen der neuen Referenz (Operation O2.3):
new.Vereinsmitglied.Arbeit = ref(new.Arbeiter)
Syntax:
SWAP REFERENCE Referenzattribut in Klasse1,Zielreferenzattribut in Klasse2 IN
Klasse1,Klasse2
Syntax f ur dieses Beispiel:
SWAP REFERENCE Verein,Arbeit IN Arbeiter,Vereinsmitglied
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Arbeiter
new.Arbeiter.Name = old.Arbeiter.Name
new.Arbeiter.Adresse = old.Arbeiter.Adresse
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Vereinsmitglied
tmp Arbeiter = sql query(":::\)
new.Vereinsmitglied.Name = old.Vereinsmitglied.Name
new.Vereinsmitglied.Hobby = old.Vereinsmitglied.Hobby
new.Vereinsmitglied.Arbeit = tmp Arbeiter
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Arbeiter
tmp Vereinsmitglied = sql query(":::\)
new.Arbeiter.Name = old.Arbeiter.Name
new.Arbeiter.Adresse = old.Arbeiter.Adresse
new.Arbeiter.Verein = tmp Vereinsmitglied
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Vereinsmitglied
new.Vereinsmitglied.Name = old.Vereinsmitglied.Name
new.Vereinsmitglied.Hobby = old.Vereinsmitglied.Hobby4.3 Typische Schema anderungen 47
4.3.4 Komplexe Schema anderungsoperationen, bei denen Default-Kon-
vertierungsfunktionen nicht ausreichen
Die im Folgenden beschriebenen Schema anderungen ben otigen komplexe Schema ande-
rungsoperationen. Zudem tauchen Mehrdeutigkeiten bei der Erzeugung der jeweiligen
Default-Konvertierungsfunktion auf, so dass dort ein Eingri des Schemaentwicklers not-
wendig ist.
Die aufgef uhrten Schema anderungen sind das Kopieren von Attributen  uber Wertever-
gleiche und das Verschieben von Attributen in eine Ober- oder Unterklasse. Dabei wird
besonderes Augenmerk auf Kon
iktm oglichkeiten bei der zweiten Operation gelegt.
4.3.4.1 Kopieren von Attributen  uber Wertevergleiche
Daten werden aus einem durch Wertevergleich zu ndenden Objekt in ein anderes Objekt
{ oder umgekehrt { kopiert.
Barbara Staudt Lerner [Ler96] nennt diese Schema anderung "Duplication based on value
relationship\.
Name : string￿
Person￿
Name : string￿
Telefon : string￿
Person￿
Name : string￿
Telefon : string￿
Ort : string￿
Adresse￿
Name : string￿
Telefon : string￿
Ort : string￿
Adresse￿
sv￿1￿ sv￿2￿
Abbildung 4.20: Beispiel: Kopieren von Attributen  uber Wertevergleiche
Beispielsituation: siehe Abb. 4.20
Vorgehensweise:
 auf Schemaebene
Kopieren eines Attributs (Operation S3.1):
COPY ATTRIBUTE Telefon FROM CLASS Adresse
VALUE (Person.Name=Adresse.Name) (in der Umgebung Person)
 auf Objektebene
Suchen des zugeh origen Objektes (Operation O2.2):
tmp Adresse = sql query(":::\)
 Uberschreiben des neuen Attributs durch den Wert aus dem gefundenen Objekt
(Operation O1.2):
new.Person.Telefon = old.Adresse.Telefon
Syntax:
COPY ATTRIBUTE Attribut FROM CLASS Adresse VALUE (a1 = b1, ... , an = bn), wobei a148 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
bis an Attribute aus Quellklasse 1 und b1 bis bn Attribute aus Quellklasse 2 sind, die
paarweise verglichen werden sollen.
Syntax f ur dieses Beispiel:
COPY ATTRIBUTE Telefon FROM CLASS Adresse
VALUE (Person.Name=Adresse.Name)
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
tmp Adresse = sql query(":::\)
new.Person.Name = old.Person.Name
new.Person.Telefon = tmp Adresse.Telefon
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Adresse
tmp Adresse = sql query(":::\)
new.Adresse.Name = tmp Adresse.Name
new.Adresse.Telefon = tmp Adresse.Telefon
new.Adresse.Ort = tmp Adresse.Ort
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
tmp Adresse = sql query(":::\)
new.Person.Name = old.Person.Name
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Adresse
tmp Adresse = sql query(":::\)
new.Adresse.Name = tmp Adresse.Name
new.Adresse.Telefon = tmp Adresse.Telefon
new.Adresse.Ort = tmp Adresse.Ort
Man k onnte die Suche des passenden Adressenobjekts auch nur in der neuen Objektver-
sion durchf uhren, und den Inhalt des Feldes Telefon von dort kopieren { also ohne Zugri
auf die alte Objektversion. Allerdings hat man diesen Zugri nicht eingespart, denn alle
trivialen Konvertierungen sind ja auf jeden Fall als Defaultkonvertierungen vorgesehen.
So wird Telefon ohnehin vom alten in das neue Adressenobjekt kopiert. Ob es dann von
dort oder aus der alten Objektversion gelesen wird, um das Telefonfeld im Personobjekt
zu f ullen, ist frei w ahlbar.
In dieser Diplomarbeit wurde die Entscheidung zugunsten der ersten genannten Alternati-
ve getroen, da sich die n otigen Operationen einfach weiterverwenden lassen und z.B. f ur
den Fall "Verschieben von Attributen in eine Unterklasse\ (s. Abschnitt 4.3.4.3) ohnehin
ben otigt werden.
Sollten mehrere passende Adressenobjekte gefunden werden, gibt es wiederum mehrere
M oglichkeiten, darauf zu reagieren:
1. Man kann zuf allig eines der passenden Adressenobjekte ausw ahlen und dann vor-
gehen, als h atte die Suche nur dieses eine Objekt erbracht. Der Nachteil ist oen-
sichtlich: Es kann nicht eindeutig sichergestellt werden, welcher Wert in Telefon
geschrieben wird, weil nicht sicher ist, welches Adressenobjekt verwendet wird.
2. Man kann in einem solchen Fall die Auswahl eines passenden Objektes umgehen,
indem man nur einen konstanten Wert (z.B. einen Leerstring) oder auch den Eintrag
"mehrdeutig\ einf ugt.
3. Man kann den Typ des Feldes Telefon von string in set(string)  andern und
alle gefundenen Telefonnummern  ubertragen. In diesem Falle wird allerdings eine4.3 Typische Schema anderungen 49
Typ anderung implizit durchgef uhrt, die wom oglich vom Benutzer nicht gew unscht
ist.
4. Es kann gefordert werden, dass der zu vergleichende Wert ein Schl ussel ist, er also
innerhalb der Datenbank eindeutig ist. In diesem Falle ist gesichert, dass in obigem
Beispiel zu jedem Personobjekt nur ein korrespondierendes Adressenobjekt existiert.
Gerade die ersten drei L osungsm oglichkeiten k onnten je nach Situation gew unscht sein,
weshalb in diesem Punkt der Eingri des Schemaentwicklers notwendig wird. Das Sys-
tem wird also eine feste Auswahl vornehmen und in die Konvertierungsfunktion einen
Kommentar mit der Auorderung zur  Uberpr ufung, ob die gew ahlte L osungsm oglichkeit
die gew unschte ist, aufnehmen. Die vierte Variante schr ankt den Schemaentwickler in der
Wahl der zu vergleichenden Attribute sehr ein.
Hier w ahlt das System immer die L osungsm oglichkeit 1, da diese keine Typen eigenm achtig
 andert, andererseits aber wenigstens eine Information aus der alten Objektversion  uber-
nimmt. Dazu wird einfach nach dem ersten gefundenen Objekt die Suche abgebrochen.
4.3.4.2 Verschieben von Attributen in eine Oberklasse
Bei dieser Operation werden ein oder mehrere Attribute entlang der Vererbungshierarchie
aus der abgeleiteten in die Basisklasse verschoben. Die abgeleitete Klasse, die das Attribut
urspr unglich enthielt, erbt dieses nun von der Basisklasse, so dass sich nach auen keine
 Anderungen ergeben.
Da das Attribut aber auch an weitere von der Basisklasse abgeleitete Klassen vererbt
wird, kann es in vielen weiteren Unterklassen auftauchen. Es k onnen dadurch Kon
ikte
auftreten.
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Abbildung 4.21: Kon
iktm oglichkeiten beim Verschieben von Attributen in eine Oberklasse
Im Beispiel (s. Abbildung 4.21) wird aus der Unterklasse "Steinobst\ das Attribut "Abga-
bemenge\ in die Oberklasse "Obst\ verschoben. Es treten dadurch mehrere Eekte auf:
 (markiert mit *1 ) In der Klasse "Steinobst\ taucht wie gew unscht das verschobene
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 (markiert mit *2 ) In der Klasse "Grossfruechte\ taucht das Attribut ebenfalls auf,
obwohl es vielleicht gar nicht sinnvoll w are: Bei Grofr uchten wie Melonen und
K urbissen ist die Abgabemenge vielleicht ohnehin immer 1.
 (markiert mit *3 ) In der Klasse "Zitrusfrucht\ kommt es sogar zu einem Kon
ikt.
Es existiert bereits ein lokales Attribut "Abgabemenge\, das aber einen anderen Typ
hat.
Man kann nun die urspr ungliche lokale Denition als lokale Redenition sehen, die
das geerbte Attribut  uberschreibt. Eine Voraussetzung f ur diese L osungsm oglichkeit
ist, dass der Typ des lokal redenierten Attributs eine Verfeinerung des geerbten
Typs ist.
Eine weitere M oglichkeit, diesen Kon
ikt zu vermeiden, besteht darin, erst das kri-
tische Attribut in der betreenden Unterklasse zu l oschen und anschlieend die Ver-
schiebung vorzunehmen. In dem Falle h atte man die Problematik auf den Attribut-
inhalt verlagert: Das Attribut in der Klasse "Zitrusfrucht\ h atte zwar einen legalen
Typ, allerdings k onnte es sein, dass die Konvertierung des Attributinhaltes Probleme
bereitet, wenn die Typen nicht verlustfrei ineinander konvertierbar sind. Allerdings
kann jederzeit ein NULL-Wert eingesetzt werden. Die Vererbungshierarchie ist damit
weiter fehlerfrei.
Falls der Benutzer also vor der Verschiebung des Attributs nicht hinreichend die Konse-
quenzen f ur die anderen Klassen in der Vererbungshierarchie bedenkt, kann es zu Proble-
men kommen.
Name : string￿
Strasse : string￿
Ort : string￿
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Name : string￿
Strasse : string￿
Ort : string￿
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(Name : string)￿
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(Ort : string)￿
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Angestellter￿
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(Strasse : string)￿
(Ort : string)￿
(Gehalt : real)￿
Abteilung : string￿
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sv￿1￿ sv￿2￿
Abbildung 4.22: Beispiel: Verschieben von Attributen in eine Oberklasse
Beispielsituation: siehe Abb. 4.22 "Angestellter\ erbt von "Person\. Das Attribut "Gehalt\
wird von der erbenden Klasse "Angestellter\ in die Vaterklasse "Person\ verschoben. Durch
die Vererbung steht es aber weiterhin in der Klasse "Angestellter\ zur Verf ugung.
Vorgehensweise:
 auf Schemaebene
Kopieren des Attributs in die Oberklasse (Operation S3.1):
COPY ATTRIBUTE Gehalt FROM CLASS Angestellter (in der Umgebung Person)
Dadurch existiert in der Unterklasse f ur kurze Zeit das Attribut Gehalt doppelt:4.3 Typische Schema anderungen 51
Zum einen als geerbtes Attribut und zum anderen als lokal deniertes Attribut. Eine
zeitweise Inkonsistenz des Schemas kann dadurch vermieden werden, dass die beiden
Operationen COPY und DELETE direkt nacheinander ausgef uhrt werden m ussen.
Dazu wird { wie bei jeder Schema anderung { das Schema eingefroren, die n otigen
 Anderungen durchgef uhrt und das Schema wieder aufgetaut. Im eingefrorenen Zu-
stand ist die Konsistenz des Schemas nicht gew ahrleistet, sie muss nur nach dem
Auftauen wieder gesichert sein (s. [Dol99]). Es muss also hier nur verhindert werden,
dass das Schema schon nach dem ersten Schritt aufgetaut wird.
L oschen des  uber
 ussigen Attributs in der Unterklasse (Operation S1.2):
DELETE ATTRIBUTE Gehalt (in der Umgebung Angestellter)
 auf Objektebene
F ullen des Attributs in der Unterklasse mit einem Wert aus einer anderen Objekt-
version (Operation O1.2):
new.Angestellter.Gehalt = old.Angestellter.Gehalt
F ullen des neuen Attributs in der Oberklasse mit einem NULL-Wert (Operation
O1.1):
new.Person.Gehalt = 0
Syntax:
MOVEUP ATTRIBUTE Attribut IN Unterklasse TO Oberklasse
Syntax f ur dieses Beispiel:
MOVEUP ATTRIBUTE Gehalt IN Angestellter TO Person
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
new.Person.Strasse = old.Person.Strasse
new.Person.Ort = old.Person.Ort
new.Person.Gehalt = 0
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Angestellter
new.Angestellter.Name = old.Angestellter.Name
new.Angestellter.Strasse = old.Angestellter.Strasse
new.Angestellter.Ort = old.Angestellter.Ort
new.Angestellter.Gehalt = old.Angestellter.Gehalt
new.Angestellter.Abteilung = old.Angestellter.Abteilung
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
new.Person.Strasse = old.Person.Strasse
new.Person.Ort = old.Person.Ort
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Angestellter
new.Angestellter.Name = old.Angestellter.Name
new.Angestellter.Strasse = old.Angestellter.Strasse
new.Angestellter.Ort = old.Angestellter.Ort
new.Angestellter.Gehalt = old.Angestellter.Gehalt
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4.3.4.3 Verschieben von Attributen in eine Unterklasse
Diese Operation ist die Umkehrung der vorherigen Operation. Ein Attribut wird von ei-
ner Basisklasse zu einer Unterklasse verschoben. Die erbende Klasse, in die das Attribut
verschoben wird, enth alt dann das Attribut, in der Vaterklasse taucht es nicht mehr auf,
ebenso wie in allen anderen erbenden Klassen der Vaterklasse.
Schwierigkeiten k onnen auftreten, wenn das betreende Attribut in einer der Klassen
ben otigt wird, in denen es bisher durch Vererbung vorhanden war. Eine m ogliche Ab-
hilfe k onnte sein, das Attribut dort dann lokal zu denieren. Allerdings ist so nicht mehr
die Konsistenz gew ahrleistet, dass das Attribut in allen Klassen denselben Typ hat.
Lokale Redenitionen des urspr unglich geerbten Attributs bereiten keine Probleme, sie
bleiben bestehen. So wird das Attribut dann in diesen Klassen nicht mehr redeniert,
sondern im eigentlichen Sinne neu deniert.
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Abbildung 4.23: Beispiel: Verschieben von Attributen in eine Unterklasse
Beispielsituation: siehe Abb. 4.23 "Angestellter\ erbt von "Person\
Vorgehensweise:
 auf Schemaebene
Kopieren des Attributs in die Unterklasse (Operation S3.1):
CREATE ATTRIBUTE Gehalt FROM CLASS Person (in der Umgebung Angestellter)
Dadurch existiert in der Unterklasse f ur kurze Zeit das Attribut Gehalt doppelt: Zum
einen als geerbtes Attribut und zum anderen als lokal deniertes Attribut. Hier wird
das neue Attribut automatisch umbenannt, um den Namenskon
ikt zu vermeiden.
Nach dem L oschen kann das Attribut dann den gew unschten Namen erhalten.
L oschen des Attributs in der Oberklasse (Operation S1.2):
DELETE ATTRIBUTE Gehalt (in der Umgebung Person)
 auf Objektebene
F ullen des neuen Attributs in der Unterklasse mit einem referenzierten Wert (Ope-
ration O1.2):
new.Angesteller.Gehalt = old.Person.Gehalt4.4 Migration 53
Syntax:
MOVEDOWN Attribut IN Oberklasse TO Unterklasse
Syntax f ur dieses Beispiel:
MOVEDOWN Gehalt IN Person TO Angestellter
Default-Konvertierungsfunktion:
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
new.Person.Strasse = old.Person.Strasse
new.Person.Ort = old.Person.Ort
 Vorw artskonvertierungsfunktion (fcf) f ur die Klasse Angestellter
new.Angestellter.Name = old.Angestellter.Name
new.Angestellter.Strasse = old.Angestellter.Strasse
new.Angestellter.Ort = old.Angestellter.Ort
new.Angestellter.Gehalt = old.Angestellter.Gehalt
new.Angestellter.Abteilung = old.Angestellter.Abteilung
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Person
new.Person.Name = old.Person.Name
new.Person.Strasse = old.Person.Strasse
new.Person.Ort = old.Person.Ort
new.Person.Gehalt = 0
 R uckw artskonvertierungsfunktion (bcf) f ur die Klasse Angestellter
new.Angestellter.Name = old.Angestellter.Name
new.Angestellter.Strasse = old.Angestellter.Strasse
new.Angestellter.Ort = old.Angestellter.Ort
new.Angestellter.Gehalt = old.Angestellter.Gehalt
new.Angestellter.Abteilung = old.Angestellter.Abteilung
4.4 Migration
Eine typische Einsatzm oglichkeit f ur Schema anderungen k onnte auch sein, zu einer Klasse
mehrere Unterklassen anzulegen und die Objekte der urspr unglichen Klasse in die Unter-
klassen zu verschieben. Dies l asst sich mit den bisherigen Schema anderungsoperationen
nur mit komplizierten Konvertierungsfunktionen erledigen.
Beispiel 4.4.1 Gegeben seien zwei Schemaversionen sv1 und sv2 (s. Abb. 4.24). In Sche-
maversion sv1 existiert eine Klasse "KFZ\ mit den Attributen Marke, Preis und kW. In
Schemaversion sv2 werden zur Klasse "KFZ\ die abgeleiteten Klassen "PKW\, "Sportwa-
gen\ und "LKW\ hinzugef ugt, in die s amtliche Objekte aus "KFZ\ wandern sollen und die
jeweils noch ein weiteres Attribut besitzen. Die abgeleiteten Klassen haben eine disjunkte
Extension, d.h. jedes Objekt kann nur in einer der Unterklassen vorkommen. Dies kann
f ur eine feinere Gliederung gew unscht sein, beispielsweise f ur verschiedene Steuerklassen
o. a.
Jedes bisherige Objekt der Klasse "KFZ\ soll nun nach bestimmten Kriterien migriert
werden.
Der erste Schritt, also das Anlegen der Unterklassen, ist mit den vorhandenen Schema ande-
rungsoperationen m oglich. Die Migration der Objekte in einzelne Unterklassen kann al-54 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
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Abbildung 4.24: Die Klasse 'KFZ' mit den Unterklassen 'PKW', 'Sportwagen' und 'LKW'
lerdings noch nicht durchgef uhrt werden. Ein Trick w are, bei der Integration der neuen
Schemaversion mittels den in dieser Diplomarbeit neu entwickelten if-Konstrukten (s. Ab-
schnitt 6.3.8) die neue Objektversion der einen oder anderen Klassenversion zuzuordnen.
Man k onnte so f ur jedes Objekt aus "KFZ\  uberpr ufen, in welche neue Klasse es migriert
werden soll.
Eleganter ist diese Aufgabenstellung mit Hilfe der in [FMZ+95] vorgestellten Migration zu
l osen.
Das Konzept der Migration hat genau genommen nichts mit Schema anderungen zu tun,
aber Ferrandina stellte fest, dass es gut in die Schemaevolution passt. Meine Beobachtung
dazu ist, dass diese Aussage auch f ur die Schemaversionierung zutrit. Daher wurde im
Zuge dieser Diplomarbeit COAST um Migrationskonzepte erweitert.
Eine m ogliche Beschreibung f ur die Verwendung von if-Konstrukten ist exemplarisch f ur
die Klasse "Sportwagen\ in Abb. 4.25 skizziert, Abb. 4.26 zeigt den Vorgang schematisch.
class Sportwagen inherit KFZ
type tuple (Farbe: string)
end;
if(kW > 100, create object KFZ,
create object Sportwagen)
fcf
{
...
}
Abbildung 4.25: Migration mit Hilfe von if-Konstrukten
Der Migrationsansatz geht so vor, dass jedes Objekt aus "KFZ\ in Schemaversion sv1 un-
abh angig von seinem Wert, in die Klasse "KFZ\ in Schemaversion sv2 konvertiert wird. Da-
nach werden die Objekte, die den Anforderungen laut einer vorher festgelegten Migrations-4.4 Migration 55
KFZ￿ KFZ￿
PKW￿
sv￿1￿ sv￿2￿
kombinierte￿
Konvertierungsfunktion￿
Sportwagen￿ LKW￿
Abbildung 4.26: Konvertierungsansatz mit if-Konstrukten
funktion (mf) entsprechen, in eine der Unterklassen migriert. Grak 4.27 verdeutlicht diese
Vorgehensweise.
KFZ￿ KFZ￿
Sportwagen￿
sv￿1￿ sv￿2￿
fcf / bcf￿
mf￿
PKW￿ LKW￿
mf￿
mf￿
Abbildung 4.27: Konvertierungsansatz mit Migrationsfunktionen ("mf\)
Der Vorteil gegen uber der ausschlielichen Verwendung von Konvertierungsfunktionen wie
oben beschrieben ist auch, dass nur eine Konvertierungsfunktion zwischen den beiden
"KFZ\-Klassen existieren muss, die Unterklassen von "KFZ\ aber keine direkte Konver-
tierungsfunktionen zu "KFZ\ ben otigen.
Auch die R uckrichtung ist ebenso einfach denkbar: Man w urde die zu konvertierenden Ob-
jekte erst tempor ar von den Unterklassen nach "KFZ\ migrieren, und sie von dort  uber die
normale Konvertierungsfunktion in die Klasse "KFZ\ der Zielschemaversion konvertieren.
Man kann sogar die Objekte aus den Unterklassen als Objekte der Klasse "KFZ\ be-
trachten, denn sie geh oren als Unterklassenobjekte zur Klassenextension von "KFZ\. Nur
dann, wenn wirklich eine Migration gefordert ist, beispielsweise, wenn die Objekte wieder
in die Oberklasse verschoben werden sollen, um danach die entsprechende Unterklasse zu
l oschen, muss wirklich eine Migration von der Unterklasse in die Oberklasse stattnden,
wobei allerdings Attributwerte verlorengehen k onnen.
Fabrizio Ferrandina stellt in [FMZ+95] ein Konzept f ur die Migration vor. Die Grundidee
ist dabei, dass ein Objekt seine Klasse wechseln kann. Ferrandina betrachtet allerdings
keine versionierten Schemata, die Migration erfolgt innerhalb einer Schemaversion bzw.
im Zusammenhang mit zwei Schemaauspr agungen.
Besonders interessant erscheint die Migration in zwei F allen:56 Kapitel 4. Schema anderungen und Konvertierungsfunktionen
 Eine neue Klasse wird zur Spezialisierung eingef ugt und Objekte aus der Oberklasse
m ussen in die neue Klasse "nach unten\ verschoben werden
 Eine Klasse wird gel oscht und Objekte aus dieser Klasse sollen gerettet werden,
indem sie in Oberklassen "nach oben\ verschoben werden.
Durch eine Migrationsfunktion wird gew ahrleistet, dass ein Objekt q von seiner urspr ung-
lichen Klasse in eine neue Zielklasse wandert.
Die Funktion migrate erledigt nach Ferrandina f ur jedes zu migrierende Objekt q die
folgenden Schritte:
1. Der Wert des Objektes q wird in eine Variable old kopiert
2. Die Zielklasse wird gesucht.
3. Das Objekt q wird restrukturiert, damit es der Zielklasse entspricht.
4. Die Originaldaten werden aus old extrahiert und in q  ubertragen.
5. Die Klassen-ID im Header des Objektes q wird auf die neue Klasse aktualisiert.
Eine m ogliche Beschreibung der Migrationsfunktion in Beispiel 4.4.1 in der ODL k onnte
f ur die Klasse "Sportwagen\ also lauten wie in Abb. 4.28 angegeben.
class Sportwagen inherit KFZ
type tuple (Farbe: string)
end;
migration function migrate_auto in class KFZ
{
if (self->kW > 100,
self->migrate("Sportwagen"), )
fcf
{
...
}
}
Abbildung 4.28: Beispiellisting mit Migration
Zus atzlich wird hier nur die Vorw artskonvertierungsfunktion von "KFZ\ in Schemaversion
sv1 nach "KFZ\ in Schemaversion sv2 ben otigt.
Was in [FMZ+95] nicht gekl art wird, ist die Einbindung neuer Attribute in den Unterklas-
sen. Sinnvoll w are sicher, in der Migrationsfunktion f ur die Richtung zu einer Unterklasse
die neu hinzukommenden Attribute mit Defaultwerten zu belegen.
4.5 Zusammenfassung und Bewertung
Viele erforderliche Schema anderungen lassen sich nicht mit den vor dieser Diplomarbeit
verf ugbaren einfachen Schmema anderungsoperationen bewerkstelligen. Daher wurden hier
komplexe Schema anderungsoperationen entwickelt und eingef uhrt. Dazu wurde eine Rei-
he von typischen Schema anderungsoperationen in einzelne Schritte zerlegt und gepr uft,
ob sie mit einfachen Schema anderungsoperationen durchf uhrbar sind oder nicht. Dabei4.5 Zusammenfassung und Bewertung 57
wurde die Beobachtung gemacht, dass f ur die Unterst utzung von komplexen Schema ande-
rungen auf Schemaebene vier neue Operationen ausreichen (s. Abschnitt 4.1.2). Zus atz-
lich wurde f ur jede Operation neben einem Beispiel eine Befehlssyntax, die mit der in
[Her99] vorgestellten ODL (Object Denition Language) in Einklang steht, vorgestellt.
Die Auswirkungen der Operation auf Schema- und Objektebene wurden dargestellt und
eine Default-Konvertierungsfunktion (in der in dieser Diplomarbeit entwickelten Syntax
der Konvertierungssprache, s. Abschnitt 6.3), die vom System erzeugt wird, angegeben.
Die bisherige Taxonomie war bezogen auf das Schema vollst andig. Allerdings traten bei
Ber ucksichtigung von Auswirkungen auf die Objektebene M angel zutage, daher musste sie
um wichtige und h aug erforderliche komplexe Operationen erg anzt werden. Diese lieen
sich sehr gut, d.h. unter Beibehaltung der bisherigen Struktur, in die existierende ODL
einbetten.
Abschlieend wurde das Konzept der Migration vorgestellt, mit dem Objekte einer Klasse
in eine Ober- oder Unterklasse verschoben werden k onnen. Obwohl die Migration keine
Schema anderung im eigentlichen Sinne ist, wird sie bei Restrukturierungen eines Schemas
h aug ben otigt und ihre technische Realisierung l asst sich  uberraschend homogen in die
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Propagation
Um den Applikationen der verschiedenen Versionen eines Schemas den Zugri auf die Da-
tenbank zu erm oglichen, m ussen die Objekte in den passenden Typen zugreifbar sein. Die
Klasse eines Objekts kann sich allerdings von einer Schemaversion zur n achsten  andern
und demzufolge liegt auch sie in verschiedenen Versionen, den Klassenversionen, vor. Ei-
ne physikalische Auspr agung eines Objekts kann jedoch i.A. nicht den Typen mehrerer
Versionen seiner Klasse entsprechen. Daher werden versionierte Objekte verwendet. Jedes
Objekt, das in einer Schemaversion zugreifbar ist, enth alt genau die f ur diese Schema-
version passende Objektversion, die das Datenbanksystem beim Zugri auf das Objekt
zur uckgibt.  Anderungen einer Objektversion m ussen an andere Objektversionen weiterge-
geben werden, das ist die Propagation.
Durch die Propagation wird das Versionierungskonzept von der Schemaebene auf die Ob-
jektebene  ubertragen, d.h. es ndet ein Austausch von Informationen zwischen den Zu-
grisbereichen mehrerer Versionen eines Schemas statt.
Dieser Mechanismus arbeitet im wesentlichen so, dass die von der Applikation gew unschte
Objektversion, falls n otig,  uber Konvertierungsfunktionen mit Daten aus einer anderen
Objektversion gef ullt wird. Weiter soll erm oglicht werden, den Zugri auf bestimmte Ob-
jekte  uber bestimmte Schemaversionen steuerbar zu machen, d.h. der Schemaentwickler
soll angeben k onnen, welches Objekt in welcher Schemaversion sichtbar ist.
Die im vorigen Kapitel entwickelte Erweiterung auf komplexe Schema anderungen hat auch
Auswirkungen auf die Funktionsweise der Propagation, die bisher in COAST implemen-
tiert war. In diesem Kapitel wird die Beobachtung gemacht, dass die Propagationskanten,
die zwischen je zwei Versionen derselben Klasse liegen, ebenfalls erweitert werden m ussen.
Dazu werden verschiedene Ans atze vorgestellt. Die Erweiterung der in COAST verwende-
ten Propagationskanten basiert auf einem dieser Ans atze, dessen Auswahl begr undet wird.
Abschlieend wird noch auf das Problem der zur ucklaufenden Propagation hingewiesen,
die vermieden werden muss, und beschrieben, wie eine transitive Propagation zwischen
Schemaversionen, die im Ableitungsbaum nicht direkt benachbart sind, durchgef uhrt wird.
5.1 Ziel
In diesem Kapitel werden die der Propagation zugrundeliegenden Konzepte erl autert und
nach einer kurzen Bestandsaufnahme, wie die Propagation in COAST vor der Entstehung
dieser Diplomarbeit aussah, der Ansatz der verz ogerten Propagation vorgestellt und mit
dem Ansatz der sofortigen Propagation verglichen. Dann wird auf die neu erstellte Er-
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die in dieser Diplomarbeit entwickelten komplexen Konvertierungsfunktionen n otig sind,
eingegangen. Anschlieend wird der konkrete Ablauf der Propagation im implementierten
Prototyp COAST erkl art und einige der zugrundeliegenden Algorithmen beschrieben.
5.2 Konzepte
Die Grundidee bei der Propagationssteuerung besteht darin, in einem Objekt vorliegende
Daten in mehreren Versionen anzubieten. Jede Objektversion geh ort zu genau einem Ob-
jekt. F ur jede Schemaversion, in der das Objekt sichtbar ist, gibt es eine Objektversion
dieses Objekts. Es muss allerdings nicht immer eine Objektversion existieren, denn durch
die verz ogerte Propagation (s. Abschnitt 5.4) kann es sein, dass eine Objektversion erst
dann erzeugt wird, wenn darauf zugegrien wird.
5.3 Ausgangssituation
Diese Diplomarbeit basiert auf [Eig97], in der die grundlegende Propagation eingef uhrt
wird. Patricia Eigner bespricht Propagations
ags, die die Propagation zwischen zwei Ob-
jektversionen steuern. Des Weiteren bespricht Eigner Vorw arts-, R uckw arts- und Extra-
konvertierungsfunktionen, eine Erweiterung der Arbeit von [W oh96], in der nur Vorw arts-
konvertierungsfunktionen beschrieben wurden.
5.4 Die Strategie der verz ogerten Propagation
Es gibt zwei M oglichkeiten, ver anderte Objekte zu propagieren, zum einen die sofortige
Propagation, zum anderen die verz ogerte Propagation ([FMZ+95]). Bei der sofortigen Pro-
pagation wird jede  Anderung sofort an alle anderen Objektversionen (unter Ber ucksichti-
gung der Propagations
ags, die im n achsten Abschnitt vorgestellt werden) weitergegeben.
Bei der verz ogerten Propagation wird erst dann, wenn tats achlich auf eine Objektversion
zugegrien wird, die  Anderung an der Objektversion durchgef uhrt.
Die verz ogerte Propagation hat damit zwar den Nachteil, dass sie im Moment des Zugris
die Konvertierungen durchf uhren muss { die eventuell auch  uber mehrere Objektversio-
nen, die noch in der Ableitungshierarchie zwischen der gew unschten und der aktuellsten
Objektversion liegen, verl auft. Andererseits hat sie den Vorteil, dass nicht jede  Anderung
auch wirklich propagiert werden muss, wie im folgenden Beispiel verdeutlicht wird.
Beispiel 5.4.1 Ein Bankkonto sei in Schemaversion sv1 mit den Attributen Name und
Kontostand deniert, in Schemaversion sv2 mit den Attributen Name, Kontostand und
Kontonummer. Wenn nun eine oder mehrere Applikationen, die auf Schemaversion sv1
zugreifen, zehn Kontobuchungen umsetzen, d.h. zehn mal den Wert des Attributes Konto-
stand  andern, und dann eine Kontostandsabfrage  uber eine Applikation auf Schemaversion
sv2 erfolgt, wird die  Anderung des Kontostands propagiert. In diesem Falle hat das System
aber statt zehn Propagationsvorg angen nur einen durchzuf uhren. Die vorhergehenden neun
Durchf uhrungen der Propagation, also die Auswertung und Ausf uhrung der entsprechenden
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Es ist nat urlich denkbar, die  Anderungen, die noch nicht propagiert wurden, in Leerlauf-
zeiten wie z.B. nachts oder zu Zeiten mit niedriger Auslastung der Datenbank weiterzu-
geben. Auf diese Weise h atte man bewirkt, dass eine  Anderung an einer Objektversion
weder sofort nach der Eingabe, noch direkt vor dem Zugri  uber eine andere Objektver-
sion durchgef uhrt werden muss { dies sind die Zeitpunkte, zu denen der Anwender direkt
mit der Datenbank kommuniziert und sonst warten m usste.
Technisch kann man sich diese Variante als einen Mechanismus der verz ogerten Propa-
gation vorstellen, der zu bestimmten Zeiten eine sofortige Propagation aller noch nicht
weitergegebenen  Anderungen durchf uhrt.
Allerdings treten Probleme in Verbindung mit komplexen Schema anderungen auf. Ange-
nommen, es existiert in Schemaversion sv1 eine Klasse "Person\, die eine andere Klas-
se "Adresse\ referenziert. In Schemaversion sv2 sind die Attribute der Klasse "Adresse\
durch die in Abschnitt 4.3.3.4 beschriebene komplexe Schema anderungsoperation "Zusam-
menf uhren von Klassen  uber Referenzen\ in die Klasse "Person\ mit eingegliedert worden.
Dabei ist allerdings in der Propagationskante das Modify-Flag nicht gesetzt (s. Abb. 5.1,
im Bild wird bereits die in Abschnitt 5.6.2.2 eingef uhrte kombinierte Propagationskante
verwendet). Wird nun eine  Anderung an der Klasse "Adresse\ in sv1 vorgenommen, muss
sv￿1￿ sv￿2￿
Person￿
Name : string￿
Adresse : Adresse￿
Adresse￿
Strasse : string￿
Ort : string￿
Person￿
Name : string￿
Strasse : string￿
Ort : string￿
s+c+￿m-￿d+￿
Abbildung 5.1: Propagation bei nicht gesetztem Modify-Flag (m-) aber gesetztem Create-
Flag (c+)
diese zwar nicht an sv2 propagiert werden. Aber es ist m oglich, dass der aktuelle Wert der
Klasse "Adresse\ beispielsweise durch eine Neuerstellung eingetragen wurde und durch das
gesetzte Create-Flag muss diese Information vor dem  Uberschreiben propagiert werden.
In dieser Situation ist also eine sofortige Propagation dieses Wertes notwendig.
Es gibt nun mehrere L osungsans atze:
1. Falls eine beliebige komplexe Schema anderung durchgef uhrt wird, m ussen alle Ob-
jekte in der gesamten Datenbank sofort propagiert werden.
2. Bei einer Schema anderung, die die Klasse "Person\ betrit, m ussen die zugeh origen
Objekte sofort propagiert werden.
3. Es muss nur dann eine sofortige Propagation der Objekte der Klasse "Person\ statt-
nden, wenn eine entsprechende komplexe Schema anderung durchgef uhrt wurde.
4. Es muss nur dann eine sofortige Propagation der Objekte der Klasse "Person\ statt-
nden, wenn die Propagations
ags entsprechend gesetzt sind, also das Modify-Flag
nicht gesetzt und das Create- oder das Snapshot-Flag gesetzt ist.62 Kapitel 5. Propagation
Die feinste Untergliederung zeigt die vierte L osungsm oglichkeit. Bei allen anderen L osungs-
ans atzen w urde auch dann, wenn eigentlich keine sofortige Propagation erforderlich ist,
sofort propagiert. Bei diesem Problem besteht noch weiterer Diskussionsbedarf.
In dieser Hinsicht muss durch die Einf uhrung von komplexen Konvertierungsfunktionen
also eine Einschr ankung am bisherigen Konzept der verz ogerten Propagation in Kauf ge-
nommen werden.
5.5 Propagations
ags
Es kann vorkommen, dass in bestimmten Situationen nicht jede  Anderung propagiert wer-
den soll. Ein Beispiel w are die Erstellung einer neuen Schemaversion, die noch im Teststa-
dium ist. Jede  Anderung in den bereits existierenden Objektversionen soll zwar in die neue
Objektversion  ubertragen werden, allerdings sollen in dieser neuen Objektversion ge ander-
te Daten nicht nach auen dringen, bis die neue Schemaversion alle Tests bestanden hat
und freigegeben wird.
Dazu bietet COAST sogenannte Propagations
ags an, die f ur beide Richtungen { also in
Vorw arts- (von alt zu neu) und R uckw artsrichtung (von neu zu alt) { der Propagation
angeben, welche  Anderungen weitergegeben werden sollen und welche nicht. Es kann bei
der jeweiligen Propagation eine der Optionen s, c, m oder d mit einem + (Flag gesetzt)
oder einem { (Flag nicht gesetzt) angegeben werden. Die Propagations
ags sind klassen-
spezisch und der jeweiligen Ableitungskante zweier Klassenversionen zugeordnet.
Im Einzelnen gibt es die folgenden Flags:
 Das Snapshot-Flag (s)
Ist das Snapshot-Flag gesetzt, wird bei Erstellung der neuen Schemaversion der be-
stehende Datenbestand aus den anderen Objektversionen  ubernommen. Da durch die
Ableitung einer neuen Schemaversion die Erstellung immer in Richtung dieser neuen
Schemaversion geht, wird das Snapshot-Flag nur in der Vorw artsrichtung verwendet.
 Das Create-Flag (c)
Ist das Create-Flag gesetzt, werden neu erzeugte Objekte auch in der anderen Sche-
maversion sichtbar.
 Das Modify-Flag (m)
Ist das Modify-Flag gesetzt, werden  Anderungen an Objekten auch in der anderen
Schemaversion sichtbar.
 Das Delete-Flag (d)
Ist das Delete-Flag gesetzt, werden gel oschte Objekte auch in der anderen Schema-
version gel oscht.
5.6 Der Propagationsgraph
Auf Schemaebene werden die Ableitungsbeziehungen zwischen den Schemaversionen in
einem Ableitungsgraphen dargestellt. Dieses Konzept soll nun auf die Objektebene  uber-
tragen werden: Es ist ein Konvertierungsgraph zu erstellen, entlang dessen Kanten die
Propagation stattnden kann.
In diesem Abschnitt wird besonders oft auf die Unterschiede zwischen Schema, Schema-
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soll hier noch einmal ein kurzer  Uberblick  uber die verwendeten Begrie gegeben werden:
Ein Schema enth alt mehrere Schemaversionen (Schreibweise: svi). Eine Klasse (Schreib-
weise: c), die in mehreren Schemaversionen auftaucht, heit dort jeweils Klassenversion
(Schreibweise: svi:c). Die Versionen einer Klasse k onnen sich beliebig voneinander unter-
scheiden.
Ein (Daten-)Objekt (Schreibweise: o) liegt in mehreren Objektversionen (Schreibweise: ovi)
vor. Diese Objektversionen enthalten die eigentlichen Daten der Datenbank und geh oren
zu jeweils genau einer Klassenversion, deren Struktur (Typ) sie entsprechen. Es muss nicht
zu jeder Schemaversion auch eine Objektversion jedes Objekts geben, etwa weil ein Objekt
noch nicht angelegt wurde (beispielsweise aufgrund verz ogerter Propagation, s. Abschnitt
5.4) oder die betreende Klasse in dieser Schemaversion nicht enthalten ist, also keine
entsprechende Klassenversion existiert.
5.6.1 Propagationsgraph f ur einfache Konvertierungsfunktionen
Zwischen je zwei Klassenversionen einer Klasse besteht eine Propagationskante, falls die
Schemaversion, in der die eine Klassenversion liegt, von der Schemaversion, in der die
andere Klassenversion liegt, abgeleitet wurde1. Diese Kante enth alt die Konvertierungs-
funktion f ur die Konvertierung von der Quellklassenversion zur Zielklassenversion. In der
Konvertierungsfunktion kann f ur das Bef ullen einer Objektversion aus der Zielschemaver-
sion nur auf Attribute aus der Quellklassenversion zur uckgegrien werden. Abb. 5.2 zeigt
eine solche Kante.
Beteiligt sei also eine Klasse c1 und die beiden Klassenversionen sv1:c1 und sv2:c1.
Quellklasse c￿1￿
sv￿2￿ sv￿1￿
scmd￿
Zielklasse c￿1￿
sv￿1￿.c￿1￿ sv￿2￿.c￿1￿
Abbildung 5.2: Propagationskante zwischen zwei Schemaversionen
Diese Propagationskante kann in Vorw artsrichtung jedes der vier Propagations
ags s, c, m
oder d bzw. in R uckw artsrichtung jedes der drei Propagations
ags c, m oder d enthalten.
Bei einfachen Konvertierungsfunktionen geht eine solche Kante immer von einer Quell-
klassenversion zu einer Zielklassenversion.
5.6.2 Propagationsgraph f ur komplexe Konvertierungsfunktionen
Die besondere Problematik f ur den Propagationsgraphen besteht darin, dass die Konver-
tierungsfunktionen nicht mehr isoliert zu betrachten sind, sondern durch die Hinzunahme
von komplexen Schema anderungsoperationen Beziehungen zueinander haben. Es stellt sich
also die Frage, wo die Propagations
ags angegeben werden m ussen und wie sie zu inter-
pretieren sind.
1Sollten die beiden Schemaversionen im Ableitungsgraph weiter auseinanderliegen, kann die Propagation
in mehrere Teilschritte zerlegt werden. Diese transitive Propagation wird in Abschnitt 5.7 beschrieben. F ur
die Beschreibung der Propagationskanten wird vereinfachend angenommen, dass es sich um zwei direkt
voneinander abgeleitete Schemaversionen handelt.64 Kapitel 5. Propagation
Bei den in dieser Diplomarbeit eingef uhrten komplexen Schema anderungsoperationen wird
auer auf zwei Objektversionen desselben Objekts noch auf eine oder mehrere zus atzliche
Objektversionen eines anderen Objekts zugegrien. Die zugeh orige Konvertierungsfunk-
tion muss also mehr als nur zwei Objektversionen miteinander verbinden und daher auf
mehrere Kanten verteilt werden: Der Teil der Konvertierungsfunktion f ur die Attribute,
die aus einer zus atzlichen Objektversion stammen, wird in eine Kante zu eben dieser Ob-
jektversion verschoben.
Im Folgenden werden drei L osungsm oglichkeiten beschrieben, wie die entsprechenden Pro-
pagationskanten aussehen k onnen. Dabei wird auf den vereinfachten Fall eingegangen, dass
Daten aus genau einer weiteren Quellobjektversion { also Daten aus zwei verschiedenen
Objekten { ben otigt werden, um die Zielobjektversion mit korrekten Werten f ullen zu
k onnen. Prinzipiell funktionieren die vorgestellten M oglichkeiten aber auch bei zwei oder
mehr zus atzlichen Quellobjektversionen.
5.6.2.1 Von zwei Quellklassenversionen zu einer Zielklassenversion
Zun achst wird die Richtung von zwei Quellklassenversionen zu einer Zielklassenversion
gezeigt. Diese Situation kann beispielsweise auftreten, wenn die komplexe Schema ande-
rungsoperation "Zusammenf uhren von Klassen  uber Referenzen\ (s. Abschnitt 4.3.3.4)
Verwendung gefunden hat und die Vorw artsrichtung betrachtet wird.
Beteiligt seien hier also die beiden Klassen c1 und c2 und die drei Klassenversionen sv1:c1,
sv1:c2 und sv2:c1.
1. L osungsm oglichkeit: Mehrere unabh angige Propagationskanten
Zielklasse c￿1￿
sv￿1￿ sv￿2￿
scmd￿
scmd￿
Quellklasse c￿1￿
Quellklasse c￿2￿
sv￿1￿.c￿1￿
sv￿1￿.c￿2￿
sv￿2￿.c￿1￿
Abbildung 5.3: Zwei unabh angige Propagationskanten zwischen zwei Quellklassen in Sche-
maversion sv1 und einer Zielklasse in Schemaversion sv2
Eine einfache M oglichkeit besteht darin, dass von jeder Quellklassenversion eine Pro-
pagationskante zur Zielklassenversion existiert (s. Abb. 5.3). Wenn die Zielobjekt-
version geschrieben werden soll, werden beide Propagationskanten verwendet, um
die entsprechenden Attribute aus den Quellobjektversionen zu erhalten. Ein Beispiel
k onnte sein, dass in Quellklassenversion sv1:c1 Adressdaten stehen, in Quellklassen-
version sv1:c2 beru
iche Daten und in der Zielklassenversion sv2:c1 eine Kombination
von Attributen wie Name, Strasse, Ort, Abteilung und Gehalt gew unscht ist.
Da zwei Propagationskanten verwendet werden, kann zu jeder der beiden Kanten
unabh angig voneinander bestimmt werden, wie die zugeh origen Propagations
ags
aussehen sollen. Die Schwierigkeit bei der Verwendung dieser L osungsm oglichkeit
taucht dann auf, wenn bei den beiden Propagationskanten die Propagations
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nicht identisch gesetzt sind, also beispielsweise bei der Kante von Quellklassenver-
sion sv1:c1 zur Zielklassenversion sv2:c1 keine Modikationen weitergegeben werden
sollen (s + c + m   d+), bei der anderen aber alle Propagations
ags gesetzt sind
(s + c + m + d+). Wenn nun  Anderungen in einer der beiden Quellobjektversionen
stattgefunden haben und die Zielobjektversion aktualisiert werden soll, w urde das be-
deuten, dass nur ein Teil der  Anderungen (n amlich die aus Quellobjektversion ov2,
da die entsprechende Propagationskante das Modify-Flag gesetzt hat)  ubertragen
werden soll, der andere Teil aber nicht. Das kann zu unvorhersehbaren Ergebnissen
f uhren.
2. L osungsm oglichkeit: Eine kombinierte Propagationskante
sv￿1￿ sv￿2￿
scmd￿
Quellklasse c￿1￿
Quellklasse c￿2￿
Zielklasse c￿1￿ sv￿1￿.c￿1￿
sv￿1￿.c￿2￿
sv￿2￿.c￿1￿
Abbildung 5.4: Kombinierte Propagationskante zwischen zwei Quellklassen in Schemaver-
sion sv1 und einer Zielklasse in Schemaversion 2
Um die Gefahr widerspr uchlicher Propagations
ags zu vermeiden, sollten bei einer
komplexen Konvertierung nicht f ur beide Kanten Propagations
ags angegeben wer-
den k onnen. Dazu liegt der Gedanke nahe, die zwei unabh angigen Kanten zu einer
speziellen Kante zu vereinigen, so dass nur ein Satz von Propagations
ags  uber die
Propagation entscheidet.
Wenn nur eine kombinierte Propagationskante zwischen den beiden Quellklassenver-
sionen und der Zielklassenversion existiert, dann enth alt diese Kante auch nur einen
Satz von Propagations
ags und die in L osungsm oglichkeit 1 beschriebene Proble-
matik tritt nicht auf: Es wird nur dann eine Propagation durchgef uhrt, wenn das
entsprechende Flag gesetzt ist, und dann aus beiden Quellobjektversionen Daten
gelesen.
Allerdings hat auch diese L osungsm oglichkeit einen Nachteil. Wenn eine der beiden
Quellobjektversionen gel oscht wird und das Delete-Flag bei der Propagationskante
gesetzt ist, wird die Zielobjektversion ebenfalls gel oscht.
Beispiel 5.6.1 Als Beispiel diene die Modellierung eines Autos: In Quellklassenver-
sion sv1:Auto k onnte das Auto mit Fabrikat und Werten stehen, in Quellklassenver-
sion sv1:Reifen der Typ der Reifen stehen. Durch die komplexe Schema anderungs-
operation "Zusammenf uhren von Klassen  uber Referenzen\ (s. Abschnitt 4.3.3.4)
sei die Zielklassenversion sv2:Auto erstellt worden, in der alle Attribute der beiden
Quellklassenversionen vorkommen (s. Abb. 5.5).
Es macht wahrscheinlich keinen Sinn, ein komplettes Auto zu l oschen, nur weil der
Typ seiner Bereifung nicht mehr in der Datenbank steht. Vielmehr sollte man in
diesem Falle beim L oschen der Quellklassenversion sv1:Reifen in der Zielklassen-
version sv2:Auto f ur das entsprechende Attribut einen NULL-Wert einf ugen.66 Kapitel 5. Propagation
Quellklasse 1￿
Quellklasse 2￿
Zielklasse￿
sv￿1￿ sv￿2￿
Marke: string￿
Modellbezeichnung: string￿
KFZ-Kennzeichen: string￿
Bereifung: Reifen￿
kW: integer￿
Farbe: integer￿
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Auto￿
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Groesse: string￿
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Werkstoff: string￿
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Marke: string￿
Modellbezeichnung: string￿
KFZ-Kennzeichen: string￿
Reifenmarke: string￿
Reifengroesse: string￿
kW: integer￿
Farbe: integer￿
Baujahr: integer￿
Auto￿
scmd￿
Abbildung 5.5: Quellklassenversionen "Auto\ und "Reifen\ mit Zielklassenversion "Auto\
3. L osungsm oglichkeit: Eine Haupt- und eine Neben-Propagationskante
sv￿1￿ sv￿2￿
Hauptkante￿
Nebenkante￿
scmd￿
Quellklasse c￿1￿
Quellklasse c￿2￿
Zielklasse c￿1￿
sv￿1￿.c￿1￿
sv￿1￿.c￿2￿
sv￿2￿.c￿1￿
Abbildung 5.6: Haupt- und Neben-Propagationskante zwischen zwei Quellklassen in Sche-
maversion sv1 und einer Zielklasse in Schemaversion 2
Ver andert man L osungsm oglichkeit 2 so, dass der Propagation zwischen sv1:c1 und
sv2:c1 ein gr oeres Gewicht zugeordnet wird als der durch komplexe Schema ande-
rungsoperationen zus atzlich auftretenden Klassenversion sv1:c2, so kann man eine
Haupt- und eine Nebenpropagationskanten unterscheiden. Das Resultat ist ein Me-
chanismus, der es erm oglicht, "wichtige\ und "unwichtige\ Teile zu unterscheiden.
Die Propagations
ags sind nur mit der Hauptkante verbunden, d.h. es gibt sie f ur die-
se Konvertierung nur an einer Stelle. Auf diese Weise kann am "wichtigsten\ Punkt
entschieden werden, welche L oschungen oder Modikationen propagiert werden sol-
len.
Die Hauptkante liegt dann immer zwischen den beiden Klassenversionen der Klas-
se, die auf beiden Seiten der Konvertierung auftaucht. Sie bildet also gewisserma-
en die urspr ungliche Propagationskante zwischen zwei Klassenversionen derselben
Klasse nach, wie sie bei der Propagation einfacher Schema anderungen aussieht. Jede
zus atzliche Klassenversion einer anderen Klasse, die in die betrachtete Propagation
involviert ist, wird durch eine Nebenkante mit der Hauptkante verbunden.5.6 Der Propagationsgraph 67
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KFZ-Kennzeichen: string￿
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kW: integer￿
Farbe: integer￿
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Hauptkante￿
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Abbildung 5.7: Hauptpropagationskante zwischen der Quellklassenversion "Auto\ und der
Zielklassenversion "Auto\ unter Einbeziehung der Nebenpropagationskante von "Reifen\
Im Beispiel 5.6.1 wurde statt der kombinierten Propagationskante eine Haupt- und
eine Nebenkante eingef ugt. Auf diese Weise ist klar ersichtlich, welches die "wichti-
gere\ Information ist (s. Abb. 5.7).
Die Gewichtung der Kanten bewirkt damit, dass beim L oschen der Quellobjekt-
version sv1:Auto die Zielobjektversion sv2:Auto ebenfalls gel oscht wird. Wird die
Quellobjektversion sv1:Reifen gel oscht, wird diese  Anderung in der Form propa-
giert, dass die entsprechenden Felder in der Zielklassenversion mit NULL-Werten
belegt werden.
5.6.2.2 Von einer Quellklassenversion zu zwei Zielklassenversionen
Nun wird die Richtung von einer Quellklassenversion zu zwei Zielklassenversionen gezeigt.
Diese kann beispielsweise auftreten, wenn die komplexe Schema anderungsoperation "Auf-
brechen von Klassen\ (s. Abschnitt 4.3.3.3) verwendet und die Vorw artsrichtung betrachtet
wird.
1. L osungsm oglichkeit: Mehrere unabh angige Propagationskanten
Bei der einfachsten Variante existieren von der Quellklassenversion zu jeder der Ziel-
klassenversionen eine Propagationskante (s. Abb. 5.8). Bei verz ogerter Propagation
kann so bei einem Zugri auf eine der beiden Zielklassenversionen die Propagation
erfolgen. Bei sofortiger Propagation wird die Zustands anderung in der Quellobjekt-
version nacheinander in beide Zielobjektversionen propagiert. Die Propagations
ags
der beiden Kanten entscheiden dar uber, ob die  Anderung an die entsprechende Ziel-
objektversion weitergegeben wird.68 Kapitel 5. Propagation
sv￿1￿ sv￿2￿
scmd￿
scmd￿
sv￿2￿.c￿2￿
sv￿2￿.c￿1￿
sv￿1￿.c￿1￿
Quellklasse c￿1￿
Zielklasse c￿1￿
Zielklasse c￿2￿
Abbildung 5.8: Zwei unabh angige Propagationskanten zwischen einer Quellklasse in Sche-
maversion sv1 und zwei Zielklassen in Schemaversion sv2
2. L osungsm oglichkeit: Eine kombinierte Propagationskante
sv￿1￿ sv￿2￿
scmd￿
sv￿2￿.c￿2￿
sv￿2￿.c￿1￿
sv￿1￿.c￿1￿
Quellklasse c￿1￿
Zielklasse c￿1￿
Zielklasse c￿2￿
Abbildung 5.9: Kombinierte Propagationskante zwischen einer Quellklasse in Schemaver-
sion sv1 und zwei Zielklassen in Schemaversion sv2
Die Verwendung einer kombinierten Propagationskante zwischen einer Quellklasse
und zwei Zielklassen (s. Abb. 5.9) f uhrt zu Problemen:
Bei verz ogerter Propagation wird gem a der Kante die Zustands anderung aus der
Quellobjektversion in die entsprechende Zielobjektversion propagiert. Die Schwierig-
keit ist, dass die Konvertierungsfunktion f ur beide Teile in der kombinierten Kante
gespeichert ist. Damit bei beliebigen Zugrien auf eine der beiden Zielobjektversio-
nen immer die n otige Propagation erfolgen kann, muss die Konvertierungsfunktion
doppelt gespeichert werden, und zwar f ur jede der beiden Zielklassenversionen ein-
zeln. Damit l age wieder L osungsm oglichkeit 1 vor.
Wird mit sofortiger Propagation gearbeitet, taucht das Problem nicht auf, da beide
Zielklassenversionen sofort aktualisiert werden.
Durch die Verwendung einer kombinierten Kante kann die Zuordnung von Propaga-
tions
ags auch nur f ur beide Konvertierungen gemeinsam erfolgen. Sollte beispiels-
weise gew unscht sein, eine L oschung nur zu einer der Zielobjektversionen weiterzu-
geben, m ussen einzelne Propagationskanten erstellt werden.
3. L osungsm oglichkeit: Eine Haupt-Propagationskante mit einer Neben-Pro-
pagationskante
Bei der Verwendung von Haupt- und Nebenkanten f ur eine Propagation von einer
Quellklasse zu zwei Zielklassen (s. Abb. 5.10) ist im Vergleich zur umgekehrten Rich-5.6 Der Propagationsgraph 69
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Nebenkante￿
sv￿1￿ sv￿2￿
scmd￿
sv￿2￿.c￿1￿
sv￿2￿.c￿2￿
sv￿1￿.c￿1￿
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Abbildung 5.10: Haupt- und Neben-Propagationskante zwischen einer Quellklassen in
Schemaversion sv1 und zwei Zielklassen in Schemaversion sv2
tung nicht mehr gew ahrleistet, dass die Zielobjektversion an der Hauptkante h angt.
Dadurch taucht das Problem auf, dass bei verz ogerter Propagation bei einem Zu-
gri auf die Zielobjektversion sv2:c2 die Propagationskante, in der die auszuf uhrende
Konvertierungsfunktion steht, zwischen zwei anderen Objektversionen (eben denen,
die durch die Hauptkante verbunden sind), steht und daher nicht gefunden wird.
Die n otige Zustands anderung wird nicht erkannt und erst beim Zugri auf die Ziel-
objektversion sv2:c1 oder nach einer sofortigen Propagation der korrekte Wert in
Zielobjektversion sv2:c2  ubertragen.
Die folgenden L osungsm oglichkeiten sind denkbar:
 Beim  Andern einer Objektversion, von der eine solche Haupt- und Nebenkante
ausgeht, k onnte die  Anderung sofort (also per sofortiger Propagation) weiter-
gegeben werden.
 Es w are auch m oglich, die nur durch Nebenkanten erreichten Klassen so zu
bewerten, dass sie nicht immer den aktuellsten Stand haben m ussen. In diesem
Fall w are zu bedenken, dass bei transitiver Propagation (s. Abschnitt 5.7) jede
auf dem Propagationsweg dahinter liegende Schemaversion dann auch nur den
veralteten Wert erhielte. Insofern ist dieser L osungsansatz nicht geeignet.
 Eine weitere M oglichkeit ist, bei solchen Konstellationen noch eine zus atzliche
einzelne Kante zwischen der Quellklassenversion und der durch die Nebenkante
verbundene Zielklassenversion einzuf ugen, in der eine Kopie der Konvertierungs-
funktion oder f ur bessere Wartbarkeit sogar eine Referenz auf die Konvertie-
rungsfunktion in der Hauptkante liegt.
 Es ist auch vorstellbar, in jeder Klasse eine Liste der mit ihr verbundenen Pro-
pagationskanten zu speichern. Auf diese Weise ist bei sofortiger Propagation
zudem noch ein schneller Zugri auf die Liste der durchzuf uhrenden Propaga-
tionen m oglich.
Die Verwendung von Propagations
ags ist wie bei L osungsm oglichkeit 2 nur ein-
geschr ankt m oglich: Ist beispielsweise das Delete-Flag gesetzt, werden nach einer
L oschung der Quellobjektversion automatisch beide Zielobjektversionen entfernt.
Hier k onnte noch die systemweite Einschr ankung eingebaut werden, dass eine L o-
schung entlang einer Nebenkante nicht durchgef uhrt wird. In diesem Falle m usste
also notfalls die Zielobjektversion sv2:c2 explizit gel oscht werden.70 Kapitel 5. Propagation
Bei der Konzeption und bei der Implementierung der Propagationskanten wurde sich im
Rahmen dieser Diplomarbeit f ur L osungsm oglichkeit 3 entschieden. Die deutlichen Vorteile
dieser Variante in der Richtung von mehreren Quellklassenversionen zu einer Zielklassen-
version bieten eine solche Wahl an.
5.6.3 Zur ucklaufende Propagation
Ein weiterer interessanter Punkt bei der Verwendung von Propagationskanten soll hier
noch beleuchtet werden: Die m ogliche zur ucklaufende Propagation. Durch  Anderungen
oder L oschung von Attributen kann implizit ein anderes Objekt mitver andert oder mit-
gel oscht werden, obwohl dies vielleicht nicht gew unscht ist (s. Abb. 5.11).
sv￿1￿ sv￿2￿
scmd￿
cmd￿
sv￿1￿.ov￿1￿
sv￿1￿.ov￿2￿
sv￿2￿.ov￿1￿
Abbildung 5.11: Eine Objektversion sv1:ov1 wird gel oscht. Wird dann sv1:ov2 automatisch
mitgel oscht?
Gem a der Propagations
ags wird beim L oschen der Objektversion sv1:ov1 in sv1 ebenfalls
die Objektversion in sv2 gel oscht, da beide durch eine Propagationskante verbunden sind.
Ist bei der Propagationskante von sv2:ov1 nach sv1:ov2 ebenfalls das Delete-Flag gesetzt,
m usste nach der L oschung der Objektversion sv2:ov1 die Objektversion sv1:ov2 ebenfalls
gel oscht werden.
Der Eekt w are, dass man durch L oschen der Objektversion sv1:ov1 implizit auch die
Objektversion sv1:ov2 l oscht, was evtl. nicht beabsichtigt und auf den ersten Blick nicht
ersichtlich w are.
In der Konzeption der Propagationskanten wird dieses Problem dadurch umgangen, dass
die r uckl auge Propagation nicht durchgef uhrt wird. Wenn eine  Anderung in einer Schema-
version auftritt, dann breitet sie sich durch die Propagation nur in andere Schemaversionen
aus, aber jede Schemaversion, die bereits aktualisiert ist, wird im Zusammenhang mit die-
ser  Anderung nicht noch einmal erneut ver andert. F ur die beschriebene zur ucklaufende
L oschung bedeutet das f ur den Schemaentwickler, dass er explizit f ur beide Quellobjekt-
versionen ein delete-Statement angeben muss, falls er wirklich beide Quellobjektversionen
l oschen will.
Bewertung:
Dadurch zeigt sich die Schemaversion sv2 wieder transparent, d.h. genau so, als wenn diese
Schemaversion die einzige w are { was beabsichtigt war.5.7 Transitive Propagation 71
5.7 Transitive Propagation
Es kann vorkommen, dass zwei betrachtete Objektversionen oj und ok nicht in direkt
voneinander abgeleiteten Schemaversionen liegen und damit nicht durch eine direkte Kon-
vertierungsfunktion verbunden sind (s. Abb. 5.12).
Sie m ussen nicht von der gleichen Schemaversion abgeleitet sein, d.h. im Ableitungsbaum
in gleicher H ohe stehen, sondern der im folgenden beschriebene Fall gilt auch, wenn svi
von svj abgeleitet w are.
Eine Propagation kann  uber mehrere Schritte gehen, zur Vereinfachung wurde hier der
Fall angenommen, dass nur zwei Propagationsschritte auszuf uhren sind.
sv￿j￿
ov￿j￿
cv￿j￿
sv￿i￿
ov￿i￿
cv￿i￿
sv￿k￿
ov￿k￿
cv￿k￿
bcf￿ fcf￿
xcf￿
Abbildung 5.12: Transitive Propagation: Eine Objektversion ovj in Schemaversion svj soll
in Schemaversion svk propagiert werden. Dazu muss sie zun achst in ovi in der Schemaver-
sion svi  uber die R uckw artskonvertierungsfunktion (bcfi j) und dann von ovi nach ovk
 uber die Vorw artskonvertierungsfunktion (fcfk i) konvertiert werden. Alternativ kann
die Einf uhrung von direkten Verbindungen  uber Extrakonvertierungsfunktionen (xcfk j)
hilfreich sein.
In diesem Fall ist es notwendig, die Propagation in mehreren Schritten vorzunehmen, d.h.
die aktuellen Daten erst von svk nach svi und dann von svi nach svj zu konvertieren. Dieser
Vorgang kann in gleicher Weise auf mehr als zwei Schritte erweitert werden. [Lau00] nennt
dies eine transitive Propagation.
Bei der transitiven Propagation kann es vorkommen, dass ein Attribut, das in den Klas-
senversionen svk:cm und svj:cm vorhanden ist, also konvertiert werden muss, in der auf
dem Propagationsweg dazwischenliegenden Klassenversion svi:cm nicht existiert. Dadurch
wird es auf dem Konvertierungsweg gel oscht und in svj:cm mit einem Nullwert belegt { es
wird ja gewissermaen bei der Konvertierung von svi nach svj neu angelegt.72 Kapitel 5. Propagation
class cvi
type tuple (Name: string)
end;
class cvj inherit cvi
type tuple (Telefon: string)
fcf
{
new.Name = old.Name
new.Telefon = "0"
}
bcf
{
new.Name = old.Name
}
class cvk inherit cvi
type tuple (Telefon: string)
fcf
{
new.Name = old.Name
new.Telefon = "0"
}
bcf
{
new.Name = old.Name
}
Abbildung 5.13: Drei Klassen in ODL-Syntax, die Klasse cvi besitzt kein Attribut "Telefon\.
Eine M oglichkeit, diese Problematik zu umgehen, ist die Einf uhrung von Extrakonvertie-
rungsfunktionen (xcf, s. Abb. 5.12), die zus atzlich zwischen verschiedenen, in der Ablei-
tungshierarchie weiter auseinanderliegenden Schemaversionen eingef ugt werden k onnen.
Auf diese Weise kann man zum einen den oben beschriebenen Datenverlust-Eekt verhin-
dern, zum anderen aber auch "Abk urzungen\ f ur die Propagation einf ugen. Ein Nebenef-
fekt ist auch, dass die Propagation dadurch beschleunigt wird. Extrakonvertierungsfunk-
tionen werden in [Eig97] eingef uhrt und genauer analysiert.
5.8 Zusammenfassung und Bewertung
In diesem Kapitel wurde die Propagation als Mechanismus zur Weitergabe von Informa-
tionen  uber Zustands anderungen in Objektversionen beschrieben. Dabei wurde die von
[Eig97] vorgestellte Propagation von einfachen Schema anderungen auf die in dieser Di-
plomarbeit entwickelten komplexen Schema anderungen erweitert. F ur die notwendige Er-
weiterung der Propagationskanten wurden drei L osungsm oglichkeiten vorgestellt und die-
jenige f ur die Implementierung ausgew ahlt, die eine Haupt- und eine Nebenkante einf uhrt.
Diese stellt die beste der vorgestellten L osungen dar, da Probleme bei der Verwendung
von verschiedenen Belegungen der Propagations
ags vermieden werden. Danach wurde
die Erweiterung der Propagation in einem Schritt zwischen zwei benachbarten Schemaver-
sionen auf die transitive Propagation zwischen nicht direkt benachbarten Schemaversionen
beschrieben.5.8 Zusammenfassung und Bewertung 73
Die Propagationssteuerung konnte auf komplexe Schema anderungen erweitert werden. Es
war allerdings notwendig, Einschr ankungen in der Semantik der Propagations
ags vorzu-
nehmen, damit der Mechanismus verst andlich und handhabbar bleibt. Daher wurde das
Konzept der Haupt- und Neben-Propagationskanten eingef uhrt. Somit werden wichtige
Schema anderungen auf Objektebene unterst utzt. Bei der f ur die praktische Einsetzbar-
keit wichtigen verz ogerten Ausf uhrung wurde festgestellt, dass diese bei der Verwendung
von komplexen Schema anderungsoperationen zum Teil eingeschr ankt werden muss: Teile
der Datenbank m ussen evtl. sofort propagiert werden. Hier k onnte jedoch durch genauere
Untersuchung der in Abschnitt 5.4 erw ahnten Ansatzpunkte ein erhebliches Verbesserungs-
potenzial ausgesch opft werden.74 Kapitel 5. PropagationKapitel 6
Eine Sprache f ur
Konvertierungsfunktionen
Um die gew unschte Propagation von Zustands anderungen der Datenobjektversionen zu
spezizieren, ben otigt man eine Sprache, in der die Konvertierungsfunktion angegeben wer-
den k onnen. In diesem Kapitel wird erl autert, welche Funktionalit aten und Eigenschaften
eine solche Sprache haben sollte und schlielich eine Konvertierungssprache vorgestellt, die
die spezizierten Anforderungen erf ullt. Die Entwicklung dieser Sprache war ein weiterer
zentraler Bestandteil dieser Diplomarbeit.
6.1 Funktionale Ziele
Die entworfene Sprache sollte sowohl einen bestimmten Funktionsumfang haben als auch
nach einer Reihe von Konzeptionsgrunds atzen (s. Abschnitt 6.2) erstellt werden.
Aus den f ur die in Abschnitt 4.3 vorgestellten typischen Schema anderungsoperationen
n otigen Funktionen und einigen weiterf uhrenden  Uberlegungen wurde die folgende Liste
von Forderungen an den Funktionsumfang der Konvertierungssprache erstellt:
F1 Es muss ein schreibender Zugri auf die neue Objektversion m oglich sein.
Eine Konvertierungsfunktion soll Daten, die sie aus einer anderen Objektversion ge-
lesen, berechnet oder als Konstante vorgegeben hat, in eine Objektversion schreiben.
Daher muss als Minimalanforderung diese Funktionalit at gegeben sein.
F2 Es muss ein lesender Zugri auf eine von der Zielobjektversion verschie-
dene Version des zu konvertierenden Objekts m oglich sein.
Um Werte in eine Zielobjektversion propagieren zu k onnen, muss zumindest eine
Quellobjektversion gelesen werden k onnen. Sogar schon f ur die Identit atsfunktion,
die einen Wert einfach in eine neue Objektversion  ubernimmt, ist diese Funktiona-
lit at notwendig.
F3 Es muss ein lesender Zugri auf Attribute einer anderen Objektversion
eines anderen Objekts m oglich sein.
Da selbst komplexe Konvertierungsfunktionen nur von einer Schemaversion ausge-
hen, kann die folgende Einschr ankung f ur Konvertierungsfunktionen gemacht wer-
den, ohne die Allgemeinheit der Konvertierungssprache einzuschr anken: Wenn eine
Konvertierung von Daten aus den beiden Objektversionen svi:c1 und svj:c2 in die
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muss die zus atzliche Klassenversion svj:c2 aus derselben Schemaversion wie svi:c1
stammen. Demnach gilt hier die Forderung:
Wenn svi:c1 und svj:c2 Quellobjektversionen f ur die Zielobjektversion svk:c1, sind,
folgt daraus j = i.
F4 Es muss ein Zugri auf mehrere Werte eines Attributs mit komplexem
Typ m oglich sein.
Hat ein Attribut einen komplexen Typ (set, list, tuple, bag, graph etc.), muss ein
Konstrukt den Zugri auf jeden einzelnen Wert erm oglichen, der in diesem Attribut
gespeichert ist. Deren Anzahl ist erst zur Laufzeit bekannt, dann aber im Moment
der Ausf uhrung konstant.
F5 Es muss eine Operation geben, um Werte in Attribute mit komplexem
Typ zu schreiben.
Soll in Attribute mit komplexem Typ geschrieben werden, ist sicherzustellen, dass ei-
ne entsprechende Operation existiert. Beispielsweise ist es f ur das  Uberschreiben des
vierten Werts eines Attributs vom komplexen Typ list(integer) n otig, die Liste
einzulesen, abzu andern und die ver anderte Liste in das Attribut zur uckzuschreiben.
F6 Es muss lokale Hilfsvariablen geben.
F ur Zwischenberechnungen oder Zwischenspeicherung von Suchergebnissen m ussen
lokale Variablen benutzt werden k onnen. Deren G ultigkeitsbereich (engl. scope) soll
genau der ausgef uhrten Konvertierungsfunktion entsprechen.
F7 Es muss eine Operation geben, um globale Konstanten lesen zu k onnen.
Wenn globale Konstanten wie beispielsweise  oder der Umrechnungskurs von DM
zu Euro von auen gesetzt worden sind, sollen sie innerhalb von Konvertierungsfunk-
tionen gelesen werden k onnen. Auf diese Weise k onnen systemweite Konstanten in
Konvertierungsfunktionen verwendet werden.
F8 Die bedingte Ausf uhrung von Operationen muss m oglich sein.
F ur Berechnungen innerhalb eines Objekts oder f ur fallabh angige benutzerdenierte
Konvertierungsfunktionen muss es ein if-Konstrukt geben.
F9 Es muss Konstruktoren und Destruktoren f ur Objekte geben.
Durch die Einf uhrung der komplexen Schema anderungen kann es vorkommen, dass
auf Objektebene neue Objekte erzeugt werden m ussen { dies kann beispielsweise
durch die Ausf uhrung der komplexen Schema anderungsoperation "Aufbrechen von
Klassen\ (s. Abschnitt 4.3.3.3) geschehen. Entsprechend wird auch die Existenz eines
Destruktors zum L oschen von nicht mehr ben otigten Objekten in der Zielschema-
version gefordert.
F10 Es muss eine Suchfunktion geben.
Falls auf eine Quellobjektversion zugegrien werden soll, deren Referenz nicht vor-
liegt, muss sie gesucht werden k onnen.
F11 Es muss eine Existenzabfragefunktion geben.
Falls ein bereits existierendes anderes Objekt referenziert werden soll, muss es zu-
n achst gesucht werden. Falls die Suche erfolglos ist, ist ein neues Objekt anzulegen,
auf das dann die Referenz zeigt. F ur die Konvertierungsfunktion gibt diese Operation
eine Referenz auf das gew unschte Objekt zur uck, unabh angig davon, ob es schon
existiert hat oder neu erzeugt wurde.6.2 Konzeptionelle Ziele 77
Auer den notwendigen Anforderungen an die Konvertierungssprache gibt es auch noch
M oglichkeiten, die Funktionalit at zu erweitern, um dem Programmierer ein m achtigeres
Hilfsmittel zur Verf ugung zu stellen.
F12 Es soll ein Konstrukt geben, um Schleifen mit konstanter Anzahl von
Wiederholungen ausf uhren zu k onnen.
Um die M achtigkeit der entworfenen Sprache zu erh ohen, soll die Ausf uhrung von
Schleifen m oglich sein. Die Anzahl der Wiederholungen soll zur Kompilierzeit schon
bekannt sein.
6.2 Konzeptionelle Ziele
Im vorangegangenen Abschnitt wurden funktionelle Ziele aufgef uhrt, die die Sprache er-
f ullen muss. Hier sollen nun die konzeptionellen Ziele genannt werden, nach denen die
Sprache entworfen werden soll.
Eine Sprache f ur Konvertierungsfunktionen sollte bestimmte Eigenschaften aufweisen. Im
Folgenden werden einige Eigenschaften aufgef uhrt, die beim Entwurf der Konvertierungs-
sprache betrachtet wurden. In [Nic75] werden Vorschl age gemacht, wie eine neu zu ent-
werfende Programmiersprache aufgebaut sein sollte. Diese sind im Einzelnen:
 Ease-Of-Use (Einfache Verwendbarkeit)
Die Sprache sollte dem Anwender die M oglichkeit geben, den gew unschten Sach-
verhalt m oglichst einfach auszudr ucken. Die Sprache sollte auf m oglichst viele der
potenziellen Benutzer nat urlich wirken.
 High-Level-Design
Die Sprache sollte m achtig sein, d.h. die Beschreibung eines Problems sollte auf
der Abstraktionsebene der Anwendung erfolgen und m oglichst wenig Schreibarbeit
erfordern.
 Ease-Of-Debugging (Einfache Fehlersuche)
Die Sprache sollte so aufgebaut sein, dass Fehler m oglichst fr uh auallen.
 Ease-Of-Documentation (Einfache Dokumentierbarkeit)
Die Sprache sollte Kommentare, beliebige Einr uckungen und "sprechende\ Namen
f ur Variablen und Objekte unterst utzen. Dies steigert die Lesbarkeit auch f ur andere
(menschliche Leser) des geschriebenen Codes.
 Transferability ( Ubertragbarkeit)
Die in der entwickelten Sprache geschriebenen Anweisungen sollten problemlos auf
andere Computersysteme und -architekturen  ubertragbar sein.
F ur die hier zu entwickelnde Konvertierungssprache sind nicht alle Punkte gleicherma-
en wichtig { die  Ubertragbarkeit entf allt, da die Konvertierungssprache nur mit COAST
benutzt werden wird.
Daher wurde die obige Liste entsprechend abge andert und um eigene Punkte erweitert
und verfeinert. Die Konzeption der Konvertierungssprache erfolgt nach den folgenden
Grunds atzen:
K1 Die Sprache sollte einfach sein.
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leicht zu verstehen sein. Idealerweise  ahnelt die Sprache daher einer Programmier-
sprache oder einer gesprochenen Sprache.
K2 Die Sprache sollte auch Operationen hohen Abstraktionsniveaus anbie-
ten.
Die Aufgaben der Konvertierungssprache sind meist so feingranular, dass eine Ein-
f uhrung von zus atzlichen Befehlen, die mehrere Befehle ersetzen ("syntaktischer
Zucker\) kaum notwendig sein wird. Trotzdem wird untersucht, ob an einzelnen
Stellen die Vorgabe der M achtigkeit erf ullt werden kann.
K3 Die Sprache sollte leicht zu debuggen sein.
Beim Aufbau der Sprache sollte auf einheitliche Syntax, durchgehend verst andliche
Bezeichnungen und auch eine optische Wiedererkennbarkeit von typischem Code
geachtet werden. Das erh oht die Erkennbarkeit von Tipp- und Denkfehlern bei der
Programmierung.
K4 Die Sprache sollte Eigenschaften aufweisen, die die Lesbarkeit erh ohen.
Um in der Konvertierungssprache geschriebene Abschnitte optisch so aufbereiten zu
k onnen, dass auch ein anderer Benutzer den semantischen Zweck des Geschriebenen
leicht nachvollziehen kann, sind einfache Mittel wie m ogliche Einr uckungen der Zeilen
zur besseren Strukturierung anzubieten.
K5 Es sollten Leerzeilen im Code eingef ugt werden k onnen.
Dies tr agt ebenfalls zur optischen Strukturierung des Codes bei.
K6 Der Programmierer sollte Kommentare verwenden d urfen.
Kommentare sind sinnvoll, um komplexe Sachverhalte zus atzlich textuell beschreiben
zu k onnen.
K7 Variablen sollten "sprechende\ Namen haben.
Der Programmierer sollte die M oglichkeit haben, die Bedeutung bestimmter Varia-
blen schon durch ihren Namen ausdr ucken zu k onnen.
K8 Die Sprache sollte unabh angig von der Umgebung des Programmierers
sein.
Die Konvertierungsfunktionen sollten mit jedem beliebigen Editor in reiner ASCII-
Darstellung erstellbar sein. (F ur den Betrieb ist dann nat urlich eine Rechnerumge-
bung notwendig, auf der COAST l auft.)
K9 Die Sprache muss so aufgebaut sein, dass keine Benutzereingabe n otig ist
und keine sonstigen externen Ereignisse abgefragt werden k onnen.
Da die Konvertierungssprache f ur die Spezikation der Propagation gedacht ist, die
immer verz ogert ablaufen k onnen soll, darf die Sprache keine Konstrukte anbieten,
die eine Benutzereingabe n otig machen. Beispiele w aren Eingabedialoge oder Fenster
mit Meldungen, die nur durch Klicken auf "OK\ zu schlieen sind.
K10 Die Sprache muss terminiert sein.
In [Bab90] wird dieser Begri folgendermaen deniert:
"Eine Anweisung (oder auch ein Programmteil oder Programm) terminiert, wenn sie
in endlicher Zeit ohne Laufzeitfehler und ohne Compilierungsfehler zu Ende { d.h.
mit einem denierten Ergebnis { ausgef uhrt wird.\
Es sollte bei der Konzeption der Konvertierungssprache darauf geachtet werden,
dass keine Konstrukte m oglich sind, die nicht terminieren. Typische Beispiele w aren
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Die letzten beiden Punkte K9 und K10 sind Besonderheiten, die durch die verz ogerte Pro-
pagation bedingt sind. Die verz ogerte Propagation ist nur dann anwendbar, wenn gew ahr-
leistet ist, dass sie dasselbe Ergebnis bringt wie eine sofortige Propagation. W urde das
System bei der Ausf uhrung von Konvertierungsfunktionen Fragen an den Benutzer stel-
len, w are das im sofortigen Fall m oglich, im verz ogerten Fall w are der Benutzer aber
nicht mehr verf ugbar. Ebenso muss der Zugri auf externe Ereignisse des Systems wie der
aktuelle freie Speicherplatz oder die Systemzeit verboten werden, da sonst verschiedene
Ergebnisse bei sofortiger oder verz ogerter Ausf uhrung errechnet werden k onnten.
Im Folgenden werden die Befehle f ur einfache und komplexe Konvertierungsfunktionen
vorgestellt. Dabei werden sowohl die funktionalen Forderungen F1 bis F12 als auch die
konzeptionellen Forderungen K1 bis K10 ber ucksichtigt.
6.3 Einfache Konvertierungsfunktionen
Die Operationen, die n otig sind, um einfache Schema anderungen auf die Objektebene
zu  ubertragen, die also nur eine Quellobjektversion und eine Zielobjektversion desselben
Objekts verwenden, lauten wie folgt:
6.3.1 Schreibzugri auf Zielattribute
Die errechneten Werte m ussen in die Zielattribute geschrieben werden k onnen. Dazu ist
es notwendig, die gew unschten Zielattribute spezizieren zu k onnen. Da aufgrund der
Integrit atsbedingungen innerhalb einer Klasse jeder Attributsname nur einmal vorkommen
kann (s. Invarianten in [Dol99]), braucht nur die m ogliche Zweideutigkeit zwischen Quell-
und Zielobjektversion betrachtet zu werden.
Die eindeutige Bezeichnung eines Attributs aus der Zielobjektversion lautet:
new.Attribut.
Da Konvertierungsoperationen immer nur in eine oder mehrere Objektversionen derselben
Schemaversion schreiben, k onnen (abgesehen von lokalen Variablen, s. Abschnitt 6.3.5)
nur Zielattribute auf der linken Seite einer Zuweisung stehen. Die Zuweisung und damit
der Schreibzugri wird  uber das Gleichheitszeichen gesteuert.
Eine Zuweisung eines Wertes in ein Attribut der Zielobjektversion lautet:
new.Attribut = Wert.
Beispiel 6.3.1 Soll in ein Attribut Bevoelkerung vom Typ integer der Wert 100.000
geschrieben werden, ist dies durch den folgenden Aufruf m oglich:
new.Bevoelkerung = 100000
6.3.2 Lesezugri auf Quellattribute
In den meisten F allen stammt der in ein Zielattribut zu schreibende Wert aus einer an-
deren Objektversion und ist ggf. noch zu ver andern. Um auf ein Attribut der Quellob-
jektversion desselben Objekts zuzugreifen, zu dem auch die Zielobjektversion geh ort, ist
zur Unterscheidung der Pr ax old. vorzusetzen. Ein Lesezugri eines Attributs aus der
Quellobjektversion lautet:
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Beispiel 6.3.2 Soll in ein Attribut Hauptstadt vom Typ string der Wert desselben At-
tributs aus der Quellschemaversion  ubernommen werden (Identit atsfunktion), geschieht
dies durch den folgenden Aufruf:
new.Hauptstadt = old.Hauptstadt
6.3.3 Zugri auf Variablen mit komplexen Typen
Hat ein Attribut einen komplexen Typ (tuple, set, list, :::), muss auch auf die einzelnen
Werte des Attributs zugegrien werden k onnen.
Der Zugri auf einen Wert eines Attributs mit komplexem Typ erfolgt  uber den Aufruf:
Attribut.Unterattribut
Um einem Attribut von komplexem Typ einen weiteren Wert zu  ubergeben, kann einfach
eine Zuweisung (s. Abschnitt 6.3.2) erfolgen. Der Wert wird dann in die Menge der Werte
des Attributs  ubernommen bzw. an die Liste der Werte angeh angt, in den Graphen der
Werte eingef ugt etc.
Sollen alle Werte aus einem Attribut vom Typ set gelesen und verarbeitet werden, ist
dies mit einem Schleifenkonstrukt namens foreach m oglich. Durch diesen Befehl werden
alle Werte des Attributs nacheinander ausgegeben und k onnen so beispielsweise in ein
anderes Attribut mit komplexem Typ umkopiert werden. Die Operation, die mit dem
jeweils gefundenen Wert des Attributs durchgef uhrt werden soll, ist im Argument des
Befehls, durch Komma getrennt, anzugeben. Diese Operation kann auch leer sein, wenn
beispielsweise nur ein Umkopieren der Werte gew unscht ist. Die Syntax lautet damit:
foreach(Attribut,Operationen)
Beispiel 6.3.3 Sollen die Werte eines Attributs Alle Teilnehmer vom komplexen Typ
set(string) aus der Quellobjektversion in ein Attribut Teilnehmerliste vom komplexen
Typ list(string) in der Zielobjektversion  ubernommen werden, ist der folgende Befehl
zu verwenden:
new.Teilnehmerliste = foreach(old.Alle Teilnehmer, )
6.3.4 Berechnung von Werten
Innerhalb von Konvertierungsfunktionen k onnen Werte aus Quellattributen ver andert und
dann in das jeweilige Zielattribut geschrieben werden. Beim Entwurf der Konvertierungs-
sprache wurden die folgenden Operationen eingeschlossen, weitere Operationen sind na-
t urlich auch denkbar.
Real- und Integertypen:
Die Grundrechenarten Addition, Subtraktion, Multiplikation und Division sollten dem
Programmierer zur Verf ugung stehen. Diese sind einfach durch ihr mathematisches Symbol
darzustellen: + - * /. Konstanten k onnen einfach als Ziernfolge eingegeben werden.
Stringtypen:
Die Bearbeitung von Strings ist auch ein wichtiger Punkt beim Entwurf von Konvertie-
rungsfunktionen. Hier wurden die folgenden Operationen entworfen:
 left(String,n) gibt den linken Teil des Strings bis einschlielich der n-ten Stelle aus
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 concat(String,String) f ugt zwei Strings aneinander
 length(String) gibt die L ange eines Strings aus
Beispiel 6.3.4 Soll ein Attribut Preis Euro vom Typ real mit dem Wert des Quellat-
tributs Preis DM gef ullt werden, dabei aber die Euro-Konstante aufmultipliziert werden,
erfolgt das mittels dieser Zeile:
new.Preis Euro = old.Preis DM * 1.95583
Soll in ein Attribut PLZ vom Typ string der linken Teil eines Quellattributs Ort bis zur
f unften Stelle geschrieben werden, ist die folgende Operation m oglich:
new.PLZ = left(old.Ort, 5)
6.3.5 Lokale Variablen
Falls ein Objekt gesucht werden muss, ist es sinnvoll, das Suchergebnis in einer lokalen
Variable speichern zu k onnen, falls es in der Konvertierungsfunktion mehrfach ben otigt
wird. Auch ist eine Verwendung von lokalen Variablen zur  ubersichtlicheren Darstellung
eines Rechenwegs f ur komplexere Berechnungen sinnvoll.
Lokale Variablen k onnen jeden beliebigen Namen haben, der nicht mit einer Zier beginnt
(um eine Verwechslungsgefahr mit Konstanten auszuschliessen) und die keinen Punkt ent-
halten (um eine Verwechslungsgefahr mit einem Attribut, dem der Pr ax new. oder old.
vorangestellt wurde oder das von komplexem Typ ist, zu vermeiden). Sie werden mit dem
ersten Auftreten in einer Konvertierungsfunktion deniert. In den Beispielen haben lokale
Variablen der  Ubersichtlichkeit halber immer den Pr ax tmp .
Beispiel 6.3.5 Soll der Wert eines Attributs Preis vom Typ real in das Zielattribut
Angebotspreis Euro vom selben Typ konvertiert werden, wobei zum einen die Umrech-
nung des Preises von DM nach Euro und zum anderen eine Preisreduzierung um 25 Prozent
eingerechnet werden soll, ist der Aufruf
tmp Preis Euro = old.Preis / 1.95583
tmp Preis Euro Angebot = tmp Preis Euro * 0.75
new.Angebotspreis Euro = tmp Preis Euro Angebot
sicher aussagekr aftiger als die Zeile
new.Angebotspreis Euro = old.Preis * 0.38347
6.3.6 Globale Konstanten
Es ist hilfreich, von auen (beispielsweise in Umgebungsvariablen der Unix-Shell, im Haupt-
men u von COAST, etc.) Konstanten vorgeben zu k onnen, die in jeder Konvertierungsfunk-
tion gelesen werden k onnen. So wird vermieden, diese Konstanten in jeder Konvertierungs-
funktion beispielsweise in lokalen Variablen setzen zu m ussen. Auch ist dadurch gesichert,
dass jede Konvertierungsfunktion denselben Wert verwendet. Um eine Konstante leichter
zu erkennen, sollte ihr Name in Grobuchstaben geschrieben sein.
Beispiel 6.3.6 Soll der Umrechnungsfaktor von DM nach Euro, der von auen in eine
globale Konstante EUROKONSTANTE geschrieben wurde, verwendet werden, kann der Zugri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6.3.7 Kommentare
Die Verwendung von Kommentaren erh oht das Verst andnis der geschriebenen Konvertie-
rungsfunktion. Kommentare beginnen mit /* und enden mit */.
Beispiel 6.3.7 Soll das Beispiel aus dem Abschnitt 6.3.5 kommentiert werden, kann das
etwa so erfolgen:
/* Umrechnen des alten Preises in Euro */
tmp Preis Euro = old.Preis / 1.95583
/* Vergeben von 25 Prozent Rabbatt */
tmp Preis Euro Angebot = tmp Preis Euro * 0.75
/*
Schreiben des neuen Attributswertes
in das Zielattribut
*/
new.Angebotspreis Euro = tmp Preis Euro Angebot
6.3.8 Bedingungen
Soll die Abarbeitung von Ausdr ucken abh angig von den Werten verschiedener Variablen
oder Attribute durchgef uhrt werden, sind entsprechende Bedingungen zu formulieren und
diese mit dem if-Operator zu  uberpr ufen. Zur Formulierung der Bedingungen k onnen die
Vergleichsoperatoren =,< und > benutzt werden. Eine Bedingung wird in der Konvertie-
rungssprache mit dem folgenden Konstrukt  uberpr uft:
if(Bedingung,Konsequenz,Alternative)
Die Alternative kann auch leer bleiben, falls bei Nichterf ullung der Bedingung keine weitere
Operation erfolgen soll. Die Konsequenz gibt dann den entsprechenden R uckgabewert an.
Beispiel 6.3.8 Sollen alle die Werte eines Attributs Geburtsdaten vom Typ date, die
ein Datum nach dem 01.01.1988 aufweisen, in ein Zielattribut Kinder desselben Typs
 ubernommen werden, kann dies  uber den folgenden Aufruf erfolgen:
new.Kinder = foreach(old.Geburtsdaten,
if(old.Geburtsdaten > 01.01.1988, old.Geburtsdaten, ))
6.3.9 Schleifen
In vielen F allen kann der Programmierer viel Zeit sparen, wenn er bestimmte Vorg ange,
die mehrfach hintereinander erfolgen sollen, in Schleifen organisiert. Sollten Schleifen an-
geboten werden, birgt dies aber auch eine Gefahr, denn es kann dann vorkommen, dass
der Programmierer einen Fehler macht und beispielsweise eine Schleife erzeugt, die nie
beendet wird.
Um aber Situationen zu umgehen, bei denen die Schleife nicht terminiert (Konzeptions-
grundsatz K10), ist die Verwendung von Schleifen auf eine konstante Zahl von Durchl aufen
festgelegt. Diese Schleifendurchl aufe k onnen dann ausgerollt und sequenziell durch das Sys-
tem ausgef uhrt werden.
Es wurde also eine Einschr ankung vorgenommen: Schleifen m ussen eine konstante L ange
haben, d.h. die Unter- und Obergrenze m ussen als Konstante im Programm stehen und
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Es w urde sich anbieten, mehrere Formen von Schleifenkonstrukten anzubieten, beispiels-
weise for, while und repeat ... until. Da bei den beiden letzteren Befehlen aber Be-
dingungen angegeben werden k onnten, die das Terminieren der Konvertierungsfunktion in
Gefahr bringen, wird daher nur die for-Schleife zugelassen. Die Syntax der Schleife lautet
wie folgt:
for(Z ahlervariable=Startwert,Zielwert,Operation)
Die Werte von Startwert und Zielwert m ussen ganzzahlig und konstant sein. Der Zielwert
muss dabei gr oer als der Startwert sein, da immer hochgez ahlt wird.
Beispiel 6.3.9 Sollen in ein Zielattribut Namenssuffixe vom komplexen Typ set(string)
f unf Pr axe der L angen 1 bis 5 des Attributs Vorname vom Typ string geschrieben wer-
den, kann das  uber den folgenden Aufruf erfolgen:
for( tmp zaehler = 1, 5,
new.Namenssuffixe = left(old.Vorname, tmp zaehler))
6.4 Komplexe Konvertierungsfunktionen
Die Liste der folgenden Operationen ist bei der Umsetzung von komplexen Schema ande-
rungsoperationen auf die Objektebene wichtig. Es handelt sich um Operationen, die den
Zugri auf mehrere Klassen regeln.
6.4.1 Zugri auf andere Klassen
Um komplexe Schema anderungsoperationen ausf uhren zu k onnen, ist oft ein Zugri auf
eine weitere Quellobjektversion svi:c2 abgesehen von der schon vorgegebenen Quellob-
jektversion svi:c1 n otig, um diese Daten in die Zielobjektversion svj:c1 zu schreiben. Der
Zugri erfolgt analog zu den in den Abschnitten 6.3.1 und 6.3.2 beschriebenen F allen, aller-
dings wird nach dem Pr ax new. bzw. old. noch der Klassenname eingef ugt. Zur besseren
Lesbarkeit ist es auch erlaubt, selbst bei Eindeutigkeit den Klassennamen einzuf ugen.
Eine Mehrdeutigkeit kann dabei entstehen, wenn in einer Klasse c1 ein Attribut vom
Typ tuple existiert, das denselben Namen hat wie eine andere Klasse c2 und dessen
anzusprechendes Unterattribut denselben Namen hat wie ein Attribut in Klasse c2. Dieser
Fall muss ausgeschlossen werden, daher gilt die folgende Einschr ankung: Beim Zugri auf
ein Attribut mit komplexem Typ, das denselben Namen hat wie eine Klasse, ist der Teil,
der sich auf den Zugri auf das komplexe Attribut bezieht, in runde Klammern zu setzen.
Beispiel 6.4.1 Soll ein Attribut Gehalt vom Typ real in der Klasse Person mit dem
Wert des Attributs Gehalt desselben Typs  uberschrieben werden, wobei das Quellattribut
der Klasse Angestellter liegt, so geschieht dies durch den folgenden Befehl:
new.Person.Gehalt = old.Angestellter.Gehalt
oder kurz
new.Gehalt = old.Angestellter.Gehalt
6.4.2 Erstellen und Dereferenzieren von Referenzen
Oftmals ist die Verwendung von Referenzen zum schnelleren Finden der zugeh origen Kom-
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anderes Objekt in ein Attribut zu schreiben, wird der folgende Befehl verwendet:
new.Zielattribut= ref(Referenz)
Falls in einer Objektversion eine Referenz auf ein anderes Objekt { beispielsweise ein Kom-
ponentenobjekt { existiert und dieses Objekt ben otigt wird, muss die Referenz ausgelesen
werden. Dies erfolgt mit dem folgenden Befehl:
deref(Attribut vom Typ Referenz)
Beispiel 6.4.2 Soll der Wert eines Attributs Telefon vom Typ string von einem Objekt
Adresse in das Zielattribut Telefon desselben Typs  ubernommen werden und existiert im
Attribut Adressenreferenz vom Typ ref eine Referenz darauf, k onnen folgende Anwei-
sungen verwendet werden:
tmp Adresse = deref(old.Adresse)
new.Telefon = tmp Adresse.Telefon
6.4.3 Suchen von Objekten
Falls Werte aus einer anderen Objektversion einer anderen Klasse  ubernommen werden
sollen, auf die keine Referenz vorliegt, muss das entsprechende Objekt gesucht werden.
Dazu wird die Suchvorgabe in SQL-Syntax  ubergeben, der R uckgabewert ist eine Referenz
auf das erste gefundene Objekt, das diese Suchvorgabe erf ullt. Die Syntax f ur die Suche
lautet:
tmp Suchergebnis = sql query(''Suchvorgabe'')
Beispiel 6.4.3 In der Klasse Person soll das Attribut Telefon vom Typ string mit dem
Wert des Attributs Telefon vom gleichen Typ aus der Klasse Adresse gef ullt werden.
Allerdings liegt keine Referenz auf das entsprechende Objekt vor, es muss gesucht werden.
Die Konvertierungsfunktion k onnte wie folgt aussehen:
tmp Adresse = sql query(''...'')
new.Person.Telefon = tmp Adresse.Telefon
Dabei ist in der SQL-Abfrage statt ::: die entsprechende Bedingung einzuf ugen, also bei-
spielsweise die Gleichheit des Werts des Attributs Name in der zu ndenden Objektversion.
6.4.4 Erzeugen und L oschen von Objekten
F ur die Durchf uhrung einiger komplexer Schema anderungsoperationen (beispielsweise die
Operation "Aufbrechen von Klassen\, s. Abschnitt 4.3.3.3) ist die Erzeugung oder L oschung
von Objekten n otig. Dies erfolgt  uber die folgenden Aufrufe:
create object Klassenname
bzw.
delete object Referenz
Beispiel 6.4.4 Es soll ein neues Objekt der Klasse Adresse angelegt und eine Referenz
auf dieses neue Objekt in das Attribut Adressenreferenz in der Klasse Person eingef ugt
werden.
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6.4.5 Existenzpr ufung von Objekten
Die Konvertierungssprache bietet die M oglichkeit, neue Objekte anzulegen. Soll allerdings
ein bereits vorhandenes Objekt verwendet werden, beispielsweise als Komponentenobjekt
wie bei der Operation "Aufbrechen von Klassen\ im Abschnitt 4.3.3.3, muss auf die Exis-
tenz des gesuchten Objekts gepr uft werden k onnen. Der Inx not dreht dabei die Aussage
um. Dies erm oglicht eine bedingte Erzeugung von Objekten in der folgenden Syntax:
if(not exists Objekt , create object Klassenname )
6.4.6 Zusammenfassung
Die funktionalen Forderungen wurden erf ullt:
F1 Die Operation new.Attribut=Wert l asst einen Schreibzugri zu
(s. Abschnitt 6.3.1).
F2 Durch die Operation old.Attribut wird ein Lesezugri auf ein Attribut
einer existierenden Objektversion realisiert (s. Abschnitt 6.3.2).
F3 Ein Zugri auf Attribute anderer Klassen ist durch Einf ugen des Klassen-
namens hinter old. m oglich (s. Abschnitt 6.4.1).
F4 Die Operation foreach(Attribut,Operationen) bietet einen Lesezugri auf
einzelne Werte eines Attributs von komplexem Typ (s. Abschnitt 6.3.3).
F5 Ein weiterer Wert kann in ein Attribut von komplexem Typ geschrieben
werden, indem er dem Attribut zugewiesen wird (s. Abschnitt 6.3.3).
F6 Es k onnen lokale Hilfsvariablen benutzt werden (s. Abschnitt 6.3.5).
F7 Globale Konstanten k onnen ausgelesen werden (s. Abschnitt 6.3.6).
F8 Die Operation if(Bedingung,Konsequenz,Alternative) l asst eine bedingte
Ausf uhrung von Operationen zu (s. Abschnitt 6.3.8).
F9 Die Operationen create object Klassenname bzw. delete object Referenz
dienen dazu, neue Objekte anzulegen bzw. zu l oschen (s. Abschnitt 6.4.4).
F10 Es existiert eine Operation, um Objekte anhand von zu vergleichenden Werten
zu suchen (s. Abschnitt 6.4.3).
F11 Die Operation exists gibt zur uck, ob ein Objekt existiert (s. Abschnitt 6.4.5).
F12 Schleifen werden durch die Operation
for(Z ahlervariable=Startwert,Zielwert,Operation)
realisiert (s. Abschnitt 6.3.9).
Die einzelnen Sprachelemente entsprechen den geforderten Konzeptionsgrunds atzen:
K1 Die Sprache hat  Ahnlichkeiten zu existierenden Sprachen und ist damit
"intuitiv\ lesbar.
K2 Die Sprache enth alt mit lokalen Variablen und Schleifen Konstrukte, die die
M achtigkeit erh ohen.
K3, K4 Die durchgehende Verwendung von new. und old. als Pr ax f ur Attribute
erh oht die Lesbarkeit des Codes und erh oht damit die Chance, Fehler
fr uhzeitig zu erkennen.
K5, K6 Die Sprache bietet dem Programmierer die M oglichkeit, Kommentare zu
verwenden, auerdem sind beliebige Einr uckungen innerhalb der Zeilen und
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K7 Bei der Vergabe von Namen f ur lokale Variablen gibt es nur minimale
Einschr ankungen.
K8 Die Sprache basiert auf reiner ASCII-Codierung, d.h. Konvertierungs-
funktionen k onnen mit jedem verf ugbaren Texteditor erstellt werden.
K9 Die Sprache enth alt keine Befehle wie input oder get, die eine Benutzer-
eingabe erm oglichen w urden.
K10 Befehle, die die Gefahr bringen k onnten, dass die Ausf uhrung der
Konvertierungsfunktion nicht terminiert, wurden entsprechend eingeschr ankt
oder nicht zugelassen.
6.5 Datenerhaltende Konvertierungsfunktionen
Es kann bei der Durchf uhrung einer normalen Propagation der Fall auftreten, dass bei der
Konvertierung ein Wert ungewollt durch einen NULL-Wert  uberschrieben w urde.
Beispiel 6.5.1 Es existiert bereits die Objektversion ov2 eines Objekts. Nun wird die Ob-
jektversion ov1 ge andert (eine neue Telefonnummer wird eingef ugt) und ein Lesezugri
auf Objektversion ov2 folgt (s. Abb. 6.1). Normalerweise m usste nun eine Propagation von
sv1 nach sv2 erfolgen, in deren Verlauf die Werte in ov2 durch die Werte aus ov1  uber-
schrieben und das in ov1 nicht existierende Attribut Alter mit einem NULL-Wert belegt
w urden.
Ein w unschenswertes Ergebnis w are in diesem Falle, dass die Objektversion ov2 sowohl
das denierte Alter von 25 als auch die neue Telefonnummer enth alt. Die daf ur n otige
Funktionalit at wurde implementiert.
Name: Meier￿
Vorname: Holger￿
Telefon: ￿556677 ￿(neu!)￿
Name: Meier￿
Vorname: Holger￿
Telefon: 0￿
Alter: ￿25￿
Konvertierungsfunktion￿
ov￿1￿ ov￿2￿
Name: string￿
Vorname: string￿
Telefon: string￿
Name: string￿
Vorname: string￿
Telefon: string￿
Alter: integer￿
Person￿ Person￿
sv￿1￿ sv￿2￿
Schemaänderung￿
Abbildung 6.1: Beispiel f ur datenerhaltende Konvertierungsfunktionen
Es wird also festgelegt, dass standardm aig bereits existierende Attributsinhalte bei Kon-
vertierungen nicht durch Defaultwerte  uberschrieben werden sollen. Idealerweise ist diese
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Im implementierten Prototyp COAST wurde im Rahmen dieser Diplomarbeit die Steue-
rung der beschriebenen Funktionalit at  uber eine globale Konstante namens
DEFAULT KILLS EXISTING
eingef uhrt, die standardm aig den Wert 0 hat. Der Benutzer kann die Deaktivierung der
oben beschriebenen Funktionsweise mit dem Befehl
SET DEFAULT KILLS EXISTING 1
bewirken.
6.6 Syntax der Konvertierungssprache in BNF
Der Befehlssatz der entworfenen Konvertierungssprache soll nun abschlieend in BNF
(Backus-Naur-Form, s. beispielsweise [Sch92]) dargestellt werden. Auf die Angabe der For-
matierungszeichen (Einr uckungen und Zeilenvorsch ube) wurde aus Gr undender Lesbarkeit
verzichtet. Das Startsymbol dieser Grammatik lautet cf.
cf ! <cfline> | <cfline><cf>
cfline ! <cftarget>' = '<cfrule> | <comment> | 'delete object '<class>
cftarget ! <var> | 'new.'<attr> | 'new.'<class>'.'<attr>
aattr ! <attr> | 'old.'<attr> | 'old.'<class>'.'<attr>
| 'new.'<attr> | 'new.'<class>'.'<attr>
cfrule ! <aattr> | <cfrule>' + '<cfrule> | <cfrule>' * '<cfrule>
| <cfrule>' - '<cfrule> | <cfrule>' / '<cfrule>
| 'ref('<class>')' | 'deref('<class>')' | 'conv('<aattr>')'
| 'left('<cfrule>,<integer>) | 'right('<cfrule>','<integer>')'
| 'sql query('<sql>')' | 'foreach('<aattr>','<cfrule>')'
| 'for('<var>'='<const>','<const>','<cfrule>')'
| <if> | <set>
if ! 'if('<ifclause>','<ifconsequence>','<ifconsequence>')'
| 'if('<ifclause>','<ifconsequence>')'
ifclause ! <ifclausepos> | 'not '<ifclausepos>
ifclausepos ! <attr>' = '<const> | <attr>' = '<attr>
| <attr>' < '<const> | <attr>' < '<attr>
| <attr>' > '<const> | <attr>' > '<attr>
| <var>' = '<const> | <var>' = '<attr>
| <var>' < '<const> | <var>' < '<attr>
| <var>' > '<const> | <var>' > '<attr>
| 'exists '<class>
ifconsequence ! <cfrule> | <attr>
comment ! '/*'<text>'*/'
set ! 'set '<var>' '<const>
attr ! <bezeichner>
var ! <bezeichner>
sql ! <bezeichner>
const ! <bezeichner>
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text ! <bezeichner2> | <text>' '<text> | ' '<text> | <text>' '
bezeichner ! <buchstabe><bezeichner2> | <buchstabe>
bezeichner2 ! <buchstabe> | <ziffer>
| <buchstabe><bezeichner2> | <ziffer><bezeichner2>
buchstabe ! 'a' | ... | 'z' | 'A' | ... | 'Z'
ziffer ! '0' | ... | '9'
6.7 Zusammenfassung und Bewertung
In diesem Kapitel wurde die zur Spezikation der Propagation notwendige Sprache f ur
Konvertierungsfunktionen entwickelt. Dabei wurden sowohl Forderungen an den Funk-
tionsumfang wie auch an die Konzeption aufgestellt, konsequent eingearbeitet und an-
schlieend  uberpr uft.
Zur Abrundung wurde die Konvertierungssprache noch in BNF-Notierung dargestellt.
Damit wurde die Zielsetzung erf ullt: Es steht jetzt eine Sprache zur Spezikation der Pro-
pagation zur Verf ugung. Die Sprache umfasst die n otige Funktionalt at sowohl f ur einfache
als auch f ur komplexe Schema anderungsoperationen.Kapitel 7
Implementierung
In diesem Kapitel wird bewusst darauf verzichtet, seitenweise Quellcodes abzudrucken und
zu kommentieren. Vielmehr wird auf einige interessante Implementierungsdetails eingegan-
gen und einzelne Fragestellungen, die sich im Zusammenhang mit der Implementierung
ergeben haben, beschrieben und L osungen dazu entwickelt.
Nach einer kurzen Vorstellung des COAST-Prototyps und einzelnen Programmierdetails
wird auf die Frage eingegangen, wie und wo die Konvertierungsfunktionen, zu denen im
vorangegangenen Kapitel eine Sprache entwickelt wurde, abgespeichert werden sollen. Da-
nach wird auf das Problem eingegangen, wie nach Einf uhrung der komplexen Schema ande-
rungen weiterhin die Herkunft eines Attributs aus einer anderen Schemaversion notiert
werden kann. Zum Schluss werden einige  Uberlegungen zur Optimierung des Programma-
blaufs und auch der Schema anderungsoperationen vorgestellt.
7.1 Funktionsweise von COAST
Die Schemaversionierung ist ein Konzept, das nicht ohne grundlegende Umsetzungen in
bestehende Datenbanksysteme integriert werden kann. Aus diesem Grunde wurde der Pro-
totyp COAST (Complex Object and Schema Transformation) entwickelt, der in diesem
Abschnitt vorgestellt wird.
Die Grundidee beim Entwurf von COAST ist, bei notwendigen  Anderungen an einem
bestehenden Datenbankschema nicht dieses bestehende Schema zu ver andern, sondern ei-
ne Kopie anzulegen und dort die  Anderungen einzubringen. Das alte Schema ist damit
weiterhin verwendbar. Man spricht in diesem Zusammenhang von Schemaversionen. Ap-
plikationen greifen immer auf eine Schemaversion zu. In COAST enth alt ein Schema alle
Schemaversionen dieses Schemas.
Allerdings besteht { anders als beim naiven Kopieren eines Schemas { in COAST eine
Beziehung zwischen den Schemaversionen. Sie sind voneinander abgeleitet und werden in
einem Ableitungsbaum im Schema gespeichert. Die Wurzel des Ableitungsbaums ist im-
mer die abstrakte Ur-Schemaversion sv0, die alle Eigenschaften einer Schemaversion hat
und damit an die von ihr abgeleiteten Schemaversionen vererbt. Keine Applikation greift
auf sv0 zu, sie dient nur als Ausgangspunkt f ur die Ableitungshierarchie.
In COAST ist es allerdings m oglich, nicht nur eine ganze Schemaversion aus einer anderen
Schemaversion abzuleiten, sondern die Kopie in die neue Schemaversion kann auch mit
feinerer Granularit at geschehen: Eine Klasse kann als Klassenversion von einer in eine
andere Schemaversion umgesetzt werden. Diesen Vorgang bezeichnet man als Integration.90 Kapitel 7. Implementierung
Eine Klasse ist in einer Klassenhierarchie angesiedelt, die analog zu sv0 bei den Schema-
versionen die Klasse object als Wurzel hat. object ist in sv0 enthalten.
Die Erstellung einer neuen Schemaversion l auft damit in COAST folgendermaen ab:
Zun achst wird eine neue Schemaversion von sv0 abgeleitet, dann werden die ben otigten
Klassen aus der gew unschten Quellschemaversion integriert und ggf. neue Klassenversio-
nen erstellt. Schlielich werden die integrierten Klassenversionen bei Bedarf modiziert.
Soll die neue Schemaversion alle Klassenversionen der Quellschemaversion enthalten, kann
auch statt von sv0 direkt von der Quellschemaversion abgeleitet und dann die n otigen
Modikationen eingebracht werden.
Da in COAST ein Schema in mehreren Schemaversionen vorliegen kann, existiert ein
(Daten-)Objekt dementsprechend in mehreren Objektversionen. Zu jeder Schemaversion,
in der das Objekt sichtbar ist, existiert genau eine. Es ist allerdings nicht in allen F allen
sinnvoll, jede  Anderung einer Objektversion in eine andere Objektversion zu  ubernehmen.
Daher wurden von [Eig97] Propagations
ags beschrieben, die die Propagation von Ob-
jekten zwischen zwei Schemaversionen steuern. Sie werden in der vorliegenden Arbeit in
Kapitel 5 (Propagation) beschrieben.
7.2 Architektur des COAST-Projekts
COAST besteht aus mehreren Komponenten. Eine schematische Abbildung ist in Abb.
7.1 zu sehen. Auf die Bedeutung der einzelnen Komponenten wird in diesem Abschnitt
eingegangen.
7.2.1 Objektmanager
Der Objektmanager ist f ur Speicherung der Datenbankobjekte zust andig. Des Weiteren
generiert und verwaltet er die Objekt-IDs (oids). F ur die persistente Speicherung greift
er auf ein kommerzielles Produkt, den von AT&T entwickelten Speichermanager EOS
[BP94] zur uck. Der Objektmanager ist die Schnittstelle von COAST zu EOS, die anderen
Komponenten haben keine weiteren direkten Verbindungspunkte zu EOS.
Der Objektmanager von COAST wurde im Rahmen einer Diplomarbeit von [W ol98] ent-
wickelt.
7.2.2 Schemamanager
Der Schemamanager verwaltet Schemaversionen und Ableitungsbeziehungen zwischen Sche-
maversionen.
Ein Schema wird persistent in einem Data Dictionary abgelegt. Auf den Schemamanager
greifen sowohl der Objektmanager (beim Interpretieren einer Bytekette), der Propagations-
manager (beim Ermitteln von Propagations
ags) und der ODL1-Parser (beim Speichern
einer Schemabeschreibung in der Metaschemaklasse) zu.
Der Schemamanager von COAST wurde im Rahmen einer Diplomarbeit von [Pri98] ent-
wickelt und von [Dol99] verfeinert und weiterentwickelt.
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Abbildung 7.1: Die Architektur von COAST, hervorgehoben ist der Propagationsmanager,
der die Propagation regelt und der auch Kern dieser Diplomarbeit ist.92 Kapitel 7. Implementierung
7.2.3 Propagationsmanager
Der Propagationsmanager propagiert Objekte zwischen verschiedenen Schemaversionen
und vollzieht damit die zentrale Funktion von COAST, die automatische Konvertierung
von Datenobjekten im Hintergrund. Dabei beachtet er die Propagations
ags, die im Sche-
ma abgelegt sind. Er greift auf den Schemamanager und auf den Objektmanager zu, um
seine Aufgabe zu erf ullen.
Die grundlegenden Funktionen des Propagationsmanagers von COAST wurdenim Rahmen
einer Diplomarbeit von [Eig97] entwickelt und in der vorliegenden Diplomarbeit verfeinert
und weiterentwickelt.
PM_read￿ PM_modify￿
PM_o_visible￿
PM_read_direct￿
PM_FindOV￿
PM_CheckPath￿
PM_convert_store￿
OM_SetOV￿
PM_propagate￿
SM_GetPath￿
PM_convert￿
Objekt￿
sichtbar?￿
ja￿ OV￿
veraltet?￿
ja￿
fragt den￿
Schemamanager nach￿
dem Propagationspfad￿
ist auf dem Pfad eine￿
Propagation möglich?￿
liest die￿
Konvertierungs-￿
funktionen und￿
konvertiert entlang￿
dem Pfad￿
ja￿
OM_Get_Origin￿
erfragt aktuellen￿
Zeitstempel￿
Abbildung 7.2: Die Architektur des Propagationsmanagers, hervorgehoben sind die Zu-
grie auf andere Module von COAST. Die besonders betonte Methode PM convert liest
die Konvertierungsfunktionen aus und erledigt die eigentliche Konvertierung.
Die Funktionsweise des Propagationsmanagers wird in Abb. 7.2 vereinfacht dargestellt. Es
handelt sich um den folgenden Programmablauf:
Die Applikation, die den folgenden Zugri t atigt, arbeite mit der Schemaversion svhier. Bei
einem Lesezugri  uber PM read oder einen Schreibzugri  uber PM modify auf die Objekt-
version ovhier wird zun achst durch PM o visible  uberpr uft, ob das Objekt in der gegebe-
nen Schemaversion  uberhauptsichtbar ist. Ist das der Fall, wird die Methode PM propagate
aufgerufen.
PM propagate ruft zuerst PM read direct auf, das  uber Zeitstempelvergleich ermittelt, ob
ovhier den aktuellsten Zeitstempel hat. Ist dies nicht der Fall, also in svhier nicht die ak-
tuelle Version gespeichert, muss die aktuelle Objektversion ovaktuell gesucht werden. Dies
wird von PM FindOV erledigt.
PM FindOV kommuniziert mit dem Schemamanager  uber dessen Methode SM GetPath, um
den Pfad zwischen der aktuellsten Objektversion ovaktuell und der zu aktualisierenden Ob-
jektversion ovhier zu ermitteln. Dann wird vom Objektmanager der aktuelle Zeitstempel
von ovhier erfragt. Die Methode PM CheckPath  uberpr uft mittels der Propagations
ags auf
dem vom Schemamanager zur uckgegebenen Pfad, ob eine Propagation erfolgen kann. Sind
die Propagations
ags in diesem Sinne gesetzt, kann die eigentliche Konvertierung in der
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PM convert geht den Propagationspfad zwischen svaktuell und svhier schrittweise durch,
liest in jedem Schritt aus der Propagationskante die zu verwendende Vorw arts- oder
R uckw arts-Konvertierungsfunktion und ruft den Parser f ur die Konvertierungsfunktion
auf. Dessen Ausgabe und damit die einzelnen Operationen der Konvertierungsfunktion
werden ausgef uhrt. So wird der gesamte Propagationspfad abgearbeitet. Dann wird der in
ovhier zu schreibende Inhalt zur uckgegeben.
Bevor aber ovhier geschrieben werden kann, muss  uberpr uft werden, ob der momentane
Inhalt durch sofortige Propagation an eine andere Objektversion weitergegeben werden
muss, bevor er  uberschrieben wird. Dies wird von der Methode PM convert store erle-
digt, die rekursiv aufgerufen wird, falls ein so sofort propagierter Wert vielleicht wiederum
einen Wert  uberschreiben w urde, der erst propagiert werden muss.
Schlielich wird der jetzt aktualisierte Wert ovhier persistent in die Datenbank geschrie-
ben, indem die Methode OM SetOV des Objektmanagers aufgerufen wird. Falls zu Beginn
PM read aufgerufen wurde, wird noch der aktuelle Wert ausgegeben.
Beim L oschen von Objektversionen (ohne Abbildung) ist der Vorgang  ahnlich: Ein Aufruf
von PM delete  uberpr uft durch Aufruf von PM propagate, ob der Wert in zu l oschen-
den Objektversion erst noch in eine andere Objektversion propagiert werden muss und
f uhrt diese Propagation ggf. aus. Dann wird die Methode OM delete des Objektmanagers
aufgerufen, um die Objektversion zu l oschen.
Der Parser f ur die Konvertierungsfunktionen ist in den bereits in [Her99] entwickelten
Parser eingebettet. Da dieser ohnehin die Beschreibung der Schema anderungen in ODL-
Syntax liest, wurden f ur die Konvertierungsfunktionen nur die zwei weiteren Schl usselworte
fcf und bcf eingef ugt und ansonsten die Grammatik des existierenden Parsers erweitert.
Der Parser wird durch die Werkzeuge 
ex++ und bison++ erzeugt. Beides sind C++-
Erweiterungen von lex und yacc [Her95], freien Programmen, die h aug im Compilerbau
Verwendung nden. 
ex++ generiert aus einer Kongurationsdatei (mit der Endung .l),
in der regul aren Ausdr ucken C++-Code zugeordnet ist, die Methode yylex. bison++
erzeugt aus einer Kongurationsdatei (mit der Endung .y), in der eine kontextfreie Gram-
matik  ubergeben wird, die Methode yyparse. Beide Teile geben kompilierbaren Quellcode
aus, der dann nur noch im Hauptprogramm mit eingebunden werden muss.
Soll eine ODL-Datei mit eingebetteter Konvertierungsfunktion durch den Parser verar-
beitet werden, wird sie zun achst durch yylex in Tokens zerlegt. Diese werden dann von
yyparse mit der vorgegebenen Grammatik verglichen. Falls keine Fehler auftreten, kann
das Ergebnis im Schema abgelegt werden.
Zus atzlich ist seit der Erstellung des Schemaentwicklungstools SEA, das in [Apo00] be-
schrieben wird, eine Kommunikation zwischen diesem Modul und dem Propagationsma-
nager geplant. SEA soll in die Kommunikation zwischen dem Propagationsmanager und
dem Schemamanager eingreifen. Es erkennt beispielsweise komplexe Schema anderungsope-
rationen und kann die entsprechende Default-Konvertierungsfunktion zur uckgeben. Die
Funktionalit at zur Kommunikation mit SEA ist beiderseitig noch nicht implementiert.
7.2.4 ODL-Parser und ODL-Generator
In COAST wurde eine Sprache ODL (Object Denition Language) f ur die Beschreibung
von Schema anderungen entwickelt, die vom ODL-Parser gelesen werden kann. In ODL be-
schriebene Schema anderungen werden durchgef uhrt, indem der ODL-Parser mit dem Sche-
mamanager und dem Objektmanager kommuniziert und die einzelnen  Anderungsschritte
veranlasst. Der ODL-Generator erzeugt aus einem vorhandenen Schema eine Schemabe-
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eingelesen und interpretiert werden kann. Dabei werden Schema anderungsoperationen als
Befehle eingetragen und so die Historie bei der Entwicklung der jeweiligen Schmemaversion
weitgehend beibehalten.
Die ODL-Syntax, der ODL-Parser sowie der ODL-Generator von COAST wurde im Rah-
men einer Diplomarbeit von [Her99] entwickelt.
7.2.5 Schemaeditor
F ur die  Anderung bestehender Schemata kann nicht nur die textuelle ODL-Beschreibung
verwendet werden, sondern auch der grasche Editor, der in Java programmiert und
Webbrowser-tauglich ist.  Uber ihn lassen sich sowohl Schema anderungsoperationen als
auch das Setzen von Propagations
ags benutzerfreundlich durchf uhren.
Der Schemaeditor von COAST wurde im Rahmen einer Diplomarbeit von [Gro00] ent-
wickelt.
7.2.6 Schematool SEA
Es kann f ur den Benutzer interessant sein, ein vorliegendes Schema in ODL-Syntax ausge-
ben zu lassen und mit anderen Programmen zu ver andern, bis es den W unschen entspricht.
In diesem Falle wird also keine Schema anderungsoperation in ODL-Syntax hinzugef ugt,
sondern die eigentliche Struktur des Schemas ge andert. Um nun aus Sicht des Daten-
banksystems zu erkennen, welche  Anderungen erfolgt sind, muss ein analysierender Ver-
gleich zwischen der alten und der neuen Schemabeschreibung erfolgen, bestimmte  Ande-
rungen erkannt und durch Schema anderungsoperationen ausgedr uckt und schlielich die
neue Schemaversion in Abh angigkeit von der alten Schemaversion in ODL-Syntax ausge-
geben werden. Dieselbe Situation tritt auf, wenn beispielsweise zwei v ollig unterschiedlich
entwickelte Schemabeschreibungen miteinander verglichen werden sollen.
Das Tool SEA (Schema Evolution Assistant), das diese Aufgabe l ost, bendet sich zwischen
dem Propagations- und dem Schemamanager. Es wurde im Rahmen einer Diplomarbeit
von [Apo00] entwickelt.
7.2.7 COAST Runtime
Die Komponente COAST Runtime stellt die Schnittstelle f ur alle Applikationen dar, die
auf COAST zugreifen wollen. Es ist zurzeit noch nicht realisiert.
7.3 Realisierungskonzepte
Nach der obigen Vorstellung der COAST-Architektur wird nun auf einige interessante
Aspekte bei der prototypischen Realisierung des Propagationsmanagers auf der Basis der
in dieser Diplomarbeit erstellten Konzepte eingegangen.
7.3.1 Entwicklungsumgebung
Der Propagationsmanager wurde in der Programmiersprache C++ implementiert, unter
Verwendung der in der Professur vorhandenen Entwicklungsumgebung SNiFF+ [Sys00].
Dieses Produkt bietet die M oglichkeit, im Team an gr oeren Programmierprojekten zu7.3 Realisierungskonzepte 95
arbeiten. Dazu bedient es sich sog. locks, um den Schreibzugri auf gerade in Bearbeitung
bendliche Dateien zu sperren, auerdem verwendet es das Konzept der Versionierung,
womit man auer der aktuellen auch  altere Versionen von Dokumenten (Quellcode, Doku-
mentation, etc.) zur Verf ugung hat.
7.3.2 Vorgefundene Situation
Eine erste Fassung des Propagationsmanagers hat bereits Patricia Eigner in ihrer Diplom-
arbeit [Eig97] implementiert. Diese unterst utzte allerdings nur das Konzept der einfachen
Propagation unter Beachtung von Propagations
ags.
Die tats achliche Propagation von Daten funktionierte noch nicht zufriedenstellend, es exis-
tierten in dieser Hinsicht nur einige Funktionen, die eine festverdrahtete Konvertierung von
Objekten zulieen.
7.3.3 Die Kongurationsdatei .coastrc
Im Rahmen der Implementierung zu dieser Arbeit wurde die Kongurationsm oglichkeit
von COAST bzgl. Netzwerk- und Mehrbenutzerbetrieb erweitert. Dazu geh ort eine Kon-
gurationsdatei .coastrc, in der die Umgebung zur Ausf uhrung von COAST individuell
deniert wird. Vorher mussten die entsprechenden Daten im Hauptmen u von COAST nach
jedem Start eingegeben werden.
Die Datei ist bewusst in reiner textueller Form gehalten, um eine leichte Editierbarkeit
von auen zu erm oglichen. Es gibt nur vier Parameter, die ausgelesen werden k onnen:
 Die Variable COAST-Area gibt den Pfad an, wo die Datenbank zu COAST abgelegt
ist.
 Die Variable eos-Server gibt an, auf welchem Rechner der EOS-Server, der die
persistente Speicherung der Daten  ubernimmt, l auft. Hier kann entweder eine IP-
Adresse oder ein durch das Unix-System mittels Namensdienst (DNS) au
 osbarer
Bezeichner verwendet werden.
 Die Variable .odl-Files gibt den Pfad an, wo die Textdateien liegen, die die einzu-
lesenden Schemabeschreibungen und - anderungsoperationen in ODL-Syntax enthal-
ten.
 Das Zeichen # leitet eine Kommentarzeile ein.
Wenn die Datei .coastrc im Heimatverzeichnis des Benutzers beim Start des COAST-
Clients nicht existiert, wird sie automatisch angelegt und so ausgef ullt, dass sie sinnvolle
Default-Einstellungen vorgibt. Der Benutzer kann dann bei Bedarf die Datei  andern.
Der Inhalt der Datei .coastrc, wie er zurzeit automatisch generiert wird, ist in Abb. 7.3
zu sehen.
7.3.4 Wann muss eine Propagation erfolgen?
Beim Zugri auf eine Objektversion durch eine Applikation, die auf der entsprechenden
Schemaversion aufsetzt, muss eine  Uberpr ufung stattnden, ob die in ihr enthaltenen Da-
ten noch aktuell sind oder ob in einer anderen Objektversion desselben Objekts zwischen-
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# Diese Datei wurde automatisch durch COAST erzeugt.
#
COAST-Area /home/tokio/specials/coast/.eos/coast_area/
eos-Server woerth
.odl-Files /home/tokio/specials/coast/COAST_Documentation/
Abbildung 7.3: Default-Inhalt der Kongurationsdatei .coastrc
Diese  Uberpr ufung arbeitet so, dass in jeder Objektversion ein Zeitstempel der letzten Ak-
tualisierung gespeichert wird. Erfolgt eine Propagation, erh alt die so aktualisierte Objekt-
version denselben Zeitstempel wie die Quell-Objektversion, aus der die Daten propagiert
wurden.
Ist nun beim Zugri auf eine Objektversion der Zeitstempel  alter als in einer anderen
Objektversion, muss propagiert werden. In dem Falle wird die entsprechende Propaga-
tionskante gesucht und die entsprechende Konvertierungsfunktion aufgerufen.
7.4 Speicherung von Konvertierungsfunktionen
Konvertierungsfunktionen liegen nach der Eingabe in textueller Darstellung vor und m ussen
so gespeichert werden, dass sie schnell gefunden werden, sobald sie zum Einsatz kommen.
Die Entscheidung, in welcher Struktur und wo die Konvertierungsfunktionen abgelegt wer-
den, soll hier beschrieben und begr undet werden. Es werden zun achst die verschiedenen
M oglichkeiten aufgez ahlt und im Anschluss erkl art und bewertet:
 Speicherung in textueller Form
 Speicherung in einer Baumstruktur
Dazu kommen die verschiedenen Orte, an denen sie abgelegt werden k onnen:
 Speicherung an zentraler Stelle, d.h. in einer Extradatenbank
 Speicherung in der jeweiligen Quellklasse
 Speicherung in der jeweiligen Zielklasse
 Speicherung in der Verbindungskante zwischen Quell- und Zielklasse
Im Folgenden sind mit dem Oberbegri Konvertierungsfunktionen sowohl Vorw artskon-
vertierungsfunktionen (fcf) als auch R uckw artskonvertierungsfunktionen (bcf) gemeint.
Zun achst soll die Art der Speicherung betrachtet werden:
Die Konvertierungsfunktionen k onnen in textueller Form gespeichert werden. In diesem
Falle werden die Befehlszeilen, ohne dass sie zuerst von einem Parser  ubersetzt w urden,
abgelegt.
Es w are auch denkbar, die Konvertierungsfunktionen in einer Baumstruktur zu speichern.
Dazu m usste der Parser die Konvertierungsfunktionen einlesen und als Syntaxbaum able-
gen. Beim Auslesen und Neugenerieren der Zeilen der Konvertierungsfunktion w urde dann
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Die textuelle Darstellung hat Vor- und Nachteile gegen uber einer Baumstruktur.
Zu den Vorteilen z ahlt die einfache M oglichkeit,  Anderungen ohne n otige Nachbehandlung
zu speichern. Eine Schwierigkeit bei der Verwendung von Baumstrukturen ist, dass f ur
den Fall, dass der Schemaentwickler die Konvertierungsfunktionen  andern m ochte, diese
neu aus der Baumstruktur rekonstruiert, d.h. generiert werden m ussen. Vorher existieren-
de Kommentare des Benutzers oder bestimmte Schreibweisen (z.B. f uhrende Leerzeichen
oder Tabs) sind dabei nicht automatisch wieder in der frisch erzeugten Version wieder zu
nden. Ebenso ist nicht gew ahrleistet, dass die Reihenfolge der rekonstruierten Konvertie-
rungsfunktionen wieder dieselbe ist.
Der Generator, der in [Her99] vorgestellt wurde, gibt eine kanonische Form der ODL vor,
die von der Top-Down-Traversierung des Vererbungsgraphen stammt. Diese Vorgehens-
weise hat sich f ur die ODL als durchaus praktikabel erwiesen und k onnte auch f ur die
Speicherung der Konvertierungsfunktionen Vorteile haben.
Die Reihenfolge f ur Konvertierungsfunktionen spielt keine Rolle, allerdings muss jeweils
innerhalb einer Konvertierungsfunktion die Reihenfolge der Anweisungen beibehalten wer-
den, es sei denn, sie ist ohne semantische Verluste ver anderbar.
Bei der Verwendung von Kommentaren ist besondere Vorsicht geboten: Diese w urden
durch den Parser verworfen, da sie keinen semantischen Anteil an der Konvertierungs-
funktion haben. Es ist nat urlich auch denkbar, Kommentare in einer Baumstruktur mit
zu speichern, allerdings w are dann zu pr ufen, zu welchem Befehl der jeweilige Kommentar
(der auch mehrzeilig sein kann) geh ort, damit bei einer eventuellen Neuordnung der Zeilen
durch das Auslesen des Baums die Kommentare wieder bei den Operationen zu nden sind,
wo sie in der urspr unglichen Fassung standen. Dabei ist zu bedenken, dass manche Schema-
entwickler Kommentarzeilen jeweils vor die entsprechende Befehlszeile schreiben m ogen,
andere vielleicht jeweils hinter die entsprechende Befehlszeile. Die eindeutige Zuordnung
von Kommentaren zu Befehlszeilen ist also nicht trivial und m usste beispielsweise durch
zus atzliche Leerzeilen zwischen den Kommentar-Befehl-Paketen hervorgehoben werden.
Im Gegensatz zur textuellen Darstellung bietet die Baumstruktur die M oglichkeit, die Kon-
vertierungsfunktionen in bereits ausgewerteter Form abzulegen, d.h. sie m ussen nicht inter-
pretiert werden, wenn eine Propagation erfolgt. Auerdem kann man vielleicht  Anderungen
einfacher einbinden, beispielsweise eine L oschung eines Attributs: In diesem Falle k onnte
bei entsprechender Implementierung ein gesamter Teilbaum gel oscht und so schnell und
einfach die Auswirkung der Attributl oschung ber ucksichtigt werden. In textueller Form
geht das nicht, denn es m usste erst wieder durch den Parser zu einem Baum gemacht
werden. So m usste bei einer Attributl oschung jede Textzeile der Konvertierungsfunktion
daraufhin untersucht werden, ob sie sich durch diese Operation  andern muss oder nicht.
Es entsteht bei der Wahl einer der beiden Alternativen kein Unterschied im Implementie-
rungsaufwand, da ohnehin in beiden F allen ein Parser bereitgestellt werden muss. Dieser
wird f ur das Einlesen und das Generieren der Konvertierungsfunktionen ben otigt.
In dieser Diplomarbeit werden Konvertierungsfunktionen jeweils in der textuellen Darstel-
lung abgelegt, um  Anderungen an den Konvertierungsfunktionen f ur den Schemaentwickler
zu erleichtern.
Was den Speicherungsort der Konvertierungsfunktionen betrit, gilt es folgende Vor-
und Nachteile abzuw agen:
Eine zentrale Speicherung beispielsweise in eine Datenbank f ur Konvertierungsfunktionen,
die dann abgefragt werden kann, ist m oglich. Allerdings ist die Konvertierungsfunktion
nicht bei der jeweiligen Schemaversion zu nden, sondern eben an einer ganz anderen Stel-
le. Das l auft dem Grundprinzip der Kapselung der objektorientierten Datenbank zuwider.
Die Speicherung in einer der beiden beteiligten Klassen (bei einfachen Konvertierungsfunk-98 Kapitel 7. Implementierung
tionen) bietet sich an { jedoch ist bei komplexen Konvertierungsfunktionen, bei denen mehr
als zwei Klassen involviert sind, die Entscheidung, wo die Speicherung erfolgen soll, unklar.
Man k onnte die Konvertierungsfunktionen in die jeweils relevanten Teile aufsplitten und
diese immer dort unterbringen, wo auch die entsprechenden Klassen liegen. Der Aufwand
ist allerdings betr achtlich, wenn zudem noch sichergestellt werden soll, dass ein Teil einer
Konvertierungsfunktion nur dann ausgef uhrt wird, wenn er auch tats achlich ausgef uhrt
werden soll, und nicht etwa, wenn nur ein Objekt der ihn enthaltenden Klasse propagiert
wird. Eine Variante w are noch die Aufteilung der Vorw arts- und R uckw artskonvertierungs-
funktionen in die Quell- bzw. Zielklasse. Hier k ame aber das gleiche Gegenargument mit
der verteilten Speicherung in Betracht.
Da es im Propagationsmanager f ur Verbindungskanten eine eigene Klasse gibt, bietet es
sich an, die Konvertierungsfunktion in der Kante zu speichern. In diesem Falle ist die
Konvertierungsfunktion immer dann verf ugbar, wenn die Kante ohnehin betrachtet wird,
n amlich dann, wenn eine Propagation entlang der Kante erfolgen soll. Zudem ist im Falle,
dass mehr als zwei Klassen beteiligt sind, die Speicherung ebenfalls einfach, weil weiterhin
nur an einer Stelle gesucht werden muss.
Zus atzlich bietet sich dieser Ort an, da bei der Propagation sowieso der Klassenableitungs-
graph traversiert wird und man im Falle, dass eine Propagation n otig wird, die entspre-
chende Kante schon vorliegen hat.
In der im Rahmen dieser Diplomarbeit entstandenen Implementierung werden Konvertie-
rungsfunktionen in der entsprechenden Propagationskante zwischen zwei oder mehr Klas-
sen gespeichert.
7.5 Speicherung der Historie von Schema anderungen
Die Kenntnis dar uber, welche Schema anderung ausgef uhrt wurde, um eine neue Schema-
version zu erzeugen, darf nicht verloren gehen. Jedoch will man nicht genau dieselben
Schema anderungsoperationen, sondern eine kanonische Form reproduzieren k onnen, die
m oglichst kurz und einfach ist. Dabei k onnen gewisse Vereinfachungen vorgenommen wer-
den, eine Optimierung der gesamten Schema anderungsanweisungen ist m oglich.
Es ist hilfreich, eine typische Schema anderung wie das Kopieren von Attributen oder das
Aufbrechen von Klassen so im Schema abzulegen, dass die Zusammenh ange zu anderen
Schemaversionen wiederzunden sind, wenn die Schemaversion erneut in ODL-Syntax ge-
neriert werden soll. In diesem Zusammenhang wird im Schema zu jedem Attribut jeder
Schemaversion auer dem Attributsnamen und dem Typ noch die Quelle abgespeichert,
bestehend aus der Quellklassen-ID und der Quellattributs-ID.
Bei neu angelegten Attributen sind diese Felder leer, bei Attributen, die durch komplexe
Schema anderungen erzeugt wurden, steht dann aber die Herkunft fest und es kann in der
generierten ODL-Syntax wieder der entsprechende Befehl (copy, move, :::) rekonstruiert
werden.
In COAST existierte das Konzept der Property ID (pid), einer Attributs-ID, die jedem
Attribut in jeder Schemaversion zugeteilt wurde. Innerhalb einer Klasse war die pid ein-
deutig. Wenn ein Attribut dieselbe pid hat wie ein anderes Attribut in einer anderen
Schemaversion, dann bedeutete dies, dass es sich um dasselbe Attribut innerhalb einer
Klasse handelte und eine direkte Konvertierung des Attributsinhalts m oglich war.
Eine einfache Speicherung dieser pid reicht nach der Einf uhrung von komplexen Sche-
ma anderungsoperationen nicht mehr aus, da beispielsweise bei der Operation "Kopieren
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w urden, was die Eindeutigkeit einer solchen Kennung zerst ort und eine Weiterentwicklung
der pids unumg anglich machte.
Der Einfachheit halber wurde in der Implementierung zu dieser Diplomarbeit darauf ver-
zichtet, die Schema anderungsoperationen, die sich aus anderen Operationen zusammenset-
zen lassen, speziell abzulegen, es w urde in diesem Falle also die ausf uhrliche Beschreibung
in ODL-Syntax erzeugt statt der abk urzenden Schreibweise (s. Kapitel 4). Erzeugt werden
also nur die Befehle S1.1 bis S1.4, S2.1 bis S2.3 und S3.1 bis S3.4, wie sie in Abschnitt 4.1
vorgestellt wurden. Die Schema anderungsoperationen, die eine abk urzende Schreibweise
f ur mehrere andere Operationen darstellen, k onnten eventuell in einer  Uberarbeitung der
genannten Liste von Schema anderungsoperationen rekonstruiert werden.
7.6 Ezienzbetrachtungen
Will man das Datenbanksystem f ur den Anwender schnell machen, ist es sinnvoll, sich
Gedanken  uber gute Strategien f ur die zu erledigenden Aufgaben zu machen.
Neben dem Konzept der verz ogerten Propagation, das bereits in COAST implementiert
ist, gibt es noch weitere Punkte, wo eingegrien werden kann, um die Ausf uhrung von
Konvertierungsfunktionen und damit die Ausf uhrung der Propagation performanter zu
machen. Ein Optimierungskonzept k onnte an zwei Punkten in das System eingreifen:
 Optimierung der intern zu erledigenden Programmschritte zur Durchf uhrung der
Konvertierung
 Optimierung der durch den Schemaentwickler vorgegebenen Schema anderungsope-
rationen und Konvertierungsfunktionen
7.6.1 Optimierung des Programmablaufs
Die  Uberlegungen zur Verbesserung der internen Performanz gliedern sich in zwei Teile:
Zeit- und Platzeinsparung.
Im Folgenden wird auf Verbesserungen der Propagationsmethodik eingegangen.
 Wie ndet man ezient die aktuellste Version eines Objekts?
Hier bieten sich zwei Alternativen an.
{ Durchsuchen der Objektversionen:
Das System kann alle vorhandenen Objektversionen durchsuchen, entweder
 uber Tiefensuche (engl. depth rst search, dfs) oder Breitensuche (engl. breadth
rst search, bfs) nach dem Ableitungsgraph der Schemaversionen oder  uber eine
Liste, in der alle aktuell existierenden Objektversionen eingetragen sind. Der
Nachteil dabei ist, dass beim Zugri jede Objektversion auf ihren Zeitstempel
untersucht werden muss. Daf ur ist ein Vorteil, dass keine zus atzlichen Akti-
vit aten bei anderen Funktionen wie beispielsweise das Anpassen eines Zeigers
auf die aktuellste Objektversion n otig sind.
{ Verwendung eines Extrafelds:
F ur jedes Objekt existiert noch ein Extrafeld, in dem die Objektreferenz der
zuletzt ver anderten Objektversion steht. Der Nachteil hier ist, dass das Feld
immer angepasst werden muss, auch bei transitiver Propagation. Daf ur ist ein
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In COAST ist eine nach Zeitstempel sortierte Liste von Objektversionen und ein
Flag, welches die aktuellste Version ist, realisiert. Bei groen Datenbanken, die nur
wenige Schemaversionen haben, ist die erste Alternative wahrscheinlich sinnvoller.
 Welche Objektversionen k onnen gel oscht werden, um Speicherplatz zu sparen?
Im worst case liegt von jedem Objekt eine Objektversion f ur jede Schemaversion vor,
was einen hohen Platzverbrauch darstellt. Um dies zu verbessern, kann untersucht
werden, welche Objektversion in dem Sinne redundant ist, als dass man sie verlustfrei
l oschen und bei Bedarf durch wiederholte Ausf uhrung der Konvertierungsfunktionen
rekonstruieren kann. Daher bietet sich an, sich Gedanken  uber Methoden zu machen,
die einzelne Objektversionen verlustfrei l oschen. Eine Objektversion ist dann verlust-
frei l oschbar, wenn sie jederzeit aus einer anderen Objektversion wieder hergestellt
werden kann. Ideal ist der Fall, dass jedes Objekt in genau einer, der aktuellsten,
Objektversion vorliegt. Das L oschen unn otiger Objekte k onnte z.B. in Leerlaufzeiten
oder zu Reorganisationszeiten erfolgen. Dies k onnte nach dem Prinzip der Speicher-
bereinigung (engl. garbage collection, s. [ASS91]) geschehen.
Beispiel 7.6.1 Objektversion ov2 werde aufgrund eines Lesezugris in sv2 aus Ob-
jektversion ov1 erzeugt. Danach kann Objektversion ov2 wieder gel oscht werden { der
Schritt ist jederzeit wiederholbar. In diesem Falle sollte ov1 als die aktuellste Version
des Objektes markiert bleiben, obwohl ov2 sp ater erzeugt wurde. In COAST erhalten
in dieser Situation ov1 und ov2 denselben Zeitstempel.
Beispiel 7.6.2 Objektversion ov2 werde aus ov1 erzeugt, ov3 danach aus ov2. Es
wird also eine transitive Propagations durchgef uhrt und ov2 ist nur ein Zwischener-
gebnis. Gleichg ultig, ob ov1 oder ov3 nach einem eventuellen Schreibzugri die ak-
tuellste Objektversion ist, kann ov2 gel oscht werden, da die Konvertierung jederzeit
wiederholt werden kann.
7.6.2 Optimierung von Schema anderungsoperationen
Das Aufschreiben von gew unschten Schema anderungen in ODL-Syntax kann  ahnlich wie
die interne Durchf uhrung der Propagation Potenzial zur Optimierung bieten. Dabei wird
davon ausgegangen, dass eine Schema anderung schneller erfolgt, wenn die n otigen Schrit-
te direkt hintereinander stehen. Wenn mehrere Klassen ge andert werden sollen und die
n otigen Schema anderungsoperationen immer abwechselnd die eine oder andere Klasse be-
treen, ist die Durchf uhrung langsamer, weil immer erst die Umgebung der betreenden
Klasse neu ge onet werden muss.
So k onnte sich anbieten, dem Schemaentwickler ein Werkzeug zu bieten, das beispielsweise
die folgenden Vorkommnisse in der Liste der Schema anderungsoperationen optimiert:
 Streichen von unn otigen Operationsabfolgen wie beispielsweise
create attribute unnoetig
delete attribute unnoetig
 Verk urzen von Operationssequenzen wie beispielsweise
create attribute falscher_name
rename falscher_name to richtiger_name7.7 Zusammenfassung und Bewertung 101
zu
create attribute richtiger_name
 Umsortierung der Schema anderungsoperationen. Es k onnte sein, dass die Attribute
einer Klassenversion in wilder Reihenfolge und  uber die gesamte ODL-Datei verteilt
einzeln in eine neue Klassenversion integriert werden. Der Fall kann beispielsweise
bei Verwendung des graphischen Schemaeditors (s. [Gro00]) entstehen, wenn in be-
liebiger Reihenfolge Schema anderungen zusammengeklickt wurden.
In dieser Situation k onnte man die Aufrufe der Schema anderungsoperationen so um-
sortieren, dass alle Aufrufe, die eine Klasse betreen, direkt hintereinander und im
selben "modify class\-Block der ODL stehen.
 Umschreiben von Abfolgen von Schema anderungsoperationen, die sich durch eine
einzige Schema anderungsoperation darstellen lassen. Es kann beispielsweise sein,
dass der Schemaentwickler ein Attribut von einer Klassenversion in eine andere Klas-
senversion kopiert und es dann in der urspr unglichen Klassenversion l oscht. Dies l asst
sich direkt mit der Schema anderungsoperation move ausdr ucken (s. Abschnitt 4.3),
was das System anstelle der beiden vorgefundenen Zeilen einsetzen k onnte.
Es kann sogar sein, dass durch eine vorhergehende Optimierung die Zeilen in ei-
ne andere Reihenfolge gebracht wurden, wodurch der Zusammenhang einer solchen
zusammenfassbaren Operation erst oenbar wird.
Es sind nat urlich noch weitere Punkte denkbar, an der ein Optimierungsmechanismus
ansetzen k onnte.
Eine solche Komponente zur Unterst utzung des Schemaentwicklungsprozesses ist nicht im-
plementiert. Zur Abrundung der Funktionalit at von COAST ist eine entsprechende Ent-
wicklung aber durchaus denkbar.
7.7 Zusammenfassung und Bewertung
Dieses Kapitel besch aftigte sich mit speziellen Problemen, die im Zusammenhang mit der
Implementierung auftreten.
Zun achst wurde auf die Architektur von COAST eingegangen und dabei besonderes Au-
genmerk auf die Funktionsweise des Propagationsmanagers, der Bestandteil dieser Di-
plomarbeit ist, gelegt. Die einzelnen Komponenten von COAST wurden erl autert und die
Kommunikation zwischen ihnen beschrieben.
Es stellte sich dann die Frage, wie und wo Konvertierungsfunktionen abgespeichert werden
sollen. Nach einer Diskussion mehrerer L osungsm oglichkeiten wurde sich daf ur entschie-
den, Konvertierungsfunktionen in textueller Darstellung innerhalb der Propagationskanten
abzuspeichern.
Die Einf uhrung von komplexen Schema anderungsoperationen machte eine  Anderung der
Notierung der Attributszugeh origkeit zwischen mehreren Schemaversionen n otig: Es reicht
nicht mehr aus, eine innerhalb einer Schemaversion eindeutige Attributs-ID (Property ID,
pid) zu vergeben, die die Information enth alt, mit welchem Attribut mit derselben pid
in einer anderen Schemaversion das Attribut verbunden ist. Die komplexe Schema ande-
rungsoperation "Kopieren von Attributen\ u. a. f uhren dazu, dass diese pid nicht mehr
eindeutig ist, sondern bei zwei Zielattributen dieselbe pid notiert ist. Daher musste ein
Konzept eingef uhrt werden, das diese ID erweitert.102 Kapitel 7. Implementierung
Es wurde die  Anderung eingef uhrt, dass in jedem Attribut neben dem eigentlichen In-
halt noch zwei Werte abgespeichert werden, und zwar die Quell-Klassen-ID (oid) und die
Quell-Attributs-ID (pid). Dadurch ist f ur jedes Attribut eindeutig erkennbar, von wo es
stammt, d.h. mit welchem Attribut es in Beziehung steht.
Im Zusammenhang mit Ezienzbetrachtungen wurden mehrere M oglichkeiten vorgestellt,
wie der Programmablauf beschleunigt werden kann. Dazu wurde sich bei der Frage, wie ein
schneller Zugri auf die aktuellste Objektversion m oglich ist, entschieden, in jedem Objekt
noch eine Referenz auf die Objektversion, die als letzte aktualisiert wurde, zu speichern.
Auerdem wurden mehrere Bedingungen genannt, wann eine Objektversion ohne Verluste
gel oscht werden kann, um Platz zu sparen, da sie sich bei einem Zugri problemlos aus
anderen Objektversionen wieder herstellen l asst.
Schlielich wurden Vorschl age gemacht, welche Optimierungen an eingegebenen Konver-
tierungsfunktionen durch ein Werkzeug vorgenommen werden k onnten, das dem Schema-
entwickler als zus atzliche Hilfe an die Hand gegeben werden k onnte.
Durch die Einf uhrungund Implementierung von komplexen Schema anderungen ist COAST
leistungsf ahiger geworden. Im Gegensatz zu den hartverdrahteten Konvertierungsfunk-
tionen, die vorher existierten, k onnen nun auch beliebige Konvertierungsfunktionen dyna-
misch vom Schemaentwickler angegeben werden. Durch die angesprochenen noch oenen
Punkte sind nur noch Verbesserungen im Detail m oglich, es wurde sich auf die wichtigsten
Punkte konzentriert.Kapitel 8
Zusammenfassung und Ausblick
Das Ziel dieser Diplomarbeit war, die automatische Propagation von Objekt anderungen
zwischen verschiedenen Objektversionen im Prototyp COAST weiterzuentwickeln. Als
Erweiterung zu den bereits in [Eig97] vorgestellten einfachen Schema anderungen soll-
ten als neues Konzept komplexe Schema anderungen deniert und beschrieben werden.
Diese komplexen Schema anderungen haben mehr als nur eine Quell-Objektversion oder
mehr als nur eine Ziel-Objektversion. Es sollten neben der Spezikation auch die Auswir-
kungen dieser Erweiterung auf das vorhandene Konzept sowie die Generierung von Default-
Konvertierungsfunktionen untersucht werden.
Schlielich sollte eine Sprache entworfen werden, die die Spezikation der auf Objektebene
n otigen Konvertierung der Daten erm oglicht.
8.1 Zusammenfassung
Zun achst wurde die Notwendigkeit von Schema anderungen erl autert und verschiedene
Ans atze aus der Literatur beschrieben, Schema anderungen in laufenden Systeme so durch-
zuf uhren, dass eine m oglichst einfache und automatisch stattndende Konvertierung der
betroenen Datenobjekte erfolgen kann. Beim Vergleich erweist sich das Konzept der Sche-
maversionierung als die leistungsf ahigste L osung.
Der Grundgedanke der Schemaversionierung ist, durch jede Schema anderung eine neue
Schemaversion zu erstellen, wobei die alte Schemaversion weiterhin benutzt werden kann.
Die Datenobjekte liegen ebenfalls in mehreren Versionen vor und die Schema anderung wird
auf Objektebene nachempfunden, indem Daten anderungen propagiert, d.h. die Daten au-
tomatisch konvertiert werden. F ur die Propagation werden die Beziehungen zwischen den
Schemaversionen ausgenutzt.
Mit dem Konzept der Schemaversionierung ist es m oglich, mehrere Versionen eines Sche-
mas parallel zu benutzen und nur die auf die Datenbank zugreifenden Applikationen an-
zupassen, die auch wirklich von der Schema anderung betroen sind.
Diese Diplomarbeit ist Teil des COAST-Projekts, das die Schemaversionierung als Proto-
typ umsetzt.
In COAST existierte vor dieser Diplomarbeit nur die M oglichkeit, einfache Schema ande-
rungen durchzuf uhren. Neu wurden komplexe Schema anderungsoperationen eingef uhrt und
das Konzept der Propagation entsprechend erweitert. Komplexe Schema anderungen un-
terscheiden sich von einfachen Schema anderungen dadurch, dass sie Attribute aus meh-
reren Quellklassen in einer Zielklasse (oder andersherum) vereinen k onnen. Die bereits in104 Kapitel 8. Zusammenfassung und Ausblick
[W oh96] kurz angeschnittenen Default-Konvertierungsfunktionen wurden genauer unter-
sucht und konkret eingef uhrt.
Es wurden mehrere typische Schema anderungsoperationen vorgestellt und darauf unter-
sucht, ob sie mit den bisherigen einfachen Schema anderungsoperationen durchf uhrbar
waren oder ob dazu komplexe Schema anderungsoperationen n otig sind. Auerdem wur-
de analysiert, ob das System f ur die entsprechenden Operationen automatisch sinnvolle
Defaultkonvertierungsoperationen generieren kann oder ob ein Eingri des Schemaent-
wicklers notwendig ist. Dazu wurden sie in eine von vier Kategorien eingeteilt, die aussa-
gen, ob einfache oder komplexe Schema anderungsoperationen n otig sind und ob sinnvol-
le Default-Konvertierungsfunktionen ohne Eingri des Schemaentwicklers erzeugt werden
k onnen oder nicht.
Zu jeder der aufgez ahlten Schema anderungsoperationen wurde die entsprechende vom
System erzeugte Default-Konvertierungsfunktion aufgef uhrt und im Falle, dass sie der
Schemaentwickler  uberpr ufen muss, angegeben, wo noch potenzieller Bedarf f ur manuelle
 Anderungen vorliegt.
Die Auswirkungen der Einf uhrung von komplexen Schema anderungsoperationen auf die
Propagation wurde im n achsten Kapitel analysiert und dabei festgestellt, dass das bishe-
rige Konzept der Propagationskanten zwischen je zwei Objektversionen desselben Objekts
nicht mehr ausreicht. Entsprechend wurde das neue Konzept von kombinierten Propaga-
tionskanten entwickelt, das Kanten zwischen mehr als nur zwei Objektversionen zul asst.
Dazu wurden verschiedene L osungsm oglichkeiten miteinander verglichen.
Weiter wurden verschiedene Ans atze f ur die Darstellung und Speicherung von Konver-
tierungsfunktionen vorgestellt und entschieden, die Konvertierungsfunktionen konkret in
textueller Darstellung in den Propagationskanten zu speichern.
F ur die Spezizierung der gew unschten Konvertierungen bei der Propagation wurde ei-
ne Konvertierungssprache entwickelt und nach verschiedenen Gesichtspunkten konzipiert.
Diese Gesichtspunkte umfassen sowohl den n otigen Funktionsumfang der Sprache wie auch
entwurfstechnische Aspekte. S amtliche Befehle der entwickelten Sprache wurden detailliert
vorgestellt und abschlieend die Sprache in BNF (Backus-Naur-Form) pr asentiert.
COAST ist inzwischen als Prototyp implementiert und wurde u.a. auf der CeBIT '99 vor-
gestellt (s. [Lau99b] und [LDHA99]). Nach einer Beschreibung der Funktionsweise und des
Aufbaus von COAST und insbesondere des Propagationsmanagers wurden einige Imple-
mentierungsdetails vorgestellt und verschiedene Betrachtungen zur m oglichen Optimierung
beschrieben.
Die Ziele der Diplomarbeit wurden damit erreicht: Die Schemaevolution kann mit den
Vorz ugen der Versionierung durchgef uhrt werden. Komplexe Schema anderungen sind nun
m oglich und wurden ins Modell integriert. Die Propagation wurde entsprechend erweitert
und eine Sprache zur Spezikation der Propagation entwickelt.
8.2 Ausblick
Das Konzept von COAST bietet noch einige Erweiterungsm oglichkeiten.
Zun achst w are denkbar, den Befehlsumfang der Konvertierungssprache zu erweitern, viel-
leicht mit dem Ziel, einen m oglichst groen Teil der Programmiersprache C anbieten zu
k onnen. In diesem Zusammenhang kann auch die Vorschaltung des C-Pr aprozessors im-
plementiert werden: Man erhielte dadurch mit wenig Aufwand die M oglichkeit, Makros
und Includes zu verwenden.
Es sollten die bisherigen Anstrengungen, die Implementierung ezient zu machen, indem8.2 Ausblick 105
beispielsweise die verz ogerte Propagation entwickelt wurde, weitergetrieben werden.
So w are eine n ahere Untersuchung von Optimierungsm oglichkeiten ein lohnendes Ziel, da
COAST im momentanen Zustand viele Daten redundant speichert. Der Entwurf eines Op-
timierungsmanagers, der in die Propagation eingreift oder in Leerlaufzeiten den Bestand
der Datenbasis auf unn otige Redundanzen  uberpr uft, k onnte den Platzbedarf der Daten-
bank deutlich senken.
Die Erweiterung des in COAST implementierten graphischen Schemaeditors um einen
Editor f ur Konvertierungsfunktionen, der vielleicht auch gleich bei der Eingabe Konsis-
tenzpr ufungen und Optimierungen vornehmen k onnte, w urde dem Schemaentwickler die
Arbeit entschieden erleichtern.
Bisher basiert COAST auf dem Produkt EOS der Firma AT&T (s. [BP94]), das die per-
sistente Speicherung der Daten organisiert. Eine Umstellung von COAST auf ein selbst-
entwickeltes Fundament w urde insofern eine Verbesserung darstellen, dass COAST dann
ohne eventuelle rechtliche Probleme zum Verkauf angeboten oder auch als Freeware im
Internet zur Verf ugung gestellt werden k onnte.
Letztlich ist das Ziel der Modellierung einer Datenbank, reale Zusammenh ange m oglichst
genau abzubilden. Eine Unterst utzung der Verwendung und Propagation von Methoden
als Teil von Objekten w are zu begr uen, da in dem Falle eine bessere Modellierung der
Diskurswelt in der Datenbank m oglich w are.106 Kapitel 8. Zusammenfassung und AusblickLiteraturverzeichnis
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