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Cílem této práce je návrh a implementace nástroje pro monitorování a testování webových
služeb dle specifikace DPWS. Práce jednak obsahuje vysvětlení základních pojmů týkajících
se webových služeb, standardu DPWS a použitých návrhových vzorů, jednak obsahuje návrh
a popis implementace nástroje. Nástroj zahrnuje klientskou část služby implementovanou
dle Windows Communication Foundation, která komunikuje se službou DPWS. Služba
je implementována pomocí .NET Micro Framework a lze ji spustit v emulátoru ve vývojovém
prostředí. Dosažené výsledky a možnosti dalšího rozšíření jsou zmíněny v závěru práce.
Abstract
The aim of this thesis is a design and implementation of tool for testing and monitoring
of DPWS-based web-services. At first the thesis contains explanations of basic concepts rela-
ted to Web Services, DPWS and used design patterns. Further the thesis contains the design
and tool implementation description. The tool provides a client-side services implemented
by Windows Communication Foundation, which communicates via the DPWS-based ser-
vice. The service is implemented using .NET Micro Framework and can be run in the emu-
lator in the integrated development environment. Obtained results and options for further
extensions are mentioned in conclusion.
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V dnešním světě hrají webové technologie důležitou roli. V posledních letech došlo k mohut-
nému nástupu informačních technologií do několika oblastí lidské činnosti. Vše nasvědčuje
tomu, že tento trend se bude stále rozvíjet. Internetové technologie otevřely bránu několika
novým specifikacím a standardům. Mezi ně patří i webové služby. Webové služby nabízí
uživatelům efektivní a spolehlivou možnost komunikace.
Tato bakalářská práce se zabývá návrhem, implementací a nasazením nástroje pro tes-
tování Profilu webových služeb pro zařízení s omezenými zdroji (anglicky Devices Profile
for Web Services, dále jen DPWS).
Při vývoji služby podle určité specifikace je důležité dodržování vymezených pravi-
del v dané specifikaci. Proto je přítomnost nástroje pro testování webových služeb velice
důležitá. Nástroj, který by se jednoduše připojil k webové službě, provedl testovací případy
a zobrazil zjištěné poznatky.
Kontrola daných pravidel poskytuje vývojářům zpětnou vazbu a pohled na službu z hle-
diska jejich dodržení. Vývojář jednoduše zjistí, zda jeho aplikace odpovídá předepsané spe-
cifikaci, a díky těmto testům může nalézt případné chyby. Bakalářská práce demonstruje
použití testovacího nástroje na typických příkladech použití pro služby standardu DPWS.
Práce je členěna do několika kapitol a podkapitol. Druhá kapitola obsahuje analýzu exis-
tujících nástrojů pro testování webových služeb. Popisuje jejich vlastnosti, činnost a krátké
srovnání s vyvíjeným nástrojem.
Ve třetí kapitole jsou uvedeny a popsány použité technologie implementovaného ná-
stroje. Za zmínku stojí především webové služby, specifikace DPWS, Microsoft .NET vý-
vojová platforma a principy objektově orientovaného programování. Poslední část kapitoly
obsahuje popis použitých vývojových nástrojů.
Čtvrtá kapitola popisuje návrh nástroje. Pro popis statické struktury nástroje bylo
použito diagramu tříd a pro popis chování diagram případů užití.
Pátá kapitola pojednává o implementaci. Jsou zde nastíněny principy a postupy, jakým
způsobem se nástroj implementoval. Kapitola popisuje nástroj po jednotlivých vrstvách
a představuje, jak se nástroj testoval.





Tato kapitole obsahuje popis dostupných nástrojů pro monitorování a testování webových
služeb. Nástrojů existuje celá řada, ale pro analytické účely řešené problematiky byli vybráni
dva zástupci.
2.1 Nástroj SoapUI
Jedním ze zástupců nástrojů je SoapUI1. Nástroj existuje ve dvou verzích, standardní Open
Source verze a profesionální verze vyvíjená společností SmartBear Software. Ukázka uživa-
telského rozhraní je ilustrována na obrázku 2.12.
Nástroj umožňuje uživatelům jednoduše vytvořit a provést sadu několika typů testů.
Tento komplexní testovací nástroj pokrývá funkcionalitu inspekce, vyvolání a simulování
webových služeb. Podporuje několik typů testování webových služeb, jako jsou testy funk-
cionální, zátěžové, bezpečností a také testování shody se standardy.
Pokročilá zpoplatněná verze nabízí uživatelům několik vlastností, které se týkají přede-
vším zlepšení produktivity. Za zmínku stojí například analýza a refaktoring popisů služby,
inspekce zpráv vůči schématu, podpora testování v týmu a integrované hlášení chyb.
Mezi jeho hlavní přednosti patří nabízená škála testované funkcionality a dále také
fakt, že nástroj je multiplatformní. Na rozdíl od vyvíjeného nástroje neposkytuje uživateli
zpětnou vazbu o dodržování specifikace DPWS nebo možnost získat metadata o zařízení.
2.2 Nástroj DPWS Explorer
Další nástroj pro analýzu webových služeb je DPWS Explorer3. Jmenovaný multiplatformní
nástroj poskytuje cennou diagnostiku při vývojovém procesu webových služeb standardu
DPWS.
Disponuje vlastnostmi jako vyhledání služeb, vizualizace metadat a vzoru výměn zpráv.
Umožňuje také volání nebo přijímání operací služeb. Navázané spojení může být plně mo-
nitorované a analyzované. Nástroj vystupuje v roli DPWS klientské aplikace a je založen
na implementaci Java používající rámec pro DPWS služby (anglicky Web Services for De-
vices – Java Multi Edition DPWS Stack, dále jen WS4D – JMEDS).
1Dostupné z http://www.soapui.org/ [27. 4. 2013].
2Dostupný z http://www.soapui.org/About-SoapUI/gallery.html [27. 4. 2013].
3Dostupný z http://ws4d.e-technik.uni-rostock.de/dpws-explorer/ [28. 4. 2013].
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Obrázek 2.1: Ukázka uživatelského rozhraní nástroje SoapUI
Nutno podotknout, že nástroj není tak obsáhlý jako předešlý zmiňovaný SoapUI. Obsa-
huje však parametry nutné pro dostatečnou analýzu služeb typu DPWS. Podporuje aktuální
specifikaci DPWS verze 1.1 i starší specifikaci DPWS2006, která je někdy označována také
jako DPWS verze 1.0.
Protože implementačním jazykem pro nástroj je Java, byla vybrána technologie .NET
jako implementační platforma pro vyvíjený nástroj. Cílem je ukázat implementační mož-




Tato kapitola pojednává o technologiích, které byly použity pro návrh a implementaci
nástroje.
Návrh byl proveden pomocí Unifikovaného modelovacího jazyka (anglicky Unified Mo-
deling Language, dále jen UML). Implementace byla provedena pomocí technologického
řešení od firmy Microsoft. Implementace zahrnuje .NET Framework a .NET Micro Fra-
mework. Webové služby byly implementovány pomocí dalšího řešení od firmy Microsoft,
a to Windows Communication Foundation (dále jen WCF).
3.1 Unifikovaný modelovací jazyk UML
UML je univerzální grafický jazyk pro vizualizaci, specifikaci a navrhování programových
systémů. Velice často je spojován s návrhem a vývojem aplikací pomocí objektově oriento-
vaného modelu.
Pro návrh aplikace byly použity metodiky návrhu pomocí UML. Bylo využito diagramu
případů užití (anglicky Use Case Diagram) pro modelování konkrétních akcí systému a dále
diagram tříd (anglicky Class Diagram) jako výchozí bod pro návrh jádra aplikace.
3.1.1 Diagram případů užití
Modelování případů užití je jednou z forem inženýrských požadavků a skládá se z těchto
aktivit:
• nalezení hranic systému,
• nalezení účastníků systému,
• definování případů užití,
• specifikace případů užití.
Tímto také definuje omezení, pro které účastníky je systém určen. Definuje případy užití
(akce), které smí jednotliví účastníci vykonat, a ve specifikaci případu užití definuje, jaké
podmínky platí pro vykonání daného případu užití [3].
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3.1.2 Diagram tříd
Diagramy tříd popisují grafické znázornění objektů v systému a jejich asociace. Diagramy
tříd představují podle [6] tři důležité konstrukce:
• struktura dědičnosti,
• struktura asociací,
• vztah mezi celkem a částmi.
Diagramy tříd nám pomohou se lépe orientovat ve struktuře dědičnosti a snadno ji
vizualizovat. Pomocí asociační konstrukce popisujeme koncepční vztah týkající se obvykle
modelovaného problému. A poslední konstrukce, vztah mezi celkem a částí, představuje
asociace objektů jako složení (kompozice) a seskupení (agregace).
3.2 Webové služby
Zvyšující se potenciál internetových technologií vedl k nutnosti zavést standardizovanou
komunikaci, která by vedla k odstranění nejednotnosti na úrovni zpráv. Technologii, která by
představovala čistě webovou distribuovanou technologii. Tyto předpoklady splňují webové
služby.
Webové služba jako technologie je charakterizována základními stavebními kameny, mezi
které patří popisy služeb a zprávy. Dalším důležitým faktem u webových služeb je její druhá
generace rozšíření. Mezi typické představitele patří:
• WS-Addressing: pokročilá výměna zpráv,
• WS-Eventing: předplatitel a odběratel,
• WS-Secrity: zabezpečení,
• WS-Policy: použití zásad,
• WS-Discovery: objevení služby.
Uvedené specifikace představují rozšíření základního konceptu webových služeb a po-
skytují webovým službám pokročilejší vlastnosti. Webové služby by neexistovaly bez dalších
specifikací, jejichž nejvýznamnější zástupci jsou uvedeni v následujících podkapitolách [1].
3.2.1 Rozšiřitelný značkovací jazyk XML
Rozšiřitelný značkovací jazyk (anglicky Extensible Markup Language, dále jen XML) vznikl
díky konsorciu W3C. Představuje jazyk, který umožňuje výměnu dat mezi aplikacemi,
určuje formát a strukturu přenášených dat.
Reprezentace dat XML představuje základní část webových služeb. Jazyk XML dal také
vzniknout několika specifikacím. Za zmínku stojí například XML schéma (anglicky XML
Schema Definition, dále jen XSD), které je ve webových službách využíváno pro formulaci
struktury příchozích a odchozích zpráv [1].
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3.2.2 Popis služeb
Jednou ze stěžejních částí webových služeb je veřejné rozhraní. Informace, která přiřazuje
službě identifikační údaje, a schopnost službu volat.
Popis či definice služeb (anglicky Web Services Description Language, dále jen WSDL)
plní výše uvedené předpoklady, protože popisuje koncový bod služby. Zápis je proveden
pomocí XML formátu.
WSDL dokument je organizován do dvou kategorií:
• abstraktní popis,
• konkrétní popis.
Abstraktní popis obsahuje vlastnosti týkající se webové služby a to bez uvedení použité
technologie pro přenos zpráv. Zavádí tak elementy <wsdl:portType>, <wsdl:operation>
a <wsdl:message>.
Abstraktní rozhraní webové služby musí být vždy spojeno s fyzickým protokolem pře-
nosu. Toto spojení ustavuje právě konkrétní popis dokumentu WSDL. Konkrétní popis obsa-
huje popis skutečné technologie. Představuje elementy jako <wsdl:binding>, <wsdl:port>
nebo <wsdl:service>1 [1].
3.2.3 Protokol pro výměnu zpráv
Webové služby požadovaly komunikační formát, který by byl vhodný pro Internet a kom-
patibilní se standardem XML. Všechny služby by měly používat stejný formát a protokol
přenosu. Formát, který je platformě a jazykově nezávislý [1].
Komunikační protokol pro výměnu zpráv (anglicky Simple Object Access Protocol, dále
jen SOAP) splňuje výše uvedené požadavky a stal se standardním protokolem přenosu pro
výměny zpráv ve webových službách2. Mezi jeho další přednosti patří to, že je flexibilní
a vysoce rozšiřitelný.
Struktura SOAP je poměrně jednoduchá. Hlavním elementem je obálka, v kódu značená
jako <soap:Envelope>. Tento element říká, že se jedná o SOAP dokument. Obálka také od-
povídá za uložení dalších částí, jako je hlavička <soap:Header> a tělo zprávy <soap:Body>3.
Hlavička je oblastí pro uchování metadat a výchozím bodem pro implementaci řady rozšíření
jak, je uvedeno v podkapitole 3.2.4. V těle zprávy je uložen obsah zprávy, který je běžným
formátovaným dokumentem XML [13].
3.2.4 Druhá generace rozšíření webových služeb
Druhá generace rozšíření webových služeb (dále jen WS-*) je rozšíření základního konceptu
webových služeb, který je reprezentovaný jazykem WSDL a protokolem SOAP.
Tato kapitola definuje klíčové koncepty WS-*, které se týkají řešené problematiky a hrají
nemalou roli při testování webových služeb standardu DPWS.
1 Pro výše uvedené elementy dokumentu WSDL platí použití jmenného prostoru
http://schemas.xmlsoap.org/wsdl/ pod prefixem wsdl.
2Dostupný z http://www.w3.org/2003/05/soap-envelope/ [20. 4. 2013].
3 Pro výše uvedené elementy dokumentu SOAP platí použití jmenného prostoru
http://www.w3.org/2003/05/soap-envelope/ pod prefixem soap.
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WS-Addressing
Specifikace WS-Addressing4 poskytuje adresovací funkce. Tento koncept přispívá k auto-
nomní výměně zpráv, protože zpráva obsahuje všechny informace pro přenos, a stává se tak
nezávislou jednotkou komunikace.
Specifikace zavádí dva důležité koncepty. Prvním konceptem je reference koncových
bodů. Tento koncept nabízí standardizované prostředky identifikace instance webové slu-
žby. Druhým konceptem jsou hlavičky s informacemi o zprávách. Ty přidávají vlastnosti
ke zprávě, a poskytují tak sémantiku interakce přijímacím službám [1].
Na obrázku 3.1 je uveden ukázkový konstrukt hlaviček s informacemi o zprávách. Do hla-
vičky dokumentu SOAP, jehož struktura je popsána v kapitole 3.2.3, jsou přidány následující
elementy:
• <wsa:Action>: akce, která se provede při zpracování hlavičky,
• <wsa:MessageID>: unikátní identifikátor zprávy používaný ke korelačním účelům,
• <wsa:To>: adresa koncového bodu pro doručení aktuální zprávy,























Obrázek 3.1: Ukázkový konstrukt hlavičky s informacemi o zprávách – odpověď od služby
4Dostupný z http://www.w3.org/2005/08/addressing/ [20. 4. 2013].
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Popis dalších elementů, jako je například <wsa:ReplyTo> nebo <wsa:FaultTo>5, je uve-
den ve specifikaci WS-Addressing.
Tato specifikace je základním stavebním kamenem pro další specifikace WS-*. Adre-
sování se používá například při WS-Policy6(použití zásad) nebo WS-MetadataExchange7
(výměna metadat).
WS-Discovery
Další specifikace WS-Discovery8 umožňuje klientským aplikacím objevit služby a servero-
vým aplikacím sebe sama prezentovat na síti.
Na rozdíl od běžné komunikace webových služeb, která probíhá pomocí protokolu HTTP
nad vrstvou TCP, využívá tento princip protokol UDP. Specifikace totiž definuje rozesílání
multicastových zpráv pro lokalizaci služeb na síti.
Jeden z typických scénářů objevení služeb je dvojice Probe a ProbeMatch. Klientská
aplikace odešle žádost Probe s parametry hledané služby. Služba, která se shoduje s para-
metry, odpoví zprávou ProbeMatch i s dalšími informacemi o službě.
Na obrázku 3.2 je ilustrován příklad Probe zprávy použitý z [19]. Klíčovým prvkem
zprávy je element <wsa:Action>, který identifikuje zprávu jako typ Probe, a element
<wsd:Types>9, který obsahuje typ hledaného zařízení. Lze si všimnout, že zpráva obsa-
huje elementy specifikace WS-Addressing, která byla popsána v kapitole 3.2.4.
Mezi výhody použití WS-Discovery patří například: interoperabilita klientských a ser-
verových služeb implementující WS-Discovery, přidání větší flexibility při práci s webovými
službami a vyhledávání služeb podle několika kritérií [20].
WS-Eventing
Specifikace WS-Eventing10 zavádí model výměny zpráv zaměřený na události. Komunikace
probíhá podle vzoru Uveřejni-a-odebírej (anglicky Publish and Subscribe).
Princip specifikace spočívá v upozornění na určité události. Pokud se vyskytne událost
týkající se určité služby, všechny další klientské služby, které projevily zájem o tuto událost,
budou následně o této skutečnosti upozorněny.
Specifikace definuje nové role služeb jako předplatitel nebo vydavatel. Předplatitel pro-
jevuje zájem o události a vydavatel garantuje odesílání událostí. Specifikace dále určuje nové
typy žádostí související s předplatným jako Subscribe, Unsubscribe nebo GetStatus [1].
3.2.5 Profily zařízení pro webové služby DPWS
Profily zařízení pro webové služby DPWS jsou podle [17] profily webových služeb pro síťové
zařízení s omezenými zdroji. Jako příklad lze uvést mobilní zařízení, tiskárny nebo skenery.
Těmto zařízením umožňuje specifikace DPWS11 detekovat, zpozorovat a vyvolat funkcio-
nality webových služeb.
5 Pro výše uvedené elementy platí použití jmenného prostoru http://www.w3.org/2005/08/addressing/
pod prefixem wsa.
6 Dostupný z http://www.w3.org/ns/ws-policy [3. 5. 2013].
7 Dostupný z http://www.xmlsoap.org/ws/2004/09/mex/ [3. 5. 2013].
8Dostupný z http://docs.oasis-open.org/ws-dd/ns/discovery/2009/01 [20. 4. 2013].
9 Pro výše uvedené elementy platí použití jmenného prostoru http://docs.oasis-open.org/ws-
dd/ns/discovery/2009/01 pod prefixem wsd.
10Dostupný z http://schemas.xmlsoap.org/ws/2004/08/eventing/ [20. 4. 2013].
























Obrázek 3.2: Ukázka SOAP dokumentu demonstrující použití Probe zprávy
Co se týče webových služeb, jsou profily chápány jako sada pokynů jak použít webové
služby vzhledem k jejich účelu. Při implementaci webové služby umožňují výběr z několika
reprezentací zprávy, kódování textu a transportních protokolů. Určením několika pokynů
vzniká profil, který zajistí interoperabilitu mezi službami. Výše jmenovaný standard DPWS
patří právě mezi zástupce profilů webových služeb.
Specifikace DPWS je založena na existujících standardech a specifikacích. Jako příklad
můžeme jmenovat technologii XML, WSDL, SOAP, XSD. Mezi zástupce druhé generace
rozšíření webových služeb patří specifikace WS-Addressing, WS-Discovery, WS-Eventing,
WS-policy a další. Na obrázku 3.312 jsou uvedeny všechny zahrnuté specifikace ve standardu
DPWS.
Zařízení na tomto standardu tvoří architekturu klient – server. Ovšem podle správné
terminologie označujeme serverové aplikace jako služby. Zařízení totiž vystupují v rolích
klienta, služby nebo obou zároveň.
Klientské aplikace odesílají žádosti a přijímají odpovědi. Služby přijímají žádosti a ode-
sílají odpovědi jednomu nebo více příjemcům. Zařízení je význačný druh služby, které může
hostit jednu nebo více služeb. Platí zde vztah, že hostované služba má vždy jednoho hosti-
tele. Ukázka architektury je vyobrazena na obrázku 3.413.
12Dostupný z http://trac.e-technik.uni-rostock.de/projects/ws4d-gsoap/doxygen/stable/html/DPWS-
ProtocolStack.png [28. 4. 2013].
13Dostupný z http://i.msdn.microsoft.com/dynimg/IC215632.jpg [27. 4. 2013].
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Obrázek 3.3: Přehled protokolů standardu DPWS
Obrázek 3.4: Jednoduchá ukázka architektury standardu DPWS
3.3 Microsoft .NET Framework
Microsoft .NET Framework je platforma pro vývoj a provoz aplikací. .NET Framework
nabízí vývojářům lepší možnosti jak vyvíjet aplikace. Zásadními komponentami jsou přede-
vším společný jazykový běhový modul (anglicky Common Language Runtime) a Knihovna
tříd rámce .NET (anglicky Framework Class Library, dále jen FCL). Společný jazykový
běhový modul poskytuje virtuální prostředí pro hostování řízených aplikací a knihovna tříd
rámce .NET poskytuje objektově orientované rozhraní (anglicky Application Programming
Interface) pro vyvíjené aplikace s nepřeberným množstvím funkcí [7].
.NET Framework se dělí na několik dílčích částí. Použité rámce jsou uvedeny v násle-
dujících podkapitolách.
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3.3.1 Microsoft .NET Micro Framework
Microsoft .NET Micro Framework14(dále jen NETMF) je účinné a flexibilní vývojové pro-
středí pro tvorbu vestavěných aplikací pro zařízení s omezenými zdroji. Framework je vydán
pod licencí Apache License 2.0.
Mezi podstatné benefity patří skutečnost, že nepodporuje plnou implementaci .NET
framework a omezuje se jen na nutné minimum tříd FCL. Podporuje vývoj pomocí jazyků
C# a Visual Basic .NET. Obsahuje implementace funkcí pro jednoduché grafické rozhraní
Windows Presentation Foundation (dále jen WPF) a také implementaci webových služeb.
Vývojové prostředí Microsoft Visual Studio poskytuje také Emulátor NETMF. Emulátor
představuje testovací prostředí před nasazením aplikace na hardware [11].
3.3.2 Windows Forms
Windows Forms (dále jen WF) je jedna z možností tvorby desktopového uživatelského roz-
hraní. Umožňuje vytvořit formuláře, do kterých programátor přidá různé ovládací prvky,
doplní parametry a vytvoří zpracování událostí. Škála nabídky ovládacích prvků je bo-
hatá – přes základní tlačítka, textová pole nebo dialogová okna až k pokročilým logovacím
a datovým prvkům [15].
3.3.3 Windows Communication Foundation
WCF je programovací model pro tvorbu distribuovaných aplikací a servisně orientovaných
aplikací. Umožňuje vytvářet aplikace bezpečně a spolehlivě napříč spektrem různých plat-
forem. Slučuje valnou většinu dřívějších technologií určených pro komunikaci. Za zmínku
stojí například webové služby nebo .NET remoting [14].
3.4 Objektově orientované programování
Mezi výhody objektově orientovaného přístupu patří opakovaná použitelnost, spolehlivost,
robustnost, rozšiřitelnost a distribuovanost. Tento přístup je základním stavebním blokem
pro tvorbu moderního softwaru. Mezi základní koncepty objektově orientovaného progra-







Při návrhu programů dochází k obecně se opakujícím problémům. Návrhové vzory (anglicky
Design Patterns) poskytují popis řešení problému.
14Dostupný z http://www.netmf.com/ [10. 3. 2013].
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Obrázek 3.5: Modelová ukázka diagramu tříd pro návrhový vzor Composite
Návrhové vzory nepředstavují úplnou implementaci jak tento problém řešit, nýbrž po-
skytují popis, přesněji řečeno předlohu, jak vyřešit daný problém. Předloha se posléze za-
komponuje do celkového návrhu.
Obecně se návrhové vzory rozdělují do tří skupin:
• vytvářecí návrhové vzory (anglicky Creational Patterns),
• strukturální návrhové vzory (anglicky Structural Patterns),
• návrhové vzory týkající se chování (anglicky Behavioral Patterns).
První skupina vytvářecích návrhových vzorů, jak již název napovídá, se zabývá problémy
s vytvářením objektů. Druhá skupina strukturálních návrhových vzorů se týká možností
kompozice tříd a dalších komponent. Poslední skupina, návrhové vzory týkající se chování,
řeší spolupráci či komunikaci mezi objekty.
Návrhové vzory přispívají ke zrychlení vývojového procesu a k lepší čitelnosti zdrojového
kódu nejen pro vývojáře. Jeden z mála požadavků pro použití návrhových vzorů je znalost
OOP a souvisejících paradigmat [8].
V následujících kapitolách jsou uvedeny návrhové vzory podle [8], které byly využity
při návrhu nástroje.
3.5.1 Návrhový vzor Composite
Návrhový vzor Composite patří do skupiny strukturálních návrhových vzorů. Zabývá se pro-
blémem jak sestavit hierarchii objektů do stromové struktury.
Pro své účely zavádí dva typy objektů. Prvním typem je jednoduchý a druhým typem
složený objekt. Z hlediska terminologie stromové struktury lze považovat jednoduché ob-
jekty za listy a složené objekty za uzly stromové struktury. Výhodou tohoto návrhového
vzoru je jednotný přístup k oběma typům objektů a možnost vytváření rekurzivní kompo-
zice.
Jako modelový příklad můžeme jmenovat souborový systém, kde každý adresář může
obsahovat soubory (listy) i další adresáře (uzly). Na obrázku 3.515 je znázorněn ilustrační
diagram tříd.
15Dostupný z http://sourcemaking.com/files/sm/images/patterns/Composite.gif [3. 5. 2013].
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Obrázek 3.6: Modelová ukázka diagramu tříd pro návrhový vzor Strategy
3.5.2 Návrhový vzor Strategy
Návrhový vzor Strategy je členem skupiny návrhových vzorů týkajících se chování. Zapouz-
dřuje rodinu algoritmů nebo objektů a tvoří je zaměnitelnými, aby se výběr algoritmů mohl
uskutečnit za běhu programu. Ukázkový diagram tříd je uveden na obrázku 3.616.
Veškeré implementační detaily jsou obsaženy v odvozených třídách, které dědí společné
vlastnosti od rodičovské třídy zvané Strategy. Velkou výhodou tohoto vzoru je libovolné
přidání odvozené třídy bez dopadu na okolní implementaci nebo libovolná změna kódu
v odvozené třídě.
3.5.3 Návrhový vzor Observer
Návrhový vzor Observer, česky také Pozorovatel, je stejně jako návrhový vzor Strategy
členem skupiny vzorů týkajících se chování. Definuje závislost mezi sledovaným objektem
a jeho pozorovateli.
Jeho princip spočívá ve změně stavu objektu, v této problematice označován jako
Subject. Objekt o této skutečnosti informuje všechny pozorovatele, kteří projevili zájem.
Pozorovatel je označován jako Observer.
Návrhový vzor je vhodný pro příklady užití typu zaznamenávání logovacích informací.
Ilustrační obrázek 3.717 představuje typický diagram tříd pro návrhový vzor Observer.
3.6 Testování
Testování aplikací či služeb lze považovat za výzkum kvality testovaného produktu. Po-
jednává o hledání případných nedostatků v programu, ověření daných pravidel nebo sběru
dat o finálním produktu. Má své zastoupení i v životním cyklu softwaru, kde v některých
případech zastupuje zajišťování kvality.
Mezi vybrané typy testování, vztahující se k dané problematice testování webových
služeb, patří:
• Funkcionální testování (anglicky Functional Testing),
16Dostupný z http://sourcemaking.com/files/sm/images/patterns/Strategy .gif [3. 5. 2013].
17Dostupný z http://sourcemaking.com/files/sm/images/patterns/Observer.gif [3. 5. 2013].
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Obrázek 3.7: Modelová ukázka diagramu tříd pro návrhový vzor Observer
• Regresní testování (anglicky Regression Testing),
• Testování shody se standardy (anglicky Conformance Testing),
• Zátěžové testování (anglicky Load Testing).
3.6.1 Funkcionální testování
Funkcionální testování, testování typu černá skříňka, probíhá na následujícím principu. Tes-
tovanému programu jsou předložena vstupní data a validují se data výstupní. Implementace
testovaného programu je ovšem skryta, jsou známy jen operace a jejich argumenty.
3.6.2 Regresní testování
Dalším typem testování softwaru je regresní testování. Tento typ testování hraje důležitou
roli ve vývojovém procesu softwaru.
Pokaždé pokud modifikujeme program, zde je myšleno opravení chyby nebo přidání
další funkcionality, měli bychom vytvořit regresní testy. Zajišťují totiž nejenom ověření
správnosti nové modifikace, ale i kontrolu, že nová modifikace nebude propagovat chyby
do již otestovaných komponent. Regresní testy kontrolují postranní efekty [12].
3.6.3 Testování shody se standardy
Testování shody se standardy, také známo z anglického ekvivalentu Conformance Testing,
patří do typu testování, kdy se produkt validuje vůči standardům. Specifikace kladou na vý-
vojáře určité požadavky vůči standardu. Tyto požadavky jsou posléze testovány pomocí
těchto testů.
Jako příklad mohu uvést požadavek ze specifikace DPWS na adresu koncové služby.
Služba má totiž předepsanou povolenou délku adresy. Testování shody se standardy umožní
vytvořit test na dodržení výše jmenovaného požadavku [2].
3.6.4 Zátěžové testování
Zátěžové testování si klade za cíl zjistit chování produktu v reálném provozu.
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Služby by měly být optimalizované pro současný přístup velkého počtu uživatelů. Něk-
teré chyby vyjdou najevo až při ostrém provozu, kdy službu využívá mnoho uživatelů. Tyto
testy nám poskytují prostředky pro zjištění těchto skutečností a simulovat provoz reálného
prostředí [18].
3.7 Vývojové nástroje
Při práci na návrhu a implementaci byly použity primárně tyto vývojové nástroje:
3.7.1 Microsoft Visual Studio 2012
Z dílen firmy Microsoft pochází vývojové prostředí Microsoft Visual Studio 2012. Je to kom-
plexní balíček technologických řešení pro vývoj webových aplikací, desktopových aplikací,
webových služeb a dalších.
Vývojové prostředí obsahuje mnoho funkcionality. Přichází s výkonnými nástroji, které
zjednodušují celý proces vývoje aplikace. Nabízí prostředky pro správu databáze, ladění
a diagnózu, aplikování při vývoji softwaru etapy životního cyklu, vizualizační datové struk-
tury a v neposlední řadě i testovací a modelovací nástroje.
Další výhodou, která byla využita při tvorbě bakalářské práce, je dostupná tvorba di-
agramu tříd pomocí tohoto vývojového prostředí. Reflektuje totiž změny v návrhu přímo
do implementovaného kódu a naopak.
Pro vývoj aplikace bylo použito Microsoft Visual Studio 2012 Professional verze 11.
Ukázka uživatelského rozhraní vývojového prostředí je uvedena na obrázku 3.8.
3.7.2 Subversion
Verzovací systém Subversion18(dále jen SVN) slouží pro správu zdrojových kódů. Veškeré
zdrojové kódy se ukládají do tzv. repozitáře, což je centrální místo pro uložení hlavní
kopie zdrojových kódů. Do repozitáře se ukládají veškeré soubory spolu s metadaty, která
jakýmkoliv způsobem přispívají řešení k projektu.
Mezi výhody patří síťový přístup k repozitáři a integrace s různými vývojovými pro-
středími, mezi ně patří i Microsoft Visual Studio [5]. Pro účely bakalářské práce se tento
verzovací systém použil pro správu zdrojových kódů nástroje i zdrojových kódů bakalářské
práce, která se tvořila pomocí systému LATEX.
3.7.3 Visual Paradigm for UML 9.0
Visual Paradigm for UML 9.019 je profesionální grafické studio pro tvorbu diagramů. Studio
podporuje standard UML spolu s dalšími standardy. Pro účely bakalářské práce byla využita
komunitní verze pro tvorbu diagramu případů užití.
18Dostupný z http://subversion.apache.org/ [3. 5. 2013].
19Dostupný z http://www.visual-paradigm.com/product/vpuml/editions/community.jsp [4. 5. 2013].
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Nástroj pro testování webových služeb standardu DPWS byl navrhován s ohledem na tyto
základní požadavky:
• umožnit vývojářům sledovat komunikaci služeb,
• volat dané služby,
• zobrazovat odpovědi,
• poskytnout zpětnou vazbu na dodržení standardu DPWS.
4.1 Diagram případů užití
Jaké vlastnosti představuje diagram případů užití bylo popsáno v kapitole 3.1.1. V této
podkapitole je podrobně popsán návrh nástroje pomocí diagramu případů užití, který zobra-
zuje, jaké akce a kteří účastníci mohou interagovat s navrhovaným nástrojem. Na obrázku
4.1 je uveden navrhovaný diagram případů užití.
Protože se jedná o jednoduchou klientskou aplikaci, diagram případů užití obsahuje jed-
noho účastníka a to právě klienta, který s danou aplikací pracuje. Nutno dále poznamenat,
že pro účely testovacího nástroje byly zavedeny tyto organizační jednotky:
• projekt (třída Project),
• testovací sada (třída TestSuite),
• testovací případ (třída Test).
Další informace o výše uvedené struktuře jsou uvedeny v kapitole 5, zabývající se imple-
mentací.
Navrhovaný diagram případů užití obsahuje tyto konkrétní případy užití:
• Přidat testovanou službu: umožní uživateli na základě parametrů či popisu služby
WSDL přidat službu na následné otestování
• Zadat vstupní data službě: na základě vstupní operace služby umožní uživateli
zadat data, která se odešlou testované službě
• Sledovat komunikaci služby: poskytnout uživateli informace o průběhu komuni-
kace a dále zobrazit odeslané a přijaté zprávy
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Obrázek 4.1: Diagram případů užití pro testovací nástroj
• Zadat parametry testování: zprostředkuje uživateli zadat informace týkající se prů-
běhu, typu nebo parametrů testování
• Zobrazit výsledky testování: zobrazí uživateli výsledek testování, zda uspěl nebo ne
a v takovém případě zobrazit informace o způsobené chybě
• Uložit výsledky testování: umožní uživateli uložit aktuální stav testování v podobě
konfiguračních nebo logovacích souborů
• Spustit testování: umožní, aby na základě zvolených parametrů testování uživatel
spustil testovací proces, který zprostředkuje komunikaci s testovanou službou
• Definovat projekt: umožní uživateli vytvořit nový nebo nahrát z konfiguračního
souboru projekt pro testování
• Definovat testovací sadu: umožní uživateli vytvořit novou nebo nahrát z konfigu-
račního souboru již vytvořenou testovací sadu pro otestování
• Definovat testovací případ: umožní uživateli vytvořit nový nebo nahrát z konfi-
guračního souboru již vytvořený testovací případ
Detaily případů užití jsou uvedeny v příloze C.
4.2 Diagram tříd
V této podkapitole je podrobně popsán návrh nástroje pomocí diagramu tříd, který popisuje
asociace mezi objekty nástroje. Úplný diagram tříd je uveden na obrázku 4.2. Vzhledem
k svému rozsahu jsou v následujících odstavcích uvedeny popisy jednotlivých částí diagramu.
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Obrázek 4.2: Návrh diagramu tříd pro implementovaný nástroj
První a nejdůležitější částí je ta část, která vychází z návrhového vzoru Composite.
Jak je uvedeno v kapitole 3.5.1, definuje totiž stromovou strukturu mezi třídami Project,
TestSuite a Test, jež představují organizační jednotky nástroje. Výše jmenovaný návr-
hový vzor byl upraven tak, aby vyhovoval potřebám nástroje. Byla odstraněna možnost
rekurzivní kompozice a dána pevná struktura v podobě výše uvedených tříd.
Další část diagramu se týká problematiky testovacích případů, konkrétně jejich roz-
dílných implementací. Každý testovací případ bude zkoumat jinou problematiku než mají
ostatní. Jednoduché přidání nových implementací a uniformní vytváření testovacích případů
patří mezi zásadní požadavky. Návrhový vzor Strategy, který je popsán v kapitole 3.5.2,
poskytuje řešení pro tento problém. Abstraktní třída TestStrategy poskytuje rozhraní pro
jednotlivé implementace, které se nachází v odvozených třídách. Pro ilustraci jsou uvedeny
na diagramu 4.2 tři modelové třídy implementací TestCase1, TestCase2 a TestCase3.
Třída TestStrategy je ještě zakomponována do třídy Test (testovací případ).
Jedním z požadavků na nástroj, bylo umožnit vývojářům sledovat komunikaci služeb.
Pro tyto účely je vhodný mechanismus zaznamenávání a upozornění na vzniklé události.
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Nástroj by tak ihned upozornil na vzniklou událost. Návrhový vzor Observer disponuje
těmito vlastnostmi a představuje další důležitou část diagramu tříd. Definuje pozorovatele,
v našem případě třídu Description, a sledovaný předmět události, třídu Subject. Návr-
hový vzor přidává dále možnost modelování různých typů sledovaných předmětů. Díky této
vlastnosti třída LogError udává chybu a LogWarning představuje varování. Úplný výčet
tříd odvozených ze třídy Subject je uveden na obrázku 4.2.
Poslední část se týká asociace klientské části služby, třídy Services, s celým nástro-
jem.Spojovacím uzlem mezi nimi je třída ServiceFragment, která obsahuje různé parame-




Tato kapitola se zabývá implementačními záležitostmi. Popisuje také důvody, proč se ná-
stroj implementoval v podobě třívrstvé architektury aplikace, skládající se z prezentační
vrstvy, vrstvy aplikační logiky a datové vrstvy. Na obrázku 5.11 je ilustrováno uspořádání
těchto vrstev. Jaké principy byly použity pro otestování funkčnosti nástroje, je uvedeno
na konci kapitoly.
Obrázek 5.1: Uspořádání vrstev třívrstvé aplikační architektury
Řešení se implementovalo pomocí dostupných technologických nástrojů Microsoft .NET
Framework, popsaných v kapitole 3.3. Jedním z klíčových parametrů výběru této technologie
byla obsáhlá dokumentace2 a podpora specifikace DPWS s příslušnými knihovnami3.
1Dostupný z http://mahajanchandan.blogspot.cz/2012/08/inversion-of-control-in-3-layer.html
[4. 5. 2013].
2Dostupná z http://msdn.microsoft.com/library/default.aspx [10. 3. 2013].
3Dostupná z http://msdn.microsoft.com/en-us/library/dd170128.aspx [10. 3. 2013].
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5.1 Architektura aplikace
Jak již bylo zmíněno, pro vývoj byla použita třívrstvá aplikační architektura. Vícevrstvé
aplikace disponují vlastnostmi jako lepší udržovatelnost, škálovatelnost a podpora práce
v týmu [4]. V prostředí .NET reprezentuje vrstva převážně projekt v implementovaném
řešení.
5.1.1 Prezentační vrstva
Prezentační vrstva (anglicky Presentation Layer) je vrstvou uživatelského rozhraní. Ob-
sahuje hlavní formulář spolu s ovládacími prvky. Výhodou oddělení prezentační vrstvy je
možná změna uživatelského rozhraní bez dopadu na spodní vrstvy aplikace. Pro nástroj
bylo zvoleno grafické uživatelské rozhraní WF, uvedené v kapitole 3.3.2, kterému náleží
jmenný prostor System.Windows.Forms.
Při návrhu uživatelského rozhraní se kladl důraz na přívětivé ovládání nástroje a zřetel-
nou organizaci. Ukázka uživatelského rozhraní je uvedena na obrázku 5.2. Celé uživatelské




Obrázek 5.2: Ukázka uživatelského rozhraní nástroje
Navigátor, nacházející se v levé horní části hlavního formuláře, zobrazuje organizač-
ní jednotky nástroje. K tomuto účelu byl použit ovládací prvek stromového zobrazení
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TreeView. Umožňuje nejen zobrazit jednoduchou strukturu, ale i definovat vykreslení vlast-
ních ikon a kontextových menu. Ukázka kontextového menu je ilustrována na obrázku 5.3.
Navigátor je hlavním prvkem pro ovládání nástroje. Pomocí něho uživatelé vytváří, načítají
a ukládají organizační jednotky a v neposlední řadě i spouštějí proces testování. Pro lepší
ovládání bylo implementováno rozšíření tzv. Drag and drop, které podporuje přesun prvků
stromové struktury pomocí táhnutí myši. Toto řešení bylo inspirováno příspěvkem [9].
Obrázek 5.3: Ukázka asociace kontextového menu s testovací sadou
Část uživatelského rozhraní, která se týká vlastností testování, se nachází v levém dolním
rohu formuláře. Obsahuje parametry týkající se testovacího procesu jako logování, datum
vytvoření, datum posledního spuštění a počty provedení. K tomuto účelu byl použit ovládací
prvek PropertyGrid, protože poskytuje jednoduché napojení k organizační jednotce.
Postranní panel obsahuje záložky Informace a Deník. Záložka Informace obsahuje detaily
o testovacím případu nebo sadě z pohledu testované služby. Poskytuje adresu služby, infor-
mace ke specifikaci DPWS a další nutné parametry. Záložka Deník, ilustrovaná na obrázku
5.4, poskytuje uživateli informace o sledování komunikaci služby a o průběhu testování.
Uživatel má možnost si zvolit, jaké informace si přeje zobrazit u konkrétních organizačních
jednotek.
Deník je implementovaný pomocí ovládacího prvku ReportViewer. Navázání dat zde
probíhá přes prvek DataSet, kde se definuje struktura sady. Mezi hlavní důvody použití
deníku jako prvku ReportViewer patří export dat do několika formátů, vyhledávání textu
v událostech a v případě dlouhého záznamu i možnost stránkování.
5.1.2 Vrstva aplikační logiky
Vrstva aplikační logiky (anglicky Business Layer) má za úkol validovat a kontrolovat konzis-
tentnost. Představuje jádro celé aplikace nacházející se mezi vrstvou prezentační a datovou.
Výsledný diagram tříd vychází z návrhu, který se nachází na obrázku 4.2. Při imple-
mentaci byly použity stejné návrhové vzory jako z výše uvedeného návrhu. Vrstva aplikační
logiky tento návrh dále rozšiřuje o další třídy a přidává k nim další funkcionalitu. Úplný
diagram tříd pro vrstvu aplikační logiky se nachází na CD příloze.
Jedna z částí diagramu užití, jak je uvedena na obrázku 5.8, se týká zavedení organi-
začních jednotek v nástroji. Jak již bylo uvedeno v kapitole 4.1, první jednotkou je projekt.
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Obrázek 5.4: Ukázka zápisu událostí pomocí prvku ReportViewer
Představuje hlavní organizační jednotku a sdružuje v sobě testovací sady. Umožňuje nasta-
vení parametrů logování a možnost provedení procesu testování.
Podřadnou organizační jednotkou projektu je testovací sada. Může dále obsahovat testo-
vací případy, umožňuje nastavení parametrů logování, možnost asociace s webovou službou
a spuštění procesu testování. Asociace s testovací sadou byla zvolena z toho důvodu, že
některé testovací případy nutně nepotřebují ustavit komunikaci se službou.
Poslední organizační jednotkou jsou testovací případy zastoupené třídou Test. Testovací
případy v sobě zapouzdřují implementaci testů. Umožňují nastavení typu testu, příznaku
ignorování, příznaku vykonávání a určení úrovně logování.
Obecně lze rozdělit testovací případy do dvou kategorií:
• vlastní testovací případy,
• definované testovací případy.
Vlastní neboli uživatelské testovací případy, zastoupené třídou TestOwn, slouží pro za-
dání dotazu službě a porovnávání odpovědi od služby. Umožňují tak testování funkcionální
a regresní. Zato předem definované testovací případy umožňují testování shody se standardy.
Definují vazbu mezi verzí specifikace, její sekcí a konkrétním požadavkem specifikace.
Všechny výše uvedené organizační jednotky obsahují dále ještě obecné parametry. Týkají
se počtu úspěšných, chybových nebo varovných provedení testování.
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Mezi první rozšiřující funkcionalitu patří statická třída Rules. Obsahuje veškerá pra-
vidla a podmínky týkající se nástroje, jinými slovy nastavení. Poskytuje výchozí hodnoty
parametrů, validní nastavení hodnot nebo ověřování typů. Důvod, proč se zavedla tato
třída, je oddělení nastavení nástroje od samotného návrhu aplikace. Tím pádem je možné
provádět jednoduché změny neovlivňující celkový návrh. Další statická třída appStrings
obsahuje všechny řetězcové konstanty pro použití v programu.
Abstraktní třída Logger, znázorněna na obrázku 5.5, představuje mezičlánek mezi vznik-
lou událostí na straně nástroje a uživatelským rozhraním. Zjistí zdroj, typ a zprávu události
a všechny tyto informace předá pro další zpracování.
Obrázek 5.5: Třída pro zaznamenávání logovacích informací
Při implementaci se kladl důraz na možné přidání dalších testovacích případů. Vytváření
instancí testovacích případů se proto děje pomocí metody Activator.CreateInstance.
Na základě řetězcové konstanty vytvoří patřičný testovací případ.
Testovací nástroj bylo nutné asociovat s testovanou službou. Pro tyto účely obsahuje
vrstva aplikační logiky klientskou část webové služby, která se nachází ve třídě Services.
Způsob asociace je uveden na obrázku 5.6. Tato třída zajišťuje volání operací služby a dále
poskytuje parametry zaznamenané během komunikace. Tyto parametry se uloží do objektu
ServiceFragment a jsou poskytnuty nástroji pro analýzu.
Nástroj vystupuje v roli klientské části služby, která je implementována pomocí WCF.
Obsahuje metody pro objevení služby na bázi specifikace WS-Discovery a metody pro za-
volání operace sledované služby. Pro objevení služby se používá z jmenného prostoru Sys-
tem.ServiceModel.Discovery metody třídy DiscoveryClient, kterým se zadají kritéria
hledané služby. Volání operací služeb se děje pomocí rozhraní Proxy klientské části slu-
žby, které bylo vygenerováno pomocí nástroje Svcutil.exe. Nástroj se nachází v adresáři
Windows SDK.
Analýza zpráv se provádí pomocí vlastní třídy MyInspector, která dědí metody z roz-
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Obrázek 5.6: Ukázka asociace mezi testovací sadou a sledovanou službou
hraní IClientMessageInspector. Zjištěné údaje se uloží do objektu ServiceFragment,
aby byly dostupné na analýzu.
Proces testování je spuštěn v novém vlákně za pomocí třídy Thread z jmenného prostoru
System.Threading. Pro každou testovací sadu se ustaví komunikace mezi sledovanou služ-
bou a zaznamenají se určité parametry pro analýzu. Spouštění testovacích případů probíhá
poté popořadě, jak jsou uvedeny v navigátoru.
Jak probíhá analýza, si můžeme ukázat na konkrétním testovacím případu. Jedná se o pří-
pad testu shody se standardy, který kontroluje velikost obálky SOAP Envelope. Nachází se
ve specifikaci DPWS verze 1.1 v sekci 2.4 a náleží mu číslo požadavku R0003. V implemento-
vaném nástroji se nachází ve třídě TestSoapEnvelopeReq. Po spuštění testovacího případu
metodou RunTest se případu předá instance třídy ServiceFragment s daty na analýzu.
Z tohoto objektu si metoda abstrahuje data potřebná pro vykonání testu. V tomto případě
je to SOAP zpráva odeslaná službě. Zkontroluje její velikost, aby nepřekračovala povolený
limit daný specifikací, a předá hlášení o výsledku.
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5.1.3 Datová vrstva
Datová vrstva (anglicky Data Access Layer) vykonává akce, které manipulují s daty. Typic-
kými představiteli jsou funkce typu ulož, aktualizuj, vymaž nebo získej. V našem případě
se vrstva použila pro ukládání a načítání konfiguračních souborů. Další informace o konfi-
guračních souborech jsou uvedeny v podkapitole 5.1.3.
Diagram tříd pro datovou vrstvu, uveden na obrázku 5.7, vychází z návrhového vzoru
Composite, který je použit také ve vrstvě aplikační logiky. Jediným rozdílem je použití
několika rozhraní, například IDalSet nebo IDalGetProject. Opodstatnění použití rozhraní
vyjde najevo při implementaci jiné formy uložení konfiguračních souborů, lze jmenovat
například soubory CSV. Postačí implementovat nové metody definované v rozhraní, aniž
bychom měnili implementaci ostatních vrstev aplikace. Úplný diagram tříd pro datovou
vrstvu se nachází na CD příloze.
Komunikace mezi vrstvami probíhá předáním struktury Configuration, která obsahuje
data získaná z konfiguračních souborů. Struktura vychází z rozhraní IConfiguration. Třída
dalRules definuje pravidla a omezení pro ukládání nebo načítání konfiguračních souborů.
Obrázek 5.7: Diagram tříd pro datovou vrstvu aplikace
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Konfigurační soubory
Pro snadnou práci s nástrojem byla do aplikace přidána podpora uložení stavu testování
služeb do konfiguračního souboru. Nástroj umožňuje uložit projekt, testovací sadu i tes-
tovací případy. Konfigurační soubory jsou ukládány ve formátu XML za použití knihoven
System.Xml.
Před samotným uložením a načtením souboru je konfigurační soubor validován oproti
XSD schématu za použití knihovny System.Xml.Schema. Tímto krokem eliminujeme pří-
padné chyby při práci s konfiguračními soubory. Ukázkový příklad konfiguračního souboru
je uveden v příloze D. Ukázky konfiguračních souborů spolu s přiloženým XSD schématem
jsou přiloženy na CD příloze.
5.2 Testování aplikace
Pro ověření funkčnosti byla aplikace dostatečně otestována. Bylo pro tyto účely vytvořeno
několik testů spadajících do kategorie testování jednotek (anglicky Unit testing) a integrač-
ních testování (anglicky Integration testing). Testování jednotek dává vývojářům rychlý
pohled na funkčnost aplikace, zda neobsahuje chyby nebo zda nově přidaná funkcionalita
neovlivnila stávající implementaci. Integrační testování slouží pro ověření bezchybné spo-
lupráce oddělených jednotek, v našem případě vrstev aplikace. Většina testů proběhla au-
tomatizovaným způsobem, zbylé testy bylo nutné provést manuálně. Pro ilustraci můžeme
jmenovat načítání, ukládání a porovnávání konfiguračních souborů. Porovnávání konfigu-
račních souborů bylo inspirováno [16].
Mezi nejdůležitější část testování patřilo samotné testování objevení služby a komu-
nikace se službou, dále tak úspěšné nebo neúspěšné provedení testovacích případů. Tyto
kroky byly prováděny manuálně přes uživatelské rozhraní nástroje. Na ukázkové službě
se testovaly všechny vytvořené implementace testovacích případů. Byla ověřena funkčnost
testovacích případů, kdy může dojít k úspěšnému nebo neúspěšnému provedení.
Na CD příloze se také nachází tabulka všech testovacích scénářů, které byly použity pro
otestování funkčnosti nástroje.
Vzhledem k tomu, že se aplikace skládá ze tří vrstev, byly pro tyto účely implemen-
továny pro každou vrstvu jednotkové a integrační testy. Vývojové prostředí Visual Stu-
dio poskytuje prostředky pro tvorbu automatizovaných testů. Jedná se o projekt typu
Unit Test Project, který pro tvorbu a provedení testů využívá třídy z jmenného prostoru
Microsoft.VisualStudio.TestTools.UnitTesting. Nejpoužívanější třídou pro ověření
funkčnosti byla třída Assert, která vyhodnotí předanou podmínku [10]. Projekt s jed-
notkovými a integračními testy se nachází na CD příloze ve složce se zdrojovými kódy.
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Tato kapitola pojednává o dosažených výsledcích a nabízí další možnosti budoucích rozšíření
a vývoje.
6.1 Dosažené výsledky
Nástroj se podařilo implementovat, aby umožnil sledování komunikace služeb a zobrazování
výsledků. Pro přehlednější práci s nástrojem byly ustaveny organizační jednotky v podobě
projektu, testovací sady a testovacího případu. Nástroj umožňuje uložení stavu testování
a nahrání uloženého stavu testování ve formě konfiguračních souborů ve formátu XML.
Uživatelům bylo umožněno vytvořit testy typu funkcionální, regresní a testy pro tes-
tování shody se standardy. Uživatelé mohou zadat vstupní data operaci sledované služby
a porovnávat odpovědi služby s předpokládaným výsledkem. Pro účely sledování komuni-
kace byl vytvořen ovládací prvek pro zaznamenávání událostí. Ze specifikace DPWS byla
pokryta část testů ze sekce 2, týkajících se zpráv. Úplný přehled implementovaných testo-
vacích případů je uveden v příloze B.
Pro nástroj byla vytvořena webová služba standardu DPWS, která vychází z pří-
kladů ukázek kódu NETMF. Její zdrojové kódy spolu s popisem služby WSDL se na-
chází na CD příloze. Služba má ukázat typické využití nástroje. Tato služba poskytuje
jednoduchou operaci typu Hello World. Služba se generuje pomocí nástroje MFSvcUtil.exe.
Jmenovanému nástroji předáte popis služeb WSDL a z něho vygeneruje zdrojové kódy pro
tzv. mezičlánek komunikace: Proxy. Tyto zdrojové kódy se poté zahrnou do implemento-
vaného řešení. Utilitu MfSvcUtil lze nalézt v podadresáři hlavní složky instalace NETMF.
Ukázková služba se spouští pomocí emulátoru, který je součástí implementace NETMF.
Ilustrace emulátoru je uvedena obrázku 6.1
Klientská část aplikace byla implementována pomocí WCF. Implementace vychází z pří-
kladů NETMF. Zaznamenává informace nutné pro testování, které se předají dále na ana-
lýzu. Původní záměr byl, aby nástroj vystupoval ve dvou rolích. První role DPWS kli-
ent a druhá WCF klient. Uživatel by na základě požadavků na testovanou službu zvolil
danou variantu. Část DPWS klientské služby se nepodařilo implementovat z důvodu roz-
dílným typům metod NETMF a .NET Frameworku. Docházelo ke kolizním problémům
knihoven System.Xml a System.IO. Knihovny specifikace DPWS jako MFDpwsDevice.dll,
MFWsStack.dll, MFDpwsClient.dll a MFDpwsExtensions.dll očekávají typy objektů ná-
ležících do jmenného prostoru NETMF. To zabraňovalo použití metod standartu DPWS
v desktopovém prostředí.
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Obrázek 6.1: Ukázka běhu emulátoru NETMF ve vývojovém prostředí
Nástroj se testoval v síťovém prostředí, v němž prvky sítě tvořily koncové uzly, přepínač
(anglicky Switch) a směrovač (anglicky Router). Pro správnou funkci nástroje a testované
služby musí být povoleno rozesílání zpráv typu multicast. Ukázková DPWS služba totiž při
startu odesílá zprávu WS-Discovery typu Hello přes multicast. Tato zpráva dává najevo
ostatním zařízením přítomnost nového zařízení s běžící službou. Při blokování komunikace
přes multicast se mohou vyskytnout problémy při spuštění služby. Detailní popis prostředí
a návod jak zprovoznit nástroj spolu s přiloženou ukázkovou webovou službou se nachází
na CD příloze.
Na aplikaci byly provedeny jednotkové a integrační testy pro ověření správnosti funkce
nástroje. Byly dostatečně otestovány metody a vlastnosti jednotlivých vrstev.
Nástroj byl vyvíjen a webové služby pracovaly v emulátoru vývojového prostředí Visual
Studio Professional 2012. Při implementaci jsem se zaměřil na platformy NETMF verze 4.3
a .NET Framework verze 4.5. Použitý operační systém zahrnoval Microsoft Windows 8.
Nástroj najde uplatnění v praxi při monitorování hodnot, např. kontrola při překročení
hodnoty teploty na teploměru, který poskytuje data přes standard DPWS. Testování shody
se standardy DPWS patří mezi další důležité uplatnění. Specifikace DPWS totiž dává v něk-
terých případech vývojářům či implementační platformě volnou ruku. Definuje totiž pravi-
dla, která představují doporučení a je na realizátorovi, zda je implementuje nebo ne. Jako
příklad můžeme jmenovat požadavek R0004 z podsekce 2.5 - WS-Addressing. Specifikace
udává pravidlo, které říká, že zařízení by mělo pro adresu koncového bodu použít identifi-
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kátor UUID (anglicky Universally Unique Identifier). .NET Micro Framework toto pravidlo
specifikuje a udává nutnou podmínku, že zařízení musí tento identifikátor použít. Nástroj
se řídí podle specifikace a v tomto případě, pokud není splněn požadavek R0004, generuje
varovné ukončení testovacího procesu. Vývojář poté zjistí, že nedodržení této podmínky
může znamenat nefunkčnost webové služby na některých platformách.
6.2 Budoucí rozšíření
Možností dalšího vývoje se nabízí několik. Dají se strukturovat do níže uvedených kategorií:
• rozšíření možností nástroje,
• implementace DPWS klientské části,
• dynamické přidání služeb,
• podpora druhé generace rozšíření webových služeb,
• implementace dalších testovacích případů pro standard DPWS,
• nasazení nástroje v reálném provozu,
• seznam podpory DPWS na různých implementačních platformách.
Nabízí se možnost vytvoření barevného zvýraznění syntaxe odpovědí a dotazů SOAP,
vylepšit implementaci Drag and Drop nad hlavním navigátorem. U hlavního navigátoru
by bylo vhodné dále implementovat kopírování položek stromové struktury. U konfigura-
čních souborů XML se jedná o vylepšení při použití doplňku Xinclude1. Tento doplněk
by umožňoval vnořování několika XML souborů do sebe, a sdílet tak testovací případy
nebo testovací sady. Jako další budoucí rozšíření mohu zmínit například nastavení nástroje.
Toto nastavení by umožňovalo definovat verzi specifikace, transportní protokol komunikace
a další parametry. K podporovaným typům testování se může doplnit podpora zátěžových
testů (anglicky Load Test). Při těchto testech se simuluje činnost většího množství uživatelů
najednou a díky nim se vyhodnotí výkonnostní problémy. A v neposlední řadě i testovací
případy, které by kontrolovaly odpovědi od služby vůči definovaným XSD schématům.
Některé služby mohou stále pracovat na starší specifikaci, proto navrhuji rozšíření ná-
stroje o podporu starších specifikací DPWS. Jak uvádí nástroj DPWS Explorer, jedná
se o verzi DPWS 20062. Uživatel by pak vybral konkrétní specifikaci z dostupných mož-
ností a otestoval funkčnost služby pro starší specifikace.
Díky problémům se nepodařilo implementovat klientskou část služby jako DPWS klient.
Nabízí se možnost implementovat nad vrstvou WCF metody, které by odpovídaly imple-
mentaci metod NETMF týkajících se standardu DPWS. Dalším zajímavým řešením by bylo
implementovat celý nástroj nad architekturou NETMF, buď v podobě emulátoru nebo vy-
tvořením specializovaného hardwaru. Toto řešení by ovšem vyžadovalo změnu uživatelského
rozhraní a změnu ovládání.
Nástroj byl otestován a funguje pro ukázkovou službu HelloWorldServer MF z oficiálních
příkladů NETMF. Tím se sice ukázalo jeho typické využití a nasazení, nicméně v reálném
1Dostupný z http://www.w3.org/TR/xinclude/ [1. 5. 2013].
2Dostupný z https://www.oasis-open.org/committees/download.php/29390/wsdd-dpws-1%200-spec-wd-
01.doc [4. 5. 2013].
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provozu se vyžaduje testování několika webových služeb. Bylo by vhodné vylepšit imple-
mentaci nástroje z hlediska komponovatelnosti. Měl by dovolit sledování libovolné služby
DPWS pomocí vložení popisu služby WSDL, zadání adresy WSDL nebo pokročilé vyhledá-
vání služeb podle několika kritérií. Výsledná implementace by se posléze ověřila v reálném
provozu.
Jako jedno z možných rozšíření můžeme jmenovat dále podporu druhé generace rozšíření
webových služeb. Mezi ně patří standard WS-Security3, WS-Eventing4, WS-Policy nebo WS-
PolicyAttachment5.
V rámci testování shody se standardy bylo implementováno několik testovacích pří-
padů, které jsou uvedeny v příloze B. Jako rozšíření navrhuji implementovat další testovací
případy, které by odpovídaly dalším požadavkům specifikace DPWS.
Nástroj testuje parametry zprávy, aby se zjistilo, zda může komunikace proběhnout
přes UDP. Koncept se nazývá SOAP – over – UDP. Nástroj neimplementuje komunikaci přes
UDP, k přenosu používá transportní protokol TCP. Tudíž navrhuji možnost implementace
komunikace přes UDP a dát uživateli možnost vybrat transportní protokol.
Jak bylo uvedeno v kapitole 6.1, ukázková webová služba se spouštěla v emulátoru
vývojového prostředí. Navrhuji tedy otestovat nástroj na reálných zařízeních.
Dalších rozšířením může být seznam podpory standardu DPWS na dostupných imple-
mentačních platformách. Jak je popsáno v kapitole 6, specifikace DPWS nechává implemen-
taci některých pravidel na realizátorovi. V některých případech může být totiž implemen-
tační platforma striktní vůči specifikaci. Uživatel by v nástroji nastavil použitou platformu
sledované webové služby a nástroj by vyhodnotil testy, na základě podpory DPWS dané
implementace. Celkový návrh aplikace by se v tomto případě ani neměnil. Všem testovacím
případům by se nastavoval parametr vykonání testu permit podle zvolené implementace
webové služby.
V potaz může být brána také implementace služby jako samostatné vrstvy v architektuře
aplikace. Návrh by se rozšířil o tuto vrstvu služeb, která by se nacházela mezi prezentační
a vrstvou aplikační logiky. Další možností je, aby se nacházela zcela samostatně na úrovni
vrstvy aplikační logiky. Vrstva by obsahovala implementaci WCF, kontrakty služeb a defi-
nované typy zpráv.
Implementace služby podle principů servisně orientované architektury (anglicky Ser-
vice Oriented Architecture, dále jen SOA) patří mezi další rozšíření. Jak uvádí [1], SOA
představuje technický pohled na řešení automatizace řízení na principech servisní orientace
a definuje nároky na danou implementační platformu. .NET Framework nativně splňuje
některé z těchto nároků. Abstrakce, volná vazba, popis služeb, samospráva, znovupouži-
telnost, bezstavovost a zjistitelnost patří mezi servisně orientované principy, které právě
podporuje .NET Framework. Na základě vybraných nároků by se pozměnil především ná-
vrh a implementace služeb části nástroje.
3Dostupný z http://docs.oasis-open.org/wss/v1.1/wss-v1.1-spec-os-SOAPMessageSecurity.pdf
[4. 5. 2013].
4Dostupný z http://schemas.xmlsoap.org/ws/2004/08/eventing/ [20. 4. 2013].




Cílem práce bylo navrhnout a implementovat nástroj pro testování a monitorování webo-
vých služeb standardu DPWS. Nástroj měl umožnit vývojářům sledovat komunikaci služeb,
volat dané služby, zobrazovat odpovědi a ukázat jeho typické využití na přiložených ukáz-
kových službách.
Prvním krokem při řešení bylo obecně se seznámit s problematikou webových služeb,
specifikací DPWS a především nalezení vhodné implementační platformy pro vyvíjený
nástroj. Hlavní implementační platformu tvořil .NET Framework. Vzhledem k podpoře
standardu DPWS byla vybrána pro komunikaci služeb implementační platforma NETMF.
Pro nástroj bylo vybráno Windows Forms jako platforma pro grafické uživatelské rozhraní.
Při návrhu systému bylo dbáno na budoucí rozšiřitelnost a škálovatelnost nástroje. Bylo
využito několika návrhových vzorů, které významnou měrou přispěly k celkové podobě
aplikace. Třívrstvá architektura aplikace tvořící prezentační, aplikační a datovou vrstvu
přispěla velkou měrou k lepší udržovatelnosti a škálovatelnosti aplikace.
Z původního návrhu implementovat nástroj, který by vystupoval ve dvou rolích - kli-
entské služby DPWS a služby implementované WCF, se podařilo implementovat klientskou
službu pomocí WCF. Díky ní může nástroj komunikovat a volat operace vytvořené ukázkové
služby standardu DPWS. Služba se spouští pomocí vývojového prostředí v emulátoru.
Díky této bakalářské práci jsem se obecně zlepšil ve vývoji aplikací pomocí .NET Fra-
mework. Zjistil jsem, jak je důležité znát vývojové prostředí Visual Studio, protože před-
stavuje nejen nástroj pro vývoj, ale i pro návrh a testování softwaru. Zjistil jsem, jaké
předpoklady jsou obecně kladeny na vývojáře webových služeb a jaká omezení představuje
vývoj webových služeb dle standardu DPWS. V neposlední řadě jsem přišel na to, jaké
požadavky jsou kladeny na vývoj vícevrstvé aplikace a jak silný nástroj může představovat
pro vývojáře verzovací systém pro údržbu kódu.
Možné budoucí rozšíření práce bylo nastíněno v předchozí kapitole. Nástroj se může
rozšířit především o podporu dalších specifikací DPWS, jako WS-Eventing, WS-Security
a WS-Policy. Dále o implementace testovacích případů, které by pojaly v co největší možné
míře specifikaci DPWS a komponovatelnost nástroje z hlediska dynamického přidávání
webových služeb podle popisů služeb WSDL. K celkovému vylepšení by také přispělo im-
plementovat nástroj podle principů SOA.
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Přiložené CD obsahuje následující adresáře:
• /bin: Nástroj pro testování webových služeb standardu DPWS s přiloženými konfi-
guračními soubory a XSD schématem
• /diagrams: Úplné diagramy tříd pro vrstvu aplikační logiky a datovou vrstvu aplikace
• /doc: Návod na zprovoznění nástroje
• /examples: Ukázková služba HelloWorldServer MF s popisem služby WSDL
• /latex: Zdrojový text bakalářské práce psané ve formátu LATEX
• /src: Zdrojové kódy nástroje spolu s testovacím projektem
• /tests: Testovací scénáře použité pro otestování funkčnosti nástroje
• /thesis: Písemná zpráva práce ve formátu PDF




testovacích případů pro standard
DPWS
V uvedené tabulce B.1 se nachází přehled implementovaných testovacích případů pro spe-
cifikaci DPWS. Jednotlivé testovací případy jsou asociovány s verzí, sekcí a požadavkem
specifikace DPWS. Poslední uvedená třída TestOwn se neváže s žádnou sekcí ani požadav-
kem, protože představuje uživatelské testovací případy. Tyto případy porovnávaní odpověď
od služby na základě poslaného dotazu.
Specifikace DPWS Vrstva aplikační logiky
Verze Sekce Požadavek Třída s implementací
1.1 2.1 R0025 TestUriReq
1.1 2.1 R0027 TestUriRep
1.1 2.2 R0029 TestUdpMtu
1.1 2.2 R5018 TestUdpReq
1.1 2.2 R5019 TestUdpRep
1.1 2.4 R0034 TestSoapEnvelopeSpec
1.1 2.4 R0003 TestSoapEnvelopeReq
1.1 2.4 R0026 TestSoapEnvelopeRep
1.1 2.5 R0005 TestWsAddrRep
1.1 2.5 R0006 TestWsAddrReq
1.1 TestDpwsNamespace
1.1 TestOwn




Detaily případů užití slouží pro specifikaci a také pro definování přesně dané posloup-
nosti, jakým způsobem se bude případ užití vykonávat. Pro detaily případu užití neexistuje
standard UML, ale obvykle se využívá šablona podobná jako na následujících tabulkách.








Na následujících tabulkách se nachází detaily případu užití pro digram případu užití,
znázorněný na obrázku 4.1. Detaily případů užití uvedené na C.1, C.2 a C.3 se týkají
komunikace mezi službami, C.4, C.5, C.6 a C.7 se týkají testovacího procesu a C.8, C.9
a C.10 představí definici organizačních jednotek nástroje.
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1. Vytvořil nebo nahrál již uživatel testovací sadu?
Tok událostí:
1. Uživatel zvolí testovací sadu.
2. Uživatel zadá parametry služby k vyhledání.
3. IF nástroj vyhledá službu.
(a) Nástroj přiřadí službu k testovací sadě.
Následné podmínky:
1. Nástroj bude volat operace této služby.
Tabulka C.1: Detail případu užití: Přidat testovanou službu





1. Vytvořil nebo nahrál uživatel testovací případ typu ”Vlastní”?
Tok událostí:
1. Uživatel zvolí testovací případ typu ”Vlastní”.
2. Uživatel zadá vstupní data.
Následné podmínky:
1. Zadaná data se odešlou službě.
Tabulka C.2: Detail případu užití: Zadat vstupní data službě
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1. Bylo provedeno nebo je právě prováděno testování služby?
2. Došlo ke komunikaci mezi nástrojem a službou?
Tok událostí:
1. IF uživatel zvolí položku v navigátoru.
(a) Nástroj nabídne zobrazit prováděnou komunikaci.
2. IF uživatel zvolí zobrazit deník.
(a) Nástroj zobrazí sledované události služby.
Následné podmínky:
1. Nástroj bude uchovávat historii sledování pro každé spuštění nástroje.
Tabulka C.3: Detail případu užití: Sledovat komunikaci služby





1. Má uživatel v navigátoru vytvořené nebo nahrané nějaké položky?
Tok událostí:
1. Uživatel vybere položku v navigátoru.
2. Uživatel zadá nebo pozmění parametry položky.
3. Nástroj tyto parametry uloží.
Následné podmínky:
1. Použití těchto parametrů při dalším provedení testování.
Tabulka C.4: Detail případu užití: Zadat parametry testování
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1. Provedl uživatel spuštění testu?
Tok událostí:
1. IF uživatel vybere položku v navigátoru.
(a) Nástroj zobrazí výsledky testování.
2. IF uživatel vybere deník.
(a) Nástroj zobrazí výsledky testování.
Tabulka C.5: Detail případu užití: Zobrazit výsledky testování





1. Má uživatel nahranou položku v navigátoru?
Tok událostí:
1. Uživatel vybere položku pro uložení.
2. Uživatel zadá cestu cílového souboru.
3. Nástroj položku uloží jako konfigurační soubor.
Následné podmínky:
1. Konfigurační soubor bude uložen a bude odpovídat danému schématu.
Tabulka C.6: Detail případu užití: Uložit výsledky testování
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1. Jsou nastaveny parametry nutné pro testování?
Tok událostí:
1. Uživatel vybere položku v navigátoru.
2. Uživatel spustí testování.
3. Nástroj provede testování.
4. Nástroj zprostředkuje komunikaci mezi nástrojem a službou.
Následné podmínky:
1. Nástroj aktualizuje výsledky testování.
Tabulka C.7: Detail případu užití: Spustit testování





1. Nenachází se v navigátoru žádný jiný projekt?
Tok událostí:
1. IF uživatel zvolí nový projekt.
(a) Nástroj vytvoří nový projekt.
2. IF uživatel zvolí nahrát projekt.
(a) Uživatel vybere cestu ke konfiguračnímu souboru.
(b) Nástroj nahraje data z konfiguračního souboru do nástroje.
Následné podmínky:
1. Aktualizovaný navigátor s projektem.
Tabulka C.8: Detail případu užití: Definovat projekt
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1. Nenachází se v navigátoru projekt?
Tok událostí:
1. Uživatel zvolí projekt
2. IF uživatel zvolí nová testovací sada.
(a) Nástroj vytvoří novou testovací sadu.
3. IF uživatel zvolí nahrát testovací sadu.
(a) Uživatel vybere cestu ke konfiguračnímu souboru.
(b) Nástroj nahraje data z konfiguračního souboru do nástroje.
Následné podmínky:
1. Aktualizovaný navigátor s testovací sadou.
Tabulka C.9: Detail případu užití: Definovat testovací sadu





1. Nenachází se v navigátoru testovací sada?
Tok událostí:
1. Uživatel zvolí testovací sadu.
2. IF uživatel zvolí vlastní testovací případ.
(a) Nástroj vytvoří vlastní testovací případ.
3. IF uživatel zvolí nahrát testovací případ.
(a) Uživatel vybere cestu ke konfiguračnímu souboru.
(b) Nástroj nahraje data z konfiguračního souboru do nástroje.
Následné podmínky:
1. Aktualizovaný navigátor s testovacím případem.




Ukázkový příklad konfiguračního souboru, který popisuje testovací sadu týkající se druhé









<desc>Testovací sada vychází ze sekce č.2 ze specifikace
DPWS. Klade nároky na zprávy. Podmínka: Předpokládá se,
že zařízení obdrželo platnou adresu IPv4 nebo IPv6, která
není v konfliktu s ostatními adresami na síti.</desc>





<desc>U služby, s délkou URI větší než je povolená veli-
kost MAX_URI_SIZE, může při zpracování dojít k selhání.
Poznámka: MAX_URI_SIZE má velikost 2048 oktetů.</desc>
<notes>Místo pro Vaše poznámky...</notes>
</information>
<specification>
<version>1.1</version>
<section>2.1</section>
<requirement>R0025</requirement>
</specification>
<testType>Conf</testType>
<permit>Req</permit>
</test>
</testSuite>
</solution>
48
