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Résumé
Ce travail s'intéresse à la possibilité d'enseigner la programmation informa-
tique au secondaire 1. A cet eﬀet, une séquence d'enseignement de six périodes
de 45 minutes a été conçue dans le but d'être dispensée à des élèves de 13 à 15
ans n'ayant aucune connaissance préalable de programmation informatique. Cette
séquence d'enseignement a pour principale ambition d'introduire les concepts de
commande, de variable, de boucle et de structure de contrôle. Cette séquence est
basée sur un langage visuel de programmation : le langage retenu est Scratch
(Lifelong Kindergarten, 2016). Une fois créée, la séquence d'enseignement a été
dispensée à une classe multi-âges de huit élèves. Le déroulement de la séquence,
ainsi que les travaux réalisés par les élèves, ont été analysés en détail. Globale-
ment le déroulement de la séquence a été un succès, et les attentes de l'enseignant
ont largement été satisfaites. Bien que les élèves n'avaient jamais entendu parler
de programmation informatique auparavant, ils ont réalisé avec succès les tâches
proposées et se sont montré très intéressés par la programmation informatique.
L'analyse du déroulement de la séquence et du travail fourni par les élèves n'a pas
permis de mettre en évidence de diﬃculté notable au niveau de l'apprentissage
de la programmation informatique : les diﬀérents concepts introduits ont été assi-
milés par les élèves sans diﬃculté majeur. En revanche, la conception du langage
de programmation Scratch et de l'environnement de développement de Scratch a
engendré de nombreuses diﬃcultés. Ces diﬃcultés sont présentées dans ce travail
et des propositions d'amélioration sont proposées.
Mots clés : enseignement, informatique, programmation informatique, langage vi-
suel de programmation.
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1 PROBLÉMATIQUE Michel Di Salvo
1 Problématique
A l'heure actuelle en Suisse Romande, la programmation informatique n'est pas en-
seignée à l'école obligatoire (CIIP, 2015). Même dans l'enseignement gymnasial, cette
discipline n'est enseignée que de manière optionnelle, et la proportion d'élèves à s'y
confronter est extrêmement faible. Dans le canton de Vaud, la programmation informa-
tique est uniquement enseignée en troisième année de maturité gymnasiale dans le cadre
de l'option complémentaire Informatique (DGEP, 2015). Comme chaque élève ne peut
choisir qu'une seule option complémentaire parmi les douze options proposées, très peu
d'élèves choisissent l'option complémentaire Informatique.
En comparant avec ce qu'il se fait à l'étranger, il est extrêmement frappant de
constater le décalage monumental qu'il y a entre la Suisse Romande et d'autres pays.
Au Royaume-Uni par exemple, la programmation informatique est enseignée à tous
les élèves, de manière obligatoire, dès l'âge de 5 ans (Department for Education, 2013 ;
Theguardian, 2014). Le Royaume-Uni a en eﬀet décidé, en janvier 2012, de placer la
programmation informatique au centre des programmes d'informatique dans les ensei-
gnements obligatoires et post-obligatoires (Souillot, 2012). Cette approche de l'infor-
matique est diamétralement opposée à celle en vigueur en Suisse Romande, où tous
les cours d'informatique (excepté l'option complémentaire Informatique de la maturité
gymnasiale) se limitent aux usages d'outils et d'applications déjà existants !
Beaucoup de pays ne sont pas restés indiﬀérents à l'initiative prise par le Royaume-
Uni, et ont projeté d'introduire des cours de programmation informatique à l'école obli-
gatoire. Cela est notamment le cas de l'Estonie qui a introduit des cours obligatoires de
programmation dès l'âge de 7 ans (Champeau, 2012), de la France, qui souhaite intro-
duire des cours de programmation dès l'âge de 12 ans (Lausson, 2015), du Japon, qui
souhaite introduire des cours obligatoires de programmation dans les écoles primaires et
secondaires et dans les gymnases (Lausson, 2016), ainsi que des États-Unis d'Amériques
(Lausson, 2014), où le président Barack Obama soutient publiquement la fondation
 Hour of Code  (Partovi, 2016), qui vise à rendre la programmation informatique
accessible à tous, non seulement en incitant les enseignants et les établissements à en-
seigner cette discipline aux élèves, mais aussi en incitant les jeunes enfants à s'intéresser
par eux-mêmes à cette discipline.
Il semble en eﬀet y avoir au moins trois raisons pertinentes d'introduire l'enseigne-
ment de la programmation informatique à l'école. La première raison est liée au manque
de programmeurs qualiﬁés sur le marché professionnel du travail : le fait de former
des enfants à la programmation informatique peut favoriser des vocations et inciter les
élèves à choisir cette discipline comme formation professionnelle. Cela permettrait de
former d'avantage de programmeurs. Ayant déjà acquis de nombreuses connaissances
à l'école, ces derniers seraient formés nettement plus rapidement qu'à l'heure actuelle.
Ayant choisi leur métier en toute connaissance de cause, ces derniers seraient animés
par une authentique passion pour leur métier, et leur niveau de qualiﬁcation serait plus
élevé. La seconde raison est liée à l'importance que sont en train de prendre les nouvelles
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technologies de l'information et de la communication dans la vie quotidienne : le fait
d'utiliser une technologie informatique sans comprendre, ni connaître son fonctionne-
ment interne implique de se soumettre à ses concepteurs et d'accepter les limitations
qu'ils nous imposent, ce qui s'apparente à une perte d'identité et de pouvoir. En re-
vanche, les personnes sachant programmer peuvent rester maître des nouvelles technolo-
gies : elles auront la liberté d'adapter toute technologie à leurs besoins personnels, sans
restriction aucune. Dans le futur, on pourrait donc imaginer l'apparition d'une impor-
tante fracture sociale entre les personnes sachant programmer et les autres, de même
qu'il y a eu dans le passé une importante fracture sociale entre les personnes sachant
lire et écrire, et les analphabètes. La troisième raison est liée à la possibilité de favoriser
le développement cognitif des élèves grâce à l'enseignement de la programmation infor-
matique : il se pourrait en eﬀet que l'apprentissage de la programmation informatique
favorise le développement de l'autonomie, de la capacité d'abstraction, des stratégies
méta-cognitives, de la rigueur mathématique et de la pensée computationnelle. Les ré-
férences (Jürg & Schmid, 2013 ; Baudé, 2013 ; Douglas, 2012) contiennent de nombreux
arguments en faveur de l'introduction de l'enseignement de la programmation informa-
tique. Il paraît donc urgent de s'intéresser au plus vite à l'introduction de l'enseignement
de la programmation informatique dans notre pays.
2 Question de recherche
La principale question que l'on va se poser dans ce travail est de savoir s'il est possible
de concevoir une séquence d'enseignement pertinente d'introduction à la programmation
informatique au secondaire 1. On s'intéressera également à la question de savoir comment
concevoir une telle séquence, ainsi qu'aux critères de réussite de la séquence.
3 Hypothèse
Je fais l'hypothèse que la programmation informatique est enseignable à des ado-
lescents ayant entre 13 et 15 ans, et que des élèves de cet âge sont capables d'acquérir
des connaissances et des compétences en programmation informatique. La condition de
réussite serait, selon moi, de poser un cadre d'apprentissage suﬃsamment contextualisé,
concret et motivant, et de donner suﬃsamment de sens à la matière enseignée. Ce travail
a pour but de valider ou de rejeter cette hypothèse.
4 Méthodologie
Dans le but de sonder la faisabilité de l'enseignement de la programmation infor-
matique au secondaire 1, une séquence d'enseignement de programmation informatique
sera élaborée. Cette séquence sera ensuite dispensée à une classe multi-âge de 4 élèves
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de 9 VG et de 4 élèves de 11 VG. Il s'agit d'une classe d'Options de Compétences
Orientées Métiers (OCOM) Média, Informatique et Technologies de l'Information et de
la Communication (MITIC). Les élèves ont choisi l'option MITIC, parmi un choix de
diﬀérentes options d'OCOM. Cette séquence d'enseignement devrait permettre d'ana-
lyser, de manière qualitative, la réaction des élèves face aux tâches proposées, ainsi que
leur capacité à assimiler la matière et l'intérêt qu'ils réservent à la programmation in-
formatique. Cette analyse devrait permettre d'identiﬁer quels auront été les critères de
réussite, ou, le cas échéant, les causes d'échec.
4.1 Élaboration de la séquence d'enseignement
Classiquement, l'enseignement de la programmation informatique implique d'ap-
prendre deux choses simultanément : d'une part, le concept de programmation infor-
matique et les concepts associés (commande, variable, boucle, structure de contrôle,
fonction, entrée-sortie, vecteur, tenseur, objet, attribut, méthode, héritage, pointeur,
etc), et d'autre part, un langage de programmation (connaissance des commandes à dis-
position, de leur rôle, de leur syntaxe, de leur mode de fonctionnement). Habituellement
l'apprentissage de la programmation informatique est indissociable de l'apprentissage
du langage de programmation utilisé. Or il existe, a priori, un moyen d'apprendre la
programmation informatique de manière presque exclusivement conceptuelle, en évitant
l'apprentissage simultané d'un langage de programmation. Cela est possible grâce à l'uti-
lisation d'un langage visuel de programmation (en anglais : VPL ou Visual Programming
Language). C'est la solution que nous choisirons dans ce travail.
4.1.1 Quelques mots sur les langages visuels de programmation
Un langage visuel de programmation, aussi parfois appelé langage graphique de pro-
grammation, est un langage qui ne se compose pas de commandes écrites, mais d'élé-
ments graphiques. Un langage visuel de programmation est obligatoirement accompagné
d'un environnement graphique de programmation. Les commandes sont le plus souvent
représentées par des boîtes coloriées ou par des pièces de puzzle contenant du texte
ou des symboles. L'interface graphique permet au programmeur de déplacer les boîtes
ou les pièces de puzzle pour les accrocher ou pour les emboîter les unes aux autres de
manière à former un programme. Toute manipulation s'eﬀectue à l'aide du pointeur de
souri. En général, les manipulations sont prévues pour être aussi intuitives que possible :
les déplacements de boîtes sont animés et les graphismes sont soignés. Parfois les boîtes
sont reliées les unes aux autres à l'aide de ﬂèches que le programmeur peut manipuler.
Le programmeur trouve toutes les commandes dans une sorte de réservoir : il n'a qu'à
les prendre et les déplacer à l'endroit souhaité. Le programmeur n'a donc rien besoin
d'écrire. Une fois le programme constitué, il suﬃt de cliquer sur un icône pour l'exé-
cuter, sans avoir besoin de le compiler. Il convient ﬁnalement d'insister sur le fait que
pour qu'un langage de programmation puisse être qualiﬁé de visuel, il faut que ce soit
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réellement le langage qui soit visuel, et pas seulement l'environnement graphique qui
l'accompagne (Wikipedia, 2016). Or l'abus de langage consistant à qualiﬁer de visuel un
langage textuel muni d'un environnement graphique visuel est courant ! Dans ce travail,
l'emploi du terme visuel fait référence au langage de programmation et pas seulement
à l'environnement graphique qui l'accompagne. Concrètement l'utilisation d'un langage
visuel de programmation a de nombreux avantages dans le cadre de l'enseignement de
la programmation informatique :
1. Il n'y pas besoin de connaître par c÷ur quelles sont les commandes à disposition
dans le langage utilisé : il suﬃt de regarder dans le réservoir de commandes quelles
sont les commandes qui s'y trouvent.
2. Les commandes sont traduites dans toutes les langues. Le langage n'est pas basé
sur l'anglais (comme c'est le cas avec la plupart des langages de programmation),
mais sur notre langue maternelle.
3. La formulation des commandes est aussi explicite que possible et aussi proche que
possible du langage parlé.
4. Il n'y pas besoin d'écrire de commandes : il suﬃt de prendre des commandes dans
le réservoir de commandes, et de les déplacer dans le code à l'aide du pointeur de
souri.
5. Il n'y a pas besoin de connaître par c÷ur la syntaxe des commandes, et il n'y a
aucun risque de commettre des erreurs de syntaxe.
6. En cas d'erreur sur le rôle d'une commande, la pièce de puzzle correspondante
refuse de s'emboîter, et l'on s'en aperçoit tout de suite.
7. L'exécution du programme est immédiate : il n'y a pas besoin de compiler le code.
8. Des outils de débogage sont souvent déjà inclus dans l'interface graphique.
9. En général il est possible de visualiser en temps réel l'enchaînement de l'exécution
des commandes parallèlement au résultat de l'exécution du programme : lorsqu'une
commande est exécutée, la boîte ou la pièce de puzzle correspondante est mise en
évidence en s'illuminant ou en changeant de couleur.
Ces avantages facilitent fondamentalement l'apprentissage de la programmation infor-
matique : ils permettent de se concentrer sur l'apprentissage des concepts de la program-
mation informatique en mettant de côté les aspects liés au langage utilisé. Idéalement,
un langage visuel de programmation est assimilé au langage parlé et son utilisation est
intuitive, naturelle et inconsciente. Cela permet donc de s'aﬀranchir de l'apprentissage
du langage de programmation utilisé.
A l'heure actuelle, les quatre langages visuels de programmation les plus utilisés dans
le cadre de l'enseignement de la programmation informatique sont Scratch, Scratch JR,
Blockly Games et Code Studio. Ces quatre langages sont explicitement dédiés à l'ap-
prentissage de la programmation informatique. Scratch, Blockly Games et Code Studio
ont chacun un site internet associé, et la création d'un programme se réalise en ligne.
Scratch JR requière l'installation d'une application. Les sites internets de Blockly Games
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et de Code Studio proposent de nombreux exercices ludiques et interactifs. Ces exercices
sont conçus pour permettre à une personne n'ayant aucune connaissance en programma-
tion informatique de découvrir la programmation informatique de manière autonome.
Il importe de relever que l'environnement de développement, et même le langage infor-
matique, s'adaptent à l'exercice en question : le langage de programmation évolue et se
complexiﬁe au fur et à mesure que l'apprenant progresse ! A proprement parler, il n'y
a donc pas un unique langage de programmation mais plusieurs dizaines. Par exemple,
dans Code Studio, le réservoir de commandes ne contient que quatre commandes lors
du premier exercice. Il s'agit des quatre commandes de déplacement correspondant aux
quatre directions du plan (vers la gauche, vers la droite, vers le haut et vers le bas).
Dans les exercices suivants apparaissent d'autres commandes, permettant, par exemple,
de prendre un objet et de le déposer plus loin. Puis les quatre premières commandes
disparaissent et sont remplacées par des commandes permettant de tourner à droite
ou à gauche et d'avancer. Lorsque la commande permettant d'avancer apparaît pour la
première fois, la distance de déplacement est ﬁxe : on ne peut pas la modiﬁer. Ulté-
rieurement cette commande est remplacée par une commande avec un menu déroulant
permettant le choix de la distance de déplacement. Au ﬁl des exercices, le langage de pro-
grammation continue à évoluer et à se complexiﬁer, jusqu'à ce que toutes les commandes
y soient présentes.
Code Studio permet d'accéder, en dehors des exercices, à trois environnements de
développement comportant chacun son propre langage de programmation : il s'agit de
PlayLab, AppLab et Artist. Grâce à ces environnements de développement, il est pos-
sible de construire ses propres programmes. Un enseignant peut donc créer lui-même ses
propres exercices que ses élèves peuvent réaliser avec Code Studio. Il est nécessaire de
créer un compte personnel sur le site de Code Studio pour pouvoir accéder aux environne-
ments de développement, mais pas pour pouvoir accéder aux exercices proposés. Blockly
Games, quant à lui, ne contient aucun environnement de développement en dehors des
exercices proposés, et il n'est pas possible d'y construire ses propres programmes.
Contrairement à Code Studio et à Blockly Games, le site internet de Scratch ne
comporte qu'un seul environnement de développement et le langage est ﬁxe. Tous les
travaux se réalisent donc avec le même environnement, et l'ensemble des commandes
est disponible en permanence. Tout comme Code Studio, Scratch permet de construire
ses propres programmes, et un enseignant peut créer lui-même ses propres exercices que
ses élèves peuvent réaliser avec Srcatch. En revanche, le site de Scratch ne contient pas
d'exercices interactifs comme dans Code Studio et Blockly Games, mais contient des
marches à suivre que l'apprenant peut suivre pour créer un programme. Un lien vers ces
marches à suivre est mis en évidence lors de la première connexion à l'environnement de
développement de Scratch. On retrouve ces marches à suivre dans l'onglet  Pas à pas 
de la fenêtre d'aide de Scratch, ou depuis la page principale, en cliquant sur  Essaie-
le , puis sur  Prise en main de Scratch . Les programmes proposés dans les marches
à suivre de Scratch sont nettement plus avancés que ceux proposés dans les exercices de
Code Studio et de Blockly Games, mais les marches à suivre sont très détaillées et bien
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illustrées. Elles permettent à n'importe qui de créer un programme en progressant étape
par étape. Dans Code Studio, le niveau des premiers exercices est extrêmement bas, avec
un environnement de développement simpliﬁé au maximum et un langage se limitant
à quatre commandes parfaitement intuitives. Cela permet à l'apprenant de réaliser les
exercices sans avoir besoin de marche à suivre. L'apprenant progresse ensuite étape par
étape, petit à petit, de manière très progressive. N'importe qui peut ainsi s'initier à la
programmation informatique. Le tableau de la ﬁgure 1 énumère les diﬀérentes pages
internets en lien avec les langages de programmation mentionnés dans ce paragraphe.
Langage Environnement de développement Exercices
Scratch scratch.mit.edu/projects/editor (aucun)
Scratch JR application à installer : (aucun)
www.scratchjr.org
Code Studio plusieurs : studio.code.org
PlayLab studio.code.org/projects/playlab code.org/playlab
Artist studio.code.org/projects/artist studio.code.org/s/artist/reset
AppLab studio.code.org/projects/applab (aucun)
Blockly Games (aucun) blockly-games.appspot.com
Figure 1  Liste des langages visuels de programmation les plus utilisés et liens vers
les pages internets correspondantes.
4.1.2 Choix des modalités de la séquence d'enseignement
Comment concevoir une séquence d'enseignement de programmation informatique
destinée à des élèves de 13 à 15 ans n'ayant aucune connaissance préalable de program-
mation informatique ? Bien entendu, une séquence d'enseignement universitaire, basée
sur un modèle d'enseignement transmissif (cours ex-cathedra) est à proscrire. Il est
évident que des élèves de cet âge n'accorderaient aucun intérêt à une matière présentée
sous forme théorique et abstraite sans qu'ils puissent en saisir immédiatement son utilité
pratique et concrète. A cet âge, il convient de mettre les élèves en activité sur une tâche
concrète et motivante.
Une première possibilité est de faire travailler les élèves sur les exercices proposés
dans Code Studio ou dans Blockly Games. Ces exercices semblent parfaitement adaptés
à des élèves n'ayant aucune connaissance préalable en programmation informatique.
Cependant il n'est pas intéressant de faire travailler les élèves sur des exercices déjà prêts
à l'emploi et largement éprouvés : le but de ce travail est aussi de tester la possibilité pour
un enseignant de créer sa propre séquence d'enseignement aﬁn de pouvoir répondre aux
questions de savoir comment concevoir une séquence de programmation informatique et
quels sont les critères de réussite. Il est donc important de ne pas reprendre une séquence
déjà toute prête, mais de créer une nouvelle séquence à partir de zéro. De cette manière,
les diﬀérents paramètres de la séquence pourront être contrôlés et ajustés à notre guise,
selon le contexte dans lequel la séquence sera dispensée (temps à disposition, âge des
élèves, possibilités d'analyser le travail des élèves et leurs erreurs, etc).
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Une autre possibilité est de s'inspirer des marches à suivre de Scratch : on découvre
la programmation en construisant un programme à partir d'une marche à suivre que l'on
suit pas à pas. On pourrait ainsi créer une séquence d'enseignement dans laquelle on
distribuerait aux élèves une marche à suivre décrivant la construction d'un programme
étape par étape, et on demanderait aux élèves de reproduire le programme présenté
dans la marche à suivre. Cette approche correspond typiquement à un mode d'appren-
tissage behavioriste. En procédant de cette manière, les élèves ne devraient avoir aucune
diﬃculté à reproduire le programme demandé, à condition que la marche à suivre soit
suﬃsamment précise et explicite. En revanche, il y a le risque évident que les élèves
suivent la marche à suivre sans vraiment comprendre ce qu'ils font et sans percevoir
le sens de leur travail. Dans ce cas, les élèves se satisfont du fait que leur programme
fonctionne, mais ne cherchent pas à comprendre le rôle des commandes utilisées, ni la
structure du programme. Ainsi une telle séquence risque de n'engendrer aucun appren-
tissage signiﬁcatif chez les élèves : les concepts liés à la programmation informatique ne
serait pas assimilés, ni même compris.
De manière à favoriser la compréhension des concepts, il est possible de ne pas de-
mander aux élèves de reproduire le programme présenté dans la marche à suivre, mais
de créer un programme légèrement diﬀérent de celui présenté dans la marche à suivre.
L'idée est d'obliger les élèves à comprendre les diﬀérentes étapes de la marche à suivre, de
manière à ce qu'ils puissent adapter la marche à suivre aﬁn d'obtenir le programme de-
mandé : les élèves doivent donc intégrer l'ensemble de la marche à suivre, la comprendre,
puis imaginer une ou plusieurs adaptations pour que le résultat obtenu corresponde à ce
qui est demandé. Cette manière de procéder devrait favoriser chez les élèves la compré-
hension et l'intégration des diﬀérents concepts de la programmation informatique, ce qui
devrait aboutir à un réel apprentissage. Cette approche est behavioriste, tout comme
celle des marches à suivre de Scratch et des exercices de Code Studio, mais la réﬂexion et
la compréhension de la matière sont favorisées par le fait de devoir adapter les marches
à suivre. La séquence d'enseignement consistera ainsi à faire travailler les élèves sur la
conception de programmes informatiques : pour ce faire, les élèves auront à disposition
deux documents. Le premier documents contiendra les consignes des exercices à réaliser :
chaque exercice consistera à créer un programme. La consigne de chacun des exercices
contiendra une description du programme à créer. Le second document contiendra des
exemples de programmes. Chaque programme sera accompagné d'une marche à suivre
détaillée qui permettra la construction du programme. Le second document contiendra
aussi un minimum de théorie sur les principaux concepts de programmation informa-
tique. Cette théorie sera illustrée grâce aux exemples de programmes contenus dans ce
document. Similairement à ce qu'il se fait en mathématiques, le second document sera
appelé  Aide-mémoire . Les programmes présentés dans l'Aide-mémoire seront simi-
laires aux programmes que les élèves devront créer. Ainsi les élèves devront s'inspirer
des marches à suivre contenues dans l'Aide-mémoire pour construire les programmes
demandés dans les exercices : ils devront comprendre le contenu des marches à suivre
aﬁn de l'adapter pour se ramener aux programmes demandés dans les exercices.
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4.1.3 Choix du langage de programmation
Pour cette séquence, il ne sera pas possible d'utiliser Blockly Games car celui-ci
permet uniquement de réaliser les exercices proposés sur son site internet et ne permet
pas de créer ses propres programmes. Scratch JR ne sera pas non plus utilisé car il est
principalement destiné à des enfants entre 5 ans et 7 ans, ce qui ne correspond pas à
l'âge des élèves impliqués pour la réalisation de cette séquence (entre 13 ans et 15 ans).
L'environnement de programmation AppLab de Code Studio est également écarté car
il est beaucoup trop avancé : il n'est pas conçu pour des débutants, et ne convient pas
pour l'apprentissage de la programmation. De plus il n'est pas disponible en français.
On a donc le choix entre Scratch, PlayLab de Code Studio et Artist de Code Studio.
Le plus simple des trois langages de programmation est PlayLab. Ce langage contient
principalement des commandes qui se rapportent à une créature et lui permettent d'exé-
cuter des actions, comme par exemple se déplacer ou dire quelque chose. Ce langage
implémente correctement les boucles, les variables, les opérateurs mathématiques et
les fonctions. Les entrés-sorties, les listes, les opérateurs logiques et les commandes de
dessin ne sont pas implémentés. L'implémentation des structures de contrôle est extrê-
mement simpliste. La condition d'exécution d'une structure de contrôle est ﬁxe et ne
peut pas être modiﬁée : il y a trois structures de contrôle particulières, ayant chacune
une condition d'exécution diﬀérente, non modiﬁable. Un avantage de ce langage est
qu'il implémente des commandes de très haut niveau, faciles à comprendre et à utili-
ser, comme par exemple la commande permettant à une créature de lancer une boule
de feu. Un autre avantage de PlayLab est l'aﬃchage soigné et réaliste des mouvements
des créatures sur la scène : les créatures s'orientent automatiquement dans la bonne
direction, et s'aﬃchent toujours avec un point de vue correct. De plus les mouvements
sont accompagnés de diﬀérentes petites animations très réalistes. Le programmeur n'a
absolument pas besoin de se soucier de cela car tout est automatique. PlayLab est le
seul environnement de développement à posséder un rendu aussi réaliste et soigné sans
que le programmeur n'ait besoin de s'en préoccuper. Un désavantage de PlayLab est que
le nombre de créatures et d'arrières-plans disponibles est très restreint, et qu'il n'est pas
possible de dessiner ou de télécharger ses propres créatures ou ses propres arrières-plans.
Artist est un langage légèrement plus avancé que PlayLab. Ce langage est muni
de commandes de dessin qui permettent de réaliser des dessins sur la scène : il implé-
mente donc les commandes de dessin que PlayLab n'implémente pas. En revanche il
n'est pas possible d'insérer de créature, et les commandes de PlayLab permettant à une
créature d'eﬀectuer des actions ne sont pas disponibles. Le langage Artist implémente
correctement les boucles, les variables, les opérateurs mathématiques, les fonctions, et
les structures de contrôle. Les entrées-sorties, les listes et les opérateurs logiques ne sont
pas implémentés. Un avantage de ce langage est qu'il implémente des fonctions de très
haut niveau, faciles à comprendre et à utiliser : il y a par exemple une fonction permet-
tant directement de dessiner un carré, un cercle, ou même une maison. Ces fonctions
sont déjà prêtes à l'emploi. Bien entendu, Artist permet aussi à l'apprenant de créer ses
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propres fonctions : les fonctions déjà prêtes à l'emploi peuvent aussi servir d'exemples
pour comprendre comment créer ses propres fonctions.
Un important désavantage commun à PlayLab et à Artist est qu'ils ne sont pas
entièrement traduits en français : il y a un mélange de français et d'anglais, ce qui
ajoute une importante diﬃculté supplémentaire à l'apprentissage de la programmation
informatique. Il est toutefois intéressant de constater que la très grande majorité des
nombreux exercices disponibles sur le site de Code Studio sont parfaitement traduits
en français, et que seuls les environnements de développement accessibles en dehors des
exercices posent des problèmes de traduction. Un autre désavantage commun à PlayLab
et à Artist est qu'il est indispensable de créer un compte personnel sur le site de Code
Studio pour pouvoir y accéder.
Le langage de programmation Scratch est plus avancé que PlayLab et Artist. Scratch
réunit, dans un même langage de programmation, des commandes permettant à une
créature d'eﬀectuer des actions, comme dans PlayLab, et des commandes permettant
de réaliser des dessins, comme dans Artist. De plus Scratch implémente correctement
les boucles, les variables, les opérateurs mathématiques, les fonctions, les structures de
contrôle, les entrées-sorties, les listes et les opérateurs logiques. Scratch est donc un lan-
gage de programmation nettement plus complet que PlayLab et Artist. Scratch comporte
aussi des commandes de mouvement nettement plus avancées que celles de PlayLab et
Artist : il est possible de déplacer une créature dans toutes les directions du plan, et
pas seulement dans les quatre directions principales. Les commandes de mouvement de
Scratch sont très diﬀérentes que celle de PlayLab et Artist : la commande  avancer de
...  ne résulte pas en un déplacement à vitesse ﬁnie comme c'est le cas dans Artist, mais
résulte soit en un déplacement inﬁnitésimal, ou soit en un saut instantané. Cela dépend
de la distance insérée. Pour eﬀectuer un déplacement à vitesse ﬁnie dans Scratch, il faut
soit utiliser une boucle aﬁn de répéter un déplacement inﬁnitésimal un grand nombre
de fois, ou soit utiliser la commande  glisser en ... secondes à (x = ... ; y = ...) . La
première solution nécessite de maîtriser les boucles, et la seconde solution nécessite de
maîtriser le système de coordonnées de Scratch de manière à pouvoir insérer les bonnes
coordonnées dans la commande  glisser en ... secondes à (x = ... ; y = ...) . La com-
plexité des commandes de mouvement de Scratch constitue clairement un désavantage
pour les débutants en programmation informatique. De plus, dans Scratch, les créatures
ne s'orientent pas automatiquement dans la bonne direction comme c'est le cas dans
PlayLab : en plus des commandes nécessaires au déplacement, il faut insérer des com-
mandes permettant d'orienter les créatures dans la bonne direction. Dans beaucoup de
cas, il faut aussi insérer une commande permettant de régler correctement le point de
vue. Dans Scratch, rien n'est automatisé, et c'est au programmeur de penser à tout.
Le tableau de la ﬁgure 2 permet de comparer les diﬀérentes commandes de mouvement
des diﬀérents langages de programmation. Les commandes correspondant à des déplace-
ments à vitesse ﬁnie sont en bleu, et les commandes correspondant à des déplacements
inﬁnitésimaux ou à des sauts instantanés sont en rouge. En résumé les commandes de
mouvement de Scratch paraissent bien compliquées pour des apprenants n'ayant au-
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PlayLab Artist Scratch
avancer vers le bas de ... avancer de ... glisser en ... s, à (x = ... ; y = ...)
avancer vers le haut de ... sauter en avant de ... avancer de ...
avancer vers la gauche de ... tourner à gauche tourner de ... à gauche
avancer vers la droite de ... tourner à droite tourner de ... à droite
s'orienter à ...
s'orienter vers (objet)
aller à (x = ... ; y = ...)
aller à (objet)
set rotation style ...
Figure 2  Comparaison des commandes de mouvement de diﬀérents langages visuels.
cune connaissance en programmation informatique. Les commandes de mouvement de
PlayLab leur conviendraient certainement beaucoup mieux. Toutefois, il convient d'être
conscient que les commandes de mouvement de scratch permettent la réalisation de pro-
grammes nettement plus avancés que celles de PlayLab, notamment des jeux vidéo assez
évolués : grâce aux déplacements inﬁnitésimaux, les mouvements des créatures peuvent
répondre instantanément aux sollicitations du joueur. Cela constitue un avantage de
Scratch par rapport aux autres langages visuels de programmation.
Un autre avantage de Scratch est qu'il comporte un très grand nombre de créatures et
d'arrières-plans, et qu'il est possible d'en dessiner de nouveaux et d'en télécharger depuis
son ordinateur. Cela constitue un avantage important dans le cadre de la conception
d'une séquence d'enseignement car l'enseignant peut donner du sens à ses exercices en
adaptant les arrières-plans et les créatures utilisés. Considérons par exemple un exercice
où il faut faire avancer un objet le long d'une certaine trajectoire : il s'agit d'un exercice
abstrait, et une fois terminé, l'élève ne peut pas savoir si l'objet se déplace bien sur la
bonne trajectoire. Grâce à Scratch, l'enseignant peut créer un exercice dans lequel la
trajectoire est représentée par une route, et l'objet est représenté par une voiture. La
consigne donnée aux élèves est alors de faire avancer la voiture sur la route. De cette
manière, l'exercice acquière un sens concret, et il devient auto-correctif car il suﬃt de
voir si la voiture se déplace bien sur la route. Si nécessaire, l'enseignant peut facilement
contrôler la diﬃculté de l'exercice en dessinant lui-même l'arrière-plan et en choisissant
une trajectoire plus ou moins complexe.
Un dernier avantage de Scratch est que l'on peut accéder à l'environnement de pro-
grammation sans avoir besoin de créer un compte personnel en ligne : sans compte
personnel, les travaux réalisés avec Scratch peuvent être téléchargés sur son ordinateur
personnel pour y être stockés, puis renvoyés vers Scratch pour être modiﬁés ou pour être
exécutés ultérieurement. Cela constitue un avantage important dans le cadre de l'ensei-
gnement : par exemple lors d'un travail noté, il est facile pour l'enseignant de récupérer
les travaux réalisés par les élèves pour pouvoir les corriger ultérieurement. L'enseignant
peut stocker les travaux à un emplacement auquel les élèves n'ont pas accès, n'a pas
besoin de se connecter aux comptes personnels des élèves pour eﬀectuer la correction,
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ne risque pas de modiﬁer accidentellement les travaux d'origine rendu par les élèves, et
peut conserver les travaux sur le long terme de manière à pouvoir comparer les travaux
actuels avec ceux des années précédentes. Tout cela ne serait pas possible avec PlayLab.
Si nécessaire, Scratch permet également de sauvegarder son travail en ligne et de pouvoir
y avoir accès facilement depuis n'importe quel ordinateur : pour cela il faut créer un
compte personnel sur le site internet de Scratch.
Un désavantage de Scratch est lié à l'aﬃchage du mouvement des créatures sur la
scène. Dans Scratch, cet aﬃchage est nettement moins soigné et moins réaliste que dans
PlayLab : le rendu est très minimaliste et n'est accompagné d'aucune animation. De
plus, le point de vue des créatures est très souvent incorrect et inadapté à l'arrière-plan.
La ﬁgure 3 permet de s'en rendre compte. Lorsque la créature est dirigée vers la gauche,
Scratch
PlayLab
Vers la droite Vers le bas Vers la gauche Vers le hautOrientation
Figure 3  Comparaison du rendu des diﬀérentes orientations entre Scratch et PlayLab.
on peut améliorer le rendu en utilisant la commande  set rotation style position à
droite ou à gauche . En revanche, on ne peut rien faire pour améliorer le rendu lorsque
la créature est orientée vers le haut ou vers le bas.
A ce stade, une première constatation s'impose : chacun des langages considérés
contient ses propres avantages et ses propres inconvénients. Aucun de ces langages ne
semble être le candidat idéal pour la réalisation de la séquence envisagée : il faut donc
faire un choix en pesant les avantages et les inconvénients de chacun des langages.
La possibilité de choisir entre un grand nombre d'arrières-plans et de créatures, ainsi
que de pouvoir créer ses propres arrières-plans et ses propres créatures, semble indis-
pensable pour créer des exercices ayant du sens, ainsi que pour rendre les exercices
auto-correctifs et pour avoir la maîtrise de leur diﬃculté. Scratch est le seul environ-
nement de développement qui oﬀre cette possibilité. De plus Scratch est un langage
complet qui implémente l'ensemble des concepts de base de la programmation infor-
matique et qui regroupe des commandes de types diﬀérents, allant des commandes de
dessin aux commandes de mouvement, en passant par les commandes d'apparence. Cette
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complétude est très importante pour pouvoir créer des exercices variés portant sur les
diﬀérents domaines de la programmation informatique. Par conséquent, Scratch semble
être le langage le plus avantageux pour la séquence d'enseignement envisagée. Bien sûr,
la complexité des commandes de mouvement constitue un désavantage de taille, mais
il s'agit d'un obstacle surmontable qui ne remet pas en question la faisabilité d'une sé-
quence d'enseignement avec Scratch : il suﬃra, dans un premier temps et lorsque c'est
nécessaire, d'indiquer aux élèves les coordonnées des points et les valeurs des angles
d'orientation dans les consignes des exercices. Par ailleurs, la richesse des commandes
de mouvement de Scratch permettra, dans un second temps, de faire construire aux
élèves de véritables jeux vidéo, ce qui permettra de leur faire découvrir les véritables
possibilités oﬀertes par la programmation informatique : les programmes créés par les
élèves ne se limiteront pas à des programmes inutiles et sans valeur.
4.1.4 Choix des objectifs et conception des exercices
Avant de pouvoir pleinement se concentrer sur l'apprentissage de la programmation
informatique, les élèves devront savoir se servir de l'espace de travail de Scratch. Il s'agit
d'un prérequis que les élèves ne possèdent pas. Ce prérequis doit donc être intégré à la
séquence d'enseignement. Il s'agit d'une compétence pratique et concrète, qui consiste
à connaître les diﬀérentes parties de l'espace de travail de Scratch et les icônes qu'il
contient. Les deux premiers exercices seront conçus pour contribuer à l'acquisition de ce
prérequis.
L'exercice 1 sera conçu pour permettre aux élèves de se familiariser une première
fois avec l'espace de travail de Scratch. Cet exercice ne se réalisera pas sur ordinateur :
les élèves recevront une copie d'écran de l'espace de travail de Scratch dans lequel un
jeu est en train d'être créé. Cette copie d'écran sera imprimée sur papier, et les élèves
devront compléter des lacunes par écrit. Les élèves devront s'aider des pages 2 et 3
de l'Aide-mémoire, où des copies d'écran similaires mentionneront le rôle des diﬀérents
icônes et des diﬀérentes parties de l'espace de travail.
Après cette première familiarisation avec l'espace de travail de Scratch, il devrait
être possible de permettre aux élèves de créer leur premier programme. Ce premier pro-
gramme sera construit lors de l'exercice 2. Il s'agira de concevoir un programme aussi
simple que possible : un chat traverse la scène de gauche à droite. Cela nécessitera
l'utilisation des commandes de mouvement. Ce sont justement ces commandes qui ap-
paraissent par défaut en premier dans le réservoir de commandes, et il n'y a pas besoin
d'aller les chercher dans une autre rubrique. Pour permettre aux élèves de réaliser cet
exercice, un exemple sera présenté dans l'Aide-mémoire. Cet exemple sera accompagné
d'une marche à suivre très précise, et le guidage sera maximal. Cette marche à suivre sera
illustrée avec des copies d'écran claires et parlantes. L'exemple de l'Aide-mémoire sera
très similaire à ce qui sera demandé dans l'exercice : dans l'exemple le chat traversera
la scène approximativement à mi-hauteur, alors que dans l'exercice, le chat traversera
la scène sur le bas. Ainsi les adaptations à réaliser seront relativement simples et im-
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médiates : les élèves devront adapter la marche à suivre de l'exemple en modiﬁant les
coordonnées des points. Ils devront donc identiﬁer le rôle de chaque commande en re-
lation avec le déplacement du chat et les coordonnées des points. Cela leur permettra
d'écrire les bonnes coordonnées aux bons endroits, de manière à réaliser le déplacement
demandé. La réalisation de ce premier programme ne devrait donc pas poser trop de
diﬃcultés : cela permettra de rassurer les élèves en leur montrant qu'ils peuvent y ar-
river facilement. La conception de ce premier programme devrait permettre aux élèves
d'intégrer des objectifs de deux types diﬀérents : se familiariser d'avantage avec l'espace
de travail de Scratch et apprendre à programmer un déplacement en utilisant les com-
mandes de mouvement de Scratch. En se qui concerne la familiarisation avec l'espace de
travail, les élèves apprendront en particulier à accéder à la page principale de Scratch,
à créer un nouveau programme vierge, à insérer des commandes dans la zone grise de
droite, à emboîter les commandes les unes après les autres, à compléter les champs des
commandes avec des nombres, à exécuter le programme, à sauvegarder son travail et
à quitter l'espace de travail pour retourner à la page principale de Scratch. En ce qui
concerne la programmation d'un déplacement, les élèves apprendront à mettre une créa-
ture en mouvement sur un déplacement en ligne droite d'un point A donné à un point
B donné. Ils apprendront en particulier à utiliser les deux principales commandes de
mouvement :  aller à (x = ... ; y = ...)  et  glisser en ... secondes à (x = ... ; y = ...) .
Après avoir réalisé l'exercice 2, les élèves devraient être capables de se servir des outils
de bases de l'espace de travail de Scratch et de programmer un déplacement en ligne
droite horizontale. A l'exercice 3, les élèves apprendront à programmer un déplacement
composé de plusieurs segments de droite. Les coordonnées des points par lesquels passera
la trajectoire du déplacement, ainsi que l'orientation des segments, seront donnés. Les
élèves apprendront en particulier à utiliser la commande d'orientation  s'orienter à ... .
En ce qui concerne l'utilisation de l'espace de travail, les élèves apprendront à ajouter une
image d'arrière-plan. Il ne s'agit pas d'une ﬁnalité en soi, mais le fait d'ajouter une image
d'arrière-plan permet, d'une part, de rendre l'exercice auto-correctif, et d'autre part, de
donner du sens à l'exercice. En eﬀet, la trajectoire du chat suivra les contours de la
montagne dessinée sur l'image d'arrière-plan, ce qui permettra aux élèves de s'apercevoir
immédiatement si leur code est erroné (dans ce cas, le chat ne glissera pas le long de la
montagne). Sans l'image d'arrière-plan, le parcours proposé n'aurait aucun sens, et la
tâche ne serait pas auto-correctrice.
Le rôle principal de l'exercice 4 sera d'introduire les concepts de boucle et de variable.
Le concept de boucle sera introduit au point g) : les élèves devront réaliser un programme
dans lequel une créature tourne en boucle. Dans l'Aide-mémoire, le concept de boucle
est associé au concept de répétition que les élèves connaissent bien dans la vie courante.
Les élèves devront ainsi se servir d'une boucle pour programmer un déplacement répété.
Ils apprendront ainsi à insérer des commandes à l'intérieur d'une boucle. Le concept
de variable sera introduit au point i) : ce concept sera introduit par la création d'un
compteur de tours. Le concept de variable sera abstrait et nouveau pour les élèves, en
revanche les élèves savent ce qu'est un compteur : par exemple le compteur de points
13
4 MÉTHODOLOGIE Michel Di Salvo
dans un jeu vidéo, le compteur de tours dans un jeu de course de voitures, ou encore le
compteur de buts lors d'un match de football. Les élèves apprendront ainsi à créer une
nouvelle variable, à initialiser sa valeur à zéro, et à incrémenter sa valeur de un. L'exercice
4 permettra aussi aux élèves de découvrir les valeurs des orientations correspondant aux
quatre principales directions du plan. Jusqu'à maintenant l'orientation de la créature
était indiquée. Dans l'exercice 4, les élèves devront aller chercher dans l'Aide-mémoire
la valeur des orientations correspondant aux quatre principales directions du plan. En
ce qui concerne l'utilisation de l'espace de travail, les élèves apprendront à insérer un
nouvel objet, ainsi qu'à supprimer un objet. Ces objectifs ne sont pas des ﬁnalités en
soi, mais il est parfois indispensable d'utiliser une autre créature que le chat, ce qui
nécessite que l'élève soit capable de supprimer le chat et de le remplacer par une autre
créature. En eﬀet l'utilisation du chat − qui apparaît par défaut lorsqu'on crée un
nouveau programme vierge − est très problématique, car il se retrouve la tête en bas
lorsqu'on l'oriente vers la gauche ! Pour faire face à ce problème, il faudrait utiliser
la commande  set rotation style , mais il s'agit d'une commande dont le rôle est
compliqué à comprendre pour les élèves. De plus, cette commande comporte une erreur
de traduction très embêtante dans la version française de Scratch ! La solution la plus
simple est donc d'utiliser une créature vue de dessus, dont la manipulation est toute
simple et dont l'aﬃchage est correct. Pour cela, les élèves devront être capables de
supprimer le chat, et d'insérer une autre créature à la place.
Le rôle principal de l'exercice 5 sera de réinvestir l'utilisation des commandes de
mouvement : dans l'exercice 5, la trajectoire que le chat doit suivre ne sera pas indiquée à
l'aide des coordonnées des points qui la composent comme c'était le cas dans les exercices
précédents. On demandera simplement aux élèves de faire avancer le chat d'un point A
donné à un point B donné en évitant un obstacle situé entre ces deux points. Les élèves
devront donc concevoir par eux-mêmes une trajectoire qui contourne l'obstacle. Pour
cela, ils devront analyser le mouvement que le chat devra accomplir aﬁn de le décomposer
en étapes élémentaires. Ils devront ensuite identiﬁer les commandes nécessaires à la
réalisation de chaque étape, ainsi que les valeurs numériques à insérer dans chaque
commande. Cela nécessitera en particulier de comprendre le fonctionnement du système
de coordonnées de Scratch et d'apprendre à s'en servir. Les adaptations à réaliser dans
cet exercice sont donc plus nombreuses et plus avancées que dans les exercices précédents.
L'exercice 5 a aussi pour vocation d'apprendre aux élèves à travailler avec plusieurs
objets à la fois. Ils devront en eﬀet créer un programme contenant deux objets : le chat
et le bâtiment de marbre. Ils devront donc apprendre à utiliser la liste des créatures
pour sélectionner la créature sur laquelle ils travaillent.
A l'exercice 6, les élèves vont découvrir les structures de contrôle. Avant de pouvoir
introduire la première structure de contrôle, il faut placer les élèves dans une situation où
la nécessité d'utiliser une structure de contrôle apparaît de manière naturelle : il faut que
les élèves ressentent naturellement le besoin d'utiliser quelque chose de nouveau qu'ils ne
connaissent pas encore. De cette manière les élèves devraient saisir le sens et le rôle des
structures de contrôle. Pour cela, les élèves devront créer un programme où l'utilisateur
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déplace le chat en utilisant les ﬂèches du clavier. Comme les élèves ne peuvent pas savoir
à l'avance comment s'y prendre pour réaliser un tel programme, le début de la conception
du programme leur sera indiqué. Cela permettra de se focaliser sur l'introduction de la
structure de contrôle : au point e), on s'assure que les élèves comprennent le rôle des
commandes qu'ils ont insérées. Au point f), les élèves devront réﬂéchir à ce qu'ils doivent
rajouter pour que la créature avance uniquement lorsqu'on appuie sur la ﬂèche droite du
clavier : c'est à ce moment que les élèves devront s'apercevoir qu'ils ont besoin d'utiliser
quelque chose de nouveau qu'il ne connaît pas encore : une structure de contrôle. A
ce moment-là de l'exercice, les élèves pourront aller voir dans l'Aide-mémoire et s'aider
de l'exemple présenté dans le chapitre sur les structures de contrôle. Cet exemple sera
très similaire à ce qu'il faut faire dans l'exercice. Au point h), les élèves devront aller
au-delà de cet exemple pour permettre à la créature de se déplacer dans les quatre
directions principales du plan. La réalisation du point h) permettra ainsi de garantir
la bonne compréhension de l'utilisation des structures de contrôle. En ce qui concerne
l'utilisation de l'espace de travail, les élèves apprendront à sélectionner un article dans
le menu déroulant d'une commande.
L'exercice 7 aura pour principal but de faire découvrir aux élèves les véritables pos-
sibilités de la programmation informatique : les élèvent réaliseront un programme net-
tement plus avancé que les programmes réalisés jusqu'alors : il s'agira d'un véritable jeu
vidéo. Les élèves vont ainsi faire le lien entre les programmes qu'ils auront créés dans
les exercices 2 à 6 et les programmes plus complexes qu'ils installent et qu'ils utilisent
sur leur ordinateur ou sur leur console de jeux : ils vont s'apercevoir que les jeux vidéo
et autres programmes complexes se composent de commandes, tout comme les pro-
grammes qu'ils auront créés avec Scratch. Ils réaliseront alors que la combinaison d'un
petit nombre de commandes très simples peut permettre la réalisation d'un programme
très complexe, et ainsi prendre conscience des formidables possibilités oﬀertes par la
programmation informatique. Les élèves auront également un petit aperçu d'une partie
du travail nécessaire à la réalisation d'un jeu vidéo. Ils auront ﬁnalement un aperçu
des mécanismes internes du fonctionnement d'un jeu vidéo, même si, bien entendu, les
véritables jeux vidéo ne sont pas conçus avec Scratch, et l'aperçu a ses limites. Le type
d'apprentissage relatif à cet exercice est l'apprentissage par immersion. L'Aide-mémoire
contiendra un exemple de jeu vidéo similaire à celui que les élèves devront réaliser. Pour
cet exercice, l'exemple de l'Aide-mémoire sera très similaire, et il ne sera pas nécessaire
de forcément tout comprendre en détail pour pouvoir réaliser l'exercice : il suﬃra de
comprendre la structure générale du programme. La seule diﬀérence entre le jeu pré-
senté dans l'Aide-mémoire et celui de l'exercice consiste dans l'utilisation de créatures
et d'arrières-plans diﬀérents. Ainsi les adaptations à réaliser au niveau du code se limi-
teront aux noms des créatures à insérer dans le champ des commandes  go to (objet) 
et  (objet) touché ? . En ce qui concerne l'utilisation de l'espace de travail, les élèves
apprendront à placer une commande dans le champs d'une autre commande.
Les objectifs détaillés des exercices 1 à 7 sont listés dans le tableau présenté à l'annexe
A. La réalisation des exercices 1 à 7 permettra aux élèves d'avoir un première aperçu
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de ce qu'est la programmation informatique, et de découvrir les principaux concepts de
base de la programmation informatique (commandes, variables, boucles, structures de
contrôle). A priori, la majorité des élèves devraient avoir suﬃsamment de temps en 6
périodes de 45 minutes pour réaliser ces 7 premiers exercices. En revanche, il semble peu
probable que les élèves aient suﬃsamment de temps pour réaliser d'avantage d'exercices.
Deux exercices supplémentaires, les exercices 8 et 9, seront néanmoins prévus pour les
élèves les plus avancés. Comme il est diﬃcile de prévoir à quelle vitesse vont avancer
les élèves, il convient de prévoir d'avantage de travail au cas où les élèves avancent plus
rapidement que prévu, mais on ne s'attend pas à ce que ces deux derniers exercices
soient réalisés par tous les élèves.
L'exercice 8 est réalisé en deux versions : une version pour les élèves de 9 VG et une
version pour les élèves de 11 VG. Cela permettra de faire travailler les élèves de 11 VG sur
un exercice nécessitant des connaissances mathématiques plus avancées, que les élèves
de 9 VG ne possèdent pas encore. L'exercice 8 version 9 VG consistera à nouveau à créer
un jeu vidéo. Il poursuivra ainsi les objectifs de l'exercice 7, toujours dans le cadre d'un
apprentissage par immersion. Ce jeu sera très diﬀérents de celui de l'exercice 7, ce qui
permettra d'enrichir l'aperçu des possibilités oﬀertes par la programmation informatique
et du travail nécessaire à la création d'un jeu. Lors de la réalisation de cet exercice, les
élèves devront réinvestir une grande partie de ce qui aura été vu dans les exercices
précédents. Les nouveaux éléments à utiliser seront dispersés dans plusieurs chapitres
diﬀérents de l'Aide-mémoire. Pour réaliser cet exercice, il faudra aussi faire preuve d'une
bonne compréhension des exemples présentés dans l'Aide-mémoire : contrairement à
l'exercice 7, une compréhension approximative de la structure de base du programme
sera insuﬃsante. La consigne de l'exercice contiendra des exigences sur le fonctionnement
du programme : les élèves devront traduire ces exigences en langage informatique : ils
devront donc développer la compétence consistant à traduire le français en langage
informatique. Cet exercice permettra également aux élèves de découvrir les mécanismes
permettant à une créature de se déplacer dans un labyrinthe, ainsi que l'utilisation
d'un nombre aléatoire pour générer le comportement aléatoire d'une créature, ou encore
le mécanisme permettant l'arrêt du jeu lorsque le joueur perd la partie. Les élèves
seront également amenés à découvrir l'utilisation d'une structure de contrôle pour tester
le contact entre deux objets, ainsi que les principales commandes d'apparence et la
commande permettant de régler le style de rotation  set rotation style . En ce qui
concerne l'espace de travail de Scratch, les élèves apprendront à ajouter un objet en
l'important depuis un ﬁchier de leur ordinateur, ainsi qu'à dupliquer un objet.
L'exercice 8 version 11 VG permettra d'approfondir la notion de variable et de faire le
lien avec la notion mathématique de variable, que les élèves connaissent déjà. Jusqu'alors,
le concept de variable aura uniquement été appréhendé sous forme de compteurs. Grâce
à l'exercice 8 version 11 VG, les élèves découvriront que les variables ne se limitent pas
aux compteurs, et constateront que cette notion est bien plus riche : ils découvriront
les possibilités oﬀertes par la manipulation des variables, en particulier dans le cadre
du calcul mathématique. Dans cet exercice, les élèves devront créer un programme qui
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calcule la valeur d'une série convergente. Pour cela, ils devront aussi apprendre à se
servir des opérateurs mathématiques de Scratch. Cet exercice sera basé sur un appren-
tissage behavioriste comme les exercices 1 à 6. Il convient ﬁnalement de mentionner que
lors de l'élaboration de cet exercice, il s'est révélé nécessaire d'utiliser des commandes
d'incrémentation et de décrémentation d'une variable aﬁn de pouvoir calculer la valeur
de convergence de la série alternée
4
1
− 4
3
+
4
5
− 4
7
+
4
9
− 4
11
+ ...
qui converge vers pi. Or, dans Scratch, on trouve uniquement la commande d'incrémen-
tation  ajouter à (variable) 1 , et il n'y a aucune commande de décrémentation. Une
commande de décrémentation aurait pourtant été nécessaire au calcul de la valeur d'une
série alternée. Pour remédier à cette diﬃculté, la série est réécrite sous la forme d'une
série à termes positifs :
8
1 · 3 +
8
5 · 7 +
8
9 · 11 + ...
L'exercice 9 sera à nouveau commun pour tous les élèves, et sera basé sur un mode
d'apprentissage behavioriste. Le rôle principal de cet exercice sera d'apprendre à utiliser
l'aide en ligne de Scratch. Accessoirement les élèves découvriront aussi comment faire
marcher une créature de manière réaliste, avec les membres qui bougent.
4.1.5 Planiﬁcation du déroulement de la séquence
La séquence d'enseignement se déroulera sur 6 périodes de 45 minutes. Ces périodes
seront regroupées par deux : les deux premières périodes se dérouleront la première
semaine, les périodes 3 et 4 se dérouleront la deuxième semaine, puis les périodes 5 et 6
la troisième semaine. Il y aura à chaque fois une pause de 5 minutes entre les périodes
consécutives.
La séquence d'enseignement commencera par une courte présentation de Scratch par
le maître (une dizaine de minutes au total) : le maître montrera aux élèves l'espace de
travail de Scratch, dans lequel un jeu vidéo aura été créé. Le maître lancera le jeu et y
jouera pendant une dizaine de secondes. Le but de cette manière de procéder sera de
captiver l'intention les élèves. Ensuite le maître dira quelques mots sur les commandes
que l'on voit à droite de la fenêtre : il prendra quelques commandes dans le réservoir
de commandes et les déplacera pour montrer aux élèves qu'elles peuvent être déplacées.
Il expliquera aux élèves que c'est ces commandes qui constituent le jeu, et qu'on peut
en faire ce que l'on veut. Finalement, le maître créera un nouveau programme vierge et
y placera quelques commandes de manière à faire bouger le chat lorsqu'il exécutera le
programme. Il montrera ainsi qu'on peut facilement faire bouger le chat.
Les élèves recevront ensuite les deux documents mentionnés précédemment : le
premier document, qui contiendra les consignes des exercices, et l'Aide-mémoire, qui
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contiendra les exemples de programmes et les marches à suivre permettant leur construc-
tion. Pour que les élèves puissent réaliser les exercices proposés, il faudra aussi qu'ils
sachent utiliser l'espace de travail de Scratch. C'est pourquoi, à l'intérieur des marches
à suivre, les éléments liés à l'utilisation de l'espace de travail seront également explicités
et développés. L'Aide-mémoire contiendra aussi diﬀérents paragraphes consacrés spéci-
ﬁquement à l'utilisation de l'espace de travail. Aﬁn de favoriser le confort de travail des
élèves, l'Aide-mémoire, ainsi que les consignes d'exercices, seront imprimés sur papier,
et chaque élève en recevra un exemplaire. Une copie de l'Aide-mémoire et des consignes
d'exercices se trouve en annexe. A noté que l'Aide-mémoire reçu par les élèves à ce
moment-là s'interrompt à la page 39 : les pages 40 à 42 seront distribuées ultérieure-
ment aux élèves les plus avancés. Quant aux exercices, les élèves ne reçoivent, dans un
premier temps, que les exercices 1 à 7.
Les élèves réaliseront le premier exercice sans utiliser l'ordinateur, mais en s'aidant de
l'Aide-mémoire. Cet exercice sera ensuite corrigé en collectif. Les élèves recevront ensuite
la feuille contenant leur nom d'utilisateur et leur mot de passe. Ils pourront alors allumer
leur ordinateur et se connecter à leur compte personnel sur le site internet de Scratch.
Les élèves se mettront ensuite au travail sur l'exercice 2. Dans un premier temps, les
élèves travailleront de manière individuelle. Cela permettra à chacun d'avancer à son
propre rythme, et incitera chacun à se mettre au travail. En particulier, cela évitera
que certains élèves se désinvestissent, et qu'un seul élève ﬁnisse par tout faire lui-même
comme c'est parfois le cas lors de travaux en collectif ou par groupe.
Comme les exercices 2 à 9 sont auto-correctifs, les élèves pourront avancer à leur
rythme, de manière autonome, sans devoir attendre la correction : ils devraient être
capables de détecter tout seul la présence d'une erreur au moment où ils exécutent leur
programme. Lorsqu'un élève est face une erreur, le maître incitera l'élève à identiﬁer
l'erreur lui-même et à la corriger lui-même. L'idéal serait de favoriser, chez les élèves, la
mise en place d'une stratégie méta-cognitive d'auto-régulation consistant à fonctionner
de la manière suivante : l'élève essaie d'abord de construire le programme comme il pense,
puis il teste son programme en l'exécutant. Il corrige ensuite les erreurs, puis eﬀectue
un nouveau test, et ainsi de suite, jusqu'à ce qu'il n'y ait plus d'erreur. L'apprentissage
de la programmation semble être particulièrement favorable à l'apprentissage de cette
stratégie méta-cognitive. En eﬀet, non seulement les exercices sont auto-correctifs, mais
surtout l'erreur ne laisse pas de trace (contrairement au papier sur lequel on eﬀace et on
réécrit). Ainsi l'erreur n'a pas la même connotation négative qu'habituellement. D'autre
part, cette stratégie correspond typiquement à la manière de fonctionner de la plupart
des programmeurs.
A la ﬁn des deux premières périodes, le maître demandera aux élèves de sauvegarder
leur travail. Au début de la troisième période, le maître mentionnera que l'Aide-mémoire
contient un paragraphe qui explique comment accéder au travail qui a été sauvegardé à
la ﬁn de la période précédente. Lors des périodes suivantes, les élèves avanceront dans
les exercices à leur rythme. L'idéal serait que tous les élèves arrivent au moins jusqu'à la
ﬁn de l'exercice 4. A ce stade, les élèves maîtriseront déjà bien l'utilisation de Scratch,
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ainsi que la programmation de toutes sortes de mouvements, et ils auront eu un premier
aperçu de ce que sont les boucles et les variables. En ce qui concerne la majorité des
élèves, ils devraient a priori arriver jusqu'aux exercices 6 ou 7. Les élèves les plus avancés
arriveront probablement jusqu'aux exercices 8 ou 9.
4.2 Variables et indicateurs
Aﬁn de répondre aussi objectivement que possible à la question de recherche, et de
valider ou de réfuter l'hypothèse avancée au début de ce travail, on se focalisera sur un
certain nombre de variables, sur lesquelles une attention particulière sera portée. Les
variables retenues pour l'analyse de la séquence sont les suivantes :
1. La motivation et l'intérêt des élèves pour les tâches proposées.
2. La compréhension de la matière par les élèves.
3. La possibilité de favoriser un mode d'apprentissage autonome et méta-cognitif.
4. La possibilité de développer la créativité des élèves.
Aﬁn de rendre ces variables mesurables, on instaure un certain nombres d'indicateurs.
Chaque indicateur est lié à une variable et permettra d'évaluer cette variable. Voici les
indicateurs sélectionnés :
a) La rapidité avec laquelle les élèves se mettent au travail. (1)
b) Les commentaires spontanés des élèves. (1)
c) Les questions posées par les élèves. (2 et 3)
d) Les erreurs identiﬁées dans les travaux des élèves. (2)
e) La réaction des élèves en cas de problème à l'exécution de leur programme. (3)
f) L'originalité des travaux réalisés par les élèves. (4)
Les principaux liens entre les indicateurs et les variables sont indiqués entre parenthèses.
Pour pouvoir évaluer les indicateurs, il est indispensable de récolter diﬀérents types de
données au cours de l'enseignement de la séquence : les méthodes de collecte d'informa-
tions mises en place sont l'enregistrement audio de la séquence et la récolte des travaux
réalisés par les élèves.
5 Résultats
Globalement la séquence s'est déroulée conformément aux attentes, et aucune diﬃ-
culté majeur n'est à relever. La rapidité de réalisation des exercices a été très diﬀérente
d'un élève à l'autre. Toutefois les élèves ont globalement avancé légèrement plus rapide-
ment que prévu. Tous les élèves ont pu eﬀectuer les exercices 1 à 7, et la grande majorité
d'entre eux ont pu entamer les exercices supplémentaires. En moyenne les élèves de 9
VG ont été plus rapides que ceux de 11 VG. Les quatre premières périodes se sont
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déroulées comme prévu, sans incident. Les interventions du maître (introduction de la
séquence en début de première période, correction de l'exercice 1 en collectif, consignes
pour sauvegarder le travail en ﬁn de deuxième période, consignes pour récupérer le tra-
vail en début de troisième période), ont été réalisées selon la planiﬁcation prévues. Il
convient toutefois de mentionner que les élèves n'ont pas pu avoir accès aux documents
papiers (données des exercices et Aide-mémoire) en cinquième et sixième périodes. Les
élèves ont dû travailler avec la version informatique des documents en les aﬃchant sur
leur écran. De plus une vingtaine de minutes ont été nécessaires en début de cinquième
période pour que le maître fournisse l'identiﬁant et le mot de passe à chaque élève.
5.1 Réalisation de l'exercice 1
Lors de la réalisation de l'exercice 1, un élève n'a consulté que la page 2 de l'Aide-
mémoire et n'a pas pensé ensuite à aller chercher les informations manquantes à la page
3. L'élève a compris qu'il fallait aussi consulter la page 3 en sollicitant l'aide de son voisin
de table. Les sept autres élèves n'ont éprouvé aucune diﬃculté à réaliser l'exercice 1.
5.2 Réalisation de l'exercice 2
Lors de la réalisation de l'exercice 2, la moitié des élèves a réalisé le programme pré-
senté dans l'Aide-mémoire et non celui demandé dans la consigne de l'exercice. Néan-
moins, une fois que l'enseignant a rappelé qu'il fallait réaliser le programme demandé
dans la consigne de l'exercice et non celui présenté dans l'Aide-mémoire, les élèves ont
rapidement compris ce qui leur était demandé. Les adaptations à eﬀectuer pour se ra-
mener à ce qui est demandé dans l'exercice à partir de l'exemple l'Aide-mémoire n'ont
posé aucune diﬃculté.
Il convient aussi de mentionner que deux élèves ont été incommodés par la mauvaise
conception de Scratch : ils n'ont pas tout de suite été voir l'exemple de l'Aide-mémoire,
mais ont d'abord essayé par eux-même diﬀérentes commandes de mouvement pour voir
ce qu'il se passait. De cette manière, ils ont déréglé l'orientation du chat en exécutant
des commandes d'orientation. Or, dans Scratch, l'orientation d'une créature n'est pas
réinitialisée d'une exécution à l'autre : bien que ces deux élèves aient, par la suite,
consulté l'Aide-mémoire, et réalisé l'exercice correctement, la mauvaise orientation du
chat a persisté, et le chat était penché lors de l'exécution du programme ! Leur code était
pourtant parfaitement correct. Le maître est intervenu et leur a présenté la commande
 s'orienter à 90 . L'ajout de cette commande au début du code a résolu le problème.
Deux autres élèves ont été incommodés par la mauvaise conception des commandes
de mouvement. Ils ont essayé d'utiliser la commande  avancer de 10  pour faire avancer
la créature. Cela aurait fonctionné si l'on avait utilisé Code Studio. Malheureusement
cela ne fonctionne pas dans Scratch : on obtient un déplacement inﬁnitésimal à peine
perceptible. En augmentant la distance, on obtient un saut instantané, et il n'est pas
possible de réaliser un déplacement à vitesse ﬁnie. Dans Scratch, la commande  avancer
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de ...  a pour but de réaliser un déplacement inﬁnitésimal : elle est conçue pour être
insérée à l'intérieur d'une boucle aﬁn d'être répétée de nombreuses fois pour induire
un déplacement à vitesse ﬁnie. Le maître a dû indiquer à ces deux élèves d'utiliser les
mêmes commandes que dans l'exemple de l'Aide-mémoire. Cette diﬃculté apparaît à
nouveau à deux reprises lors des exercices suivants.
Un autre élève a omis les signes négatifs devant les coordonnées négatives. Le maître
a dû lui indiquer que certaines coordonnées sont négatives, et qu'il faut donc y mettre
un signe moins. L'élève réalise l'exercice sans diﬃculté avec cette indication. Des erreurs
de signe apparaissent à au moins trois reprises lors des exercices suivants.
Finalement un élève n'arrive pas à revenir sur la page principale de Scratch après
avoir terminé l'exercice. Le maître a dû lui indiquer où se trouve l'icône permettant
de quitter l'espace de travail et de revenir sur la page principale de Scratch. La même
diﬃculté s'est reproduite lors de l'exercice 3.
5.3 Réalisation de l'exercice 3
Lors de la réalisation de l'exercice 3, un élève n'implémente pas l'orientation du
chat le long de la montagne : le déplacement est implémenté correctement, mais les
commandes d'orientation sont omises et le chat reste droit tout au long de la descente.
Un autre élève n'implémente pas l'orientation du chat comme attendu : il utilise
l'outil de dessin de Scratch pour modiﬁer l'orientation de la créature aﬁn de l'orienter
approximativement selon la pente moyenne de la montagne. Le déplacement est implé-
menté correctement, mais les commandes d'orientation sont omises et le chat conserve
la même orientation tout au long de la descente.
Les 6 autres élèves réalisent cet exercice avec facilité et rapidité, sans rencontrer de
diﬃculté.
5.4 Réalisation de l'exercice 4
Lors de la réalisation du point b) de l'exercice 4, deux élèves ont utilisé l'icône servant
à ajouter un nouvel arrière-plan à la place d'utiliser celui servant à ajouter une nouvelle
créature. Cela n'a pas fonctionné, et l'aide du maître a été sollicitée. Le maître a dû
indiquer aux élèves qu'il y a deux icônes diﬀérents : l'un sert à l'ajout d'une nouvelle
créature, alors que l'autre sert à l'ajout d'un nouvel arrière-plan. Les six autres élèves
ont réalisé les points a) et b) sans l'aide du maître et sans diﬃculté.
Lors de la réalisation du point c), l'utilisation de l'icône ciseau n'était pas intuitive :
plusieurs élèves ont eu de la peine à comprendre comment s'en servir. Un élève a besoin
de l'aide du maître. Les sept autres élèves s'en sortent ﬁnalement sans l'aide du maître,
après plusieurs tentatives.
Lors de la réalisation du point d), une élève était perdue et a dû se faire aider par le
maître. Il s'agit de l'élève la moins rapide, qui a démarré le point d) en début de troisième
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période, après une semaine d'interruption. L'aide du maître a permis à cette élève de
se remémorer ce qui avait été vu la semaine précédente : elle a ensuite pu réaliser la
suite de l'exercice de manière autonome, sans diﬃculté. Un autre élève a été incommodé
par la mauvaise conception de Scratch : sa créature refusait de s'orienter correctement,
bien que son code était parfaitement correct ! L'élève a dû solliciter l'aide du maître.
Il s'est révélé que le style de rotation était déréglé : il était sur  ne pivote pas . Le
maître a indiqué à l'élève d'ajouter la commande  set rotation style à 360 degrés  au
début du code. Cela a permis de résoudre le problème. Deux autres élèves ont aussi été
incommodés par la mauvaise conception de Scratch. Ils ont utilisé la commande  tourner
à droite de 90 degrés  à chaque sommet du rectangle, mais n'ont pas pensé à orienter
la créature dans la bonne direction au lancement du programme. Lors de la première
exécution du programme, tout fonctionne correctement car la créature est orientée par
défaut à 90 degrés. Mais lorsqu'ils ont à nouveau exécuté leur programme, la créature
n'était plus orientée correctement car son orientation n'est pas réinitialisée lors d'une
nouvelle exécution du programme. Le maître a dû leur indiquer d'ajouter la commande
 s'orienter à 90  au début du code. Cela a résolu le problème. Si l'on avait utilisé Code
Studio, l'orientation des créatures est réinitialisée à la valeur par défaut de 90 degrés à
chaque nouvelle exécution du programme, et l'omission de la commande  s'orienter à
90  n'aurait eu aucune conséquence. Les quatre élèves restants ont travaillé de manière
autonome, et n'ont rencontré aucune diﬃculté lors de la réalisation des points d) à f).
Lors de la réalisation du point g), le concept de boucle est immédiatement intégré
par l'ensemble des élèves, sans diﬃculté aucune. Un élève a utilisé la boucle  répéter
10 fois  à la place d'utiliser la boucle  répéter indéﬁniment , mais cela n'a aucune
importance car une dizaine de tours est largement suﬃsant pour tester le programme
et comprendre ce qu'il se passe. Les sept autres élèves utilisent spontanément la boucle
 répéter indéﬁniment , comme attendu.
Lors de la réalisation du point i), un élève n'a pas compris qu'un compteur est
dynamique : il s'imaginait que le rôle du compteur était de ﬁxer le nombre total de
tours et que sa valeur était ﬁxe. Le maître lui a expliqué ce qu'est un compteur : il lui a
présenté l'exemple du compteur de buts lors d'un match de football. Cet élève a réalisé
l'exercice correctement après l'intervention du maître. Deux autres élèves ont placé la
commande  mettre nombre de points à 0  à l'intérieur de la boucle à la place de la
placer avant la boucle. Le compteur aﬃchait donc zéro en permanence, et le maître a dû
suggérer à ces deux élèves que la commande  mettre nombre de points à 0  était mal
placée, ce qui leur a permis de corriger leur erreur. Trois autres élèves n'ont pas inséré
de compteur de tours : ils semblent s'être arrêtés au point h), et être directement passé
à l'exercice 5. Les deux élèves restant ont réalisé les points i), j) et k) sans diﬃculté et
de manière autonome.
Finalement il convient de relever que lors de la réalisation de cet exercice, deux élèves
ont demandé au maître comment annuler la dernière action eﬀectuée aﬁn de récupérer
une partie de code supprimée par inadvertance. Malheureusement cette fonction n'est
pas implémentée dans Scratch, et il n'a pas été possible de récupérer le code supprimé.
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5.5 Réalisation de l'exercice 5
Lors de la réalisation de l'exercice 5, le fait de travailler avec deux objets distincts
a perturbé trois élèves. Au point g), ils n'ont pas compris comment faire pour aﬃcher
à nouveau les commandes, et sont passé directement au point h) en pensant que les
commandes disparues ne servaient plus à rien puisqu'il fallait de toutes façons modiﬁer
la trajectoire du chat pour qu'il contourne l'obstacle. Ces élèves ont donc inséré les com-
mandes nécessaires au déplacement du chat sans se poser de question. Ainsi, lorsqu'ils
ont exécuté leur programme, le chat et le bâtiment se sont déplacés tous les deux : les
élèves ont alors été extrêmement déstabilisés, et ne comprenaient plus rien. Le maître
a dû leur expliquer comment faire pour sélectionner une créature, et leur a montré que
chaque créature possède ses propres commandes. Après cette explication, ces trois élèves
ont compris le principe de travailler avec plusieurs créatures dans un même programme
et ont réalisé la suite de l'exercice sans diﬃculté. Les cinq autres élèves ont compris par
eux-même la manipulation de plusieurs créatures dans un même programme, et n'ont
pas eu besoin de l'aide du maître.
Lors de la réalisation du point h), un élève n'avait pas respecté les points de départ et
d'arrivée du parcours du chat, et le maître a dû lui demander de faire en sorte que le chat
parte précisément du point A et arrive précisément au point B. L'élève la moins rapide
a eu besoin de l'aide du maître pour la réalisation du point h) : de manière générale,
cette élève a eu beaucoup de diﬃcultés avec l'utilisation des commandes de mouvement,
et le maître a dû lui fournir une aide conséquente pour la réalisation du point h). Les six
autres élèves ont réalisé les points h), i) et j) sans l'aide du maître : la compréhension
du système de coordonnées de Scratch ne leur a pas posé de problème particulier.
5.6 Réalisation de l'exercice 6
Lors de la réalisation de l'exercice 6, deux élèves ont oublié d'insérer les commandes
d'orientation, ce qui a résulté en un déplacement toujours dirigé vers la droite, quelque
soit la ﬂèche du clavier appuyée. Ces élèves ont facilement corrigé leur erreur dès que
le maître leur a indiqué qu'il manquait des commandes d'orientation. Un autre élève a
sollicité l'aide du maître suite à un résultat incorrect lors de l'exécution du programme :
il avait placé les structures de contrôle les unes dans les autres à la place de les placer
les unes après les autres. Le maître lui a demandé de comparer ce qu'il avait fait avec
l'exemple de l'Aide-mémoire. L'élève a alors identiﬁé son erreur et l'a corrigée. La réali-
sation de l'exercice 6 n'a posé aucun problème pour les cinq élèves restant : l'utilisation
d'une structure de contrôle pour tester l'appui sur une touche du clavier est facilement
comprise et intégrée.
Il est important de relever que les élèves ont éprouvé une grande ﬁerté lorsqu'ils ont
exécuté avec succès leur programme au point i) : la plupart des élèves ont fait venir le
maître, et lui ont montré leur programme avec ﬁerté.
Il convient ﬁnalement de relever qu'un élève a oublié de sauvegarder son travail : en
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quittant l'espace de travail, le programme a été automatiquement sauvegardé sous le
nom  Untitled . Le travail réalisé a donc pu être récupéré.
5.7 Réalisation de l'exercice 7
Lors de la réalisation de l'exercice 7, les deux adaptations à réaliser en ce qui concerne
les champs des commandes  go to (objet)  et  (objet) touché ?  ont posé problème
à deux élèves. L'aide du maître a été nécessaire pour ces deux élèves. L'un de ces élèves
avait aussi inséré les mauvaises commandes dans les mauvais objets, et était en train
de créer un programme n'ayant aucun sens. Le maître lui a demandé de faire comme
indiqué dans la consigne de l'exercice. Pour éviter à l'élève de devoir tout refaire depuis
le début, le maître lui a montré comment transférer le code d'une créature vers une
autre créature, ce qui lui a permis de corriger rapidement son travail, sans avoir à tout
recommencer. Un autre élève a sollicité l'aide du maître, car son compteur de points ne
fonctionnait pas. Il s'est avéré que l'élève avait coché la case  Pour ce lutin uniquement 
lors de la création de la variable. Pour que le comptage des points fonctionne, il ne fallait
pas cocher cette case : le compteur de points correspond à une variable globale. A la ﬁn
de la sixième période, l'élève la moins rapide n'a pas eu le temps de ﬁnaliser son jeu :
elle n'a pas eu le temps d'implémenter le mécanisme d'arrêt du jeu en ﬁn de la partie.
Cependant le travail réalisé jusqu'alors était parfaitement correct, et son jeu est jouable.
La réalisation de l'exercice 7 n'a posé aucune diﬃculté aux quatre élèves restant.
A nouveau, les élèves ont tous éprouvé une énorme ﬁerté en réussissant à créer par
eux-même un véritable jeu vidéo : une fois le jeu terminé et testé, ils ont appelé le maître,
et lui ont montré ﬁèrement leur jeu avec un grand sourire. Certains se sont exclamés
 Regardez Monsieur ! ça marche !  avec étonnement, comme s'ils étaient étonnés d'avoir
réussi à créer un véritable jeu par eux-même, et à obtenir quelque chose qui fonctionne si
bien. Ce comportement réapparaît à plusieurs reprises lors de la réalisation des exercices
supplémentaires.
Il convient ﬁnalement de relever que deux élèves ont interverti les deux créatures
entre elles, mais cela n'a posé aucun problème : la conception de leur jeu était adaptée
en conséquence.
5.8 Réalisation de l'exercice 8 version 9 VG
Bien qu'il s'agisse à la base d'un exercice facultatif, l'exercice 8 version 9 VG a été
réalisé par l'ensemble des quatre élèves de 9 VG. Lors de la réalisation de la partie
1, le téléchargement depuis l'ordinateur vers Scratch du ﬁchier contenant le labyrinthe
constitue un véritable obstacle pour l'ensemble des élèves ! Le ﬁchier en question a été
préalablement placé dans un dossier partagé auquel chaque élève a accès, et le maître
a donné comme consigne aux élèves d'aller chercher ce ﬁchier dans le dossier indiqué
lorsqu'ils en ont besoin. Pour télécharger le ﬁchier, les élèves le glissent dans la fenêtre
de travail de Scratch, ce qui, bien sûr, ne fonctionne pas. Ils essaient ensuite de l'ouvrir
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en double-cliquant dessus, ce qui ne fonctionne pas non plus. Finalement le maître a dû
montrer à chaque élève comment faire.
Au point g), un élève n'a pas réussi à réduire la taille de l'insecte. Le maître a dû lui
indiquer comment faire. Au point p), un autre élève a eu des diﬃcultés à programmer
le déplacement du dragon : il a d'abord programmé correctement les déplacements de
l'insecte et du fantôme en se basant sur les exemples de l'Aide-mémoire. Puis, lorsqu'il
a voulu programmer le déplacement du dragon, il s'est inspiré de ce qu'il avait fait
précédemment, sans aller voir dans l'Aide-mémoire. Son raisonnement est intéressant,
bien que trop simpliste : il a dupliqué les commandes du déplacement du fantôme et les a
transférée au dragon. Il a ensuite dupliqué et transféré au dragon la structure de contrôle
empêchant l'insecte de traverser les parois du labyrinthe : ainsi le mouvement le dragon
est aléatoire grâce aux commandes en provenance du fantôme et il ne peut pas traverser
les parois grâce à la structure de contrôle en provenance de l'insecte. Malheureusement
ce raisonnement ne fonctionne pas car la créature doit entrer en contact avec les parois
perpendiculairement à ces dernières aﬁn de pouvoir s'en extraire et repartir dans une
autre direction. A l'exécution, le mouvement du dragon dysfonctionnait, et le maître a
demandé à l'élève de faire comme dans l'exemple de l'Aide-mémoire. Après correction, le
programme a continué à dysfonctionner à cause de la non réinitialisation de l'orientation
du dragon. Le maître a encore dû demander à l'élève de rajouter la commande  s'orienter
à 90  au début du code du dragon, ce qui a résolu le problème.
Un autre élève a réalisé un programme tout à fait correct, mais le mouvement du
dragon dysfonctionnait à cause d'une désorientation de ce dernier d'une dizaine de de-
grés. Le maître a demandé à l'élève de rajouter la commande  s'orienter à 90  au début
du code du dragon, ce qui a résolu le problème.
Un autre élève a eu d'importantes diﬃcultés car il a pris l'initiative d'utiliser d'autres
créatures que celles proposées dans la donnée de l'exercice. Or il se trouve que les créa-
tures ont des tailles diﬀérentes les unes des autres : si on utilise une créature diﬀérente,
il faut réadapter sa taille pour qu'elle soit précisément adaptée à la largeur des allées du
labyrinthe. De plus la forme de la créature joue aussi un rôle important : les exemples de
l'Aide-mémoire fonctionnent bien si la forme de la créature est proche d'une sphère, mais
le programme dysfonctionne si la créature a une forme allongée (comme par exemple la
forme d'une silhouette humaine) ou s'il y a quelque chose qui dépasse en dehors (comme
par exemple une sorcière avec son balai qui dépasse). Bien que le code conçu par l'élève
était parfaitement correct, le résultat obtenu à l'exécution dysfonctionnait à cause de
ses choix de créatures.
En ﬁn de sixième période, les deux élèves de neuvième année les moins rapides n'ont
pas eu le temps de terminer l'exercice 8 version 9 VG. Le premier élève a réalisé les
parties 1 à 5 correctement ; il lui a manqué du temps pour implémenter le mécanisme
d'arrêt du jeu en ﬁn de partie, mais son jeu était jouable. Le second élève a eﬀectué les
parties 1 à 4 correctement ; le jeu était jouable, mais il n'y avait pas de c÷urs à récupérer
et le mécanisme d'arrêt du jeu en ﬁn de partie n'était pas implémenté.
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La partie 6 de l'exercice 8 version 9 VG a posé problème aux deux élèves ayant
eu le temps d'arriver jusqu'à ce point : ils se sont inspirés du jeu de l'exercice 7 pour
créer le mécanisme d'arrêt du jeu lorsque le joueur perd la partie. Or les deux jeux
étant fondamentalement diﬀérents l'un de l'autre, aucun élève n'a réussi à aboutir à un
mécanisme fonctionnel. Le maître a dû leur indiquer d'utiliser les informations données
dans la consigne de l'exercice pour concevoir ce mécanisme. Le maître insiste sur le
fait que la consigne contient des informations en français qu'il faut traduire en langage
informatique, en utilisant les commandes de Scratch. Après cette intervention du maître,
ces deux élèves ont réussi à terminer leur programme correctement. Ils ont ensuite proﬁté
d'y jouer. Ils ont alors remarqué qu'il est possible de traverser les parois du labyrinthe en
appuyant simultanément sur diﬀérentes ﬂèches du clavier. En eﬀet, l'exemple de l'Aide-
mémoire, que les élèves ont consulté, ne prend pas en compte le cas de ﬁgure où on
appuie simultanément sur plusieurs ﬂèches à la fois. Le maître a expliqué aux élèves que
le jeu n'avait pas été conçu pour appuyer simultanément sur plusieurs touches à la fois,
et qu'il serait bien compliqué de prendre cela en compte. Les élèves se sont montrés un
peu déçus :  Dans tous les jeux qu'on connaît, on peut appuyer sur plusieurs touches
en même temps et il n'y a pas de problème ! .
Il convient de relever aussi qu'un élève a voulu supprimer une commande qu'il avait
placée par erreur au début du code de l'insecte. Dans Scratch, lorsqu'on déplace une
commande, toutes les commandes placées à la suite restent accrochées et se déplacent
aussi : en déplaçant la commande erronée dans la corbeille, l'élève a donc supprimé toutes
les commandes associées à l'insecte ! Comme dans Scratch il n'y a malheureusement
aucun moyen de revenir en arrière ou d'annuler la dernière action, l'élève a dû réinsérer
une à une toutes les commandes de l'insecte, a perdu beaucoup de temps, et a montré
des signes de découragement !
5.9 Réalisation de l'exercice 8 version 11 VG
L'exercice 8 version 11 VG n'a été réalisé que par un seul élève. L'élève a réalisé
l'exercice sans diﬃculté et sans l'aide du maître. Il a obtenu le nombre pi du premier
coup, et a reconnu ce nombre immédiatement. L'élève a toutefois manqué d'inspiration
au point h), et le maître lui a proposé une méthode pour estimer le nombre d'additions
nécessaires au calcul du nombre pi. Quant aux trois autres élèves de onzième année, la
première n'est pas arrivée au-delà de l'exercice 7, et les deux autres ont passé directement
à l'exercice 11.
5.10 Réalisation de l'exercice 9
L'exercice 9 a été réalisé par 3 élèves au total. Cet exercice n'a pas posé de diﬃculté
notable. Un élève de 9 VG a été étonné de la petite taille de l'exercice et de sa facilité :
il s'est exclamé  C'est tout ? C'est juste ça qu'il fallait faire ? . En eﬀet cet exercice
est particulièrement court et facile en comparaison avec l'exercice précédent (exercice 8
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version 9 VG) qui était très long, et qui s'est révélé fastidieux.
5.11 Conception de l'exercice 10
A la ﬁn de la deuxième période, les élèves les plus rapides avaient déjà terminé
l'exercice 6. L'enseignant a donc pris la décision de créer un nouvel exercice aﬁn de
garantir que tous les élèves soient occupés pour les deux périodes suivantes. L'exercice
10 est alors créé. Cet exercice permet aux élèves de créer un programme informatique
diﬀérent d'une animation ou d'un jeu vidéo : il s'agit d'un logiciel de dessin. Cela permet
de varier les situations abordées, et donc d'enrichir d'avantage l'aperçu des possibilités
oﬀertes par la programmation informatique. Cela est aussi l'occasion pour les élèves
de découvrir et d'utiliser les commandes de dessin, qu'ils n'ont pas encore rencontrées
jusqu'à maintenant. Cet exercice constitue également l'occasion d'introduire les entrées-
sorties : l'utilisateur du logiciel de dessin aura la possibilité de supprimer son dessin pour
créer un nouveau dessin. Avant la suppression du dessin, l'utilisateur devra conﬁrmer
son intention. Pour cela, les élèves doivent utiliser les entrées-sorties aﬁn de demander à
l'utilisateur de conﬁrmer la suppression, et de récupérer sa réponse. Cet exercice contient
aussi une partie facultative aﬁn de permettre aux élèves les plus avancés de perfectionner
leur logiciel avec d'autres fonctions. Aﬁn de permettre aux élèves de réaliser cet exercice,
un complément est ajouté à l'Aide-mémoire, et distribué aux élèves : il s'agit des pages 40
et 41. Ce complément traite des entrées-sorties et des commandes de dessin : il contient
toutes les informations nécessaires à la réalisation de l'exercice 10.
5.12 Réalisation de l'exercice 10
L'exercice 10 a été réalisé par 3 élèves au total. Deux élèves ne savaient pas comment
traduire en langage informatique le fait qu'une action doit être accomplie en perma-
nence : l'utilisation d'une boucle n'a pas été évidente pour eux. Ils ont inséré les bonnes
commandes, mais n'ont pas utilisé de boucle. Ainsi les commandes ne se sont exécutées
qu'une seule fois, de manière instantanée, puis plus rien ne s'est passé. Le maître a
dû leur indiquer d'insérer une boucle pour permettre aux commandes de se répéter en
permanence. Grâce à cette indication, ils ont réalisé le programme correctement.
Il convient aussi de mentionner qu'un élève n'a pas compris comment faire pour que
le stylo suive le pointeur de souri : le maître a dû lui dire d'utiliser une commande de
mouvement. Un autre élève a utilisé la commande  s'orienter vers pointeur de souri  à
la place d'utiliser la commande  aller à pointeur de souri . Il n'a pas réussi à identiﬁer
son erreur par lui-même, et le maître a dû lui indiquer où était son erreur. Finalement
aucun élève n'a eﬀectué correctement les points j) et k) : les élèves ont ignoré l'exigence
de demander la conﬁrmation de l'utilisateur avant la suppression du dessin. Les élèves
se sont contentés de faire en sorte que le dessin soit supprimé dès l'appui sur la touche
e. La partie facultative de l'exercice 10 n'a été abordée par aucun élève.
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5.13 Conception de l'exercice 11
A la ﬁn de la quatrième période, les élèves les plus rapides en sont à l'exercice
9. Le maître décide donc d'ajouter un onzième exercice aﬁn de garantir que tous les
élèves soient occupés pendant les deux dernières périodes. Il décide de créer un exercice
permettant de sonder et d'évaluer les compétences acquises par les élèves durant la
séquence : un jeu vidéo est présenté aux élèves et son fonctionnement est décrit dans
la consigne de l'exercice. Les élèves doivent ensuite reproduire le jeu. Pour cet exercice,
il n'y a pas de renvoie vers l'Aide-mémoire : les élèves doivent utiliser les compétences
qu'ils ont acquises durant la séquence. Bien entendu, toutes les compétences nécessaires
à la réalisation de l'exercice ont été travaillées dans les exercices précédents : aucune
notion nouvelle n'est abordée. Le jeu que les élèves doivent créer ressemble à celui de
l'exercice 7, mais les adaptations à réaliser à partir des diﬀérents exemples de l'Aide-
mémoire sont très nombreuses et fastidieuses, et les élèves ont intérêt à bien comprendre
le fonctionnement interne du jeu, ainsi que le rôle de chacune des commandes, s'ils
veulent réussir l'exercice.
5.14 Réalisation de l'exercice 11
L'exercice 11 a été réalisé par 5 élèves au total, mais n'a pu être terminé que par un
seul élève. Les autres n'ont pas eu le temps de le terminer. En eﬀet les incidents survenus
en cinquième période ont fait perdre beaucoup de temps aux élèves et le fait de devoir
travailler sans les documents papiers ont nettement diminué la vitesse de travail des
élèves. Aucun élève n'a eu le temps de commencer la partie facultative de l'exercice.
L'élève le plus rapide a correctement réalisé le jeu demandé, de manière autonome et
sans diﬃculté. Un autre élève a aussi presque réussi à terminer l'exercice : son jeu
était pleinement fonctionnel et jouable, mais le comptage des points n'était pas encore
implémenté. Tout le reste était correct. Les trois autres élèves ont uniquement eu le
temps d'implémenter les mouvements des deux créatures. Leur implémentation était
correcte.
6 Analyse et discussion
Dans l'ensemble, la réalisation de cette séquence d'enseignement a été un succès.
Les élèves ont globalement réalisé l'ensemble des sept premiers exercices avec facilité et
aisance. En somme, tout s'est passé comme prévu. Bien entendu, il y a quand même
eu un certain nombre de diﬃcultés qui ont été observées. Dans la grande majorité des
cas, ces diﬃcultés n'ont concerné qu'une petite proportion des élèves, et n'ont révélé
aucun obstacle majeur sur le plan de l'apprentissage de la programmation informatique.
Néanmoins ces diﬃcultés méritent d'être analysées, de manière à en tirer des conclusions
sur l'apprentissage de la programmation informatique, ainsi que des pistes d'amélioration
de la séquence. Nous allons d'abord analyser les diﬃcultés en lien avec l'apprentissage des
28
6 ANALYSE ET DISCUSSION Michel Di Salvo
concepts de programmation informatique. Ensuite nous nous intéresserons aux autres
types de diﬃcultés, notamment à celles liées à l'utilisation de Scratch, à l'utilisation de
l'Aide-mémoire ou à la conception de la séquence d'enseignement.
6.1 L'apprentissage des concepts liés à la programmation
Les concepts abordés dans cette séquence d'enseignement sont les concepts de com-
mandes, de variables, de boucle, et de structure de contrôle. L'un des exercices facultatifs
aborde aussi le concept d'entrées-sorties.
6.1.1 Le concept de commandes
Ce concept a été immédiatement bien compris et bien assimilé par tous les élèves.
Les élèves ont compris sans diﬃculté que ce sont les commandes qu'ils insèrent dans
la zone grise de droite qui constituent leur programme et qui ordonnent des actions en
s'exécutant les unes après les autres. Ils ont tous compris que les commandes doivent être
placées les unes après les autres, et que l'exécution commence par la première commande
du haut puis se poursuit vers le bas.
6.1.2 Le concept de boucles
Lors de la réalisation de l'exercice 4, le concept de boucle a été parfaitement compris
et assimilé par l'ensemble des élèves. Ce concept n'a pas posé la moindre diﬃculté à
aucun moment de la séquence.
6.1.3 Le concept de variable
La compréhension et l'assimilation du concept de variable ont été très diﬀérentes
d'un élève à l'autre. Un premier élève a réalisé les points i) et j) de l'exercice 4, et
l'exercice 8 version 11 VG, de manière autonome et sans aucune diﬃculté. Il a donc
parfaitement compris et assimilé le concept de variable. Les sept autres élèves n'ont pas
réalisé l'exercice 8 version 11 VG, et leur conception des variables se limite aux concepts
de compteurs de points et de compteurs de tours. Parmi ces sept élèves, un élève a réalisé
les points i) et j) de l'exercice 4, et l'exercice 11, de manière autonome et sans aucune
diﬃculté. Il a donc parfaitement compris et assimilé le concept de compteur. Trois
autres élèves ont rencontré de légères diﬃcultés à comprendre le concept de compteur
lors de la réalisation de l'exercice 4, mais ont réussi l'exercice avec une aide ponctuelle et
limitée. Ils ont eu l'occasion de réinvestir ce concept à l'exercice 7, et ont probablement
assez bien compris et assimilé ce concept. Finalement les trois élèves restant n'ont pas
réalisé les points i) et j) de l'exercice 4. Deux de ces élèves ont néanmoins correctement
implémenté le compteur de points de l'exercice 7, mais cela n'est pas forcément suﬃsant
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pour garantir que ce concept soit réellement compris et assimilé. La dernière élève n'a
jamais abordé le concept de compteur.
6.1.4 Le concept de structures de contrôle
Lors de la réalisation de l'exercice 6, le concept de structures de contrôle a correcte-
ment été compris et assimilé par sept élèves. Le huitième élève a placé les structures de
contrôle les unes dans les autres à la place de les placer les unes après les autres, ce qui
peut être dû à une mauvaise compréhension du concept de structure de contrôle. Par
ailleurs, quatre élèves ont eu l'occasion de réinvestir le concept de structure de contrôle
dans un contexte diﬀérent lors de la partie 6 de l'exercice 8 version 9VG, ou lors de
l'exercice 10. Ces quatre élèves ont certainement acquis une bonne compréhension du
concept de structure de contrôle, et savent s'en servir dans diﬀérentes situations. L'un de
ces quatre élèves a aussi réalisé l'exercice 11 de manière autonome et sans diﬃculté, ce
qui atteste d'une excellente compréhension et d'une excellente maîtrise des structures de
contrôle. Quant aux quatre élèves restant, qui n'ont rencontré les structures de contrôle
qu'à l'exercice 6, le fait qu'ils maîtrisent l'utilisation des structures de contrôle dans le
but de tester l'appui sur les touches du clavier ne signiﬁe pas forcément qu'ils maîtrisent
l'utilisation des structures de contrôle dans d'autres circonstances. Leur expérience des
structures de contrôle reste donc restreinte.
6.1.5 Le concept d'entrées-sorties
L'introduction des entrées-sorties a totalement échoué car aucun élève n'a réalisé les
points j), k) et l) de l'exercice 10. Ce concept n'a donc pas été abordé.
6.2 Mise en place du contrat didactique
Lors de la réalisation de l'exercice 2, le fait que la moitié des élèves réalisent l'exemple
de l'Aide-mémoire à la place du programme demandé dans l'exercice révèle que le contrat
didactique adopté pour cette séquence d'enseignement n'a pas encore été intégré. La
réalisation de l'exercice 2 est ainsi nécessaire à la mise en place du contrat didactique
entre le maître et les élèves. En plus des objectifs mentionnés précédemment, l'exercice
2 permet donc la mise en place du contrat didactique. A la suite de cet exercice, il n'y
a plus eu aucune erreur de ce type, ce qui montre que l'exercice 2 joue parfaitement le
rôle de mise en place du contrat didactique.
6.3 Amélioration de la séquence d'enseignement
Les exercices 1 à 7 ayant globalement bien fonctionné, il ne semble pas y avoir d'amé-
lioration notable à y apporter. En revanche, des améliorations peuvent être réalisées dans
l'exercice 8 version 9 VG, ainsi que dans l'exercice 10.
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6.3.1 Amélioration de l'exercice 8 version 9 VG
La réalisation de l'exercice 8 version 9 VG a globalement engendré beaucoup de
problèmes, sans amener de véritable bénéﬁce. En eﬀet, la réalisation de cet exercice
s'est révélée très fastidieuse et chronophage, n'a introduit aucun nouveau concept de
programmation informatique, et s'est limitée à un réinvestissement des compétences
acquises précédemment. Le fait d'avoir appris à faire avancer une créature dans un la-
byrinthe ou d'avoir appris à faire avancer une créature de manière aléatoire n'a que peu
d'intérêt et n'amène rien de fondamental. De plus, bien que les élèves doivent consulter
diﬀérentes parties de l'Aide-mémoire pour réunir les informations nécessaires à la réa-
lisation du jeu, il y a très peu d'adaptations à y apporter et certaines parties de code,
comme par exemple celles réalisant les déplacements d'une créature à l'intérieur d'un
labyrinthe, peuvent être recopiées à l'identique à partir de l'Aide-mémoire. Finalement
certains élèves ont aussi été déçus du résultat obtenu à cause de la non prise en compte
de l'appui simultané de plusieurs touches à la fois. Un élève a aussi été déçu par le
fait de ne pas avoir pu utiliser les créatures de son choix, et d'avoir ﬁnalement dû se
conformer aux propositions faites dans la consigne de l'exercice. En eﬀet, cet exercice
n'oﬀre aucune possibilité de créativité.
En conclusion des observations faites ci-dessus, la réalisation de cet exercice à ce
moment-là de la séquence ne semble pas pertinente. Toutefois, un tel exercice pourrait
jouer le rôle d'exercice complémentaire que l'on pourrait donner en toute ﬁn de séquence
pour occuper les élèves les plus avancés. En ce qui concerne la problématique de l'appui
simultané de plusieurs touches à la fois, on peut la résoudre en proposant aux élèves
qui le souhaitent d'ajouter une structure de contrôle empêchant l'insecte d'avancer si
les combinaisons de touches à l'origine du problème se produisent. Cette structure de
contrôle doit être placée à l'intérieur de la boucle principale et doit contenir toutes les
autres structures de contrôle. La condition d'exécution serait la suivante :
NON

 toucheﬂèche haut
pressée
OU
 toucheﬂèche bas
pressée
ET
 toucheﬂèche gauche
pressée
OU
 toucheﬂèche droite
pressée

En ajoutant cette structure de contrôle, l'insecte s'immobilise lorsque plusieurs ﬂèches
directionnelles sont appuyées simultanément, jusqu'à ce qu'il n'y ait plus qu'une seule
touche appuyée.
Alternativement il est possible de concevoir un mécanisme beaucoup plus élégant
et explicite en utilisant une fonction. Dans le cas où l'on propose cet exercice à la ﬁn
d'une séquence d'enseignement incluant l'enseignement des fonctions, on pourrait mo-
diﬁer le chapitre de l'Aide-mémoire intitulé  Comment faire avancer une créature à
l'intérieur d'un labyrinthe ?  de manière à proposer aux élèves la création d'une fonc-
tion qui empêche la créature de traverser les parois. Cette fonction pourrait être déﬁnie
comme présenté à la ﬁgure 4. Grâce à cette fonction, on pourrait faire avancer une
créature à l'intérieur d'un labyrinthe en reprenant le code de l'exercice 6, et appelant
la fonction  parois_solide  dans chacune des quatre structures de contrôle correspon-
dant aux quatre directions du plan. De cette manière le jeu fonctionne parfaitement
même lorsque plusieurs touches sont appuyées simultanément, et il devient également
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Figure 4  Fonction empêchant une créature de traverser les parois d'un labyrinthe
possible de déplacer la créature en diagonal en appuyant simultanément sur deux ﬂèches
directionnelles.
6.3.2 Amélioration de l'exercice 10
L'exercice 10 a l'avantage de permettre aux élèves de faire le lien entre une action
qui s'eﬀectue en permanence et l'utilisation d'une boucle. Ce cas de ﬁgure est fréquent
en programmation informatique : pour qu'une action se réalise en permanence, il faut
utiliser une boucle. Lors de la réalisation de cet exercice, on constate également qu'un
élève n'a pas réussi à identiﬁer par lui-même une erreur toute simple, et a eu besoin de
l'aide du maître : cela est peut-être dû au fait que le stylo est caché, et que l'on ne peut
donc pas connaître ses mouvements ou son orientation. Aﬁn d'éliminer cette diﬃculté,
on pourrait supprimer l'exigence de cacher le stylo, et rendre ainsi le stylo toujours
visible : cela permettrait de visualiser immédiatement ce qu'il se passe et d'identiﬁer
très facilement la cause d'un dysfonctionnement. Dans ce cas, on pourrait proposer aux
élèves de ﬁxer la taille du stylo à 20% de sa taille initiale de manière à ce qu'il ait la
taille d'un curseur de souri. Le stylo serait ainsi assimilé à un curseur de souri. Certes
il n'est pas possible de cacher le véritable curseur de souri, et il y aurait donc deux
curseurs de souri l'un par dessus l'autre (le stylo de Scratch et le véritable curseur de
souri). Mais, de cette manière, on pourrait immédiatement voir si les deux curseurs sont
confondus (ils s'aﬃchent l'un par dessus l'autre) ou pas. Idéalement on pourrait imaginer
l'existence d'une commande permettant de masquer le curseur de souri lorsqu'il se trouve
sur la scène : en utilisant une telle commande, le curseur de souri serait remplacé par le
stylo dès qu'il passe au-dessus de la scène et on éviterait d'avoir deux curseurs de souri
diﬀérents l'un par dessus l'autre.
Un autre point faible de cet exercice est qu'il introduit à la fois les commandes
de dessin et les entrées-sorties. Or l'introduction des entrées-sorties n'a pas fonctionné
car aucun élève n'a réalisé les points j), k) et l). L'introduction du concept d'entrées-
sorties à la ﬁn de cet exercice n'est pas une bonne idée car les élèves ne perçoivent pas
l'importance d'implémenter la demande de conﬁrmation avant la suppression du dessin.
Pour eux, ce qui importe est le logiciel de dessin lui-même. Cet exercice introduit déjà
beaucoup de choses nouvelles, et les élèves ne s'attendent pas à voir apparaître un
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nouveau concept en toute ﬁn d'exercice. Il serait donc souhaitable supprimer l'exigence
selon laquelle il faut demander une conﬁrmation avant la suppression du dessin. En ce qui
concerne l'introduction du concept d'entrées-sorties, il vaut mieux créer un autre exercice
qui soit spécialement conçu pour l'introduction de ce concept, et éviter d'introduire
plusieurs concepts simultanément. Ce constat pourrait aussi s'appliquer à l'exercice 4,
qui introduit simultanément les concepts de boucles et de variables.
6.4 Amélioration de l'Aide-mémoire
L'analyse du déroulement de la séquence a permis de mettre en évidence plusieurs
possibilités d'amélioration concernant l'Aide-mémoire. Lors de la réalisation de l'exercice
2, un élève n'arrive pas à quitter l'espace de travail et à revenir sur la page principale
de Scratch. Il serait donc souhaitable d'ajouter à l'Aide-mémoire un paragraphe intitulé
 Comment quitter l'espace de travail ? .
Lors de la réalisation de l'exercice 7, un élève a inséré ses commandes dans la mau-
vaise créature, et ne s'en est rendu compte que lorsqu'il avait terminé d'écrire son code.
La possibilité de transférer du code d'une créature à l'autre s'est alors révélée extrême-
ment utile aﬁn d'éviter de devoir tout recommencer à partir de zéro. Malheureusement
l'élève ne comprend pas comment procéder pour faire cela. Il serait donc souhaitable
d'ajouter à l'Aide-mémoire un paragraphe intitulé  Comment transférer des commandes
d'une créature à une autre ? .
Toujours lors de la réalisation de l'exercice 7, un autre élève a coché la case  Pour
ce lutin uniquement  lors de la création du compteur de points, ce qui a empêché le
compteur de points de fonctionner correctement. Il serait donc souhaitable de mentionner
dans l'exemple de conception de jeu de l'Aide-mémoire qu'il ne faut pas cocher la case
 Pour ce lutin uniquement  lorsqu'on crée un compteur de points. Cette mention
devrait être faite au point 8) de l'exemple du chapitre  Un exemple de conception de
jeu .
Lors de la réalisation de la partie 1 de l'exercice 8, aucun élève n'a réussi à téléchar-
ger dans Scratch le ﬁchier contenant le labyrinthe. Le maître a dû expliquer à chaque
élève comment télécharger un ﬁchier dans Scratch depuis l'ordinateur. Il serait donc
souhaitable d'ajouter à l'Aide-mémoire un paragraphe intitulé  Comment télécharger
un ﬁchier depuis l'ordinateur ? .
Lors de la réalisation de la partie 4 de l'exercice 8, deux élèves ont obtenu un pro-
gramme qui dysfonctionnait lors de l'exécution, à cause d'une désorientation du dragon.
Il serait donc souhaitable d'ajouter la commande  s'orienter à 90  dans l'exemple uti-
lisé par les élèves pour programmer le déplacement du dragon. Cet exemple se trouve
dans l'Aide-mémoire au chapitre  Comment faire avancer une créature à l'intérieur d'un
labyrinthe , dans le paragraphe  Cas 2 : la créature se promène dans le labyrinthe de
manière autonome . La commande  s'orienter à 90  devrait être placée immédiatement
après la commande  Quand drapeau cliqué . Le fait que le dragon se déplace toujours
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parallèlement ou perpendiculairement aux parois du labyrinthe serait ainsi garanti.
6.5 Amélioration de l'environnement de développement de Scratch
D'emblée, on constate que la plus grande partie des diﬃcultés rencontrées par les
élèves sont dues à l'utilisation de l'environnement de développement de Scratch, et non
à l'apprentissage de la programmation informatique. Vu l'ampleur non négligeable de
ces diﬃcultés, il convient d'approfondir cette problématique.
6.5.1 Absence de réinitialisation des paramètres et attributs
Le déroulement de la séquence d'enseignement a clairement montré que le fait que
Scratch conserve l'orientation des créatures d'une exécution à l'autre, sans réinitialisa-
tion, pose de graves problèmes. Lors de la réalisation de l'exercice 2, cette conception
problématique a engendré, chez deux élèves, un résultat erroné lors de l'exécution de leur
programme, alors que le code qu'ils avaient conçu était parfaitement correct ! Ce pro-
blème étant survenu en début de séquence, avant l'introduction des commandes d'orien-
tation, les élèves n'avaient pas la possibilité de résoudre le problème par eux-même, ce
qui a obligé le maître à intervenir. Lors de la réalisation de l'exercice 4, cette conception
problématique a encore posé problème à deux élèves qui n'avaient pas inséré de com-
mande garantissant la bonne orientation de la créature au lancement du programme.
Tout fonctionne correctement lors de la première exécution, mais l'orientation de la
créature est erronée lors des exécutions suivantes. Si l'orientation de la créature était
réinitialisée à chaque nouvelle exécution, il n'y aurait jamais eu de problème. Lors de la
réalisation de l'exercice 8 version 9 VG, cette conception problématique a de nouveau
posé problème à deux élèves : l'orientation de leur créature est déréglée, et plus rien ne
fonctionne. Dans un programme aussi complexe que celui de l'exercice 8 version 9 VG, il
n'est absolument pas évident d'identiﬁer la cause du dysfonctionnement : il n'y a aucun
indice suggérant de penser à une désorientation de la créature, surtout si cette dernière
n'est désorientée que de quelques degrés, ce qui passe inaperçu. On peut donc facilement
imaginer que ce problème engendre une perte de temps considérable dans la recherche
de la cause du dysfonctionnement, y compris pour le maître. Au total, le maître a dû
intervenir à cause de ce problème à six reprises !
Cette problématique est liée à la problématique de l'absence de réinitialisation des
paramètres et attributs lors d'une exécution du programme. Dans Scratch, la grande
majorité des paramètres et attributs ne sont jamais réinitialisés et conservent leur valeur
d'une exécution à l'autre. Cela est aussi la cause du problème qu'un élève a rencontré lors
la réalisation de l'exercice 4 : le style de rotation de sa créature était déréglé. La valeur
de cet attribut était  ne pivote pas , et la créature refusait de s'orienter. L'élève en
question était totalement incapable d'identiﬁer le problème par lui-même, car la valeur
de cet attribut n'apparaît nul part, et il n'y a absolument aucun indice permettant de
débusquer la cause du problème. Si cet attribut avait été réinitialisé à chaque nouvelle
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exécution à la valeur par défaut  à 360 degrés , aucun problème ne serait survenu.
Indépendamment des nombreuses diﬃcultés rencontrées durant la séquence d'ensei-
gnement, la non réinitialisation des paramètres et attributs est, à mon avis, très néfaste,
au moins pour les quatre raisons suivantes. Premièrement, dans tout programme et dans
tout langage, les variables sont toujours initialisées à une valeur par défaut lors de leur
déclaration ou de leur initialisation. Lorsqu'on quitte un programme, les variables sont
perdues, et jamais une variable ne conserve sa valeur d'une exécution à l'autre (sauf si on
le fait volontairement en créant un mécanisme qui sauvegarde sa valeur sur le disque à la
fermeture du programme, et qui lit la valeur sauvegardée à l'ouverture du programme).
Il en va de même dans les langages orientés objet : les valeurs des attributs sont toujours
initialisés à une valeur par défaut lors de l'exécution du constructeur, et jamais un at-
tribut ne récupère son ancienne valeur en provenance d'une ancienne instance. Ainsi le
fonctionnement de Scratch ne correspond absolument pas au fonctionnement standard
des autres langages de programmation informatique ! On constate aussi que la grande
majorité des autres langages visuels de programmation, en particulier Code Studio et
Blockly Games, se comportent de manière parfaitement standard : tous les paramètres
et attributs sont réinitialisés à une valeur par défaut lors de l'exécution de la commande
 Quand drapeau cliqué  ou  Quand l'exécution commence , y compris l'orientation
de la créature, et même sa position dans la scène. Scratch et Scratch JR semblent être les
deux seuls langages de programmation ayant cette particularité de conserver les valeurs
des paramètres et attributs d'une exécution à la suivante.
Deuxièmement, la non réinitialisation des paramètres et attribut d'une exécution
à la suivante nuit à la reproductibilité d'un programme : considérons par exemple un
programme qui fait avancer une créature d'une certaine distance : lors de la première
exécution du programme, la créature part du point A et arrive au point B. Lors de
la seconde exécution, la créature part du point B et arrive au point C. Le résultat
des deux exécutions n'est donc pas le même. En eﬀet lors de la seconde exécution, la
position de la créature n'est pas réinitialisée, et la créature repart donc du point B où
elle était arrivée à la ﬁn de la précédente exécution. Scratch ne respecte donc pas le
principe de reproductibilité, qui est pourtant un principe important en programmation
informatique.
Troisièmement Scratch est très incohérent : quelques rares attributs (la couleur et
la luminosité des créatures, ainsi que le chronomètre) sont réinitialisés à une valeur par
défaut à l'exécution de la commande  Quand drapeau cliqué , alors que les autres attri-
buts ne le sont pas, et conservent la valeur qu'ils avaient à l'exécution précédente. Quant
à la transparence des créatures, elle n'est pas réinitialisée si elle est manipulée par la
commande  cacher , alors qu'elle est réinitialisée si elle est manipulée par la commande
 mettre l'eﬀet fantôme à (nombre)  ou  ajouter à l'eﬀet fantôme (nombre) .
Quatrièmement, le fait que certains élèves soient curieux et testent par eux-mêmes
l'eﬀet des diﬀérentes commandes est très positif, et favorise la compréhension et l'appren-
tissage. Il est donc inadmissible que cette manière de procéder engendre un dérèglement
des paramètres et des attributs, et empêche les élèves de réaliser la tâche demandée ! Les
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élèves auront ensuite peur de toucher à la mauvaise commande et de dérégler quelque
chose : ils auront peur de commettre des erreurs. Cela a une inﬂuence certaine sur le
statut de l'erreur. Or les recherches en pédagogie montrent que l'erreur doit être valori-
sée : l'erreur constitue une étape vers l'apprentissage, et c'est en faisant des erreurs que
l'élève comprend, apprend et retient. Avec cette conception problématique de Scratch,
l'élève va vite prendre l'habitude d'éviter les erreurs, ce qui va le priver de l'un des
principaux moteur de l'apprentissage. Suite à ces quatre observations, il serait très for-
tement souhaitable que l'équipe de développement de Scratch modiﬁe l'environnement
de développement de manière à ce que tous les paramètres et attributs soient toujours
réinitialisés à une valeur par défaut à chaque nouvelle exécution du programme, lorsque
la commande  Quand drapeau cliqué  est exécutée, comme c'est le cas dans Code
Studio et dans Blockly Games.
Alternativement, si les développeurs de Scratch souhaitent maintenir ce comporte-
ment inchangé, l'ajout d'un icône permettant la réinitialisation de tous les paramètres
et attributs serait fortement souhaitable. Un clique sur cet icône réinitialiserait tous les
paramètres et attributs à leur valeur par défaut. Un tel icône existe déjà dans Scratch
JR. Une autre alternative serait d'ajouter une commande  réinitialiser tout  dont l'exé-
cution réinitialise tous les paramètres et attributs. On pourrait alors habituer les élèves
à placer cette commande au début de tout programme. En ce qui concerne la position
d'une créature, on peut tenir compte du fait qu'il est possible de déplacer la créature
à n'importe quel endroit de la scène à l'aide du pointeur de souri. En toute logique,
la position de la créature devrait être réinitialisée à l'endroit où elle a été placée avec
le pointeur de souri. A tout moment, l'apprenant peut déplacer la créature à un autre
endroit à l'aide du pointeur de souri : la valeur par défaut de la position de la créature
devrait correspondre au dernier endroit où l'apprenant a déplacé la créature à l'aide
du pointeur de souri. Cela correspond précisément à ce qu'il se passe dans Scratch JR
lorsqu'on clique sur l'icône de réinitialisation. En ce qui concerne les autres paramètres
et attributs, il est logique de les réinitialiser à une valeur par défaut qui soit toujours la
même.
6.5.2 Système d'axes et repère angulaire
Les erreurs de signes constatées dans diﬀérents exercices chez plusieurs élèves ne
sont pas des erreurs liées à l'apprentissage de la programmation informatique, mais elles
sont liées aux diﬃcultés mathématiques qu'ont les élèves avec les nombres relatifs. Il
convient d'être conscient qu'un nombre relatif est un concept mathématique particuliè-
rement diﬃcile pour les élèves, et qu'il faut beaucoup de temps et d'eﬀort avant que les
élèves arrivent à manipuler correctement de tels nombres. De plus, la manipulation de
nombres relatifs nécessite une charge cognitive importante chez la grande majorité des
élèves, notamment en concentration et en mémoire de travail. Or la charge cognitive
des élèves est limitée (Fayol, 2006 ; Sternberg, 2007). En faisant appel simultanément à
la notion de nombres relatifs et aux diverses notions de programmation informatique,
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les limites cognitives de l'élève sont facilement atteintes, ce qui explique les erreurs ob-
servées aux niveaux de l'utilisation des nombres relatifs. Il serait donc souhaitable de
pouvoir se passer de nombres relatifs dans le cadre d'une séquence d'introduction à la
programmation informatique. Or il est tout à fait possible d'utiliser un système d'axes
et un repère angulaire ne nécessitant pas l'utilisation des nombres relatifs. Pour les po-
sitions, à la place d'utiliser le repère de gauche de la ﬁgure 5, on peut utiliser le repère
de droite de cette même ﬁgure. En ce qui concerne les angles, à la place de les compter
0
Système d’axes actuel : on doit utiliser 
des nombres relatifs.
Système d’axes simplifié : on utiliserait 
uniquement des nombres positifs.
0
100
100
– 100
– 100
200
200
Figure 5  Proposition d'amélioration du système d'axes utilisé dans Scratch.
entre −180° et +180°, on peut les compter entre 0° et 360°. Ainsi les élèves seraient
uniquement confrontés à des nombres positifs, qu'ils maîtrisent beaucoup mieux que les
nombres relatifs. Les élèves ayant des diﬃcultés avec les nombres relatifs ne seraient donc
pas pénalisés dans leur apprentissage de la programmation informatique. En supprimant
l'utilisation des nombres relatifs, les élèves pourraient dédier toutes leurs ressources cog-
nitives à la programmation informatique. Suite à cette observation, il serait fortement
souhaitable que l'équipe de développement de Scratch modiﬁe le système d'axes et le
repère angulaire comme proposé dans ce paragraphe.
6.5.3 Insertion d'objets et d'arrière-plans
Les diﬃcultés rencontrées par les élèves pour insérer une nouvelle créature ou un
nouvel arrière-plan proviennent du fait qu'il faut procéder de deux manières diﬀérentes
selon qu'on insère une créature ou un arrière-plan. A l'exercice 3, les élèves doivent in-
sérer un nouvel arrière-plan, ce qui ne pose aucune diﬃculté. Mais lorsqu'à l'exercice 4,
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les élèves doivent insérer une nouvelle créature, ils procèdent de la même manière que
pour insérer un arrière-plan, sans consulter l'Aide-mémoire. Cela ne fonctionne pas, car
il y a un icône pour l'insertion d'arrières-plans et un autre icône pour l'insertion de créa-
tures. Il y a encore plusieurs confusions entre ces deux icônes lors des exercices suivants.
A mon avis, la distinction entre arrière-plan et créature n'est pas indispensable, et il
serait souhaitable que les arrières-plans soient associés à des objets, au même titre que
les créatures et les personnages, et que l'on puisse procéder de la même manière pour
insérer un arrière-plan que pour insérer une créature ou un personnage, en cliquant sur
le même icône. Il serait donc souhaitable que l'équipe de développement de Scratch
regroupe ces deux icônes en un seul : une catégorie  Arrières-plans  serait alors ajou-
tée dans la  bibliothèque des lutins , qui pourrait être renommée  galerie d'objets .
Il y aurait ainsi un unique icône permettant l'insertion d'un nouvel objet. Un clique
sur cet icône ouvrirait la galerie d'objets, et l'élève choisirait la catégorie qu'il souhaite
parmi les diﬀérentes catégories proposées, par exemple  Créatures ,  Personnages ,
 Véhicules ,  Objets ,  Texte  et  Arrières-plans . Aussi, les arrières-plans se-
raient aﬃchés dans la liste des créatures (qui pourrait être appelée  Liste des objets ),
et pourraient être sélectionnés comme tout autre objet. Cette remarque est également
valable pour les icônes permettant l'importation d'un ﬁchier depuis l'ordinateur, la cap-
ture d'une image depuis la webcam et la création d'un dessin. A chaque fois, il y a deux
icônes diﬀérents : l'un pour l'ajout en tant que créature et l'autre pour l'ajout en tant
qu'arrière-plan. Or il serait souhaite de regrouper les icônes permettant un ajout en tant
que créature, avec les icônes permettant un ajout en tant qu'arrière-plan. Cela diminue-
rait grandement le nombre d'icônes, et simpliﬁerait l'espace de travail de Scratch. Après
avoir cliqué sur l'icône permettant l'importation d'une image depuis l'ordinateur ou sur
l'icône permettant la capture d'une image depuis la webcam, une fenêtre demanderait à
l'élève d'indiquer si l'image représente une créature ou un arrière-plan. De même, après
avoir cliqué sur l'icône permettant la création d'un dessin, une fenêtre demanderait à
l'élève d'indiquer si le dessin représente une créature ou un arrière-plan. Bien sûr, une
fois inséré, un arrière-plan garderait son statu d'arrière-plan. Il se comporterait comme
un arrière-plan et non comme un objet. Un arrière-plan est une image qui s'aﬃche
toujours derrière les autres objets : il ne peut pas être en mouvement et la taille de
l'image s'adapte pour recouvrir toute la scène. Une fois inséré, le comportement d'un
arrière-plan resterait diﬀérent de celui des autres objets.
6.5.4 Suppression d'objets
Les diﬃcultés rencontrées par les élèves pour supprimer une créature proviennent
du fait que la manière de procéder dans Scratch n'est pas intuitive. Cette manière de
procéder est diﬀérente de celle de tout autre logiciel, et la suppression de la créature
fonctionne uniquement si on fait un simple clique sur l'icône ciseau, et ne fonctionne
pas si on fait un double clique. Il serait fortement souhaitable d'avoir un icône  suppri-
mer  qui fonctionne de manière standard, comme dans tout autre logiciel : la créature
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sélectionnée serait supprimée lorsqu'on clique sur l'icône  supprimer . Avant la sup-
pression, une fenêtre de conﬁrmation s'ouvrirait et demanderait à l'utilisateur s'il est
sûr de vouloir supprimer la créature en question. Alternativement, on pourrait faire en
sorte qu'un menu déroulant s'ouvre lorsqu'on clique sur l'icône  supprimer , pour que
l'utilisateur puisse sélectionner dans le menu déroulant la créature qu'il veut supprimer.
Cela éviterait de supprimer la mauvaise créature par inadvertance. Encore une fois, il
serait fortement souhaitable que l'équipe de développement de Scratch fasse le nécessaire
pour améliorer l'environnement de développement.
6.5.5 Transfère de code d'une créature à une autre
A l'exercice 7, le fait qu'un élève ait inséré son code dans la mauvaise créature a révélé
que la possibilité de transférer des commandes ou du code d'une créature à l'autre peut se
révéler extrêmement utile dans certaines situations. Grâce à cette possibilité, il n'y a pas
besoin de tout recommencer à partir de zéro. Scratch oﬀre déjà la possibilité de transférer
du code ou des commandes d'une créature à une autre, ce qui constitue un important
avantage en comparaison avec les autres environnements de développement. Cependant
la manière de procéder n'est ni intuitive, ni standard. Aussi l'équipe de développement de
Scratch pourrait améliorer l'environnement de développement en permettant de réaliser
un transfère de code de manière plus intuitive et plus standard, par exemple avec un
couper, coller, ou avec un copier, coller.
6.5.6 Suppression de données par inadvertance
Lors de la réalisation de l'exercice 4, deux élèves ont demandé au maître comment
faire pour annuler la dernière action eﬀectuée, aﬁn de récupérer des commandes suppri-
mées par inadvertance. Lors de la réalisation de l'exercice 8, un élève a supprimé par
inadvertance toutes les commandes associées à une créature. Malheureusement Scratch
n'oﬀre pas la possibilité de récupérer les commandes supprimées par inadvertance ! De
plus, la conception de Scratch favorise grandement la perte de données. En eﬀet lors-
qu'on déplace une commande située dans une série de plusieurs commandes, toutes les
commandes placées en-dessous sont également déplacées en restant accrochées à la com-
mande déplacée. Pour déplacer une seule commande, il faut donc d'abord décrocher les
commandes qui suivent en déplaçant la commande placée immédiatement en-dessous
de la commande à déplacer. Cependant, en regardant les élèves travailler, on s'aperçoit
assez vite que ce comportement n'est pas intuitif pour les élèves. Le problème est plus
grave lorsqu'on souhaite supprimer une commande : en déplaçant la commande dans la
corbeille, les commandes qui suivent restent accrochées et sont aussi déplacées dans la
corbeille. Une fois dans la corbeille, elles disparaissent immédiatement et déﬁnitivement :
il n'est plus possible de les récupérer et Scratch n'oﬀre pas la possibilité d'annuler la
dernière action eﬀectuée ! A noter que les environnements de développement Code Stu-
dio et Blockly Games se comportent exactement de la même manière que Scratch, et
39
6 ANALYSE ET DISCUSSION Michel Di Salvo
comportent exactement le même problème. Dans Scratch, le problème est le même si on
utilise l'icône  ciseau  pour supprimer des commandes : toutes les commandes placées
en-dessous de la commande sélectionnée sont supprimées également. Pour remédier à
ce problème, il serait fortement souhaitable que l'équipe de développement de Scratch
ajoute un icône permettant l'annulation des dernières actions eﬀectuées, rende possible
la récupération des commandes supprimées à partir de la corbeille, et prévoie l'aﬃchage
d'une fenêtre d'avertissement si plusieurs commandes sont supprimées simultanément :
l'utilisateur devrait alors conﬁrmer la suppression des commandes. Un icône permettant
d'annuler la dernière action eﬀectuée existe déjà dans Scratch JR.
6.5.7 Barre de menu
Il ressort clairement des paragraphes précédents que la conception de l'espace de
travail de Scratch est problématique : globalement elle est peu intuitive et la manière de
procéder est souvent très diﬀérente de celle de tout programme standard. A plusieurs
reprises pendant la séquence d'enseignement, plusieurs élèves ont passé beaucoup de
temps à chercher comment faire quelque chose de standard, tel qu'un copier, coller. Ils
ont passé beaucoup de temps à parcourir les diﬀérentes rubriques de la barre de menu
de Scratch pour chercher une action particulière, avant de réaliser qu'elle n'existait pas,
et de se rappeler que la manière de procéder était tout autre. Les élèves de 11 VG,
qui ont une bonne expérience des programmes standards, ont été tout particulièrement
impactés par la conception non standard de l'espace de travail de Scratch. Ces élèves ont
visiblement été désorientés par le fait que l'espace de travail n'est pas conçu de manière
standard, et n'ont pas retrouvé leurs repères habituels. Il est d'ailleurs envisageable que
cela explique la diﬀérence d'eﬃcacité observée entre les élèves de 9 VG et ceux de 11
VG.
Pour facilité l'utilisation de l'espace de travail, je proposerais un remaniement com-
plet de la barre de menu, de manière à ce qu'elle ressemble à la barre de menu de
n'importe quel programme standard. Actuellement il y a déjà une barre de menu dans
l'espace de travail de Scratch, mais cette dernière est extrêmement minimaliste et mal
conçue. Un important défaut est que la grande majorité des actions les plus courantes
ne peuvent pas se réaliser à partir de la barre de menu, mais seulement à partir d'un
icône localisé ailleurs. Or ces icônes sont très nombreux et sont dispersés aux quatre
coins de l'espace de travail, et il est très fastidieux de se souvenir de l'emplacement
de chacun des icônes. C'est pourquoi il serait fortement souhaitable que les actions les
plus courantes soient regroupées au sein de la barre de menu. Cette barre de menu de-
vrait contenir les rubriques habituelles : Fichier, Édition, Aﬃchage, Insertion. Chaque
rubrique contiendrait les actions habituelles selon le tableau de la ﬁgure 6. Les actions
déjà implémentées actuellement sont en bleu. Chacune de ces actions correspond à un
icône déjà présent actuellement quelque part dans l'espace de travail de Scratch. Les ac-
tions correspondant à de nouvelles possibilités non implémentées pour le moment sont
en rouge. Ces nouvelles possibilités découlent des propositions d'amélioration présentées
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dans ce travail.
Fichier Édition Aﬃchage Insertion
Nouveau Annuler Normal Créature
Ouvrir Rétablir Costumes Personnage
Importer un ﬁchier Couper Arrières-plans Véhicule
Sauvegarder Copier Sons Objet
Sauvegarder une copie Coller Rendu ﬁnal Arrière-plan
Exporter le ﬁchier Supprimer Corbeille Son
Exporter l'image Sélectionner un objet Petite scène Variable
Exporter la vidéo Sélectionner le code Turbo Liste
Quitter Agrandir Fonction
Réduire Dessiner I
Taille d'origine → créature/objet
Aide → arrière-plan
Depuis un ﬁchier I
→ créature/objet
→ arrière-plan
→ son
Depuis la webcam I
→ créature/objet
→ arrière-plan
Depuis le microphone I
→ son
Figure 6  Proposition de modiﬁcation de la barre de menu de l'espace de travail de
Scratch
Dans la rubrique  Fichier , les actions  Nouveau ,  Ouvrir ,  Importer un ﬁ-
chier ,  Sauvegarder ,  Sauvegarder une copie ,  Exporter le ﬁchier  et  Exporter
la vidéo  sont déjà implémentées actuellement dans la barre de menu de Scratch. Elles
correspondent respectivement aux actions  Nouveau ,  Aller à mes projets ,  Im-
porter depuis votre ordinateur ,  Sauvegarder maintenant ,  Sauvegarder comme
copie ,  Télécharger dans votre ordinateur  et  Record & Export Video . L'action
 Exporter l'image , permettrait de sauvegarder une image réalisée à l'aide des com-
mandes de dessin, ce qui n'est pas possible actuellement. Cela serait par exemple très
utile à l'exercice 10, pour permettre aux élèves de récupérer les dessins réalisés à l'aide
du logiciel de dessin qu'ils ont créé. L'action  Quitter  permettrait de quitter l'espace
de travail et de retourner à la page principale de Scratch. Les diﬃcultés rencontrées
par les élèves pour quitter l'espace de travail et revenir à la page principale de Scratch
montrent clairement la nécessité de placer l'action  Quitter  à cet endroit là de la
barre d'outil.
Dans la rubrique  Édition , les actions  Annuler  et  Rétablir  permettrait d'an-
nuler les dernières actions eﬀectuées, et de les rétablir. Le déroulement de la séquence a
clairement montré la nécessité d'introduire cette possibilité, qui se révèle d'ailleurs extrê-
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mement utile dans tout autre programme. Les actions  Couper ,  Copier ,  Coller 
et  Supprimer  permettraient d'utiliser l'espace de travail de Scratch similairement
à tout autre programme, sans avoir à eﬀectuer de procédures particulières et contre-
intuitives. Ces actions pourraient se rapporter soit à des objets (créatures, personnages,
arrières-plans, ...) ou soit à des commandes ou à des portions de code. Pour que cela
puisse fonctionner, il faudrait ajouter la possibilité de sélectionner des commandes ou
des portions de code dans la zone grise de droite. Similairement à ce qu'il se fait dans
tout autre programme standard, on sélectionnerait une commande en cliquant dessus.
Pour sélectionner plusieurs commandes ou un portion de code, on utiliserait une sélec-
tion rectangulaire, similairement à la sélection de plusieurs ﬁchiers dans un dossier. Pour
tout désélectionner, on cliquerait sur l'arrière-plan de la zone grise de droite. L'action
 Sélectionner le code  permettrait de sélectionner l'ensemble du code de l'objet sélec-
tionné. L'action  Sélectionner un objet  permettrait d'ouvrir une fenêtre contenant
la liste des objets insérés, et de sélectionner un objet. Si l'une des actions  Couper ,
 Copier ,  Coller  ou  Supprimer  est utilisée juste après la sélection d'un objet, ou
si aucune commande n'est sélectionnée, alors l'action en question se rapporte à l'objet
sélectionné. Si des commandes ou des portions de code sont sélectionnées, alors l'ac-
tion se rapporte aux commandes ou aux portions de code sélectionnées. Bien sûr, avant
chaque suppression, une fenêtre d'avertissement mentionnant le contenu à supprimer
s'aﬃcherait, et il faudrait conﬁrmer la suppression.
Dans la rubrique  Aﬃchage , le mode  Normal  permettrait de rétablir à tout
moment l'aﬃchage par défaut, celui qu'on obtient juste après la création d'un nouveau
programme vierge. Cela n'est pas aisé du tout à l'heure actuelle : durant la séquence, des
élèves ont dû tout quitter, puis rouvrir leur travail pour retrouver l'aﬃchage par défaut.
Le mode  Rendu ﬁnal  correspond à l'icône  Vue plein écran , dont le nom est
mal choisi. L'outil  Corbeille  permettrait d'aﬃcher une corbeille contenant toutes les
commandes et les portions de code supprimées précédemment. Il serait alors possible de
sélectionner les commandes ou les portions de code qu'on souhaite récupérer aﬁn de les
remettre à leur place, là où elles se trouvaient juste avant leur suppression. Il serait aussi
possible de cliquer sur  Copier , puis de coller les commandes sélectionnées à l'endroit
souhaité. Les modes d'aﬃchage  Petite scène  et  Turbo  existe déjà actuellement
dans la barre de menu de Scratch, mais se trouvent dans la rubrique  Édition , et non
dans la rubrique Aﬃchage . Les actions Agrandir , Réduire  et Taille d'origine 
correspondraient aux trois icônes se trouvant actuellement dans la zone grise de droite,
en bas à droite, et permettraient de modiﬁer la taille d'aﬃchage des commandes. Il n'y
a aucun lien avec les actions du même nom se trouvant actuellement dans la barre de
menu de Scratch.
Dans la rubrique  Insertion , les sous-rubriques  Créature ,  Personnage ,  Vé-
hicule ,  Objet ,  Arrière-plan  et  Son  permettraient l'insertion d'un objet à
partir de la  bibliothèque des lutins , de la  bibliothèque d'arrières-plans  ou de
la  bibliothèque des sons . A ce propos, suite aux conclusions présentées dans le pa-
ragraphe 6.5.3, il serait souhaitable de fusionner ces trois bibliothèques en une seule
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bibliothèque appelée  Galerie d'objets . Cette nouvelle bibliothèque contiendrait alors
les catégories  Créature ,  Personnage ,  Véhicule ,  Objet ,  Lettre ,  Arrière-
plan  et  Son . En sélectionnant  Personnage  dans la rubrique  Insertion  de la
barre de menu, la  galerie d'objets  s'ouvrirait avec la catégorie  Personnages  pré-
sélectionnée. L'élève pourrait alors choisir un personnage à insérer en cliquant dessus.
Si l'élève change d'avis après avoir déjà cliqué sur  Personnage , et décide d'insérer un
véhicule ou un arrière-plan à la place d'un personnage, il pourrait alors sélectionner la
rubrique  Véhicule  ou  Arrière-plan  dans la galerie d'objets et insérer un véhicule
ou un arrière-plan. Au vu des observations réalisées durant la séquence, cette souplesse
d'utilisation serait la bienvenue.
Finalement l'amélioration de la barre de menu proposée ici permettrait une impor-
tante simpliﬁcation et une importante réduction de taille de l'Aide-mémoire. A l'heure
actuelle, il est indispensable d'illustrer l'Aide-mémoire avec un grand nombre de copies
d'écran, car c'est le seul moyen d'indiquer l'emplacement des diﬀérents icônes néces-
saires aux diﬀérentes actions. Or, avec une barre de menu telle que celle proposée ici, il
n'y aurait besoin, ni de copie d'écran, ni d'exemple : il suﬃrait d'indiquer par exemple
 Pour insérer une nouvelle créature, on clique sur Insertion, puis sur créature : la galerie
d'objet s'ouvre. On choisit ensuite la créature à insérer, puis on clique sur Ok .
6.6 Proposition d'amélioration du langage de programmation
Scratch
La conception et le déroulement de la séquence ont permis de mettre en exergue des
potentialités d'amélioration du langage Scratch.
6.6.1 Les commandes de mouvement
Lors de la préparation de la séquence, diﬀérents langages visuels de programmation
ont été comparés (voir paragraphe 4.1.3). Il en est ressorti que Scratch est globalement
le langage le mieux adapté pour la séquence réalisée ici. Cependant les commandes
de mouvement sont sensiblement plus compliquées dans Scratch que dans les autres
langages du même type. Dans Scratch, il n'y a qu'une seule commande permettant
de réaliser un déplacement à vitesse ﬁnie : il s'agit de la commande,  glisser en ...
secondes à (x = ... ; y = ...) . Or l'utilisation de cette commande nécessite l'insertion
des coordonnées des points, ce qui constitue une diﬃculté importante en comparaison
avec les commandes toutes simples que l'on trouve dans les autres langages visuels de
programmation. Cette diﬃculté a nécessité l'indication des coordonnées des points dans
les consignes des exercices. Cela n'aurait pas été nécessaire avec des commandes de
mouvement plus simples telles que celles de Code Studio ou de Srcatch JR. La présence
de commandes de mouvement moins complexes aurait permis de réaliser des exercices
plus intéressants où les élèves auraient pu facilement concevoir le déplacement d'une
créature par eux-même sans avoir besoin d'utiliser de coordonnées ou de système d'axes.
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Le déroulement de la séquence d'enseignement conﬁrme que les commandes de mou-
vement de Scratch ne sont pas favorables pour des débutants en programmation in-
formatique. En eﬀet de nombreuses diﬃcultés sont dues à la mauvaise conception des
commandes de mouvement. A au moins quatre reprises, des élèves essaient d'utiliser la
commande  avancer de ...  pour réaliser un déplacement à vitesse ﬁnie, ce qui est im-
possible, à moins de placer cette commande à l'intérieur d'une boucle. Par ailleurs une
élève rencontre d'importantes diﬃcultés à utiliser les commandes de mouvement tout
au long de la séquence. Idéalement un langage visuel de programmation devrait, selon
moi, comporter les commandes de mouvements présentées dans le tableau de la ﬁgure
7. Les commandes qui existent déjà dans la version actuelle de Scratch sont en bleu. Les
commandes qui n'existent pas sont en rouge. Ces commandes seraient complétées par
Déplacements
Déplacements à vitesse ﬁnie Sauts instantanés inﬁnitésimaux
avancer de ... en ... secondes sauter de ... avancer de ...
se déplacer vers (objet) en ... secondes aller à (objet)
se déplacer vers (x = ... ; y = ...) en ... secondes aller à (x = ... ; y = ...)
Figure 7  Proposition d'amélioration des commandes de mouvement
Changements de direction Orientations
tourner à gauche de ... degrés s'orienter vers la gauche
tourner à droite de ... degrés s'orienter vers la droite
rebondir s'orienter vers le haut
s'orienter vers le bas
s'orienter vers (objet)
s'orienter à ...
Figure 8  Proposition d'amélioration des commandes d'orientation
les commandes d'orientation présentées dans le tableau de la ﬁgure 8. Les commandes
 avancer de ... en ... secondes ,  sauter de ... ,  s'orienter vers la gauche ,  s'orienter
vers la droite ,  s'orienter vers le haut  et  s'orienter vers le bas  seraient destinées
aux débutants en programmation informatique : elles permettraient de programmer un
grand nombre de mouvements de manière très simple. Les quatre commandes permet-
tant d'orienter une créature dans les quatre directions principales du plan inciteraient
les élèves à programmer uniquement des mouvements dans ces quatre directions, ce qui
convient parfaitement pour débuter en toute simplicité. Cela favoriserait l'apprentissage
de la programmation chez les débutants en évitant de devoir faire face à des commandes
inutilement trop compliquées. Dans le même état d'esprit, la valeur par défaut de l'ar-
gument des commandes  se tourner à gauche de ... degrés  et  se tourner à droite
de ... degrés  serait de 90°. Ces commandes pourraient ainsi également être utilisées
par les débutants. Une fois que l'apprenant a bien assimilé comment utiliser ces huit
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premières commandes de base, il pourrait apprendre à travailler avec plusieurs objets,
et utiliser les commandes  se déplacer vers (objet) en ... secondes ,  aller à (objet)
en ... secondes  et  s'orienter vers (objet) . Par la suite, l'apprenant pourrait avoir
envie de programmer des déplacements dans des directions quelconques et apprendre à
utiliser la commande  s'orienter à ... . Dans un deuxième temps, l'apprenant pourrait
s'intéresser au système de coordonnées de Scratch et apprendre à utiliser les commandes
 se déplacer vers (x = ... ; y = ...)  et  aller à (x = ... ; y = ...) , ce qui lui permettrait
de placer une créature en un point précis de la scène. Finalement, aﬁn de pouvoir créer
des jeux vidéo, l'apprenant apprendrait à utiliser les commandes  avancer de ...  et
 rebondir .
La déroulement de la séquence d'enseignement a également clairement montré qu'une
orientation automatique des créatures dans la bonne direction, comme c'est le cas dans
PlayLab, serait particulièrement souhaitable : lors de la réalisation de l'exercice 3, deux
élèves ont omis les commandes d'orientation alors qu'ils ont implémenté correctement le
déplacement de la créature. Il est clair que ces deux élèves sont partis du principe que
la créature allait s'orienter automatiquement dans la bonne direction, ce qui n'est pas
le cas dans Scratch. Il serait donc souhaitable de l'équipe de développement de Scratch
automatise l'orientation des créatures dans la bonne direction, et il en va de même pour
les points de vue. Globalement il serait souhaitable de s'inspirer de PlayLab pour tout
ce qui concerne l'aﬃchage des mouvements des créatures.
6.6.2 Masquer / Aﬃcher le curseur de souri
En référence à l'analyse réalisée au paragraphe 6.3.2, il serait souhaitable que l'équipe
de développement de Scratch ajoute une commande permettant de masquer le curseur
de souri lorsqu'il passe au-dessus de la scène. Cela permettrait de représenter le curseur
de souri par un objet contrôlé par le programmeur, ce qui peut se révéler très utile dans
certains cas.
6.6.3 Réinitialiser tout
En référence à la problématique présentée au paragraphe 6.5.1, il serait fortement
souhaitable que l'équipe de développement de Scratch ajoute une commande permettant
de réinitialiser tous les paramètres et attributs à leur valeur par défaut.
6.6.4 Décrémentation d'une variable
Lors de la conception de l'exercice 8 version 11 VG, il a été constaté qu'une commande
permettant la décrémentation d'une variable serait extrêmement utile dans certains cas,
notamment pour calculer la valeur de convergence d'une série alternée. Il serait donc
souhaitable que l'équipe de développement de Scratch ajoute une commande intitulée
 enlever à (variable) 1 . Le fonctionnement de cette commande serait similaire à la
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commande d'incrémentation  ajouter à (variable) 1 , qui existe déjà. Grâce à la com-
mande  enlever à (variable) 1 , la variable sélectionnée serait diminuée d'une unité.
6.7 Proposition d'extension de la séquence d'enseignement
La séquence d'enseignement proposée dans ce travail a été conçue pour être réalisable
en seulement 6 périodes de 45 minutes. Dans le cas, où on a à disposition plus de temps
avec les élèves, il serait très enrichissant et intéressant de prolonger cette séquence aﬁn
d'aller plus loin dans l'apprentissage de la programmation informatique. La séquence
d'enseignement présentée dans ce travail pourrait alors se limiter à la première partie
d'une séquence beaucoup plus longue.
A la suite de la séquence proposée dans ce travail, il serait logique d'enchaîner sur
l'introduction des concepts de fonction, d'entrées-sorties et de liste. Tous ces éléments
sont parfaitement implémenté dans Scratch, et de nombreux exercices pourraient être
créés. Une telle séquence permettrait ainsi de faire le tour d'une grande partie des
concepts de la programmation informatique. Toutefois il me paraît important de garder
à l'esprit que la séquence proposée dans ce travail repose sur un langage visuel de pro-
grammation, alors qu'en pratique l'utilisation des langages visuels de programmation
reste complètement marginale par rapport aux langages textuels : dans le monde de la
programmation informatique, les langages visuels de programmation ne sont qu'extrê-
mement rarement utilisés, et les langages les plus connus, les plus réputés et les plus
utilisés sont tous textuels. Par ailleurs, il me semble clair qu'un programmeur expéri-
menté, qui connaît par c÷ur le langage de programmation qu'il utilise, préférera écrire
directement ses commandes au clavier plutôt que de devoir chercher les boîtes dont il a
besoin dans un réservoir, les prendre et les déplacer avec sa souri. Il préféra également
des commandes universelles, précises et concises, plutôt que des commandes ressemblant
au langage parlé − non optimal pour la communication avec un ordinateur − qui varient
d'une région linguistique à une autre. Il préférera aussi sauvegarder son travail sous la
forme d'un texte simple, modiﬁable avec le gestionnaire de texte de son choix, plutôt
que de devoir utiliser un environnement graphique imposé.
Selon moi, il convient donc, à la suite d'une séquence d'enseignement basée sur un
langage visuel de programmation, d'enchaîner avec une séquence basée sur un langage
textuel de programmation, comme par exemple le C++. Cela permettrait aux élèves de
découvrir un véritable langage de programmation. Après avoir déjà utilisé un langage vi-
suel de programmation, les élèves devraient avoir beaucoup plus de facilité à comprendre
et à assimiler l'utilisation d'un langage textuel de programmation que s'ils débutaient
directement avec l'apprentissage d'un langage textuel. En eﬀet les principaux concepts
liés à la programmation informatique auront déjà été compris et assimilés : il ne resterait
plus qu'à apprendre la syntaxe du langage. Bien sûr, il ne faudrait pas passer trop rapi-
dement à un langage textuel de programmation : il conviendrait en tous cas d'attendre
que les élèves aient bien compris et bien intégré toutes les notions enseignables avec un
langage visuel ; et surtout la notion de variable, qui joue un rôle bien plus important
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dans les langages textuels que dans les langages visuels. Il conviendrait aussi d'attendre
que cette notion soit bien intégrée et comprise également sur le plan mathématique,
ce qui n'arrive pas avant l'âge de 14 ou 15 ans. Pour favoriser le passage à un langage
textuel de programmation, il serait également possible de refaire certains exercices qui
ont été réalisés avec Scratch, à l'identique en C++. Cela est possible par exemple avec
l'exercice 8 version 11 VG.
6.8 Analyse et discussion des variables et indicateurs
Dans ce chapitre, on s'intéresse aux variables et aux conclusions qu'on peut en tirer
en lien avec la question de recherche. Les variables retenues pour l'analyse de la séquence
d'enseignement sont la motivation et l'intérêt des élèves pour les tâches proposées, la
compréhension de la matière par les élèves, la possibilité de favoriser un mode d'appren-
tissage autonome et méta-cognitif, et la possibilité de développer la créativité chez les
élèves.
6.8.1 La motivation et l'intérêt des élèves pour les tâches proposées
Les indicateurs liés à cette variable sont la rapidité avec laquelle les élèves se mettent
au travail et les commentaires spontanés des élèves. Lors des quatre premières périodes,
les élèves se sont mis au travail rapidement et spontanément : cela tend à montrer qu'ils
sont intéressés et motivés par les tâches proposées. Les commentaires spontanés des
élèves conﬁrment cette hypothèse : lors des exercices 6, 7 et 8 version 11VG, beaucoup
d'élèves ont fait venir le maître pour lui montrer avec ﬁerté leur programme achevé. Il
a été clair que ces exercices ont été très appréciés par les élèves. Une diminution de la
motivation a été constatée lors de la sixième période, mais cela était probablement dû
à l'inconfort générer par l'absence des documents papiers.
6.8.2 La compréhension de la matière par les élèves
Les indicateurs liés à cette variable sont les questions posées par les élèves, et les
erreurs identiﬁées dans les travaux des élèves. Une importante source de questions a été
constituée par des élèves qui ont fait ce qui était demandé, et qui demandent au maître
si c'est correct ou pas. Dans la grande majorité des cas, le travail réalisé par l'élève est
correct, et le maître se contente de le féliciter et de lui demander de passer à la suite.
Cela montre que la plupart des élèves maîtrisaient et comprenaient ce qu'ils faisaient.
Aussi la majorité des questions posées par les élèves étaient précises et correctement
formulées. Lorsque quelque chose ne fonctionnait pas, les élèves ont souvent réussi à
identiﬁer précisément ce qui ne fonctionnait pas avant de solliciter l'aide du maître.
Cela conﬁrme que la majorité des élèves ont bien compris ce qu'il faisait. Une autre
source de questions a été constituée par des élèves qui ne comprenaient pas comment
faire ce qui était demandé. Mais la très grande majorité de ces questions étaient liées à
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l'utilisation de l'espace de travail de Scratch et non à de la programmation informatique.
Quant aux erreurs observées chez les élèves, elles ne sont que très rarement dues à une
mauvaise compréhension de la matière : la grande majorité des erreurs ont été engendrées
par la mauvaise conception des commandes de mouvement. Il convient aussi de noter
qu'un élève a réalisé sans diﬃculté et de manière autonome l'exercice 11, ce qui garantit,
pour cet élève, une excellente compréhension de l'ensemble de la matière enseignée lors
de cette séquence, et une bonne maîtrise de la programmation informatique. Il en va de
même pour un autre élève qui a seulement manqué d'un peu de temps pour terminer
l'exercice. Les autres élèves n'ont montré aucun signe notable révélant une mauvaise
compréhension de la matière. On peut donc conclure que les élèves ont globalement bien
compris la matière enseignée.
6.8.3 La possibilité de favoriser un mode d'apprentissage autonome et méta-
cognitif
Les indicateurs liés à cette variable sont la réaction des élèves en cas de problème à
l'exécution de leur programme et les questions posées par les élèves. Globalement, les
élèves ont eu tendance à travailler de manière assez autonome. Cependant, la grande
majorité des élèves ont appelé le maître lorsque l'exécution de leur programme ne don-
nait pas le résultat escompté. Il n'y a que deux élèves qui ont essayé de comprendre
par eux-mêmes quel était le problème et de le corriger seuls. Cela montre que les élèves
ne sont pas particulièrement autonomes. De plus, beaucoup d'élèves ont demandé au
maître si leur travail était correct ou pas avant d'exécuter leur programme, ce qui peut
révéler un manque de conﬁance chez les élèves. Cela s'explique très probablement par
le risque de dérégler des paramètres et attributs en eﬀectuant une mauvaise manipula-
tion. De tels dérèglements se sont produits à au moins sept reprises durant la séquence,
et jamais un élève n'a réussi à résoudre le problème par lui-même : il est absolument
clair que cela a une incidence sur le statu de l'erreur. Les élèves prennent l'habitude
d'éviter les erreurs, et cela les incite à demander conﬁrmation au maître avant d'exécu-
ter leur programme. Il semble donc que la réinitialisation des paramètres et attributs
à chaque exécution du programme soit indispensable pour que les élèves osent prendre
des risques, et développent leur autonomie. Dans le cas contraire les élèves vont toujours
craindre une mauvaise manipulation, et auront besoin de faire valider leur travail par
le maître. La faible autonomie des élèves est peut-être également due au nombre très
restreint d'élèves : le maître est très peu sollicité et est quasiment toujours disponible
immédiatement, ce qui incite les élèves à faire appel au maître. On peut émettre l'hy-
pothèse que si les élèves étaient plus de vingt, le maître serait très souvent occupé, et
les élèves devraient patienter de longues minutes avant sa venue. Dans ce cas, les élèves
préféreraient chercher la solution par eux-même, ce qui pourrait développer leur autono-
mie. En conclusion, la séquence d'enseignement présentée dans ce travail n'a pas permis
de mettre en évidence la possibilité de favoriser un mode d'apprentissage autonome ou
méta-cognitif. Cependant, il pourrait en être autrement si les paramètres et attributs
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étaient réinitialisés à chaque nouvelle exécution du programme.
6.8.4 La possibilité de développer la créativité chez les élèves
Cette variable est liée à l'indicateur de l'originalité des travaux réalisés par les élèves.
Deux élèves ont fréquemment utilisé d'autres créatures que celles qui étaient proposées
dans les consignes des exercices, et ont clairement montré leur envie d'apporter une
touche personnelle à leurs programmes. Cela montre que la réalisation de programmes
informatiques tend intrinsèquement à favoriser la créativité chez les élèves. Malheureu-
sement, dans la séquence proposée dans ce travail, l'utilisation de créatures diﬀérentes
de celles proposées dans les consignes des exercices a fréquemment engendré des dys-
fonctionnements (c'est le cas aux exercices 4, 6, 8 version 9 VG et 9), ce qui a ﬁni
par inciter les élèves à faire précisément ce qui était demandé. Une mise en ÷uvre des
diverses améliorations proposées dans ce travail devrait améliorer la situation.
7 Conclusion
L'analyse des données récoltées lors de l'enseignement de la séquence présentée dans
ce travail tend à montrer que l'enseignement de la programmation informatique au se-
condaire 1 est tout à fait possible, et pertinente. La séquence réalisée tend à montrer que
les élèves ont globalement bien compris et bien assimilé la matière enseignée. L'analyse
de cette séquence a en particulier permis de constater que la grande majorité des diﬃcul-
tés rencontrées par les élèves est liée à l'utilisation de l'environnement de développement
et au langage Scratch, et non à l'apprentissage de la programmation informatique. Au-
cune diﬃculté majeure n'a été observée sur le plan de l'apprentissage de la programma-
tion informatique : les élèves ont globalement intégré les diﬀérents concepts de base de
programmation informatique (commande, boucle, structure de contrôle, variable) avec
facilité et aisance, en seulement six périodes. Ce résultat est extrêmement encourageant
car il tend à montrer que l'enseignement de la programmation informatique peut se
réaliser avec facilité sans qu'il soit nécessaire d'y consacrer beaucoup de temps, sans
qu'il soit nécessaire d'en faire une branche principale avec des notes à grand coeﬃcient,
et sans qu'il soit nécessaire de surcharger les élèves avec beaucoup de travail ou de de-
voirs rébarbatifs. De plus, il me semble, selon toute vraisemblance, que les diﬃcultés
rencontrées avec le langage et l'environnement de développement de Scratch sont dues
à des défauts de jeunesse de ce programme récent, et que ces défauts vont rapidement
être corrigés dans le future. Dans ce travail, une ou plusieurs solutions concrètes ont été
proposées pour chacune des diﬃcultés rencontrées par les élèves avec l'environnement de
programmation de Scratch. La mise en application de ces propositions devrait permettre
de rendre la séquence d'enseignement proposée nettement plus eﬃcace : la grande majo-
rité des diﬃcultés rencontrées par les élèves pourraient être supprimées, et l'on pourrait
se concentrer pleinement sur l'apprentissage de la programmation informatique. Même
si, pour le moment, les principales alternatives à Scratch semblent souﬀrir des mêmes
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défauts ou de défauts encore pires, on peut espérer que dans le future, d'autres sites in-
ternets ou d'autres applications de ce type soient développés, et que l'enseignant puisse
avoir un plus grand choix de langages visuels de programmation et d'environnements de
développement aﬁn de pouvoir choisir celui qui lui convient le mieux pour sa séquence.
Dans cette hypothèse l'enseignement de la programmation informatique serait encore
nettement plus facile et plus eﬃcace dans le future : il semble y avoir une importante
marge de progression. Finalement le principal critère de réussite d'une telle séquence
semble être l'utilisation d'un langage visuel de programmation et d'un environnement
de développement approprié et réﬂéchi.
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A Tableau des objectifs
E
xe
rc
ic
e
Objectif(s) Aide-mémoire
1 Énumérer les différentes parties de la fenêtre de travail de Scratch, et énumérerles icônes qu'elle contient.
« Scratch : comment ça fonctionne ? » 
et « La fenêtre de travail de Scratch ».
2. 
a)
Accéder au site internet de Scratch, et se connecter à son compte personnel en 
utilisant le nom d'utilisateur et le mot de passe fourni par l'enseignant.
« Comment accéder à Scratch ? » et 
« Comment se connecter à son compte 
Scratch ? »
2. 
b) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
2. 
c)
Mettre une créature en mouvement (la créature se déplace en ligne droite d'un 
point A à un point B puis s'arrête, utilisation des commandes « aller à » et 
« glisser à »).
« Comment mettre en mouvement une 
créature ? »
Insérer une commande dans la zone grise de droite. « Comment mettre en mouvement une créature ? » – point 1)
Emboîter une nouvelle commande à la suite des commandes précédentes. « Comment mettre en mouvement une 
créature ? » – points 2) et 3)Compléter le champ d’une commande avec un nombre.
2. 
d)
Exécuter le programme, et faire le lien avec la commande « quand drapeau 
cliqué ». « Comment exécuter un programme ? »
2. 
e) Sauvegarder son travail. « Comment sauvegarder son travail ? »
2. 
f) Quitter l’espace de travail et retourner à la page principale de Scratch. « Scratch : comment ça fonctionne ? »
3. 
a) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
3. 
b)
Faire avancer une créature le long d'un parcours donné (le parcours se 
compose de plusieurs segments de droite, la créature s'arrête à la fin du 
parcours, utilisation multiple des commandes « aller à », « glisser à » et 
« s'orienter vers »).
« Comment faire avancer une créature 
le long d'un parcours ? »
3. 
c)
Exécuter le programme, et faire le lien avec la commande « quand drapeau 
cliqué ». « Comment exécuter un programme ? »
3. 
d) Sauvegarder son travail. « Comment sauvegarder son travail ? »
3. 
e) Ajouter une image d'arrière-plan.
« Comment ajouter une image 
d'arrière-plan ? »
3. 
f)
Exécuter le programme, et faire le lien avec la commande « quand drapeau 
cliqué ». « Comment exécuter un programme ? »
3. 
g) Sauvegarder son travail. « Comment sauvegarder son travail ? »
4. 
a) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
4. 
b)
Ajouter un objet, et placer l'objet ajouté à l'endroit souhaité 
(approximativement).
« Comment insérer une nouvelle 
créature ou un nouvel objet ? »
4. 
c) Supprimer le chat. « Comment supprimer une créature ? »
4. 
d) 
et 
e)
Faire avancer une créature le long d'un parcours donné (le parcours se 
compose de plusieurs segments de droite, la créature s'arrête à la fin du 
parcours, utilisation multiple des commandes « aller à », « glisser à » et 
« s'orienter vers »).
« Comment faire avancer une créature 
le long d'un parcours ? »
Utiliser les valeurs des 4 principales directions du plan (droite, gauche, bas, 
haut).
Tableau : « Les principales 
orientations »
4. 
f) Sauvegarder son travail. « Comment sauvegarder son travail ? »
4. 
g) 
et 
h)
Insérer des commandes à l'intérieur d'une boucle.
« Les boucles »Se servir d'une boucle pour programmer un déplacement répété (plusieurs 
tours dans un circuit fermé).
4. 
i) 
et 
j)
Créer une nouvelle variable.
« Les variables »Mettre une variable à zéro (utilisation de la commande « mettre à 0 »).
Incrémenter de 1 la valeur d'une variable (utilisation de la commande « ajouter 
1 »).
4. 
k) Sauvegarder son travail. « Comment sauvegarder son travail ? »
5. 
a) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
5. 
b)
Mettre une créature en mouvement (la créature se déplace en ligne droite d'un 
point A à un point B puis s'arrête, utilisation des commandes « aller à » et 
« glisser à »).
« Comment mettre en mouvement une 
créature ? »
5. 
c)
Exécuter le programme, et faire le lien avec la commande « quand drapeau 
cliqué ». « Comment exécuter un programme ? »
5. 
d) Sauvegarder son travail. « Comment sauvegarder son travail ? »
5. 
e)
Ajouter un objet, et placer l'objet ajouté à l'endroit souhaité 
(approximativement).
« Comment insérer une nouvelle 
créature ou un nouvel objet ? »
5. 
f)
« Comment insérer une nouvelle 
créature ou un nouvel objet ? » – 
remarque 1)
5. 
g)
Travailler avec plusieurs objets : utiliser la liste des créatures pour sélectionner
l'objet sur lequel on travaille.
« Comment insérer une nouvelle 
créature ou un nouvel objet ? » – 
remarque 2)
5. 
h) 
et 
i)
Concevoir un itinéraire de déplacement pour aller d'un point A à un point B en 
contournant un obstacle (la conception de l'itinéraire est à la charge de l'élève, 
utilisation multiple des commandes « aller à » et « glisser à »).
« Comment faire avancer une créature 
le long d'un parcours ? »
Se servir du système de coordonnées de Scratch pour trouver les coordonnées 
des points.
« Le système de coordonnées de 
Scratch »
5. 
j) Sauvegarder son travail. « Comment sauvegarder son travail ? »
6. 
a) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
6. 
b)
Ajouter un objet, et placer l'objet ajouté à l'endroit souhaité 
(approximativement).
« Comment insérer une nouvelle 
créature ou un nouvel objet ? »
6. 
c) Supprimer le chat. « Comment supprimer une créature ? »
6. 
d) 
et 
e)
Mettre une créature en mouvement à l'aide d'une boucle contenant la 
commande « avancer de » (prérequis à l'introduction des objectifs suivants). (aucun) – Le but ici est que l'élève réfléchisse à la question, et donne son 
avis sans consulter de source externe.Se servir d'une boucle pour programmer quelque chose de permanent.
6. 
f) 
et 
g)
Programmer un déplacement conditionné par l'appui sur une touche du clavier 
(utilisation de la commande « avancer de »). « Les structures de contrôle » – 
exemple – point 2)
Insérer des commandes à l'intérieur de la structure de contrôle.
Sélectionner un article dans le menu déroulant d'une commande. « Les structures de contrôle » – 
exemple – point 3)Insérer une condition d'exécution.
6. 
h) 
et 
i)
Programmer un déplacement commandé par les différentes flèches du clavier 
(utilisation multiple des commandes « avancer de » et « s'orienter à »).
« Les structures de contrôle » – 
exemple – points 4) et 5)Se servir d'une boucle pour programmer quelque chose de permanent.
Se servir d'une structure de contrôle pour tester l'appui sur une touche du 
clavier.
6. 
j) Sauvegarder son travail. « Comment sauvegarder son travail ? »
7. 
a) Créer un nouveau programme vierge.
« Comment créer un nouveau 
programme ? »
7. 
b) 
et 
c)
S'apercevoir qu'un programme n'est pas seulement quelque chose qu'on achète,
qu'on télécharge et qu'on installe sur son ordinateur : enrichir sa 
compréhension de ce qu'est un programme en ayant un aperçu du travail 
nécessaire à la réalisation d'un programme concret.
« Un exemple de conception de jeu »
Prendre conscience des possibilités offertes par la programmation 
informatique : avoir un aperçu de ce qui peut concrètement se faire en 
programmation informatique, et prendre conscience qu'on peut réaliser des 
choses avancées en réunissant des commandes simples.
Ajouter un objet, et placer l'objet ajouté à l'endroit souhaité 
(approximativement). « Comment insérer une nouvelle 
créature ou un nouvel objet ? »Travailler avec plusieurs objets : utiliser la liste des créatures pour sélectionner
l'objet sur lequel on travaille.
Supprimer le chat. « Comment supprimer une créature ? »
Placer une commande dans le champs d'une autre commande « Un exemple de conception de jeu »
7. 
d) Sauvegarder son travail. « Comment sauvegarder son travail ? »
Légendes : 
• en bleu : tâches principalement liées à l'utilisation de l’environnement de développement de Scratch.
• en orange : tâches principalement liées à l'apprentissage de la programmation informatique.
Exercice 1 − A la découverte de Scratch
Voici une copie d'écran de l'espace de travail de Scratch. Complète les lacunes :
=⇒ Aide-mémoire, paragraphes  Scratch : comment ça fonctionne ?  et
 L'espace de travail de Scratch , pages 2 et 3.
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Exercice 2 − Mon premier programme
Dans cet exercice, tu vas créer un programme qui met le chat en mouvement : le chat va
traverser la scène du point L au point M :
L M
départ arrivée
Coordonnées des points :
L ( −190 ; −130 )
M ( 190 ; −130 )
a) Va sur la page principale de Scratch, et connecte-toi à ton compte Scratch : utilise le
nom d'utilisateur et le mot de passe fourni par l'enseignant.
b) Crée un nouveau programme.
=⇒ Aide-mémoire, paragraphe  Comment créer un nouveau programme ? ,
page 5.
c) Insère les commandes nécessaires pour faire avancer le chat du point L au point M.
La durée du déplacement est de 4 secondes.
=⇒ Aide-mémoire, paragraphe  Comment mettre en mouvement une créa-
ture ? , pages 7 à 10.
d) Exécute le programme. Observe ce qu'il se passe sur la scène, et corrige les erreurs
éventuelles.
=⇒ Aide-mémoire, paragraphe  Comment exécuter un programme ?, page 7.
e) Sauvegarde ton travail sous le nom  exercice 2 .
=⇒ Aide-mémoire, paragraphe  Comment sauvegarder son travail ? , page 6.
f) Quitte l'espace de travail et retourne sur la page principale de Scratch.
Exercice 3 − En montagne
Dans cet exercice, tu vas créer un programme dans lequel le chat glisse le long de la pente
enneigée d'une montagne :
R
S
T
U
départ
arrivée
Coordonnées des points :
R ( −160 ; 150 )
S ( −90 ; 0 )
T ( −20 ; −70 )
U (30 ; −80 )
Orientation du chat :
→ entre R et S : 155
→ entre S et T : 135
→ entre T et U : 101
a) Crée un nouveau programme.
b) Insère les commandes nécessaires pour faire avancer le chat le long du parcours présenté
ci-dessus. Chaque déplacement dure 1 seconde.
=⇒ Aide-mémoire, paragraphe  Comment faire avancer une créature le long
d'un parcours ? , page 11.
c) Exécute le programme, et vériﬁe que le chat se mette en mouvement.
d) Sauvegarde ton travail sous le nom  exercice 3 .
e) Ajoute l'image d'arrière-plan représentant les montagnes : il s'agit de l'image  slopes 
qui se trouve dans le thème  Vacances .
=⇒ Aide-mémoire, paragraphe Comment insérer une image en arrière-plan ? ,
pages 12 et 13.
f) Exécute le programme, et vériﬁe que le chat glisse le long de la montagne de gauche. Corrige
les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
g) Sauvegarde ton travail.
Exercice 4 − Le plus de tours possible
Dans cet exercice, tu vas créer un programme dans lequel une créature doit rester en mouvement
le plus longtemps possible.
a) Crée un nouveau programme.
b) Ajoute l'insecte  Beetle  : cet insecte se trouve dans la catégorie  Animaux .
=⇒ Aide-mémoire, paragraphe Comment insérer une nouvelle créature ou un
nouvel objet ? , pages 14 et 15.
c) Supprime le chat.
=⇒ Aide-mémoire, paragraphe  Comment supprimer une créature ?, page 16.
d) Insère les commandes nécessaires pour que l'insecte eﬀectue le parcours suivant :
A B
CD
départ / 
arrivée
• L'insecte part du point A ( −190 ; 130 ) .
• Il avance ensuite jusqu'au point
B ( 190 ; 130 ) .
• Puis il avance jusqu'au point
C ( 190 ; −130 ) .
• Il avance ensuite jusqu'au point
D ( −190 ; −130 ) .
• Finalement il revient au point A.
Chaque déplacement dure 2 secondes.
Informations sur l'orientation d'une créature :
=⇒ Aide-mémoire, paragraphe  Les commandes de mouvement ,
tableau  Les principales orientations , page 17.
e) Exécute ton programme, et corrige les éventuelles erreurs jusqu'à ce que tout fonctionne
correctement.
f) Sauvegarde ton travail sous le nom  exercice 4 .
Suite de l'exercice à la page suivante
g) Modiﬁe ton programme pour que l'insecte continue à tourner indéﬁniment, en eﬀec-
tuant autant de tours que possible, jusqu'à ce qu'on quitte le programme.
=⇒ Aide-mémoire, paragraphe  Les boucles , pages 18 à 20.
h) Exécute le programme, et corrige les erreurs éventuelles jusqu'à ce que tout fonctionne
correctement.
i) Ajoute un compteur de tours qui aﬃche le nombre de tours eﬀectués par l'insecte.
=⇒ Aide-mémoire, paragraphe  Les variables , pages 21 et 22.
j) Exécute le programme, et vériﬁe que le nombre de tours aﬃché dans la scène soit correct.
Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
k) Sauvegarde ton travail.
Exercice 5 − Obstacle à éviter
Dans cet exercice, tu vas créer un programme dans lequel le chat traverse la scène de gauche
à droite en contournant un obstacle.
a) Crée un nouveau programme.
b) Insère les commandes nécessaires pour faire avancer le chat du point A ( −200 ; 0 ) au
point B ( 200 ; 0 ) :
A B
départ arrivée
Tu as le choix de la durée du déplacement.
c) Exécute le programme, et vériﬁe que tout fonctionne correctement.
d) Sauvegarde ton travail sous le nom  exercice 5 .
e) Ajoute le bâtiment Marble Building  : ce bâtiment se trouve dans la catégorie Choses .
=⇒ Aide-mémoire, paragraphe Comment insérer une nouvelle créature ou un
nouvel objet ? , remarque 3) , page 14.
f) Place ce bâtiment au centre de la scène.
=⇒ Aide-mémoire, remarque 1) , page 14.
g) Où sont passées les commandes que tu avais insérées précédemment pour faire avancer le
chat ? Fais le nécessaire pour aﬃcher ces commandes à nouveau (il suﬃt d'un seul clique).
=⇒ Aide-mémoire, remarque 2) , page 14.
Suite de l'exercice à la page suivante
h) Le bâtiment que tu viens d'insérer constitue un obstacle au passage du chat : modiﬁe
ton programme de manière à ce que le chat aille du point A au point B en contournant
l'obstacle, sans le toucher.
Tu as le choix du parcours que le chat va emprunter : tu peux par exemple utiliser un
parcours de ce type :
A Bdépart arrivée
Tu peux modiﬁer les commandes déjà insérées, et ajouter de nouvelles commandes.
Informations sur le système de coordonnées de Scratch :
=⇒ Aide-mémoire, paragraphe  Le système de coordonnées de Scratch ,
page 4.
i) Exécute ton programme. Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne
correctement.
j) Sauvegarde ton travail.
Exercice 6 − Garde le contrôle !
Dans cet exercice, tu vas créer un programme dans lequel l'utilisateur pourra déplacer une
créature à n'importe quel endroit de la scène en utilisant les ﬂèches du clavier.
a) Crée un nouveau programme.
b) Ajoute l'insecte  Beetle  (catégorie  Animaux ) :
c) Supprime le chat.
d) Insère les commandes suivantes :
e) Exécute le programme, et observe ce qu'il se passe. Explique ce qu'il se passe :
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
f) Modiﬁe ton programme pour que l'insecte avance uniquement lorsqu'on appuie sur la
ﬂèche droite du clavier.
=⇒ Aide-mémoire, paragraphe  Les structures de contrôle , pages 23 à 25.
g) Exécute le programme, et observe ce qu'il se passe. S'il ne se passe rien, appuie sur la ﬂèche
droite du clavier, et vériﬁe que l'insecte se déplace vers la droite.
h) Modiﬁe ton programme de manière à pouvoir déplacer l'insecte à n'importe quel endroit
de la scène en utilisant les ﬂèches du clavier :
=⇒ La ﬂèche droite fait avancer l'insecte vers la droite.
=⇒ La ﬂèche gauche fait avancer l'insecte vers la gauche.
=⇒ La ﬂèche haut fait avancer l'insecte vers le haut.
=⇒ La ﬂèche bas fait avancer l'insecte vers le bas.
i) Exécute le programme, et observe ce qu'il se passe lorsque tu appuies sur les ﬂèches du
clavier. Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
j) Sauvegarde ton programme sous le nom  exercice 6 .
Exercice 7 − Mon premier jeu
Dans cet exercice, tu vas créer un jeu dans lequel une sorcière tire des étoiles sur un papillon.
Le joueur doit déplacer le papillon en utilisant les ﬂèches du clavier et en évitant de se faire
toucher par les étoiles tirées par la sorcière. La sorcière est continuellement en mouvement :
elle monte et elle descend. Le joueur marque 1 point à chaque fois qu'il évite une étoile. Le but
du jeu est d'obtenir le plus de points possible. La partie se termine lorsque le joueur se fait
toucher par une étoile :
Ce jeu contient :
• l'image d'arrière-plan  castle3  qui se trouve dans le thème  Château ,
• le papillon  Butterﬂy2  qui se trouve dans la catégorie  Animaux ,
• la sorcière Witch  qui se trouve dans la catégorie  Fantaisie ,
• l'étoile  Star1  qui se trouve dans la catégorie  Choses .
a) Crée un nouveau programme.
b) Construis le jeu présenté ci-dessus.
=⇒ Aide-mémoire, paragraphe  Un exemple de conception de jeu ,
pages 27 à 34.
c) Exécute le programme, et évite les étoiles tirées par la sorcière. Vériﬁe que tout fonctionne
correctement. Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
d) Sauvegarde ton travail sous le nom  exercice 7 .
Exercice 8 − 9 VG − Le labyrinthe hanté
Dans cet exercice, tu vas créer un jeu dans le lequel un insecte, un fantôme et un dragon se
déplacent à l'intérieur d'un labyrinthe (le fantôme peut franchir les parois du labyrinthe). Le
joueur doit déplacer l'insecte en utilisant les ﬂèches du clavier et en évitant de se faire toucher
par le fantôme ou par le dragon. Le but du jeu est de récupérer tous les c÷urs qui se trouvent
à l'intérieur du labyrinthe. Le joueur marque 1 point à chaque fois qu'il récupère un c÷ur. La
partie se termine lorsque le joueur se fait toucher par le fantôme ou par le dragon :
Partie 1 − Les préparatifs :
a) Crée un nouveau programme.
b) Le maître va te fournir le labyrinthe que tu dois insérer dans ton programme. Lève la
main pour faire venir le maître, et demande-lui le ﬁchier  labyrinthe.svg . Télécharge
ce ﬁchier dans Scratch, et ajoute les commandes suivantes pour positionner le labyrinthe
précisément :
Exécute le programme pour valider le positionnement du labyrinthe.
c) Supprime le chat.
d) Ajoute un compteur de points : crée une nouvelle variable appelée  nombre de
points .
e) Sauvegarde ton travail sous le nom  exercice 8 - 9 VG .
Suite de l'exercice à la page suivante
Partie 2 − L'insecte :
f) Ajoute l'insecte  Beetle  qui se trouve dans la catégorie  Animaux .
g) Au lancement du programme, les exigences suivantes doivent être satisfaites :
• L'insecte doit se positionner au point de coordonnées ( −200 ; 125 ).
• La taille de l'insecte doit correspondre à 35% de sa taille initiale.
=⇒ Aide-mémoire, paragraphe  Les commandes d'apparence , page 26.
• L'insecte doit être visible.
=⇒ Aide-mémoire, paragraphe  Les commandes d'apparence , page 26.
• Le compteur de points doit être remis à zéro.
Insère les commandes nécessaires pour satisfaire chacune de ces exigences.
h) Pendant le jeu, le joueur déplace l'insecte dans le labyrinthe en utilisant les ﬂèches du
clavier. Ajoute les commandes nécessaires pour que le joueur puisse déplacer l'insecte
dans le labyrinthe.
=⇒ Aide-mémoire, paragraphe  Comment faire avancer une créature à l'inté-
rieur d'un labyrinthe ? , cas 1) , page 35.
i) Exécute le programme et vériﬁes que tu puisse déplacer l'insecte à l'intérieur du labyrinthe
en utilisant les ﬂèches du clavier. Vériﬁe qu'il soit impossible de traverser les parois du
labyrinthe. Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
Partie 3 − Le fantôme :
j) Ajoute le fantôme Ghost2  qui se trouve dans la catégorie  Fantaisie .
k) Lors du lancement du programme, les exigences suivantes doivent être satisfaites :
• Le fantôme doit se positionner au point de coordonnées ( 0 ; 0 ).
• Le fantôme doit se comporter selon le style de rotation  position à gauche ou à
droite .
=⇒ Aide-mémoire, paragraphe  Les commandes de mouvement ,
pages 17 et 18.
• La taille du fantôme doit correspondre à 30% de sa taille initiale.
Insère les commandes nécessaires pour satisfaire chacune de ces exigences.
l) Pendant le jeu, le fantôme se déplace de manière aléatoire en traversant les parois du laby-
rinthe. Ajoute les commandes nécessaires pour que le fantôme se déplace de manière
aléatoire dans la scène.
=⇒ Aide-mémoire, paragraphe  Comment faire avancer une créature de ma-
nière aléatoire ? , page 38.
m) Exécute le programme, et vériﬁe que tout fonctionne correctement. Corrige les erreurs
éventuelles.
Suite de l'exercice à la page suivante
Partie 4 − Le dragon :
n) Ajoute le dragon  Dragon  qui se trouve dans la catégorie  Fantaisie .
o) Lors du lancement du programme, les exigences suivantes doivent être satisfaites :
• Le dragon doit se positionner au point de coordonnées ( −200 ; 25 ).
• Le dragon doit s'orienter vers la droite.
• Le dragon doit se comporter selon le style de rotation  position à gauche ou à
droite .
• La taille du dragon doit correspondre à 25% de sa taille initiale.
Insère les commandes nécessaires pour satisfaire chacune de ces exigences.
p) Pendant le jeu, le dragon se déplace de manière autonome à l'intérieur du labyrinthe.
Ajoute les commandes nécessaires pour que le dragon se déplace à l'intérieur du laby-
rinthe de manière autonome.
=⇒ Aide-mémoire, paragraphe  Comment faire avancer une créature à l'inté-
rieur d'un labyrinthe ? , cas 2) , page 36.
q) Exécute le programme, et vériﬁe que tout fonctionne correctement. Corrige les erreurs
éventuelles.
Partie 5 − Les c÷urs à récupérer :
r) Ajoute le c÷ur  Heart  qui se trouve dans la catégorie  Choses ). La taille du c÷ur
doit correspondre à 25% de sa taille initiale.
s) Pendant le jeu, le joueur doit récupérer les c÷urs en les touchant. Lorsqu'il récupère un
c÷ur, le nombre de points augmente. Ajoute les commandes nécessaires à la récupération
des c÷urs. Duplique le c÷ur autant de fois que tu le souhaites, et place les c÷urs obtenus
à diﬀérents endroits du labyrinthe.
=⇒ Aide-mémoire, paragraphe Comment insérer des objets que le joueur doit
récupérer ? , pages 37 et 38.
t) Exécute le programme, et fais avancer l'insecte pour récupérer tous les c÷urs que tu as
insérés. Vériﬁe que tout fonctionne correctement. Corrige les erreurs éventuelles.
Suite de l'exercice à la page suivante
Partie 6 − La ﬁn de la partie :
u) La partie se termine si l'insecte se fait toucher par le fantôme : sélectionne le fantôme, et
ajoute la structure de contrôle nécessaire à l'arrêt du jeu :
Si l'insecte est touché, alors :
• Le fantôme envoie le message  PERDU ! .
• Le fantôme dit  PERDU ! .
v) De même, la partie se termine si l'insecte se fait toucher par le dragon : sélectionne le
dragon, et ajoute la structure de contrôle nécessaire à l'arrêt du jeu :
Si l'insecte est touché, alors :
• Le dragon envoie le message  PERDU ! .
• Le dragon dit  PERDU ! .
w) Lorsque le joueur a perdu la partie, l'insecte disparaît, et le joueur ne peut plus récupérer de
c÷urs : sélectionne l'insecte, et ajoute les commandes nécessaires pour que l'insecte
disparaisse lorsqu'il reçoit le message  PERDU ! .
x) Exécute le programme, et corrige les erreurs éventuelles.
y) Sauvegarde ton travail.
Exercice 8 − 11 VG − La somme inﬁnie
Marina, qui est très douée en math, a proposé un déﬁ à ces camarades de classe :
 Je suis sûr que personne n'arrivera à deviner à quel nombre correspond la somme suivante :
8
1 · (1 + 2) +
8
5 · (5 + 2) +
8
9 · (9 + 2) +
8
13 · (13 + 2) +
8
17 · (17 + 2) +
8
21 · (21 + 2) + ...
et il faut continuer à additionner comme ça indéﬁniment ! 
Julie, la meilleure amie de Marina, a une idée pour calculer cette somme : elle va créer un
programme informatique qui va calculer cette somme à l'aide d'une boucle. Julie découvre
qu'en utilisant une variable N, cette somme peut s'écrire de la manière suivante :
8
N · (N + 2)︸ ︷︷ ︸
N vaut 1
+
8
N · (N + 2)︸ ︷︷ ︸
N vaut 5
+
8
N · (N + 2)︸ ︷︷ ︸
N vaut 9
+
8
N · (N + 2)︸ ︷︷ ︸
N vaut 13
+
8
N · (N + 2)︸ ︷︷ ︸
N vaut 17
+
8
N · (N + 2)︸ ︷︷ ︸
N vaut 21
+ ...
• Au début N vaut 1,
• Ensuite N augmente de 4 à chaque étape.
Avant de commencer à réaliser son programme, Julie fait un schéma :
Au lancement du programme :
• Mettre la somme à 0.
• Mettre N à 1.
Après :
• Ajouter 8
N · (N + 2) à la somme.
• Ajouter 4 à N .
A répéterindéﬁniment !
A toi de réaliser le programme permettant de calculer cette somme :
a) Crée un nouveau programme.
b) Crée une nouvelle variable appelée  somme .
c) Crée une nouvelle variable appelée N .
d) Insère les commandes nécessaires pour réaliser le programme proposé par Julie.
=⇒ Aide-mémoire, paragraphe  Les opérateurs mathématiques , page 42.
e) Exécute le programme et vériﬁe que la valeur indiquée par la variable  somme  se stabilise
après quelques secondes.
f) A quel nombre la somme proposée par Marina correspond-t-elle ? . . . . . . . . . . . . . . . . . . . . . . .
g) Sauvegarde ton travail sous le nom  exercice 8 - 11 VG .
h) Combien d'additions faut-il approximativement réaliser avant d'obtenir le bon résultat ?
Ce calcul serait-il faisable sans ordinateur ? . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Exercice 9 − De plus en plus réaliste
Dans cet exercice, tu vas créer un programme dans lequel un personnage marche sur un terrain
de sport. Les graphismes seront plus réalistes que dans les exercices précédents : les jambes,
les pieds et les bras du personnage seront en mouvement pendant qu'il marche. Pour trouver
comment faire, tu devras utiliser l'aide de Scratch.
a) Crée un nouveau programme.
b) Ajoute le personnage  Avery Walking  qui se trouve dans la catégorie  Gens . La
taille d'Avery doit correspondre à 80% de sa taille initiale. Place Avery au centre de la
scène, c'est-à-dire au point de coordonnées ( 0 ; 0 ) .
Modiﬁcation de la taille d'une créature :
=⇒ Aide-mémoire, paragraphe  Les commandes
d'apparence , page 26.
c) Supprime le chat.
d) Insère l'image d'arrière-plan  playing-ﬁeld  qui se trouve dans le thème  Sport  :
e) Ouvre la fenêtre d'aide de Scratch et clique sur  Comment faire .
Sélectionne  Animations  et clique sur  Faire marcher le lutin .
=⇒ Aide-mémoire, paragraphe  Comment obtenir de l'aide ? , page 39.
f) Insère les commandes nécessaires pour faire marcher Avery de manière à ce que ses
jambes bougent : aide-toi de la fenêtre d'aide de Scratch.
A chaque étape :
• l'avancement est de 25
• l'attente est de 0,2 seconde (on utilise un point à la place de la virgule).
g) Exécute le programme et vériﬁe qu'Avery marche correctement. Corrige les erreurs éven-
tuelles jusqu'à ce que tout fonctionne correctement.
h) Sauvegarde ton travail sous le nom  exercice 9 .
Exercice 10 − Le logiciel de dessin
Dans cet exercice, tu vas créer un programme de dessin : l'utilisateur du programme pourra
dessiner des traits dans la scène en appuyant sur la barre d'espace du clavier et en déplaçant le
pointeur de souris. L'utilisateur pourra choisir la couleur des traits qu'il dessine en appuyant
sur les touches r (rouge), o (orange), j (jaune), v (vert), t (turquoise), b (bleu) et m (magenta).
Diﬀérents traits de diﬀérentes couleurs pourront être dessinés. La touche e permettra d'eﬀacer
le dessin (avant la suppression du dessin, l'utilisateur devra conﬁrmer son intention).
a) Crée un nouveau programme.
b) Ajoute le stylo  Pencil  qui se trouve dans la catégorie  Choses .
c) Supprime le chat.
d) Au lancement du programme, les exigences suivantes doivent être satisfaites :
• Le stylo doit être caché.
=⇒ Aide-mémoire, paragraphe  Les commandes d'apparence , page 26.
• La taille du stylo doit correspondre à 2% de sa taille initiale.
=⇒ Aide-mémoire, paragraphe  Les commandes d'apparence , page 26.
• L'épaisseur des traits est mise à 2.
=⇒ Aide-mémoire, paragraphe  Les commandes de dessin , page 41.
Insère les commandes nécessaires pour satisfaire ces exigences.
e) Pendant l'exécution du programme, les exigences suivantes doivent être satisfaites en per-
manence :
• Le stylo suit en permanence le pointeur de souris.
=⇒ Aide-mémoire, paragraphe  Les commandes de mouvement ,
pages 17 et 18.
• Si la barre d'espace du clavier est appuyée, alors le stylo est placé en position d'écriture.
Sinon le stylo est relevé.
=⇒ Aide-mémoire, paragraphe  Les commandes de dessin , page 41.
Insère les commandes nécessaires pour satisfaire ces exigences.
f) Exécute le programme et vériﬁe que tu puisses dessiner des traits en appuyant sur la barre
d'espace du clavier et en déplaçant le pointeur de souri sur la scène (la barre d'espace doit
rester appuyée pendant le traçage d'un trait). Corrige les erreurs éventuelles jusqu'à ce que
tout fonctionne correctement.
g) Sauvegarde ton travail sous le nom  exercice 10 .
Suite de l'exercice à la page suivante
h) Ajoute les structures de contrôle permettant de modiﬁer la couleur du stylo en ap-
puyant sur les touches r (rouge), o (orange), j (jaune), v (vert), t (turquoise), b (bleu) et
m (magenta).
=⇒ Aide-mémoire, paragraphe  Les commandes de dessin , page 41.
i) Exécute le programme et vériﬁe que tu puisses changer la couleur du stylo. Corrige les
erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
j) Ajoute une structure de contrôle permettant de tout eﬀacer si on appuie sur la touche
e. Avant la suppression du dessin, l'utilisateur devra conﬁrmer son intention :
Si la touche e est pressée, alors :
• Le programme demande à l'utilisateur
 Es-tu sûr de vouloir eﬀacer ton dessin ? oui/non 
et attend sa réponse.
• Si la réponse est  oui , alors tout est eﬀacé.
=⇒ Aide-mémoire, paragraphe  Comment interagir avec l'utilisateur du
programme ? , page 40.
k) Exécute le programme. Appuie sur la touche e, et vériﬁe que le dessin est eﬀacé si tu réponds
 oui . Corrige les erreurs éventuelles jusqu'à ce que tout fonctionne correctement.
l) Sauvegarde ton travail.
Facultatif :
Ajoute les commandes nécessaires pour pouvoir dessiner des formes simples, comme par exemple,
des triangles, des carrés et des cercles : un triangle se dessine lorsqu'on appuie sur la touche x,
un carré se dessine lorsqu'on appuie sur la touche y, et un cercle se dessine lorsqu'on appuie
sur la touche z.
Triangle 120°
120°
120°
Carré Cercle
Exécute le programme et vériﬁe que tout fonctionne correctement. Corrige les erreurs éven-
tuelles jusqu'à que tout fonctionne correctement. Sauvegarde ton travail.
Exercice 11 − Perroquet contre papillon
Dans cet exercice, tu vas créer un jeu dans lequel un perroquet tire des balles sur un papillon.
Le joueur déplace le perroquet et tire les balles sur le papillon. Voici les règles du jeu :
• Le perroquet se trouve sur la gauche de la scène : le joueur peut faire monter ou
descendre le perroquet en appuyant sur les ﬂèches haut et bas du clavier.
• Le perroquet tire une balle à chaque fois que le joueur appuie sur la barre d'espace
du clavier : les balles sont tirées vers la droite.
• Lorsque le joueur tire une balle, il doit attendre 0,5 seconde avant de pouvoir tirer la balle
suivante.
• Le papillon se trouve sur la droite de la scène : il monte et il descend indéﬁniment.
• Le joueur obtient un point à chaque fois que le papillon se fait toucher par une balle.
• Le but du jeu est d'obtenir le plus de points possible.
Perroquet :
commandé
par le joueur
Papillon
Ce jeu contient :
• l'image d'arrière-plan  brick wall2  qui se trouve dans le thème  Ville ,
• le perroquet  Parrot2  qui se trouve dans la catégorie  Animaux ,
• le papillon  Butterﬂy1  qui se trouve dans la catégorie  Animaux ,
• l'objet  Ball  qui se trouve dans la catégorie  Choses .
Crée un nouveau programme, et construis le jeu présenté ci-dessus. Exécute le programme,
et vériﬁe que tout fonctionne correctement. Corrige les erreurs éventuelles jusqu'à ce que tout
fonctionne correctement. Sauvegarde ton travail sous le nom  exercice 11 .
Facultatif :
Ajoute les commandes nécessaires pour que le papillon tire des pommes sur le perroquet :
les pommes sont tirées vers la gauche. Le joueur perd un point à chaque fois qu'il se fait toucher
par une pomme. La partie se termine si le nombre de points est négatif.
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Comment accéder à Scratch ?
Pour accéder à Scratch, on ouvre une navigateur internet, et on va à l'adresse internet suivante :
scratch.mit.edu
On arrive ainsi sur la page principale de Scratch.
Comment se connecter à son compte Scratch ?
Pour se connecter depuis la page principale de Scratch, on clique sur  Se connecter  en
haut à droite de la fenêtre :
Pour se connecter depuis l'espace de travail de Scratch, on clique sur  Connexion  en haut
à droite de la fenêtre :
On écrit ensuite son Nom d'utilisateur et son Mot de passe dans les cases prévues à cet
eﬀet, puis on clique sur  Se connecter .
Comment créer un nouveau programme ?
Pour créer un nouveau programme, on va sur la page principale de Scratch, et on clique sur
 Créer  :
L'espace de travail de Scratch se charge, puis s'aﬃche.
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Comment sauvegarder son travail ?
Pour sauvegarder son travail, on écrit le nom sous lequel on souhaite sauvegarder son travail
dans la case prévue à cet eﬀet :
Ensuite, on clique sur  Fichier , puis sur  Sauvegarder maintenant .
Exemple :
On a créé un jeu, et on souhaite sauvegarder ce jeu sous le nom  La Forêt Hantée  :
1) On écrit  La Forêt Hantée  dans la case prévue à cet eﬀet :
2) On clique ensuite sur  Fichier , puis sur  Sauvegarder maintenant  :
Remarque importante :
Pour pouvoir sauvegarder son travail, il faut obligatoirement être connecté à son compte
Scratch.
6
Comment accéder aux travaux qui ont été sauvegardés ?
Pour accéder aux travaux qui ont été sauvegardés, on va sur la page principale de Scratch, et
on clique sur l'icône :
Une nouvelle fenêtre contenant la liste des travaux sauvegardés apparaît. On sélectionne le
travail auquel on souhaite accéder, puis on clique sur  Voir à l'intérieur .
Remarque :
Pour pouvoir accéder aux travaux sauvegardés, il faut obligatoirement être connecté à son
compte Scratch.
Comment exécuter un programme ?
Pour exécuter un programme, on clique sur l'icône :
Comment mettre en mouvement une créature ?
Pour mettre une créature en mouvement, on insére les commandes nécessaires dans la zone
grise de droite, puis on clique sur l'icône .
Voir l'exemple à la page suivante
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Exemple :
Dans cet exemple, un chat va traverser la scène de gauche à droite :
A B
départ arrivée
Coordonnées des points :
A ( −190 ; 52 )
B ( 190 ; 52 )
1) Tout d'abord, on insère la commande permettant le lancement du programme. Il s'agit de la
commande . Cette commande se trouve dans la catégorie Événements  :
=⇒ On clique sur  Événements  pour aﬃcher les commandes d'événements :
Les commandes d'événements apparaissent dans le réservoir de commandes.
=⇒ On place la commande dans la zone grise de droite :
8
2) Ensuite on insère la commande qui va placer le chat au point de départ. Il s'agit de la com-
mande . Cette commande se trouve dans la rubrique Mouvement  :
=⇒ On clique sur Mouvement  pour aﬃcher les commandes de mouvement :
Les commandes de mouvement apparaissent dans le réservoir de commandes.
=⇒ On place la commande dans la zone grise de droite, juste en dessous
de la première commande :
=⇒ Le point de départ du chat correspond au point A ( −190 ; 52 ) . On écrit les coor-
données du point de départ dans la commande :
9
3) Finalement on insère la commande qui va faire avancer le chat jusqu'à son point d'arrivée.
Il s'agit de la commande . Cette commande se trouve dans
la rubrique Mouvement  :
=⇒ On place la commande dans la zone grise de droite,
juste en dessous des commandes précédentes.
=⇒ Le point d'arrivée correspond au point B ( 190 ; 52 ) . On écrit les coordonnées du
point d'arrivée dans la commande, dans les cases x et y.
=⇒ On souhaite par exemple que le déplacement s'eﬀectue en 2 secondes : on écrit le
nombre 2 dans la case prévue à cet eﬀet.
La construction du programme est maintenant terminée : la zone grise de droite contient les
trois commandes suivantes :
On clique sur l'icône pour exécuter le programme :
Lorsqu'on clique sur l'icône , le chat traverse la scène de gauche à droite.
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Comment faire avancer une créature le long d'un parcours ?
Pour faire avancer une créature sur un parcours donné, il est nécessaire d'utiliser les commandes
de mouvement suivantes :
=⇒ La commande pour placer la créature à son point de départ.
=⇒ La commande pour orienter la créature dans la bonne direction.
=⇒ La commande pour faire avancer la créature.
Les commandes et peuvent être utilisées
plusieurs fois.
Exemple
Dans cet exemple, un chat va avancer le long du parcours suivant :
A
B
C
départ
arrivée
Coordonnées des points :
A ( −190 ; −40 )
B ( 0 ; 80 )
C ( 190 ; −120 )
Orientation du chat :
→ entre A et B : 58
→ entre B et C : 136
Le chat part du point A et arrive au point C. Le trajet entre A et B dure 3 secondes, et le
trajet entre B et C dure 4 secondes.
Pour que le chat eﬀectue ce parcours, on insère les commandes suivantes dans la zone grise de
droite :
On clique ensuite sur l'icône pour exécuter le programme : le chat avance le long du
parcours.
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Comment insérer une image en arrière-plan ?
Pour insérer une image d'arrière-plan, on clique sur l'icône . Cet icône se trouve en-dessous
de l'étiquette Nouvel arrière  :
Lorsqu'on clique sur cet icône, une nouvelle fenêtre s'ouvre : il s'agit de la  Bibliothèque
d'arrière-plans . Cette fenêtre permet de sélectionner l'arrière-plan qu'on souhaite insérer.
Voir Exemple et Remarque à la page suivante
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Exemple :
Pour insérer une image de désert en arrière plan, on clique sur l'icône : la bibliothèque
d'arrière-plans s'ouvre. On clique ensuite sur le thème  Nature , puis sur l'image  desert ,
et on clique sur  Ok  :
L'arrière-plan  desert  apparaît dans la scène.
Remarque :
Une fois l'arrière-plan ajouté, il faut revenir à l'aﬃchage standard pour pouvoir continuer à
travailler : on clique sur  Scripts , puis on clique sur la créature sur laquelle on travaille :
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Comment insérer une nouvelle créature ou un nouvel objet ?
Il est possible d'insérer plusieurs créatures dans un même programme. Pour insérer une nouvelle
créature, on clique sur l'icône . Cet icône se trouve à droite de l'étiquette  Nouveau
lutin  :
Lorsqu'on clique sur cet icône, une nouvelle fenêtre s'ouvre : il s'agit de la  Bibliothèque
des lutins . Cette fenêtre permet de sélectionner la créature qu'on souhaite insérer. Une fois
la créature insérée, elle apparaît dans la scène, ainsi que dans la liste des créatures.
Remarques :
1) Il est possible de déplacer une créature à n'importe quel endroit de la scène en utilisant le
pointeur de souri.
2) Lorsqu'il y a plusieurs créatures, on utilise la liste des créatures pour sélectionner la
créature sur laquelle on travaille. La liste des créatures indique quelle est la créature sélec-
tionnée.
3) Pour ajouter un nouvel objet, on procède de la même manière que pour ajouter une
nouvelle créature :
 Les créatures se trouvent dans les catégories  Animaux  et  Fantaisie .
 Les objets se trouvent dans la catégorie  Choses .
4) Il est aussi possible d'ajouter :
 des lettres ⇒ catégorie  Lettres ,
 des personnages ⇒ catégorie  Gens ,
 des moyens de transport ⇒ catégorie  Transport .
Voir l'exemple à la page suivante
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Exemple
Pour insérer un papillon (par exemple le papillon  Butterﬂy3 ), on clique sur l'icône :
la bibliothèque des lutins s'ouvre. On clique ensuite sur la catégorie  Animaux , puis sur le
papillon  Butterﬂy3 , et on clique sur  Ok  :
Le papillon apparaît dans la scène, ainsi que dans la liste des créatures :
Scène
Liste des
créatures
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Comment supprimer une créature ?
Pour supprimer une créature, on sélectionne l'icône . Cet icône se trouve dans la barre du
haut :
On clique ensuite sur la créature à supprimer. La créature disparaît.
Exemple :
Pour supprimer le chat, on sélectionne l'icône , puis on clique sur le chat :
Le chat disparaît.
Remarque :
L'icône permet aussi de supprimer des commandes dans la zone grise de droite.
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Les commandes de mouvement
Cette commande place la créature à l'endroit indiqué par les coordonnées ( x ; y ). Le dépla-
cement s'eﬀectue de manière instantanée.
Cette commande place la créature à l'endroit où se trouve la créature sélectionnée dans le
menu déroulant. Le déplacement s'eﬀectue de manière instantanée.
Cette commande fait avancer la créature vers l'endroit indiqué par les coordonnées ( x ; y ).
La durée du déplacement est indiquée en secondes.
Cette commande oriente la créature dans la direction indiquée. Les quatre orientations princi-
pales sont les suivantes :
Orientation Valeur
Vers la droite 90
Vers la gauche −90
Vers le haut 0
Vers le bas 180
Les principales orientations
Cette commande oriente la créature en direction de la créature sélectionnée dans le menu
déroulant. Cette commande est très utile pour faire avancer une créature en direction d'une
autre créature.
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Cette commande fait avancer la créature de la distance indiquée. Le déplacement de fait de
manière instantanée. Avant d'utiliser cette commande, il faut ﬁxer la direction du déplacement
en utilisant la commande ou .
Cette commande fait tourner la créature dans le sens des aiguilles d'une montre. L'angle de
rotation est indiqué en degrés.
Cette commande fait tourner la créature dans le sens inverse des aiguilles d'une montre. L'angle
de rotation est indiqué en degrés.
Cette commande permet de régler le style de rotation. Cette commande est très utile lorsqu'une
créature se retrouve la tête à l'envers.
Cette commande inverse le sens du mouvement lorsque la créature touche le bord de la scène.
Les boucles
En programmation informatique, on a souvent besoin de répéter une même commande un
grand nombre de fois, et il est beaucoup trop long de recopier la commande autant de fois que
nécessaire.
C'est pourquoi il existe un outil, appelé boucle , qui permet de n'insérer qu'une seule fois une
commande qui se répète beaucoup de fois. Cet outil se trouve dans la rubrique Contrôle  :
On insère la commande une seule fois, et on indique combien de fois il faut répéter cette
commande.
Voir l'exemple à la page suivante
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Exemple :
Dans cet exemple, on va faire avancer une créature le long du parcours suivant :
G
F H
départ /
arrivée
Coordonnées des points :
F ( −190 ; 0 )
G ( 0 ; 95 )
H ( 190 ; 0 )
Orientation de la créature :
→ entre F et G : 63
→ entre G et H : 117
→ entre H et F : −90
La créature part du point F et avance jusqu'au point G. Elle avance ensuite jusqu'au point H,
puis elle retourne au point F : on insère les commandes suivantes dans la zone grise de droite :
Lorsqu'on clique sur l'icône , la créature n'eﬀectue qu'un seul tour, et s'arrête au point
F. Comment faire pour que la créature eﬀectue plusieurs tours ?
Pour que la créature eﬀectue plusieurs tours, on clique sur la rubrique  Contrôle , et on
ajoute une boucle :
Boucle
Lorsqu'on clique sur l'icône , la créature eﬀectue 15 tours.
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Les diﬀérents types de boucle
Il existe trois types de boucles :
1) Le nombre fois que le contenu de la boucle se répète est indiqué :
2) Le contenu de la boucle se répète indéﬁniment, jusqu'à ce qu'on quitte le programme :
3) Le contenu de la boucle se répète jusqu'à ce qu'à ce qu'une certaine condition soit satisfaite :
Si la condition est déjà remplie au début, le contenu de la boucle ne s'exécute jamais.
Ces boucles se trouves dans la rubrique  Contrôle .
Exemple :
Dans cet exemple, la créature reste indéﬁniment en mouvement : la créature avance, et ne
s'arrête jamais d'avancer : on utilise la boucle suivante :
Boucle
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Les variables
En programmation informatique, on a souvent besoin de compter quelque chose. Par exemple,
dans un jeu, il faut compter le nombre de points que le joueur obtient. Dans un jeu de
course de voitures, il faut compter le nombre de tours de circuit eﬀectués par chaque
voiture.
C'est pourquoi il existe un outil, appelé variable , qui permet de compter quelque chose. Cet
outil se trouve dans la rubrique  Données .
Exemple :
Dans cet exemple, on va faire avancer une créature sur un circuit, et on va compter le nombre
de tours eﬀectués par la créature. Ce nombre sera aﬃché dans la scène.
Voici le circuit le long duquel la créature se déplace :
G
F H
départ
Coordonnées des points :
F ( −190 ; 0 )
G ( 0 ; 95 )
H ( 190 ; 0 )
Orientation de la créature :
→ entre F et G : 63
→ entre G et H : 117
→ entre H et F : −90
Les commandes suivantes font avancer la créature le long de ce circuit :
Lorsqu'on clique sur l'icône , la créature avance indéﬁniment le long du circuit, sans jamais
s'arrêter. Comment faire pour compter le nombre de tours qu'elle eﬀectue ?
Voir la suite de l'exemple à la page suivante
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Pour compter le nombre de tours eﬀectués par la créature, on clique sur la rubrique Don-
nées , puis sur le bouton  Créer une variable . On écrit ensuite  nombre de tours 
dans la case  Nom de la variable , et on clique sur  Ok  :
La variable  nombre de tours  s'aﬃche dans la scène.
Pour que le nombre de tours aﬃché soit correct, il faut ajouter les deux commandes suivantes :
Ces deux commandes se trouvent dans la rubrique  Données  :
=⇒ La commande remet le compteur à zéro avant l'exécution de la
boucle : lorsqu'on lance le programme, la créature n'a encore eﬀectué aucun tour. Le
comptage démarre donc depuis 0.
=⇒ La commande augmente le nombre de tours à chaque fois que la
créature termine un tour (arrivée au point F).
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Les structures de contrôle
En programmation informatique, On a souvent besoin qu'une commande s'exécute unique-
ment dans une certaine situation, et qu'elle ne s'exécute pas si la situation est diﬀérente. Par
exemple, dans un jeu de course de voiture, on aimerait que la commande qui fait freiner la voi-
ture soit exécutée uniquement lorsque le joueur appuie sur la touche de freinage du joystick,
et qu'elle ne soit pas exécutée si le joueur n'appuie pas sur cette touche.
C'est pourquoi il existe un outil, appelé structure de contrôle , qui permet d'indiquer dans
quelle situation la commande doit être exécutée. Cet outil se trouve dans la rubrique Contrôle  :
La condition d'exécution doit être placée après le . La commande dont l'exécution dépend
de la condition doit être insérée à l'intérieur de la structure de contrôle.
Exemple :
Dans cet exemple, l'utilisateur du programme va utiliser les ﬂèches gauche et droite du clavier
pour déplacer une créature à gauche et à droite :
1) On commence par insérer les commandes suivantes :
La commande se trouve
dans la rubrique Mouvement .
2) On ajoute ensuite une structure de contrôle qui va faire avancer la créature uniquement
lorsqu'on appuie sur la ﬂèche droite du clavier :
=⇒ On clique sur la rubrique  Contrôle , et on ajoute la structure de contrôle :
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3) On insère la commande qui va détecter si la ﬂèche droite du clavier est appuyée. Il s'agit
de la commande qui se trouve dans la rubrique  Capteurs  :
=⇒ On clique sur la rubrique  Capteurs , et on insère la commande
. Cette commande doit être placée dans
la case située après le de la structure de contrôle :
=⇒ On clique sur l'icône de la commande qu'on vient d'insérer, et on sélectionne ﬂèche
droite  :
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4) En procédant de la même manière, on ajoute la structure de contrôle qui va faire avancer
la créature lorsqu'on appuie sur la ﬂèche gauche du clavier :
5) Finalement, on ajoute les commandes nécessaires pour orienter la créature dans la bonne
direction :
Lorsqu'on clique sur l'icône , on peut faire avancer la créature à droite ou à gauche en
appuyant sur les ﬂèches droite et gauche du clavier.
La structure de contrôle double :
Cette structure de contrôle permet d'indiquer à la fois :
=⇒ les commandes qui seront exécutées si la condition est remplie : ces commandes doivent
être insérées en-dessous du ,
=⇒ les commandes qui seront exécutées si la condition n'est pas remplie : ces commandes
doivent être insérées en-dessous du .
25
Les commandes d'apparence
Cette commande aﬃche une bulle contenant un texte, comme dans une bande dessinée.
Cette commande modiﬁe la taille d'une créature.
=⇒ Cette commande est très utile pour rendre une créature plus petite : on écrit un nombre
entre 1 et 100. Plus le nombre est petit, plus la créature est petite.
=⇒ Il est aussi possible d'agrandir une créature : on écrit un nombre plus grand que 100.
Cette commande fait disparaît une créature : la créature n'est plus aﬃchée dans la scène.
Cependant les commandes concernant la créature continuent à s'exécuter.
Cette commande s'utilise à chaque fois qu'on utilise la commande : elle permet de faire
réapparaître la créature qui a été cachée. Attention : lorsqu'on utilise la commande , il
se peut que la créature soit invisible lors du lancement du programme ! Il est donc important
de placer la commande au début de chaque programme pour garantir que la créature
s'aﬃche lors du lancement du programme.
Cette commande modiﬁe l'image d'arrière-plan aﬃchée dans la scène. Avant d'utiliser cette
commande, il faut avoir inséré plusieurs images diﬀérentes d'arrière-plans. On sélectionne
l'image d'arrière-plan désirée dans le menu déroulant.
Cette commande aﬃche la créature au premier plan, c'est-à-dire devant les autres créatures.
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Un exemple de conception de jeu
Dans cet exemple, on va créer un jeu dans lequel un dragon tire des balles sur un chat. Le
joueur doit déplacer le chat en utilisant les ﬂèches du clavier et en évitant de se faire toucher
par les balles tirées par le dragon. Le dragon est continuellement en mouvement : il monte
et il descend. Le joueur marque 1 point à chaque fois qu'il évite une balle. Le but de jeu est
d'obtenir le plus de points possible. La partie se termine lorsque le joueur se fait toucher par
une balle :
1) On ajoute les deux objets suivants :
=⇒ le dragon  Dragon  qui se trouve dans la catégorie  Fantaisie ,
=⇒ la balle  Ball  qui se trouve dans la catégorie  Choses .
Voir la suite de l'exemple à la page suivante
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2) On sélectionne le chat, et on insère les commandes qui permettent au joueur de déplacer le
chat en appuyant sur les touches  ﬂèche haut  et  ﬂèche bas  du clavier :
=⇒ Ces commandes concernent le chat.
=⇒ La commande se trouve dans la rubrique  Apparence .
=⇒ Les commandes et
se trouvent dans la rubrique Mouvement .
3) On sélectionne le dragon, et on insère les commandes qui font monter et descendre le dragon :
=⇒ Ces commandes concernent le dragon.
Voir la suite de l'exemple à la page suivante
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4) Le dragon est dirigé dans lamauvaise direction : on retourne le dragon pour qu'il regarde
en direction du chat :
=⇒ On clique sur  Costumes  :
=⇒ On clique sur l'icône :
Le dragon se retourne, et se retrouve dans la bonne direction.
=⇒ On clique sur  Scripts  pour revenir à l'aﬃchage habituel :
Voir la suite de l'exemple à la page suivante
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5) On ajoute une structure de contrôle qui va permettre au dragon de tirer des balles :
=⇒ On clique sur la rubrique  Contrôle , et on ajoute la structure de contrôle : on
la place à l'intérieur de la boucle, après les commandes de mouvement.
=⇒ On clique sur la rubrique  Opérateurs , et on place la commande dans
la case située après le de la structure de contrôle :
=⇒ On écrit le nombre 6 dans la case de gauche de la commande .
=⇒ On place la commande dans la case de droite de la
commande :
Voir la suite de l'exemple à la page suivante
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=⇒ On écrit les nombres 1 et 60 dans les cases de la commande
:
=⇒ On clique sur la rubrique  Contrôle , et on insère la commande
à l'intérieur de la structure de contrôle.
=⇒ On sélectionne  Ball  dans le menu déroulant de cette commande.
La structure de contrôle permettant au dragon de tirer des balles est maintenant terminée :
la zone grise de droite contient les commandes suivantes :
Voir la suite de l'exemple à la page suivante
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6) Lorsque que la partie commence, aucune balle n'a encore été tirée pas le dragon. Il faut donc
que la balle reste cachée : on sélectionne la balle, et on insère les commandes suivantes :
=⇒ Ces commandes concernent la balle.
=⇒ La commande se trouve dans la rubrique  Apparence .
7) On insère les commandes qui font avancer les balles après qu'elles aient été tirées par le
dragon :
=⇒ Ces commandes concernent la balle. On place ces nouvelles commandes à côté des
commandes qu'on a déjà insérées au point 6).
=⇒ Les commandes et se trouvent
dans la rubrique  Contrôle .
=⇒ La commande se trouve dans la rubrique  Mouvement .
Comme les balles sont tirées par le dragon, on sélectionne  Dragon  dans le menu
déroulant de cette commande.
=⇒ La commande se trouve dans la rubrique  Capteurs . On sélec-
tionne  bord  dans le menu déroulant de cette commande.
Voir la suite de l'exemple à la page suivante
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8) On ajoute un compteur de points : à chaque fois que le chat esquive une balle, le joueur
marque 1 point :
=⇒ On clique sur  Données , et on ajoute une nouvelle variable appelée  nombre
de points .
=⇒ On ajoute les deux commandes nécessaires au comptage des points :
Ces commandes concernent la balle.
9) La partie se termine lorsque le chat est touché par une balle : on ajoute la structure de
contrôle nécessaire à l'arrêt du jeu lorsque le chat est touché par une balle :
=⇒ Ces commandes concernent la balle.
=⇒ La commande se trouve dans la rubrique  Événements .
On sélectionne  nouveau message...  dans le menu déroulant de cette commande,
puis on écrit PERDU !  dans la case  Nom du message , et on clique sur Ok .
=⇒ La commande se trouve dans la rubrique  Contrôle .
Voir la suite de l'exemple à la page suivante
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10) Quand le joueur perd, le dragon aﬃche le message PERDU !  : on sélectionne le dragon,
et on ajoute les commandes suivantes :
=⇒ Ces commandes concernent le dragon. Elles sont placées à côté des commandes déjà
insérées aux points 3) et 5).
=⇒ La commande se trouve dans la rubrique  Événements .
=⇒ La commande se trouve dans la rubrique Apparence . On écrit PERDU ! 
dans la case de cette commande.
11) Finalement, on ajoute l'image d'arrière-plan  neon tunnel  qui se trouve dans le thème
 Espace  :
La construction du jeu est maintenant terminée. On peut cliquer sur l'icône pour y jouer !
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Comment faire avancer une créature à l'intérieur d'un labyrinthe ?
Pour faire avancer une créature à l'intérieur d'un labyrinthe, on utilise une structure de
contrôle qui empêche la créature de traverser les parois du labyrinthe :
...
Il y a deux cas de ﬁgure possibles :
1) C'est l'utilisateur qui déplace la créature en utilisant les ﬂèches du clavier.
2) La créature se promène toute seule dans le labyrinthe, de manière autonome.
Cas 1 : l'utilisateur déplace la créature en utilisant les ﬂèches du clavier :
Pour que l'utilisateur puisse déplacer une créature à l'intérieur d'un labyrinthe en utilisant les
ﬂèches du clavier, on insère les commandes suivantes :
Ces commandes
permettent à l'utilisateur
de déplacer la créature
en utilisant les flèches
du clavier.
Ces commandes empêchent la créature
de traverser les parois du labyrinthe.
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Cas 2 : la créature se promène dans le labyrinthe de manière autonome :
Pour que la créature se promène seule dans le labyrinthe, de manière autonome, on utilise une
structure de contrôle double fonctionnant grâce à un nombre aléatoire :
Lorsque la créature se
retrouve face à une paroi,
il y a 1 chance sur 2
qu'elle tourne à gauche,
et 1 chance sur 2
qu'elle tourne à droite.
Remarques :
=⇒ Avant d'insérer les commandes présentées ci-dessus, il faut charger le ﬁchier contenant le
labyrinthe. Le contenu de la commande dépend du nom de ce ﬁchier.
=⇒ La taille de la créature doit être adaptée à taille des allées du labyrinthe.
Souvent il est nécessaire d'ajuster la taille de la créature en plaçant la commande
avant la boucle.
=⇒ Les valeurs insérées dans les commandes doivent être adaptées à la taille
des allées du labyrinthe, ainsi qu'à la taille de la créature.
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Comment insérer des objets que le joueur doit récupérer ?
Dans un jeu, il est fréquent que le joueur doive récupérer des objets : par exemple des pièces
d'or, des clés, des points bonus, des potions magiques, ou des c÷urs...
Exemple :
Dans cet exemple, le joueur fait avancer une princesse en utilisant les ﬂèches du clavier. Le
but du jeu est de récupérer le plus de pommes possible : pour récupérer une pomme, le joueur
doit la toucher avec la princesse. A chaque fois que le joueur récupère une pomme, le nombre
de points augmente :
Pour permettre au joueur de récupérer des pommes, on commence par ajouter un exemplaire
de la pomme à récupérer, puis on insère les commandes suivantes :
Ces commandes concernent la pomme.
Voir la suite de l'exemple à la page suivante
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On duplique ensuite la pomme en plusieurs exemplaires : on sélectionne l'icône , puis on
clique sur la pomme, dans la liste des créatures :
=⇒ Une fois dupliquée, la nouvelle pomme peut être déplacée à n'importe quel endroit de la
scène en utilisant le pointeur de souri.
=⇒ Les commandes qui concernent la pomme sont automatiquement dupliquées. Il n'y a donc
pas besoin de s'en occuper.
=⇒ Il est possible de dupliquer la pomme autant de fois qu'on souhaite aﬁn d'obtenir le
nombre de pommes souhaité.
Comment faire avancer une créature de manière aléatoire ?
Pour faire avancer une créature de manière aléatoire, on utilise une boucle contenant une
commande de mouvement munie d'un nombre aléatoire. Par exemple :
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Comment obtenir de l'aide ?
Pour obtenir de l'aide, on clique sur l'icône . Cet icône se trouve tout à droite de l'espace
de travail de Scratch. Lorsqu'on clique sur l'icône , une fenêtre d'aide s'ouvre sur la droite :
=⇒ Pas à pas : ici se trouvent des marches à suivre qui te permettent de créer des programmes
étape par étape. Chaque étape est illustrée par une petite vidéo explicative. Parmi les
programmes proposés, on trouve des animations, des jeux, et beaucoup d'autres choses...
=⇒ Comment faire : ici se trouve des notices qui expliquent comment procéder pour faire
quelque chose en particulier (par exemple : comment faire marcher une créature ?). Ces
notices sont classées en cinq catégories : Eﬀets, Animations, Jeux, Histoires, Musique.
Chaque catégorie contient plusieurs notices.
=⇒ Blocs : ici se trouve le mode d'emploi de chacune des commandes de Scratch. Ces modes
d'emploi sont classés selon les rubriques de commandes de Scratch. Chaque mode d'emploi
explique à quoi sert la commande et comment l'utiliser. Chaque mode d'emploi présente
un exemple d'utilisation de la commande.
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Comment interagir avec l'utilisateur du programme ?
En programmation informatique, on a souvent besoin de poser des questions à l'utilisateur
du programme, et de récupérer les réponses de l'utilisateur pour les exploiter. Par exemple,
lorsqu'on sauvegarde son travail dans un traitement de texte, il faut que le programme puisse
demander à l'utilisateur sous quel nom il souhaite sauvegarder son travail. Dans un jeu de
course de voitures, il faut que le programme puisse demander au joueur sur quel circuit il
souhaite conduire et quel voiture il souhaite utiliser.
Pour poser une question à l'utilisateur du programme, on utilise la commande
.
Pour récupérer la réponse de l'utilisateur, on utilise la commande .
Ces commandes se trouvent dans la rubrique  Capteurs .
Exemple :
Dans cet exemple, la créature va deman-
der à l'utilisateur dans quel sens elle doit
se déplacer : l'utilisateur devra décider si
la créature se déplace à droite ou si elle se
déplace à gauche. Si l'utilisateur répond
 droite , la créature va se déplacer à
droite. Si l'utilisateur répond  gauche ,
la créature va se déplacer à gauche :
Pour réaliser ce programme, on insère les commandes suivantes :
Lorsqu'on clique sur l'icône , la créature demande dans quel sens elle doit se déplacer.
L'utilisateur écrit  droite  ou  gauche  dans la barre au bas de la scène, puis clique sur
l'icône : la créature se déplace à droite ou à gauche de la scène.
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Les commandes de dessin
Les commandes de dessin se trouvent dans la rubrique  Stylo .
Cette commande change la couleur du stylo : elle ﬁxe la couleur du stylo à la couleur cor-
respondant à la valeur indiquée dans la case blanche. Le tableau suivant indique les valeurs
correspondant aux principales couleurs :
Couleur Valeur
rouge 0
orange 24
jaune 36
vert 60
turquoise 96
bleu 132
magenta 176
Les principales couleurs
Cette commande fait varier la couleur du stylo : plus le nombre indiqué est élevé, plus la
variation de couleur est importante.
Cette commande modiﬁe l'épaisseur des traits dessinés par le stylo. Plus le nombre indiqué
est élevé, plus les traits sont épais.
Cette commande permet au stylo de tracer des traits en se déplaçant.
Cette commande interrompt le traçage des traits : le stylo ne dessine plus.
Cette commande eﬀace tous les traits dessinés par le stylo. Attention : une fois le dessin eﬀacé,
il n'est plus possible de le récupérer !
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Les opérateurs mathématiques
Les opérateurs mathématiques se trouvent dans la rubrique  Opérateurs .
Il s'agit de l'opérateur d'addition. Dans les cases blanches, on peut écrire des nombres ou
insérer des variables. Par exemple :
ou
Il s'agit de l'opérateur de soustraction.
Il s'agit de l'opérateur de multiplication.
Il s'agit de l'opérateur de division.
Cet opérateur indique le reste d'une division entière.
Cet opérateur permet de calculer la valeur d'une fonction : on sélectionne la fonction à calculer
dans le menu déroulant de l'opérateur. Par exemple :
ou
Les fonctions trigonométriques fonctionnent en degrés.
Il s'agit de l'opérateur de nombre aléatoire : lorsque cet opérateur est exécuté, un nombre
aléatoire est tiré au sort. Ce nombre est compris entre les deux nombres indiqués dans les cases
blanches de l'opérateur. Lorsque le programme est exécuté plusieurs fois, le nombre tiré est
diﬀérent à chaque exécution. Lorsque cet opérateur est placé dans une boucle, le nombre tiré
est diﬀérent à chaque répétition.
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