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Resumen – El objetivo de mi proyecto final de grado es el desarrollo de una aplicacio´n hı´brida[21]
con Angular [13] para un cliente final, orientada al consumo y venta de contenido digital.
La venta de este se realizara´ a trave´s de un Marketplace en el que tanto proveedores como clientes
pueden gestionar la compra y venta del contenido, sin la necesidad de pasarelas de pago como Visa
o PayPal debido a la tecnologı´a Blockchain [9] y el uso de las criptomonedas.
Estos proveedores/usuarios tambie´n podra´n transferirse criptomonedas entre ellos, extraer sus
cuentas y reutilizarlas en otras aplicaciones del Marketplace por si desean una centralizar sus pagos
en una o dividirlas.
La aplicacio´n esta´ dotada de una arquitectura descentralizada (Dapp [10], pronunciada Di-app) que
funciona a trave´s de Smart Contracts. Esto significa que no depende de un sistema central (sin
middleware que pongan en duda la seguridad de los pagos) sı´ no de los usuarios que la utilizan;
afectando principalmente al Back-End de la aplicacio´n.
Este es un proyecto/producto ofrecido por la empresa Wordline S.A. bajo la supervisio´n te´cnica
de un tutor de pra´cticas y en colaboracio´n con mi compan˜ero Eric Torres Perramon quien sera´ el
desarrollador del Back-End de la aplicacio´n en su propio TFG. En el caso de mi propuesta es en su
totalidad el Front-End de esta.
Palabras clave – Blockchain – Criptomonedas – Alastria – Angular – TypeScript – Responsi-
ve – Marketplace – SASS – NgRx – HTML – CSS – Front-End – Back-End
Abstract – The objective of my final degree project is the development of a hybrid application
for a final customer, aimed at the consumption and sale of digital content.
The sale of this will be done through a Marketplace in which both suppliers and customers can
manage the purchase and sale of content, without the need for payment gateways such as Visa or
PayPal due to Blockchain[9] technology and the use of cryptocurrencies.
These providers / users may also transfer cryptocurrencies among them, extract their accounts and
reuse them in other applications of the Marketplace in case you want to centralize your payments in
one or divide them.
The application is equipped with a decentralized architecture (Dapp[10], pronounced Di-app) that
works through Smart Contracts. This means that it does not depend on a central system (without
middleware that calls into question the security of the payments) if not on the users that use it;
affecting mainly the Back-End of the application.
This is a project / product offered by Wordline S.A. under the technical supervision of a tutor of
practices and in collaboration with my partner Eric Torres Perramon who will be the developer of the
Back-End of the application in his own TFG. In the case of my proposal is the Front-End part of this.
Keywords – Blockchain – Criptocoins – Alastria – Angular – TypeScript – Responsive – Marketplace
– SASS – NgRx – HTML – CSS – Front-End – Back-End
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1 INTRODUCCIO´N
EL objetivo principal de este proyecto, es mostrar elaprendizaje y desarrollo de una aplicacio´n hı´bridacon Angular descentralizada en la que proveedores
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de contenido digital puedan tener sus propios canales/tien-
das en un Marketplace, en el que los usuarios podra´n pagar
con criptomonedas para comprar su contenido.
El Back-End de la aplicacio´n lo explicare´ brevemente
ya que no es mi parte asignada del proyecto, pero es
esencial su comprensio´n para poder llevar a cabo toda
la lo´gica y el desarrollo del Front-End. Este funcio-
na con SmartContracts, tecnologı´a de Blockchain [9]
desarrollada por Ethereum [11], se trata de una arqui-
tectura descentralizada que mantiene toda la informacio´n
en las cadenas de bloques haciendo irrefutable e inalterable.
Mediante las librerı´as de Ethereum y TypeScript [12]
se despertara´n los contratos y se podra´ trabajar con ellos
lanzando cualquier movimiento de transaccio´n; consultar
saldo, pagar, ingresar, transferir. A dema´s el funciona-
miento de las Dapps permite que el usuario no necesite
registrarse en ningu´n momento, al lanzar la primera ejecu-
cio´n de la aplicacio´n se le generara´ un hash u´nico que le
identificara´ y debera´ guardar por si desea mantener a salvo
su cuenta en un futuro, reutilizarla en cualquier otro canal
o simplemente si elimina la memoria local de la aplicacio´n
de su dispositivo. Los creadores de contenido dispondra´n
de una pequen˜a herramienta de comandos para gestionar la
creacio´n de su canal o canales.
1.1 Motivacio´n
Principalmente la motivacio´n de este proyecto a surgido con
el nacimiento de las nuevas tecnologı´as de Blockchain y las
criptomonedas. No solo se pretende demostrar que estas
tienen mas enfoques que el Trading o Valores de mercado,
si no que adema´s su uso nos da una nueva oportunidad a
la sociedad de poder gestionar dinero, transferir, pagar o
recibir sin necesidad de terceros (bancos o entidades) que
enmascaren los procesos. Otra motivacio´n es la retribucio´n
a artistas, escritores, foto´grafos, creadores de contenido etc.
que hasta hoy en dı´a se han Patreon visto afectados por la
piraterı´a o la distribucio´n ilegal.
2 OBJETIVOS
• FRONT-01: Recoger todos los requisitos necesarios en
el Front-End de la aplicacio´n.
• FRONT-02: Disen˜ar un esbozo con PowerPoint de la
interfaz.
– FRONT-02-01: Recoger todas las
ima´genes/iconos generados por el equipo
de UX/UI.
– FRONT-02-02: Generar dos temas tanto en claro
como oscuro.
• FRONT-03: Traduccio´n de textos. Generar un con
Google Drive para todos los idiomas oficiales de la
UE (alema´n, dane´s, griego, espan˜ol, portugue´s, sueco,
checo, bu´lgaro y croata. + catala´n).
• FRONT-04: Generar un tutorial con pasos que podra´n
omitir si ya conocen el funcionamiento.
2.1 Planificacio´n
Entrega Fecha Inicio Fecha Final
Informe inicial 17/02/2019 10/03/2019
Borrador progreso 1 10/03/2019 1/04/2019
Informe progreso 1 1/04/2019 14/04/2019
Borrador progreso 2 14/04/2019 10/05/2019
Informe progreso 2 10/05/2019 26/05/2019
Borrador propuesta final 26/05/2019 5/06/2019
Propuesta informe final 5/06/2019 16/06/2019
Propuesta presentacio´n 16/06/2019 30/06/2019
Borrador Entrega final 16/06/2019 22/06/2019
Entrega Final 30/06/2019 30/06/2019
• FRONT-05: Generar una semilla de Angular con todas
las librerı´as y tecnologı´as necesarias.
– FRONT-05-01: Generar una estructura de even-
tos con NgRx.
– FRONT-05-02: Generar el “routing” entre com-
ponentes.
– FRONT-05-03: Encapsular componentes hijos
en los componentes padre para hacer una estruc-
tura multicapa.
– FRONT-05-4: Generar estructura de temas en las
hojas de estilos.
• FRONT-06: Implementar todo el Front-End disen˜ado
y especificado.
– FRONT-06-01: Generar las funcionalidades vi-
suales con sus respectivas estructuras de datos.
– FRONT-06-02: Introducir Mocks para las funci-
onalidades.
– FRONT-06-03: Desarrollar “Loadings” para los
eventos con espera.
– FRONT-06-04: Implementar buses de eventos
con NgRx.
– FRONT-06-05: Buscar el “pixel perfect [14]” en
las hojas de estilos.
– FRONT-06-06: Asegurar en cada iteracio´n una
buena performance.
– FRONT-06-07: Generar versiones de testing para
todos los dispositivos con Cordova (12).
– FRONT-06-08: Comprobar errores visuales y de
datos en las versiones de Android y iOS.
• FRONT-07: Integrar las funcionalidades. Retirar los
Mocks y usar las funciones generadas por el departa-
mento de Back-End.
– FRONT-07-01: Solucionar bugs generados por
las funciones de los Smart-Contracts y coordinar-
se con el equipo de Back-End.
• FRONT-08: User testing + Performance testing.
AUTOR: SERGI FALCO´N XARAU 3
3 HERRAMIENTAS Y METODOLOGI´A
La metodologı´a utilizada en este proyecto es Kanban. Era
la escogida por la empresa del proyecto, decidida por nu-
estros superiores junto a Integracio´n Continua. Con el uso
de la herramienta Trello podemos generar cada una de las
tareas siendo lo ma´s explı´cito que busquemos segu´n su ni-
vel de importancia, podemos an˜adir atajos y pistas sobre los
ficheros que hay que actuar, integrantes y comentarios. Ca-
da una de estas tareas tendra´ un ciclo de vida y que debera´
respetar su fecha limite de finalizacio´n. A parte cada uno de
estos estara´n divididos por tablones segu´n el departamento
(Front-End, Back-End, UX/UI etc...) que a su vez se ira´n
subdividiendo por iteraciones.
El ciclo de vida de estas tareas es el siguiente:
• Lista de tareas: listado de todas las tareas que le toca
al departamento en esa misma iteracio´n.
• En proceso: las tareas que estoy realizando en ese mis-
mo momento.
• Preparadas para validar: tareas que creo que he fina-
lizado y necesitan una supervisio´n para comprobar su
validez.
• Realizadas: tareas que ya se han dado por concluidas
y completadas.
3.1 Metodologı´a
Kanban nos limita la longitud de tareas, ayuda a la hora de
que cualquiera de los dos departamentos tenga complicaci-
ones desarrollando una funcionalidad y tenga que cambiar
un me´todo que afecte a los Mockups de Front-End o a los
servicios generados por el Back-End.
Nuestros superiores pueden supervisar el flujo de tar-
jetas, los cambios continuos, graduales y evolutivos para
sopesar si pueden tener efectos negativos.
Da la posibilidad de integrar personal de ayuda en
casos de emergencia y la gran modulacio´n del trabajo
le permitirı´a desarrollar funcionalidades sin tener que
entender todo el co´digo fuente ni acceder a toda la docu-
mentacio´n.
Tambie´n puede ser un arma de doble filo, la motiva-
cio´n que lleva a cabo ver cientos de tarjetas cumplidas y
validadas pueden enorgullecer al programador tanto como
desmotivar cientos mas por hacer, por ello se deben generar
en cada una de las fases y no de todo el proyecto en una
sola vez.
3.2 Herramientas
A continuacio´n, se listara´n las herramientas utilizadas a lo
largo del proyecto, tanto para documentacio´n, repositorios
y gestio´n de tareas.
• Trello[16]: gestor de tareas por tickets distribuidos por
iteraciones, que a su vez se distribuyen por departa-
mento y luego por componentes. Muy intuitiva.
• Github[6]: repositorio en el que se localizara´ el
proyecto de manera Open-Source.
• Sourcetree[18]: GUI con el que podremos controlar
los cambios que van subiendo, no solo yo como des-
arrollador de Front-End si no tambie´n mi compan˜ero
como Back-End.
• Microsoft Office 365[19]: es el paquete de herramien-
tas ma´s utilizado para la documentacio´n de proyectos.
• Visual Code Studio[20]: esta herramienta es un IDE
que nos permite desarrollar el proyecto, desde lanzar
la aplicacio´n en local con un servidor Node, hasta edi-
tar las hojas de estilos o programar el co´digo de los
componentes. Es el IDE mas recomendado para An-
gular
• Google Chrome DevTools:[17] una de las herramien-
tas ma´s importantes son las de desarrollador que nos
provee Google Chrome hacer debug en nuestro len-
guaje de etiquetas, hojas de estilos y componentes de
TypeScripts transpilados de AngularAngular.
• Redux [8] DevTools: extensio´n de navegador muy ne-
cesaria para hacer debug del flujo de eventos de las
librerı´as NgRx en el que podemos apreciar el esta-
do de estos en todo momento con un desplegable es-
quema´tico.
• Invision[15]: sitio web en el que los desarrolladores de
UX/UI subira´n los assets disen˜ados para ser colocados
en los botones/iconos/backgrounds correspondientes.
4 ESTADO DEL ARTE
La tecnologı´a de Smart Contracts es algo muy novedoso
en el mundo del software y hoy en dı´a todas las aplicacio-
nes famosas de Criptomonedas son de Cryptocurrency (tra-
ding de criptomonedas como bitcoins). A dema´s de ser un
proyecto innovador propuesto por Bloomen a la consultora
Worldline, este se lanza a las conferencias Europeas sobre
Blockchain como producto innovador.
Seguramente todo lo que podamos encontrar sea pequen˜as
demostraciones en los repositorios de GitHub en los que
se demuestran el funcionamiento de los Smart Contracts.
En mi caso toda mi ’inspiracio´n’ proviene de las vistas y
Mockups propuestos por el equipo de UX/UI.
5 REQUISITOS
5.1 Requisitos Funcionales
A continuacio´n, tenemos el recogido de los requisitos funci-
onales principales del Front-End de nuestra aplicacio´n, es-
tos esta´n recogidos con el resto de requisitos.
• FRONT-F-01: el usuario ha de poder acceder a la
ca´mara del terminal para poder escanear co´digos QR.
• FRONT-F-04: el usuario ha de poder visualizar una
lista con todos los tipos de transacciones generadas en
dicha cuenta.
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• FRONT-F-05: el usuario ha de poder seleccionar un
contenido digital y adquirirlo en su cuenta a cambio
de criptomonedas.
• FRONT-F-06: el usuario ha de poder transferir cripto-
monedas a otros usuarios.
• FRONT-F-08: el usuario ha de ser poder de visualizar
una lista de productos
• FRONT-F-11: el usuario ha de poder visualizar en to-
do momento su saldo en criptomonedas.
• FRONT-F-12: el usuario ha de poder generar una cu-
enta nueva si entra por primera vez en una Dapp.
• FRONT-F-13: el usuario ha de poder reutilizar una cu-
enta existente de otra Dapp al entrar por primera vez
en una.
• FRONT-F-17: el usuario ha de poder eliminar todos
sus datos en referencia a una Dapp.
5.2 Requisitos No Funcionales
• FRONT-NF-01: Finalizar el proyecto final de grado en
300h (fecha limite 30 junio de 2019)
• FRONT-NF-02: La aplicacio´n debe tener una aparien-
cia visual “user friendly”.
• FRONT-NF-03: La aplicacio´n debe ser responsiva pa-
ra todos los terminales.
• FRONT-NF-04: La aplicacio´n debe tener un tema
claro y otro oscuro.
• FRONT-NF-06: La arquitectura del Front-End debe
ser desarrollada con Angular, utilizando HTML, CSS
con SASS, y TypeScript.
• FRONT-NF-07: El tiempo de carga de aplicacio´n al
abrirse debe ser un ma´ximo de 2500ms en dispositivos
con Android v8 en adelante e iOS v9 en adelante.
• FRONT-NF-13: La interfaz debera´ tener una medı´a
entre 5 y 10 minutos de aprendizaje segu´n la experi-
encia del usuario.
6 DISEN˜O
6.1 Actores
En esta aplicacio´n los u´nicos actores posibles son los Usu-
arios/Clientes quienes tendra´n la interaccio´n con el todo el
MarketPlace de Dapps, la compra de contenido digital, la
visualizacio´n de este y las transacciones.
6.2 Casos de uso
Una vez hemos evaluado todas las funcionalidades de
los usuarios ba´sicos que regentaran el MarketPlace y sus
Dapps, hacemos un diagrama de casos de uso con todas las
opciones de las que dispone.
Fig. 1: Diagrama Casos de uso
6.3 Paginas
Decidimos basarnos en paginas y componentes ya es la ar-
quitectura en aplicaciones hı´bridas ma´s conocida y utiliza-
da. El concepto de pa´gina en esta aplicacio´n es ba´sicamente
el de una vista principal que puede contener diversos
mo´dulos o componentes. Por lo habitual un componente
puede ser otra vista o un trozo de esta, para una mejor orga-
nizacio´n divisio´n de los datos. En cambio, un modulo por
norma acostumbra a ser una herramienta (en muchos casos
compartida en toda la aplicacio´n) que tiene un uso especifi-
co visual o a nivel interno.
6.3.1 Language-Selector:
En primer lugar, nada ma´s arrancar la aplicacio´n por pri-
mera vez lo primero que visualizaremos sera´ la pagina para
escoger el lenguaje co´mo podemos ver en la figura.
Fig. 2: Selector de idiomas
Primera pantalla de la aplicacio´
6.3.2 Tutorial
Una vez se ha escogido el lenguaje y se haya almacenado
en la memoria local del dispositivo se presentara´ la vista
del tutorial que dispone de un slider informativo con los
conceptos ba´sicos, este tambie´n quedara´ registrado para no
tener que volver a realizarlo. Ver fig. 12
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6.3.3 Home
Quiza´ la segunda pagina mas importante de toda la aplica-
cio´n. Tambie´n hemos hablado de ella como Marketplace,
lugar en el que se publicaran todas las aplicaciones regis-
tradas en nuestra cuenta. Esta cuenta u´nicamente de una
lista de componentes que cada uno de ellos hara´ referencia
a las Dapps pertinentes de cada autor o compan˜ı´a. A dema´s
de un boto´n de QR flotante que nos permite agregar nuevas
Dapps con solo escanearlas.
Fig. 3: Home
Pantalla principal de la aplicacio´n
6.3.4 Dapp-Sections
Pantalla principal dentro de cualquier Dapp nada mas entrar
registrado en ella, una vez tengamos un contrato con esa
aplicacio´n y podamos entrar lo primero que veremos sera´ la
encapsulacio´n visual de cada una de sus secciones en una
barra de navegacio´n inferior que nos permite desplazarnos
por todas sus secciones:
• Home (No es la Home del Marketplace, si no la de
cualquier Dapp)
• SendCash
• ShoppingList
A su vez tambie´n disponemos de una barra en la que nos
muestra nuestros cre´ditos disponibles para esa aplicacio´n,
un boto´n en esa misma para an˜adir mas y en la barra su-
perior otro boto´n de opciones extra para salir o refrescar.
Fig. 4: Dapp-Sections
Desglose de una Dapp
6.3.5 Send-Cash
Esta pagina se accede previamente con un componente en-
capsulado en dentro de la Dapp-Sections, una vez este de-
tecta que tenemos ma´s de 0 puntos nos permite acceder a
esta pagina.
En esta disponemos de 2 campos, uno para an˜adir una direc-
cio´n a la que queremos enviar puntos y otro para la cantidad
de puntos. El campo de la direccio´n tambie´n trae un boto´n
que nos permite escanear un QR para traducir la direccio´n
a la que queremos enviar.
Como podemos apreciar la diferencia entre un componen-
te que queda encapsulado dentro de una pagina como serı´a
Dapp-Sections (en la seccio´n de Send-Cash) y una pagina
como Send-Cash que no dispone de la barra de navegacio´n
inferior ya que es una pagina en su totalidad.
Fig. 5: Send-Cash
Envio de puntos de un usuario a otro
6.4 Componentes
Una vez mostradas las paginas mas relevantes y compren-
der el sistema de encapsulado de componentes y vista de
paginas pasamos a ver los componentes mas importantes.
6.4.1 Dapp-Home
Es el primer componente que visualizaremos en la Dapp-
Section, esta presenta las 2 opciones principales de cada
Dapp que es la de comprar contenido a trave´s de leer un
QR o permitir la visualizacio´n del contenido gracias y una
lista de todos los movimientos de cre´ditos en la cuenta en
formato lista. La lista tiene una estructura pensada para que
u´nicamente haga scroll esa seccio´n y el resto de la vista
permanezca fija.
Fig. 6: Dapp-Home
Pantalla principal de una Dapp
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6.4.2 Dapp-Credit-Header
La barra que llevamos viendo todo el rato en la zona su-
perior de cada pagina es un componente que siempre esta´
presente en estas y nos permite visualizar el saldo.
Fig. 7: Send-Credit-Header
Visor de puntos
6.4.3 Dapp-Login
Cuando accedemos por primera vez a una Dapp sin haber-
nos registrado nos aparecera´ un modal de altura y anchura
completa (sabemos que es un modal por la cruceta superior
a la izquierda). Este nos permite 2 opciones, crear una cu-
enta nueva y almacenando en la memoria local o restaurar
una a trave´s de un co´digo de traspaso.
Fig. 8: Dapp-Login
Primera pantalla de una Dapp
6.4.4 Dapp-scanQR
Este componente se disen˜o´ para darle ma´s intuicio´n a la
compra de puntos, para acceder a el basta con un clic al
boto´n + que nos encontramos en la barra de puntos. Su fun-
cio´n es llevarnos hasta el scanner de QR’s. Podemos esca-
near co´digos de prueba para adquirir puntos en el siguiente
enlace:
https://alastria1.bloomen.io/bloo-demo/#/bloomen-cards
6.4.5 Dapp-Shopping-List
Dentro de Dapp-Sections, podemos visualizar la lista de no-
tificaciones, estas nos muestran productos que publica el
proveedor de servicios que podemos adquirir con puntos.
Si hacemos clic sobre cualquiera nos llevara´ a la pagina de
Notification que nos permite ver un resumen del producto y
comprarlo.
Fig. 9: Dapp-scanQR
Acceso al escaner lector de QR
Fig. 10: Dapp-Shopping-List
Lista de elementos a comprar dentro de la Dapp
6.5 Estilos
Cada uno de los proveedores de servicio querra´n tener su
propia paleta de colores identificatorio por lo que hemos de
controlar cada uno de los temas visuales de estos.
Generamos una variable global [theme] en la que indi-
camos que tema utilizamos. Para saber cual llamamos al
almacenamiento cache´ (store) donde se ha indicado o se ha
guardado uno por defecto.
1 this.theme$ = this.store.pipe(select(
fromSelectors.getTheme));
Una vez la tenemos nuestro HTML principal que encap-
sula el resto de la app (sale por e´l router-outlet) de manera
dina´mica se le an˜adira´ la clase que define el tema.
1 <div [class]="’theme-wrapper ’ + (theme$ | async)
">
2 <router-outlet></router-outlet>
3 </div>
Y ahora ya podemos definir un archivo con todos nuestros
temas que contendra´n una paleta identificatoria de colores
y las clases de los objetos que deben cambiar. Color de
la letra, color de los banners, los background image de los
modales, botones etc...
6.6 Testing
En este apartado veremos la creacio´n de test unitarios, de
integracio´n y de aceptacio´n.
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6.6.1 Test Unitarios
Para ello hemos usado el framework Jasmine[1] con el que
he creado nuestros test con muchas otras funcionalidades y
con el task runner Karma[2] podremos lanzarlos, crear un
archivo de inicio, ver los reportes y muchas otras configu-
raciones todo esto visto desde el navegador.
1 it("deberia tener el titulo Bloomen App", async
(()=>{
2 const fixture = TestBed.createComponent(
AppComponent);
3 const app = fixture.debugElement.
componentInstance;
4 expect(app.title).toEqual("Bloomen App");
5 });
• it(): nombre descriptivo del test.
• fixture: tipo de accio´n que genera la creacio´n del com-
ponente a testear.
• app: instancia generada a testear.
• expect(): elemento que queremos comparar.
• toEqual(): elemento que deberı´a haber para que el test
salga como valido.
En la configuracio´n de Karma[2] para lanzar los test he-
mos de declarado opciones como el framework que usamos,
en nuestro caso Jasmine[1], todos los plugins de comporta
el framework, el formato en el que queremos el reporte y
en nuestro caso al quererlo por navegador lo pedimos en
“html”, el navegador tambie´n hay que escogerlo al igual
que el puerto etc. . .
6.6.2 Test de Integracio´n
Use´ el framework Protactor[3] que nos permite generar blo-
ques de prueba en Angular[13], con el que probar toda una
seleccio´n de acciones e interacciones en el CSS para poder
acabar testeando toda una serie de integracio´n de co´digo
buscando ciertos resultados finales
1 element(by.id(’firstName’)) // Objetos con el id
2 element(by.css(’.signout’)) // Objetos con la
clase
3 element(by.input(’firstName’)); // Campos de
texto
4 element(by.buttonText(’Close’)); // Botones
Una vez tenemos estos objetos localizados en variables po-
demos aplicarles toda una serie de acciones y solicitar el
resultado esperado.
1 element(by.id("firstName").sendKeys("Sergi")
2 //Mandamos una combinacion de teclas al elemento
que tenga el id firstName
3 element(by.input("firstName")).clear()
4 // Limpiamos un campo de texto
5 var list = element.all(by.css(".user"))
6 // Generamos una lista con todos los elementos
que tengan la clase user
7 expect(list.count()) // Le aplicamos la funcion
count para saber el numero.
Una vez hayamos creado todos los datos y funciones a re-
coger de cada elemento, con la funcio´n .toBe() podremos
compararlo con el resultado esperado.
1 expect(list.count()).toBe(3)
2 //Numero de elementos de la lista esperados: 3.
3
4 expect(list.get(0).getText()).toBe("First")
5 // Valor del primer elemento de la lista
esperado: First.
6.7 Usabilidad y Pixel Perfect
En este apartado veremos el detalle tratado con CSS para un
acabado visual estructurado y modular en el que buscamos
que la aplicacio´n sea lo mas fluida y armoniosa posible a
vista e interaccio´n humana.
• Paletas de colores
• Proporciones
• Alineaciones
• Ma´rgenes
• Iconos
• Taman˜os de fuente
• Etc.
Podemos medir la perfeccio´n de este testeando esta en
cientos de usuarios de diversas edades buscando un uso in-
mediato y fa´cil sin necesidad de instrucciones por medio de
la intuicio´n.
6.7.1 Librerı´a de CSS
Hemos escogido la librerı´a Materials [4] ya que esta nos
provee con lo u´ltimo en disen˜o de UI con la UX ma´s cono-
cida en dispositivos Android ya mundialmente conocido por
todo el entorno de Google.
• Campos de texto
• Formularios
• Botones
• Parrillas
• Sombras de deshabilitado
• Iconos
• Colores
La lista es tan extensa como elementos de vista podemos
llegar a proveer a una aplicacio´n pero estos son los mas ha-
bituales y los que siguen un patro´n visual muy reconocido.
6.7.2 Personalizacio´n
A veces no es suficiente con utilizar solo la librerı´a de Mate-
rial si no que tambie´n queremos generar o modificar nuestro
propio CSS como hemos visto anteriormente en personali-
zacio´n de temas. El problema sucede cuando estas librerı´as
actu´an una vez han leı´do todo el DOM y aplican sus propi-
os estilos, estos se superponen a nuestros cambios previos
por lo que debemos avisarles en las hojas de estilos que ac-
tuaremos en un futuro, es decir, cuando la librerı´a ya ha
efectuado.
8 EE/UAB TFG INFORMA`TICA: BLOCKCHAIN FOR CREATIVE CONTENT
U´nicamente an˜adiendo un pequen˜o tag ::ng-deep y afec-
tando a la clase que queramos (ya sea de Material o propia)
le estamos diciendo a la hoja de estilos que se aplique una
vez este´ todo el DOM y las librerı´as activas.
6.7.3 Parrilla (Grid)
El orden y colocacio´n de los elementos es uno de los con-
ceptos ma´s ba´sicos en las hojas de estilos y uno de los
mayores problemas a los que deben enfrentarse los pro-
gramadores. En muchas de las ocasiones deben hacerse
ca´lculos para prever cambios en la anchura de la vista y
mover dichos contenedores para una vista igual de intuiti-
va. En esta situacio´n he decidido utilizar unas librerı´as que
permiten generar un grid con solo an˜adir unos componentes
en los propios tags HTML y esta provee con co´digo CSS na-
tivo, las librerı´as son u´nicas para Angular y como he dicho
solo nos traduce a co´digo nativo.
Las propiedades en el CSS son de la familia Flex y sus
principales son:
• Display: flex; convierte el tag tipo flex.
• Justify-content: row — column ; indica la direccio´n en
la que deben ir los hijos del componente.
• Align-items: start — center — end — etc. . . ; indica las
posiciones y separaciones que debe haber entre hijos
del componente.
• Flex-wrap: warp — none ; indica si los hijos deben
bajar a la siguiente fila si no caben en el padre o sobre-
ponerse.
Dicha librerı´a FxFlex[5] la podemos encontrar en los repo-
sitorios de NPM[7] o Github.
Fig. 11: FxFlex
Estructura del funcionamiento de FxFlex
7 MOCKUPS
Como hemos nombrado anteriormente en los modelos de
las estructuras de datos (Objetos), muchos de estos nos
deben llegar de diversas maneras a trave´s de servicios
recibiendo datos en formato JSON o recogie´ndolos de la
memoria cache´. En muchos de los casos los programadores
de Back-End pueden no tener creadas las funcionalidades o
que la base de datos ni siquiera este´ preparada, por lo tanto
la mejor manera de empezar a testear nuestro co´digo contra
estructuras de datos es a trave´s de Mockups.
El Mockup es la estructura de datos que queremos re-
cibir en caso de solicitarla para tratarla, las estructuras son
en formato JSON.
1 "user": {
2 0: {
3 "name": "Joe Douglas",
4 "id": "0x0912391"
5 },
6 1: {
7 "name": "Mike Ourglass",
8 "id": "0x1829731"
9 }
10 }
Para ello decidimos alojarlos en la carpeta de assets y
crear una ruta para acortar en el fichero tsconfig.json.
1 "baseUrl": "src",
2 "paths": {
3 "@mocks/*": ["app/assets/mocks/*"],
Ahora con importar desde @mocks con un sobrenombre
podremos utilizarlo.
1 import * as Mockup-user from ’@mocks’;
8 LOADING
Los tiempos de carga en esta aplicacio´n son bastante visi-
bles, al ser operaciones complejas y con cierto riesgo he-
mos de asegurarnos de que el usuario no pueda generar una
combinacio´n de botones con la que se puedan hacer mas
operaciones de las debidas, o haya un uso inapropiado de
los contratos.
Por lo tanto generaremos un sistema de pantallas de carga
que se superpongan al estado actual una vez se inicie una
accio´n para que el usuario no pueda clicar en mas opciones.
Cada uno tendra´ su propia animacio´n que identificara´ que´
clase de movimiento realiza.
8.1 Servicio Loading
Para ello debemos crear un servicio capaz de ser llamado
desde cualquier parte de la aplicacio´n que requiera de un
tiempo de carga, por lo que crearemos un mo´dulo en la car-
peta de mo´dulos compartidos llamado Loader.
Este se debe instanciar desde la raı´z del proyecto.
1 <blo-loader
2 [isLoading]="isLoading"
3 [isLoadingCamera]="(isLoadingCamera$ | async)">
4 </blo-loader>
Y de esta manera el servicio se encarga de generar una pro-
mesa con el siguiente co´digo que finalizara´ una vez obtenga
la respuesta de que la ca´mara o la transaccio´n ha finalizado.
1 this.loader.next(true);
En nuestra aplicacio´n por el momento se encuentran 2 tipos
de pantallas de carga que podemos llamar a trave´s de los
inputs del componente.
• Loading ba´sico: cualquier tipo de transferencia o afec-
tacio´n a los contratos.
• Loading ca´mara: abrir el scanner de co´digos QR.
9 ENTORNO DE TRADUCCIO´N DE TEXTOS
Nuestra aplicacio´n constara´ de 5 idiomas a los que traducir
absolutamente todos los textos. Al ser una aplicacio´n a ni-
vel europeo se han implementado los 5 idiomas ma´s utiliza-
dos en las diferentes comunidades: ingle´s, espan˜ol, alema´n,
griego y catala´n (por cortesı´a de la casa).
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Fig. 12: Loading
Animacio´n en pantallas de carga
Al utilizar Angular 7.0 trabajamos con el entorno “npm”
de Node.js y de este extraemos el modulo de i18n que nos
brinda un servicio simple y liviano en el que a trave´s de
un archivo .json podemos llamar a un solo ı´tem y que este
venga traducido el idioma escogido por el usuario.
Nada ma´s entrar en la aplicacio´n, previo al tutorial y cual-
quier otro evento esta nos pedira´ que escojamos un idioma y
lo almacenara´ en la memoria cache´ del mo´vil, para no tener
que volver a pedı´rnoslo. Ver figura 1.
Una vez tenemos en cache´ el idioma que desea el usuario
las librerı´as escogera´n el archivo json segu´n su preferencia,
todos siguen la misma estructura, pero cambian los textos.
El interior del .json mostrara textos tal que ası´:
1 "tutorial": {
2 "0": {
3 "title": "Can a complex technology make our
life simpler?",
4 "text": "This is a blockchain-based wallet
to access Bloomen decentralized
applications (Dapps)"
5 },
6 "1": {
7 "title": "Discovery & Enrollment",
8 "text": "Search for Bloomen Dapps and
aggregate them easily with a simple,
anonymous sign in"
9 }
En el caso de que quisie´ramos usar el titulo de la primera
pestan˜a del tutorial deberı´amos llamarlo en el HTML de la
siguiente manera.
1 <div>{ tutorial.0.title | translate }</div>
10 CAMBIOS Y RECTIFICACIONES
A lo largo de todo este proyecto he descartado objetivos
con un sentido muy gene´rico que por su contenido se han
ido realizando con el paso y su explicacio´n esta´ fuera los
ma´rgenes de la documentacio´n de un trabajo de fin de car-
rera.
A continuacio´n los enumero y detallo las razones:
• FRONT-06-01: Generar las funcionales visuales con
sus respectivas estructuras de datos:
– Su propio tı´tulo indica lo general que puede ser
esta tarea y un error el hecho de plantear siquiera,
cuando mas adelante redacto la manera en la que
genero estructuras de datos y como se trabaja con
ellas
• FRONT-06-07: Generar versiones de testing para to-
dos los dispositivos con Cordova:
– El testing de la aplicacio´n como co´digo Types-
cript se traduce al mismo que el transpilado a Ja-
va nativo o Swift. Eso quiere decir que las ver-
siones generadas son ide´nticas a la del Javascript
nativo que hemos programado y por lo tanto no
es necesario testear algo que ya fue previamente
testeado en su versio´n original.
• FRONT-06-06: Asegurar la perfomance de la aplica-
cio´n:
– Al estudiar como ingeniero informa´tico se de-
ben emplear siempre las complejidades tempo-
rales ma´s adecuadas en todo momento. La perfo-
mance de la aplicacio´n sera´ tan pesada o liviana
como el taman˜o de proyecto y recursos a utilizar.
• FRONT-06-08: Comprobar errores visuales y de datos
en las versiones de Android y iOS:
– Como ya he mencionado en el apartado de tes-
ting, las pruebas de aceptacio´n no forman parte
de mi proyecto.
• FRONT-07: Integrar las funcionalidades. Retirar los
Mocks y usar las funciones generadas por el departa-
mento de Back-End:
– Son partes del proyecto que no deben ser men-
cionadas ya que son tareas mas irrelevantes a ni-
vel de documentacio´n, incluso algunas partes son
mencionadas en el apartado de Mockups o servi-
cios.
• FRONT-07-01: Solucionar bugs generados por las
funciones de los Smart-Contracts y coordinarse con el
equipo de Back-End:
– Solucionada con el apartado de testing.
• FRONT-08: User testing + perfomance testing:
– Solucionada y resumida con el apartado de tes-
ting.
11 CONCLUSIONES
En primer lugar quiero exponer que el resultado ha sido
mucho mejor de lo esperado, la aplicacio´n ha cogido desde
el principio un acabado minimalista, limpio y fluido que
hizo que toda la construccio´n de esta fuese motivante y
continua.
Muchas de las decisiones de disen˜o como la divisio´n
de departamentos, la metodologı´a, las entregas fueron
tomadas por parte de la empresa por una clara experiencia
previa en proyectos. Nuestras preferencias en este caso
tampoco se vieron maltratadas ya que el camino fue una
constante lluvia de conocimientos y aprendizaje.
La ayuda de modular la aplicacio´n en FrontEnd y
BackEnd ha sido una idea mas que exitosa por toda la
dedicacio´n emprada en cada uno de los a´mbitos, esta ha
hecho que ninguna de las dos partes tambalee.
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Una de mis conclusiones principales es que en aplica-
ciones de cierta envergadura es crucial la separacio´n de las
dos partes del desarrollo.
Las fases mas problema´ticas fueron a la hora de es-
tructurar los componentes, ya que no existe una forma
ido´nea de seguir ni una que premie un escalado tanto
vertical como lateral en la aplicacio´n. Los tests E2E tam-
bie´n dieron problemas a la hora de lanzarse en multiples
versiones compiladas de la aplicacio´n.
Algo que tambie´n ayuda pero a la vez puede ser pro-
blema´tico son las librerı´as de terceros, en este caso
dependemos completamente de los servicios de Blockchain
de Alastria ya que es nuestro principal motor. Pero en el
caso de Material, que viene a ser una de las librerı´as que
nos proporciona muchos elementos de HTML y CSS con
ciertos estilos y funciones predefinidos, nos arriesgamos
a que una actualizacio´n pueda generar grandes costes de
trabajo en un futuro si esta no sigue acoplandose bien.
11.1 Lı´nea de continuacio´n
Este es un proyecto de Worldline Iberia S.A y como tal se-
guira´ su curso con nuevas actualizaciones e implementaci-
ones ya de momento no hay fecha de Release. Pero por el
momento se podrı´a considerar que hay un 95 por ciento del
trabajo estimado realizado.
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A.1 Tutorial
Fig. 13: Tutorial
Recorrido de pantallas del tutorial inicial
