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Nutzung von Datenbankdiensten in
Data-Warehouse-Anwendungen
Connecting Data Warehouse Applications with Database Services
Lutz Schlesinger, Wolfgang Lehner, Wolfgang Hümmer, Andreas Bauer, Universität Erlangen-Nürnberg
Zusammenfassung Zentral für eine effiziente Analyse der
in Data-Warehouse-Systemen gespeicherten Daten ist das Zu-
sammenspiel zwischen Anwendung und Datenbanksystem.
Der vorliegende Artikel klassifiziert und diskutiert unterschied-
liche Wege, Data-Warehouse-Anwendungen mit dem Da-
tenbanksystem zu koppeln, um komplexe OLAP-Szenarien
zur Berechnung dem Datenbankdienst zu überlassen. Dabei
werden vier unterschiedliche Kategorien, die Spracherwei-
terung (SQL), die anwendungsspezifische Sprachneuentwick-
lung (MDX), die Nutzung spezifischer Objektmodelle (JOLAP)
und schließlich der Rückgriff auf XML-basierte WebServices
(XCube) im einzelnen diskutiert und vergleichend gegenüber-
gestellt.  Summary The connection of the appli-
cations and the underlying database system is crucial for
performing analyses efficiently within a data warehouse system.
This paper classifies and discusses different methods to bring
data warehouse applications logically close to the underlying
database system so that the computation of complex OLAP sce-
narios may be performed within the database system and not
outside at the application. In detail, four different categories
ranging from language extension (SQL) over the design of a
new query language (MDX) and using special object models
(JOLAP) to the use of XML-based WebServices are discussed
and compared in detail.
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1 Einleitung
Data-Warehouse-Systeme bilden
eine Umgebung, in der Daten aus
unterschiedlichen Datenquellen zu-
sammengefasst und schließlich mit
Blick auf bestimmte Anwendungs-
zwecke ausgewertet werden. Zentral
aus Sicht einer effizienten Auswer-
tung ist die Kopplung der Anwen-
dungen – von multidimensionalen
Analysewerkzeugen über umfang-
reiche Statistikpakete bis hin zu
spezifischen Planungssystemen, wie
CRM- oder SCM-Systemen – mit
den entsprechenden Datenbanksys-
temen.
Gegenstand dieses Beitrags ist
die Untersuchung unterschiedlicher
Arten von Kopplungsmöglichkeiten
der Anwendungen mit den Daten-
banksystemen. Nach einer Klassi-
fikation und kurzen Beschreibung
werden die Kopplungsarten einem
Vergleich hinsichtlich unterschiedli-





ten, einen Datenbankdienst aus ei-
ner Analyseapplikation heraus zu
nutzen, lassen sich im Wesentlichen
in vier Klassen einteilen.




wird im zweiten Abschnitt ex-
emplarisch an den OLAP-Er-
weiterungen für SQL verdeut-
licht.
• Sprachneuentwicklung: Der An-
satz, eine effiziente Kopplung
durch eine völlig neu ent-
wickelte Sprache zu realisie-
ren, wird in Kapitel 3 am
Beispiel der „MultiDimensional
eXpressions“ (MDX) von Mi-
crosoft erläutert.
• Spezifisches Objektmodell: Für
eine Kopplung auf Ebene ei-
ner Programmiersprache wer-
den speziell entwickelte Ob-
jektmodelle verwendet, die den
darunter liegenden Datenbank-
dienst kapseln. Für den Bereich
der multidimensionalen Analyse
wird das Prinzip am Beispiel
von JOLAP diskutiert.
• Lose Kopplung auf Basis von
XML: Eine noch weiter gehende
Unabhängigkeit von Applika-
it – Information Technology 45 (2003) 4  Oldenbourg Verlag 203
Schwerpunktthema
tionssystem und Datenbank-
dienst wird durch eine Kopp-
lung auf Basis von XML erzielt.
Diese Kategorie von Kopplungs-




darf es einer Untersuchung der
Kopplung von Anwendung und
Datenbanksystem auf technischer
Ebene. Entsprechend der voraus-
gehenden Klassifikation wird in
Kapitel 6 die Anpassung an den
Kontext der Data-Warehouse-Sys-
teme in diesem Zusammenhang
diskutiert.
Ziel der Betrachtungen ist es,
einen Überblick über die un-
terschiedlichen Ansätze der Nut-
zung von Data-Warehouse-bezoge-
nen Datenbankdiensten zu geben,
die Vor- und Nachteile aufzuzeigen
und so eine Entscheidung für oder
gegen den Einsatz einer bestimmten
Kopplungsart geben zu können.
2 Spracherweiterungen
Trotz der meist multidimensiona-
len Gedankenwelt für die interak-
tive Analyse im Rahmen von Data-
Warehouse-Systemen werden häu-
fig relationale Datenbanksysteme als
zentrale Datenhaltungseinheit ein-
gesetzt. Ein Zugriff auf relational
abgelegte Daten ist dabei ausschließ-
lich durch die Formulierung einer
Anfrage in SQL möglich. Selbst in
SQL99 [14] ist jedoch nur eine sehr
einfache Gruppierungs- und Aggre-
gationsfunktionalität verfügbar, so-
dass komplexe OLAP-Anfragen in
eine Vielzahl einzelner und isoliert
voneinander ablaufender Anfragen
aufgespaltet und die korrespondie-
renden Ergebnisse wieder aufwän-
dig zusammengesetzt werden müs-
sen.
Spezifische Erweiterungen ka-
men historisch in zwei Stufen hinzu,
wobei die Erweiterungen dabei aus
relationaler Sicht zwei unterschied-
liche Konzepte adressieren: Die Fa-
milie der erweiterten Gruppierungs-




ratoren finden in der GROUP-
BY-Klausel einer SQL-Anfrage An-
wendung und ermöglichen das
simultane Gruppieren nach unter-
schiedlichen Gruppierungskombi-
nationen innerhalb einer einzelnen
Anfrage. Zentral ist dabei das Kon-
strukt des CUBE-Operators [3], der
für eine vorgegebene Menge von
Gruppierungsattributen alle mögli-
chen Gruppierungskombinationen
erzeugt. Bild 1 visualisiert das Er-
gebnis einer Anfrage an einen drei-
dimensionalen Datenwürfel in Form
einer statistischen Kreuztabelle.
Der CUBE-Operator ist dabei
als Kurzform für die explizite Auf-
zählung aller möglichen Gruppie-
rungskombinationen zu sehen. Eine
Aufzählung erfolgt innerhalb einer
GROUPING SETS-Klausel. Das Bei-
spiel in Bild 2 gruppiert den Da-
tenbestand innerhalb einer Anfrage










sowohl nach der Produktfamilie als
auch nach Region und den jeweili-
gen Kombinationen.
Relational werden Teil- und Ge-
samtsummen durch NULL-Werte in
den Ausprägungen der für die ak-
tuelle Teilsumme nicht benötigten
Gruppierungsattribute ausgedrückt.
Die GROUPING()-Funktion er-
laubt darüber hinaus, derartige
systemgenerierte NULL-Werte von
benutzerdefinierten NULL-Werten
zu unterscheiden (Bild 3).
Als weiteres Beispiel einer Spra-
cherweiterung sei der ROLLUP-
Operator angeführt, der insbeson-
dere in hierarchischen Data-Ware-
house-Systemen Anwendung findet
und dessen Semantik durch folgen-
des Beispiel illustriert sei, wobei die
als Parameter dienenden Attribute
eine funktionale Abhängigkeit auf-
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2.2 Attributbasierte Sequenzope-
ratoren
Neben den skizzierten SQL-Erwei-
terungen, die die Problematik der
Gruppierungsmöglichkeit beheben,
stellt sich für Analysen ferner das
Problem, dass das relationale Da-
tenmodell keine inhärente Ordnung
der Daten aufweist, obwohl Se-
quenzanalysen, wie z. B. TOP(n), als
sehr wichtig einzustufen sind. In
SQL2003 [15] ist dafür ein drei-
stufiges Konzept in der SELECT-
Klausel als Erweiterung der Aggre-
gationsfunktionen vorgesehen. Die
erste Stufe ist durch die Einfüh-
rung einer lokalen Ordnung mit-
tels der neuen Aggregationsfunktion
RANK() gegeben, die die Position
bzgl. der aktuellen Sortierung an-
gibt. Beispiel:
SELECT a, b,
RANK() OVER (ORDER BY x),
RANK() OVER (ORDER BY y)
FROM . . .
Angemerkt sei, dass RANK
keine Verdichtung der Daten vor-
nimmt, d. h. dass für jedes ein-
gehende Tupel ein Ausgangstupel
produziert wird. Ferner ist die Sor-
tierung nicht global, sondern nur
lokal pro Attribut gültig.
Ein zweites Konzept stellt die
Bildung von Partitionen mittels der




(PARTITION BY b ORDER BY x)
FROM . . .
In dem angeführten Beispiel
wird mit jedem Wechsel von Werten
im Attribut b die Rangfolge zurück-
gesetzt, z. B. Rang pro Monat.
Schließlich stellt die Erweite-
rung durch Fensterdefinitionen ein
drittes Konzept dar, das beispiels-
weise benötigt wird, um den gleiten-
den Durchschnitt zu ermitteln:
SELECT a,b,
AVG(y) OVER
(ORDER BY x ROWS
BETWEEN 1 PRECEDING
AND 1 FOLLOWING)
FROM . . .
Im angeführten Beispiel wer-
den die Tupel im Eingangsdaten-
strom bei der Durchschnittsberech-
nung berücksichtigt, die sich direkt




ten werden, dass die Sprache SQL
deutliche Erweiterungen zur Un-
terstützung von Data-Warehouse-
Anwendungen erfahren hat bzw. er-
fahren wird. Durch Nutzung dieser
Sprachkonstrukte können komplexe
OLAP-Szenarien mit einer einzel-






Nicht dem evolutionären, sondern
dem revolutionären Ansatz folgend,
steht die Entwicklung einer an-
wendungsspezifischen Sprache für
die multidimensionale Datenana-
lyse. Als Beispiel wird an dieser
Stelle auf das mittlerweile weit ver-
breitete MDX (Multi-Dimensional
eXpressions) [12] von Microsoft ein-
gegangen. MDX ermöglicht die De-
finition und Manipulation aller Ob-
jekte des multidimensionalen Da-
tenmodells. Die Anfrage in Bild 4
erzeugt beispielhaft Teile der statis-
tischen Kreuztabelle aus Bild 1.
Die Schlüsselwörter ON CO-
LUMNS und ON ROWS spannen
die Achsen des Ergebniswürfels auf.
DESCENDANTS liefert die Nach-
folger eines Knotens auf einer vor-
gegebenen Hierarchieebene, welche
im laufenden Beispiel die Nach-
folger von Unterhaltungselektronik
auf Ebene der Produktfamilie sind.
Die Bildung des Kreuzprodukts von
Knoten verschiedener Dimensionen
leitet das Schlüsselwort CROSSJOIN
Bild 4 Anfrage zur
Erzeugung der statistischen
Kreuztabelle.
ein. Schließlich wird in diesem Zu-
sammenhang MEMBERS benötigt,
um alle Knoten der Hierarchiestufe
zu liefern, was im Beispiel alle Jah-
reszahlen bzw. Regionen sind. Die
WHERE-Klausel dient zur Defini-
tion von Scheiben des Datenwürfels.
Die Restriktion auf der Dimension
Measure entspricht dabei der Aus-
wahl von auszuwertenden Kennzah-
len.
Weitere sprachliche Möglichkei-
ten werden an dieser Stelle nur an-
gedeutet; für eine vertiefende Dar-
stellung sei auf [12] verwiesen:




• Arithmetische Verknüpfung von
Berechnungsergebnissen (calcu-
lated members), bspw. durch zu-
sätzliche Kennzahlen ohne wei-
teren Speicherbedarf






zeitraums unter Angabe einer
Hierarchiestufe
• Top(n)-Anfragen mittels HEAD,
TAIL, TOPCOUNT oder BOT-
TOMCOUNT.
Fazit
Die speziell für den Anwendungs-
bereich entwickelte Sprache MDX
ist in ihrer Struktur (absichtlicher-
weise) SQL sehr ähnlich, zeichnet
sich jedoch im Detail durch hohe
Mächtigkeit zur Adressierung multi-
dimensionaler Strukturen aus. Dies
resultiert in der kompakten Formu-






Neben der textuellen Formulierung
einer Anfrage ist die Programmie-
rung auf Basis eines anwendungs-
spezifischen Objektmodells mög-
lich. Da momentan noch kein stan-
dardisiertes Objektmodell vorliegt,
finden sich in den APIs (Application
Programming Interfaces) kommer-
zieller Hersteller unterschiedlichste
Objektmodelle wieder, wie zum Bei-
spiel „MS Objects“ von MicroStra-
tegy [11] oder „OLAP Services“
von Microsoft [10]. Erst in jüngs-
ter Zeit wird mit JOLAP [7] der
Versuch unternommen, einen her-
stellerübergreifenden Standard zu
definieren. So ist JOLAP eine sich
in der Entwicklung befindende Java
Schnittstelle zu OLAP für Java2EE-
Applikationen, die im Rahmen des
Java Community Process hersteller-
übergreifend als Standard vorgese-
hen, aber noch nicht verabschiedet
ist. Die Zielsetzung liegt darin, den
Zugriff auf die im Common Ware-
house Metamodel (CWM) [2] defi-
nierten multidimensionalen Struk-
turen zu ermöglichen.
Die Architektur von JOLAP
(Bild 5) enthält folgende wesentliche
Komponenten:
• JMI (Java Metadata Interface)
Reflective Services: Ansammlung
von generischen Schnittstellen,
die das Auffinden von Meta-
daten mittels Introspektion er-
leichtern. Über Introspektion ist
es möglich, zur Laufzeit den
Aufbau einer anderen Applika-
tion zu untersuchen und sie
anzusteuern.
• JOLAP Metadata Model: Teil-
menge von CWM erweitert um
für JOLAP notwendige Zusätze
mit Unterscheidung in eine
Client- und eine Server-Rolle.
• JOLAP Query Model: Schnitt-
stelle zum Umgang mit OLAP-
Anfragen. Im Gegensatz zum
Metamodell basiert es nicht auf
CWM oder JMI, sondern wurde
direkt an die Bedürfnisse von
OLAP-Anwendern angepasst.





die aus kleinen, präzisen Funk-
tionsblöcken besteht, um den
unterschiedlichen Implementie-
rungen der Systeme Rechnung
zu tragen und eher für den er-
fahrenen JOLAP-Anwender ge-
eignet ist.
• JOLAP Cursor Model: Schnitt-
stelle zum Umgang mit den
multidimensionalen Ergebnis-
sen einer OLAP-Anfrage. Ins-
besondere ermöglicht es die
Navigation durch die Ergebnis-
menge.
Das OLAP API [13] von Oracle,
welches als Beispiel in diesem Ver-
gleich dient, basiert auf JOLAP und
ist ein Teil der von Oracle pro-
pagierten OLAP Services (Bild 6).
Die Oracle Business Intelligence Be-
ans (BI Beans) stellen zusätzlich eine
Menge von Komponenten für die
Entwicklung internetbasierter An-
wendungen dar und greifen durch
Bild 6 OLAP Services
innerhalb der Oracle
Architektur.
Nutzung der OLAP Services auf
die Oracle Datenbank zu, wobei
die OLAP Services aber auch direkt
in der entsprechenden Applikation
nutzbar sind.
Das OLAP API ist kompati-
bel mit dem JOLAP Standard er-
gänzt um Datenbankspezifika wie
beispielsweise die Möglichkeit zur
Anfrageformulierung, die Ergebnis-
verwaltung oder dem Transaktions-
mechanismus, durch den Lesen und
Schreiben auf den Daten ermög-
licht wird. Das Grundgerüst im
Anwendungsprogramm mit conn
als JDBC-Verbindung zur gewählten
Datenquelle ist im im Bild 7 gezeig-
ten Code-Fragment angeführt.
Innerhalb der Ellipse im obi-
gen Codefragment können die im
Data-Warehouse-System vorliegen-
den Daten analysiert und verändert
werden. Ein gekürztes Beispiel für
das Auslesen der Metadaten zeigt
der in Bild 8 gezeigte Abschnitt.
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Bild 7 Grundgerüst
im Anwendungspro-
gramm mit conn als
JDBC-Verbindung zur
gewählten Datenquelle.




Für die Formulierung von An-
fragen wird auf das JOLAP Source
Model zurückgegriffen, das die Spe-
zifikation einer Anfrage erlaubt,
selbst aber keine Ergebnisdaten ent-
hält. Für die Verarbeitung der Er-
gebnisdaten ist die Instanziierung
eines Cursors entsprechend dem JO-
LAP Cursor Model notwendig, wo-
bei zuvor die laufende Transaktion
geschlossen werden muss (Bild 9).
Fazit
Die Kapselung eines Datenbank-
dienstes durch Nutzung eines Ob-
jektmodells hat auf der einen Seite
den wesentlichen Vorteil, dass eine
hohe Ausdrucksmächtigkeit erzielt
wird. Auf der anderen Seite steht
jedoch die Komplexität des Objekt-
modells, welches eine aufwändige
Einarbeitung für den Applikations-
entwickler erfordert.
5 Lose Kopplung auf Basis
von XML
Um nicht nur über Analysetools
oder APIs auf Data-Warehouse-
Daten zugreifen zu können, son-
dern um auch die multidimensio-
nal strukturierten Daten zwischen
Data Warehouses effizient zwischen
Systemen verschiedenster Herstel-
ler über ein Netzwerk austauschen
zu können, wird ein herstellerüber-
greifendes Datenformat benötigt.
Das in der Entwicklung befindliche
XCube [4; 5] stellt dazu einen auf
XML basierenden Versuch dar. In
der statischen Variante werden XCu-
bes auf dem Web-Server bereitge-
stellt und können nach dem Herun-
terladen in ein eigenes Data Ware-
house über die XCube-Schnittstelle
importiert werden. Eine Dynami-
sierung und Flexibilisierung dieses
Ansatzes wird durch Formulierung
von Anfragen an das Data Ware-
house erreicht, indem Anfrage und
Ergebnis im XCube-Format über-
tragen werden.
Das XML-basierte XCube-For-
mat beschreibt Datenwürfel und be-
steht aus mehreren Teilformaten. So
beschreibt XCubeSchema das multi-
dimensionale Schema eines Würfels
unter Angabe der aufspannenden
Dimensionen und der enthaltenen
Kennzahlen (Bild 10).
XCubeDimension beschreibt die
Struktur der Dimensionen mit den
Klassifikationsschemata der Dimen-
sionen und deren Alternativpfaden
sowie den zugehörigen Klassifika-
tionshierarchien auf Instanzebene
(Bild 11).
XCubeFact enthält die Wür-
felzellen mit den Faktdaten, de-
ren multidimensionale Anordnung
durch XCubeSchema und XCubeDi-
mension beschrieben ist (Bild 12).
Obwohl XCube ein reines Da-
tenaustauschformat ist, sind Erwei-
terungen für die Abfrage einer Da-
tenquelle angedacht. So beschreibt
XCubeFunction den Leistungsum-
fang einer Datenquelle, ob beispiels-
weise nur fest vorgegebene XCube-
Würfel heruntergeladen werden
können oder die Quelle auch einen
Anfragemechanismus mittels XCu-
beQuery unterstützt. XCubeQuery
selbst ist eine XML-basierte multidi-
mensionale Anfragesprache, mittels
derer XCubes, beschrieben durch
XCubeSchema und XCubeDimen-
sion, abgefragt werden können,
Teilmengen herausgeschnitten oder
weiter aggregiert werden können.




XCube-Format lässt sich zusam-
menfassend festhalten, dass ein
umfassendes Datenaustauschformat
geschaffen ist, dem jedoch noch die
Authentizitätsprüfung bzw. Signie-
rung der XCubes zur Verhinderung
von Datenmanipulationen sowie ein
Zugriffsschutzmechanismus fehlt.
Für letzteres ist XCubeAccess be-
reits in Planung. Ebenso können die
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Bild 10 Beispiel einer XCube-
Schema Beschreibung.
Bild 11 Beispiel einer XCube-
Dimension Beschreibung.
Bild 12 Beispiel einer XCube-
Fact Beschreibung.
erzeugten XML Dateien sehr groß
werden, weshalb die Anwendung
von Kompressionsverfahren zur Re-




Bei der Nutzung eines Datenbank-
dienstes muss konzeptionell zwi-
schen der Formulierung der An-
frage und dem damit verbundenen
Transport der Anfrage bzw. Er-
gebnisdaten zwischen Anwendung
und Datenbanksystem unterschie-
den werden. Die vorangegangenen
Untersuchungen beziehen sich dabei
im Wesentlichen auf die Formulie-
rung der Anfrage, sodass der Aspekt
der Kopplung auf technischer Ebene
zu diskutieren bleibt. Um Vergleich-
barkeit realisieren zu können, ist
wiederum eine Betrachtung gemäß
der bereits durchgeführten Klassifi-
kation vorzunehmen.
• Auf Ebene von SQL: Für den
Bereich der statistischen Ana-
lyse von Data-Warehouse-Da-
tenbanken wurde keine Erwei-
terung der Transportfunktiona-
lität vorgenommen. Im We-
sentlichen kommt das SQL-
standardisierte Call Level In-
terface (CLI) [16] zum Ein-
satz, wobei zwei orthogonal
zueinander stehende Besonder-
heiten zu vermerken sind: Bei
einer Priorisierung der Porta-
bilität kommt das als Quasi-
Standard bekannte ODBC zum
Einsatz, welches eine Teilmenge
der Funktionalität des CLI rea-
lisiert und mittlerweile auch in
der Unix-Umgebung etabliert
ist. Wird dagegen der Fokus auf
die Performanz gelegt, so kom-
men herstellerspezifische Erwei-
terung des CLI – z. B. das Oracle




• Auf Ebene von MDX: Als tech-
nische Grundlage für MDX
kommt auf Ebene der program-
miersprachlichen Kopplung das
Microsoft spezifische und für
208
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den Einsatz im OLAP-Bereich
angepasste OLE DB [12] zum
Einsatz. OLE DB kann dabei
als höherwertige Schnittstelle
über dem Zugriff auf Basis von
ODBC gesehen werden.
• Auf Ebene von JOLAP: Wie be-
reits im Beispiel zu JOLAP ge-
zeigt, werden analog zum SQL-
Ansatz klassische Transportpro-




• Auf Ebene von XML: Um Da-
tenbankdienste in Form von
WebServices zu realisieren, er-
folgt erneut ein Rückgriff
auf etablierte Basisdienste wie
SOAP, wiederum basierend auf
bspw. HTTP und XML. Bedingt
durch die lose Kopplung ist ins-
besondere der Aspekt der Me-
tadatenabfrage zu berücksichti-
gen. Im Fall von XCube ist die-
ser Aspekt in der Spezifikation
selbst enthalten. Im Gegensatz
dazu realisiert der von Microsoft
vorgeschlagene Ansatz XML for
Analysis (XML4A) [18] eine zu-
sätzliche Transportschicht, um
in MDX spezifizierte Anfra-
gen durch XML zu kapseln
(mdXML), um somit MDX
als Zugriff und WebServices
als Transportmedium etablie-
ren zu können. Den Kern von
XML4A stellen die beiden Be-
fehle DISCOVER und EXE-
CUTE dar. Mittels DISCOVER
kann die Anwendung sich über
verfügbare Datenquellen, Wür-
felschemata oder Aufbau einer
Dimension informieren. Eine in
XML gekapselte Anfrage wird




Während bei der Formulierung von
Anfragen umfangreiche Erweiterun-
gen für den Anwendungskontext
der Data-Warehouse-Systeme reali-
siert worden sind, finden sich auf
Ebene der Transportmechanismen
nur moderate Erweiterungen bzw.
Anpassungen. Alleine im Fall der lo-
sen Kopplung auf Basis von WebSer-
vices ist mit XML4A eine Ergänzung
vorgeschlagen worden, die jedoch
insbesondere bedingt durch die feste
Verknüpfung mit MDX momentan
nur geringe Akzeptanz findet.
7 Zusammenfassender
Vergleich
Der vorliegende Beitrag gibt einen
Überblick über Möglichkeiten, von
einem Anwendungssystem auf die
Daten eines Data Warehouse zuzu-
greifen. Nach der Skizzierung der
Spracherweiterungen in SQL wird
anschließend die Sprache MDX als
Beispiel für eine Sprachneuentwick-
lung vorgestellt, die eine von Mi-
crosoft getragene Kombination aus
SQL mit dem multidimensionalen
Datenmodell darstellt. Beide An-
sätze greifen direkt auf die Data-
Warehouse-Daten zu, wodurch eine
gute Performanz gegeben ist, je-
doch wird dieser Vorteil durch die
Abhängigkeit vom darunter liegen-
den Datenbanksystem erkauft. Die
Unabhängigkeit sowie eine bessere
Einbettung in höhere Programmier-
sprachen ermöglichen Objektmo-
delle, was am Beispiel von Oracle
OLAP Services demonstriert wurde.
Der anschließend vorgestellte An-
satz XCube ermöglicht eine voll-
ständige lose Kopplung genauso wie
XML for Analysis, wobei gerade
dieser durch die ausschließliche Un-
terstützung von Microsoft durch-
aus von JOLAP überholt werden
könnte. Sowohl JOLAP als auch
MDX sind konzeptionell orthogonal
zu SQL und können daher aus den
SQL-Erweiterungen profitieren.
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