Abstract-In this paper we study the switching lattice synthesis of a special class of regular Boolean functions called D-reducible functions. D-reducible functions are functions whose points are completely contained in an affine space A strictly smaller than the whole Boolean cube {0, 1}
I. INTRODUCTION
In this paper we study the lattice synthesis of D-reducible (or Dimension-reducible) Boolean functions [3] , [4] , [5] , [6] . A D-reducible function f : {0, 1} n → {0, 1} is a function that depends on all its n input variables, but can be studied and synthesized in a space of dimension strictly smaller than n. More precisely, the minterms of a D-reducible function f are completely contained in an affine space A strictly smaller than the whole Boolean cube {0, 1} n , so that f can be written as f = χ A · f A , where A is its unique associated affine space, χ A is the characteristic function of A, and f A is the projection of f onto A. Notice that f and f A have the same number of points, but these are now compacted in a smaller space.
The D-reducibility of a function f can be exploited in the minimization process: the idea is to minimize the projection f A of f onto the space A, instead of f . This approach thus requires two steps: (i) deriving the affine space A and the projection f A ; (ii) minimizing f A in a given logic framework. As shown in [3] , the first step can be performed in time polynomial in the initial representation of f . Previous studies on this subject [3] , [4] , [5] focused on the standard SOP (Sum of Products) minimization of f A and proved how this approach to the synthesis of D-reducible functions often turns out to be convenient. They also showed that about 70% of the functions in the classical ESPRESSO benchmark suite have at least one output that is D-reducible: although D-reducible functions form a subset of all possible Boolean functions, a great amount of standard functions of practical interest falls in this class.
The aim of this paper is to analyze whether the Dreducibility structural property can be exploited in the switching lattice synthesis process as well. A switching lattice is a two-dimensional lattice of four-terminal switches linked to the four neighbors of a lattice cell, so that these are either all connected, or disconnected. A Boolean function can be implemented by a lattice associating each four-terminal switch to a Boolean literal, so that if the literal takes the value 1 the corresponding switch is on and connected to its four neighbors, otherwise it is not connected; the function evaluates to 1 if and only if there exists a connected path between two opposing edges of the lattice, e.g., the top and the bottom edges (see Figure 1 for an example). The synthesis problem on a lattice thus consists in finding an assignment of literals to switches in order to implement a given target function with a lattice of minimal size. The idea of using regular two-dimensional arrays of switches to implement Boolean functions is old and dates back to a seminal paper by Akers in 1972 [1] , but recently, with the advent of a variety of emerging nanoscale technologies, synthesis methods targeting lattices of multi-terminal switches have found a renewed interest [2] , [8] .
Previous studies on this subject have shown how the cost of implementing a four-terminal switching lattice could be mitigated by exploiting Boolean function decomposition techniques. The basic idea of this approach is to first decompose a function into some subfunctions, according to a given functional decomposition scheme, and then to implement the decomposed blocks with physically separated regions in a single lattice. Since the decomposed blocks usually correspond to functions depending on fewer variables and/or with a smaller on-set, their synthesis should be more feasible and should produce lattice implementations of smaller size. In the framework of synthesis on switching lattices, where the available minimization tools are not yet as developed and mature as those available for CMOS technology, reducing the synthesis of a target Boolean function to the synthesis of smaller functions could represent a very beneficial approach.
In this paper, we apply an approach based on decomposition to the class of D-reducible functions: the idea is to independently find lattice implementations for the projection f A of a D-reducible function f , and for the characteristic function χ A of the space A, and then to compose them in order to construct the lattice for f . To further reduce the overall lattice area, we exploit the peculiar structure of the function χ A , that represents the minterms of an affine subspace of {0, 1}
n . To this aim, we describe a method for implementing compact lattice representations of affine subspaces whose characteristic function is represented by the product of single literals and EXOR factors of two literals. Experimental results demonstrate that the synthesis of lattices based on D-reducible Boolean functions allows to obtain a more compact area. Moreover, the proposed approach allows to reduce the synthesis time, demonstrating that a polynomial preprocessing, which reduces the size of the problem, can be very useful for the overall computation time.
The paper is organized as follows. Preliminaries on switching lattices and D-reducible Boolean functions are described in Section II. Section III shows how a D-reducible function can be efficiently decomposed and implemented by a switching lattice. Section IV provides the experimental results and concludes the paper.
II. PRELIMINARIES
In this section we briefly review some basic notions and results on switching lattices [1] , [2] , [8] and D-reducible functions [3] , [4] , [5] , [6] .
A. Switching Lattices
A switching lattice is a two-dimensional lattice of fourterminal switches. The four terminals of the switch link to the four neightbours of a lattice cell, so that these are either all connected (when the switch is ON), or disconnected (when the switch is OFF). A Boolean function can be implemented by a lattice in terms of connectivity across it [8] :
• each four-terminal switch is controlled by a literal;
• each switch may be labelled with the constant 0, or 1;
• if the literal takes the value 1, the corresponding switch is connected to its four neightbours, else it is not connected; • the function evaluates to 1 if and only if there exists a connected path between two opposing edges of the lattice, e.g., the top and the bottom edges;
• input assignments that leave the edges unconnected correspond to output 0.
For instance, the 3 × 3 network of switches in Figure 1 (a) corresponds to the lattice form depicted in Figure 1 
If we assign the values 1, 1, 0 to the variables x 1 , x 2 , x 3 , respectively, we obtain paths of gray square connecting the top and the bottom edges of the lattices ( Figure 1 (c)), indeed on this assignment f evaluates to 1. On the contrary, the assignment x 1 = 0, x 2 = 0, x 3 = 1, on which f evaluates to 0, does not produce any path from the top to the bottom edge ( Figure 1 (d) ).
The synthesis problem on a lattice consists in finding an assignment of literals to switches in order to implement a given target function with a lattice of minimal size. The size is measured in terms of the number of switches in the lattice. A switching lattice can similarly be equipped with left edge to right edge connectivity, so that a single lattice can implement two different functions. This fact is exploited in [2] where the authors propose a synthesis method for switching lattices simultaneously implementing a function f according to the connectivity between the top and the bottom plates, and its dual function f D according to the connectivity between the left and the right plates. Recall that the dual of a Boolean function f depending on n binary variables is the function
This method produces lattices of size r × s, where r and s are the number of products in an irredundant SOP representations of f D and f , respectively. For instance, the lattice depicted in Figure 1 has been built according to this algorithm, and it implements both the function
The time complexity of the algorithm is polynomial in the number of products. However, the methods does not always build lattices of minimal size for every target function, since it ties the dimensions of the lattices to the number of products in the SOP forms. In particular this method is not effective for Boolean functions whose duals have a a very large number of products. Another reason that could explain the non-minimality of the lattices produced in this way is that the algorithm does not use Boolean constants as input, i.e., each switch in the lattice is always controlled by a Boolean literal. In [8] , the authors have proposed a different approach to the synthesis of minimal-sized lattices, which is formulated as a satisfiability problem in quantified Boolean logic and solved by quantified Boolean formula solvers. This method uses the previous algorithm to find an upper bound on the dimensions of the lattice. It then searches for successively better implementations until either an optimal solution is found, or else a preset time limit has been exhausted. Experimental results show how this alternative method can decrease lattice sizes considerably. In this approach the use of fixed inputs is allowed, moreover the lattice considers only the top-to-bottom paths and implements the function f , but not its dual.
Finally, we recall from [8] that given the switching lattices implementing two functions f and g, we can construct the lattices representing their disjunction and their conjunction using a padding column of 0s and a padding row of 1s, respectively, as shown in Figure 2 . Indeed, the column of 0s in Figure 2 (a) separates all top-to-bottom paths in the lattices for f and g, so that the accepting paths for the two functions never intersect. This, in turn, implies that there exists a top-to-bottom connected path in the lattice for f + g if and only if there is at least one connected path for f or for g. If the lattices for f and g have a different number of rows, we add some rows of 1s to the lattice with fewer rows, so that each accepting path can reach the bottom edge. Similarly, the padding row of 1s in the lattice in Figure 2 (b) allows to join any top-to-bottom accepting path for f with any top-to-bottom accepting path for g, so that the overall lattice evaluates to 1 if and only if both f and g evaluate to 1. As before, if the lattices have a different number of columns, we add some columns of 0s to the lattice with fewer columns, so that an accepting path for one of the functions can never reach the opposite edge of the lattice if the other function evaluates to 0.
B. D-reducible Boolean functions
D-reducible functions are functions whose points are completely contained in an affine space A strictly smaller than the whole Boolean cube {0, 1} n :
n is an affine space of dimension strictly smaller than n.
Recall that an affine space is a vector space, or the translation of a vector space. Formally, given a vector subspace V of ({0, 1} n , ⊕), and a point α in {0, 1} n , then the set A = α ⊕ V = {α⊕v | v ∈ V } is an affine space over V with translation point α [3] .
Let f be a D-reducible function. The minimal affine space A containing f is unique and it is called the associated affine space of f . The function f can be represented in the following way:
dim A is the projection of f onto A and χ A is the characteristic function of A. Moreover, as shown in [7] , an affine space can be represented by a simple expression, called pseudoproduct, consisting in an AND of EXORs or literals. In particular, an affine space of dimension dim A can be represented by a pseudoproduct containing (n − dim A) EXOR factors.
For instance, consider the function f = {0010, 0100, 0110, 1011, 1101} in the Karnaugh map on the left side of Figure 3 . The function f is D-reducible, i.e., we can project it onto a space of dimension three (the space marked with circles in the Karnaugh map). We can therefore study the new function f A that depends only on three variables, represented in the Karnaugh map on the right side of Figure 3 
The test that establishes whether a function f is Dreducible and the computation of the smallest affine space containing f can be performed in polynomial time, by finding the reduced row echelon form of a matrix derived from any SOP representation of f (see [5] for more details). Moreover, the projection f A of f onto A can be simply derived from f by deleting dim A variables. It is important to note that f A can be computed starting from any SOP representation of f without generating all its minterms.
III. SWITCHING LATTICES FOR D-REDUCIBLE FUNCTIONS
In this section we will discuss how to obtain a lattice for a D-reducible function implementing the characteristic function of the affine space A and the projection f A with physically separated regions in a single lattice. Recall from Section II-B that a D-reducible function f can be written as f = χ A · f A , where A is its unique associated affine space, χ A is the characteristic function of A, and f A is the projection of f onto A.
Given the two switching lattices implementing χ A and f A , we can easily construct the lattices representing their conjunction using a padding row of 1s, as shown in Figure 4 . Indeed, the row of 1s allows to join any top-to-bottom accepting path for the characteristic function of A with any top-to-bottom accepting path for the projection f A , so that the overall lattice evaluates to 1 if and only if both χ A and f A evaluate to 1. Of course, if the lattices for χ A and f A have a different number of columns, we add some columns of 0s to the lattice with fewer columns, so that an accepting path for one of the two functions can never reach the opposite edge of the lattice if the other function evaluates to 0.
Since the two functions f A and χ A depend on fewer variables than the original function f , their synthesis should be more feasible and should produce lattice implementations of smaller area. In the framework of switching lattice synthesis, where the available minimization tools are not yet as developed and mature as those available for CMOS technology, reducing the synthesis of a target Boolean function to the synthesis of smaller functions could represent a very beneficial approach. To further reduce the overall lattice area, we could exploit the peculiar structure of the function χ A , that represents the minterms of an affine subspace of {0, 1} n , building its lattice representation block by block. More precisely, we have two possible approaches for the synthesis of a minimal-sized lattice for χ A : (i) directly apply one of the synthesis methods presented in [2] and in [8] , or (ii) build and compose the lattices representing each EXOR factor, or group of EXOR factors, occurring in χ A . For this second approach, we now describe a method for implementing a compact lattice representation of affine spaces that can be represented by a 2-pseudoproduct, i.e., a product of EXOR of at most two literals. Observe that the class of D-reducible functions whose affine subspace can be described with a 2-pseudoproduct is particularly interesting as EXOR factors are considered technologically feasible if they contain a bounded number of literals, typically 2 [9] .
The problem of the minimization of the number of literals in the characteristic function χ A of the affine space A has been addressed in [4] . The representation of an affine space is not unique, and different pseudoproducts can be characteristic functions of the same affine space. Unfortunately, finding a minimal pseudoproduct, in terms of number of literals, representing an affine space is an NP-hard problem [4] , therefore, in the same paper, a greedy heuristic algorithm has been designed. Thus, to avoid the presence of EXOR factors with an unbounded number of literals in the function χ A , we can first heuristically find an optimal representation of the affine space, and then remove from it all EXOR factors with more than two literals. In this way we obtain the algebraic representation of a new affine subspace A ′ that contains the original affine space A, and we can still decompose f as
In the following analysis we will then restrict our attention to D-reducible functions decomposed w.r.t. an affine subspace, not necessarily the smallest, represented by the product of single literals and EXOR factors of two literals. The presence of at most two literals in each EXOR factors gives us a simple method for partitioning the variables in order to determine a compact lattice for χ A . First of all, observe that the pseudoproduct describing A corresponds to a linear system, whose solutions are exactly the minterms in A. For instance, the pseudoproduct (
, which describes an affine subspace of {0, 1} 8 , is represented by the system
that can be rewritten as
From this system we immediately derive the following equalities
that suggest a natural partition of a subset of the input variables:
where each subset of the partition contains a set of literals (or the constant 0) that get the same value on A. The input variables missing from the partition (x 6 and x 7 in the example) are the variables that can assume all the possible values on A.
In particular, in our example x 5 must be always equal to 0, while x 1 , x 3 , and x 8 must have the same value (0 or 1), as well as x 2 and x 4 .
As this example clearly suggests, it is always possible to describe an affine space A, described by an EXOR of at most two literals, through a partition P A of the input variables, where two variables, possibly complemented, are in the same subset of the partition if and only if they are equal on A. This partition can now be exploited to build the lattice for χ A .
Theorem 1: Let A be an affine subspace of {0, 1} n described by the product of single literals and EXOR of two literals, let P A be the partition of the subset of input variables that defines A, and let n ′ ≤ n be the number of distinct variables occurring in P A . Suppose that P A contains ℓ subsets of literals, in addition to the subset C with the constant 0. Finally, let c be the number of literals in C. Then A can be implemented with a lattice of area r × 2, where the number r of rows is given by
Proof: Let S ∈ P A , be one of the ℓ subsets of P A without the constant 0. The literals in S must be equal to each other on A, thus this subset can be described by the disjunction of two products: the product of all literals in S and the product of the complement of each literal. Thus we can easily build the lattice for S, using two columns representing the two products, that have the same length. Since the two switches on each row are controlled by a variable and its complement, the top-to-bottom accepting paths cannot intersect the two columns, therefore we do not need the padding column of 0 between the two terms of the disjunction. Now, let us consider the set C that contains the c literals that are constant and equal to 0 on A. This set can be implemented with a single column lattice, with a switch assigned to each literal of C. Since this one column lattice must be composed with the previous two column ones, we can extend it with a second column, identical to the first one. Observe that each of the n ′ literals in P A occurs in exactly one subset of the partition, and therefore in exactly one row of the lattice. To compose the sublattices and build the overall lattice representing A, we can exploit the particular structure of the sublattice for C to save padding rows of 1s. Indeed, thanks to the presence of the two identical columns, the two switches on each row of the sublattice for C are controlled by the same Boolean literal. Thus, each single row can be directly inserted between two sublattices representing EXOR factors, as the repeated literal allows to extend any accepting path that reaches the bottom of the first sublattice to the top of the other sublattice, whenever the literal gets the value 0 (i.e., its complement is true). In other words, the sublattice for C is split and each row is inserted between two sublattices for the other subsets of P A , in order to save padding rows of 1s. Now observe that to join the ℓ sublattices representing the subsets of P A other than C, we would need ℓ − 1 padding rows of 1s, that can be all saved if C contains enough literals, i.e., if c ≥ ℓ − 1. In this case, the overall number of rows is given by the number n ′ of literals occurring in the partition P A . Otherwise, if c < ℓ − 1, we must insert ℓ − 1 − c padding rows of 1s.
Applying the construction described in this theorem to our running example χ A = (
we get the lattice of size 12 depicted in Figure 5 (a). Observe that we do not need the two padding rows of 1s after and before the row whose switches are controlled by the same Boolean literal x 5 , and that the number of rows is equal to the number of distinct variables occurring in the characteristic function χ A . Figure 5 (b) shows the lattice of size 24 for χ A , obtained using the synthesis algorithm described in [2] . The method based on SAT, described in [8] , synthesizes a lattice of size 12, equivalent to the one obtained applying Theorem 1.
Now, consider the affine space χ
, corresponding to the partition P A = {{0, x 1 , x 2 }, {x 3 , x 4 }, {x 5 , x 6 }, {x 7 , x 8 }, {x 9 , x 10 }}. In this example, c < ℓ − 1, as c = 2 and ℓ = 4. Thus, the lattice for χ A , built applying Thereom 1, contains a padding row of 1s, in addition to the n ′ = 10 rows associated to the literals occurring in P A , as shown in Figure 6 for a lattice with left-to-right connectivity.
With the construction described in Theorem 1, it is possible to derive lattices more compact than those synthesized with the method presented in [2] , with a gain in area that increases with the number ℓ of subsets in the partition associated to the affine space A. Consider for instance an affine space described 
by exactly ℓ EXOR of two literals, with no literal in common. Applying our method, we can synthesize a lattice of area (2 ℓ+ ℓ−1)×2 = 6 ℓ−2, while the algorithm proposed in [2] would synthesize a lattice of area 2 ℓ × 2 ℓ = 2 ℓ+1 ℓ, since the minimal SOP forms for this affine space and for its dual contain 2 ℓ and 2 ℓ products, respectively.
In general, the affine subspaces containing EXOR of more than two literals in their characteristic function, have a more complex structure, which cannot be simply described with a partition of the input variables. In this case, we can build a lattice implementation composing the lattices derived for each EXOR factor, or group of EXOR factors, in the characteristic function χ A of the given affine space A. More precisely, we can implement a lattice representing the product of the single literals and of the EXOR factors of two literals occurring in χ A applying Theorem 1, and compose it with the lattice implementations of the other EXOR factors. Moreover, we can use the recursive method developed in [2] for the specific case of the parity function, to implement an EXOR of m literals with a lattice of area m × 2 m−1 , instead of the general method that would synthesize a lattice of dimension 2 m−1 × 2 m−1 . Finally, we can use the rows controlled by single literals to join the sublattices of the different EXOR factors, in place of the padding rows of 1s.
IV. EXPERIMENTAL RESULTS AND CONCLUSION
In this section we report the experimental results for the synthesis of lattices of D-reducible functions, as described in Section III. The aim of our experimentation is to determine if and how much the lattice implementation based on the projection onto affine subspaces is more compact than the implementation of plain lattices [8] . As already mentioned, EXOR factors are considered technologically feasible if they contain a bounded number of literals, typically 2 [9] . For this reason, in our experiments we have considered only Dreducible functions decomposed with respect to affine subspaces, not necessarily the smallest, represented by the product of single literals and EXOR factors of two literals. In the following, we will refer to these functions as 2D-reducible functions.
The algorithms have been implemented in C. The experiments have been run on a machine with two AMD Opteron 4274HE for a total of 16 CPU at 2.5 GHz and 128 GByte of main memory, running Linux CentOS 6.6. The benchmarks are taken from LGSynth93 [10] . We considered each output as a separate Boolean function, for a total of 385 functions. Due to the limited space available, we report in the following only a significant subset of the functions as representative indicators of our experiments. To synthesize the lattices of the benchmarks and of their projection onto the affine subspaces, we used a collection of Python scripts for computing minimum- 
