Abstract. Let ξ be a random integer vector, having uniform distribution
Introduction
Let ξ be a random integer vector, having uniform distribution P{ξ = (i 1 , i 2 , . . . , i n )} = 1/n n for 1 ≤ i 1 , i 2 , . . . , i n ≤ n.
A realization (i 1 , i 2 , . . . , i n ) of ξ is called good, if its elements are different. We present six algorithms which decide whether a given realization is good.
This problem arises in connection with the design of agricultural [4, 5, 57, 72] and industrial [34] experiments, with the testing of Latin [1, 9, 22, 23, 27, 32, 53, 54, 63, 64] and sudoku [3, 4, 6, 12, 13, 14, 15, 16, 17, 20, 21, 22, 26, 29, 30, 31, 41, 42, 44, 46, 47, 51, 55, 59, 61, 64, 66, 67, 68, 69, 70, 72, 74] squares, with genetic sequences and arrays [2, 7, 8, 18, 24, 28, 35, 36, 37, 38, 45, 48, 49, 50, 56, 65, 71, 73, 75] , with sociology [25] , and also with the analysis of the performance of computers with interleaved memory [11, 33, 39, 40, 41, 43, 52] .
Section 2 contains the pseudocodes of the investigated algorithms. In Section 3 the results of the simulation experiments and the basic theoretical results are presented. Section 4 contains the summary of the paper.
Further simulation results are contained in [62] . The proofs of the lemmas and theorems can be found in [43] .
Pseudocodes of the algorithms
This section contains the pseudocodes of the investigated algorithms Linear, Backward, Forward, Tree, Garbage, and Bucket. The psudocode conventions described in the book [19] written by Cormen, Leiserson, Rivest, and Stein are used.
The inputs of the following six algorithms are n (the length of the sequence s) and s = (s 1 , s 2 , . . . , s n ), a sequence of nonnegative integers with 0 ≤ s i ≤ n for 1 ≤ i ≤ n) in all cases. The output is always a logical variable g (its value is True, if the input sequence is good, and False otherwise).
The working variables are usually the cycle variables i and j.
Definition of algorithm Linear
Linear writes zero into the elements of an n length vector v 
Definition of algorithm Backward
Backward compares the second (i 2 ), third (i 3 ), . . . , last (i n ) element of the realization s with the previous elements until the first collision or until the last pair of elements.
Backward(n,
return g 07 return g
Definition of algorithm Forward
Forward compares the first (s 1 ), second (s 2 ), . . . , last but one (s n−1 ) element of the realization with the following elements until the first collision or until the last pair of elements.
Definition of algorithm Tree
Tree builds a random search tree from the elements of the realization and finishes the construction of the tree if it finds the following element of the realization in the tree (then the realization is not good) or it tested the last element too without a collision (then the realization is good). 
Definition of algorithm Garbage
This algorithm is similar to Linear, but it works without the setting zeros into the elements of a vector requiring linear amount of time.
Beside the cycle variable i Garbage uses as working variable also a vector v = (v 1 , v 2 , . . . , v n ). Interesting is that v is used without initialisation, that is its initial values can be arbitrary integer numbers.
The algorithm Garbage was proposed by Gábor Monostori [58] . For the simplicity we suppose that n is a square.
3 Analysis of the algorithms
Analysis of algorithm Linear
The first algorithm is Linear. It writes zero into the elements of an n length vector v = (v 1 , v 2 , . . . , v n ), then investigates the elements of the realization sequentially and if i j = k, then adds 1 to v k and tests whether v k > 0 signalizing a repetition.
In best case Linear executes only two comparisons, but the initialization of the vector v requires Θ(n) assignments. It is called Linear, since its running time is Θ(n) in best, worst and so also in expected case.
Theorem 1 The expected number
where
tends monotonically decreasing to zero when n tends to infinity. n!/n n also tends monotonically decreasing to zero, but their difference δ(n) = κ(n) − n!/n n is increasing for 1 ≤ n ≤ 8 and is decreasing for n ≥ 8. Table 1 : Values of C L , πn/2 + 2/3, n!/n n , κ(n), and δ(n) = κ(n) − n!/n n for n = 1, 2, . . . , 10 where δ(n) = κ(n) − n! n n tends to zero when n tends to infinity, further δ(n + 1) > δ(n) for 1 ≤ n ≤ 7 and δ(n + 1) < δ(n) for n ≥ 8. Table 1 shows some concrete values connected with algorithm Linear.
Theorem 2 The expected running time
T exp (n, Linear) = T L of Linear is T L = n + √ 2πn + 7 3 + 2δ(n), n C L πn/2 + 2/3 n!/n n κ(n) δ(n) 1
Analysis of algorithm Backward
The second algorithm is Backward. This algorithm is a naive comparisonbased one. Backward compares the second (i 2 ), third (i 3 ), . . . , last (i n ) element of the realization with the previous elements until the first repetition or until the last pair of elements.
The running time of Backward is constant in the best case, but it is quadratic in the worst case.
Theorem 3
The expected number C exp (n, Backward) = C B of comparisons of the algorithm Backward is
where α(n) = κ(n)/2 + (n!/n n )((n + 1)/2) monotonically decreasing tends to zero when n tends to ∞. Table 2 shows some concrete values characterizing algorithm Backward. Table 2 : Values of C B , n− πn/8+ 2/3, (n!/n n )((n+ 1)/2), κ(n), and α(n) = κ(n)/2 + (n!/n n )((n + 1)/2) for n = 1, 2, . . . , 10
The next assertion gives the expected running time of algorithm Backward.
Theorem 4
The expected running time T exp (n, Backward) = T B of the algorithm Backward is
where α(n) = κ(n)/2 + (n!/n n )((n + 1)/2) monotonically decreasing tends to zero when n tends to ∞.
Analysis of algorithm Forward
Forward compares the first (s 1 ), second (s 2 ), . . . , last but one (s n−1 ) element of the realization with the next elements until the first collision or until the last pair of elements. Taking into account the number of the necessary comparisons in line 04 of Forward, we get C best (n, Forward) = 1 = Θ(1), and C worst (n, Forward) = B(n, 2) = Θ(n 2 ).
The next assertion gives the expected running time.
Theorem 5
The expected running time T exp (n, Forward) = T F of the algorithm Forward is
Although the basic characteristics of Forward and Backward are identical, as Table 3 shows, there is a small difference in the expected behaviour. Table 3 : Values of n, the number of possible input sequences, number of good sequences, expected number of comparisons of Forward (C F ) and expected number of comparisons of Backward (C W ) for n = 2, 3, . . . , 9
Analysis of algorithm Tree
Tree builds a random search tree from the elements of the realization and finishes the construction of the tree if it finds the following element of the realization in the tree (then the realization is not good) or it tested the last element too without a collision (then the realization is good). The worst case running time of Tree appears when the input contains different elements in increasing or decreasing order. Then the result is Θ(n 2 ). The best case is when the first two elements of s are equal, so C best (n, Tree) = 1 = Θ(1).
Using the known fact that the expected height of a random search tree is Θ(lg n) we can get that the order of the expected running time is √ n log n.
Theorem 6
The expected running time T T of Tree is Table 4 : Values of n, number of good inputs, number of comparisons, number of assignments of Tree for n = 1, 2, . . . , 10 Table 4 shows some results of the simulation experiments (the number of random input sequences is 100 000 in all cases).
Using the method of the smallest squares to find the parameters of the formula a √ n log 2 n we received the following approximation formula for the expected number of comparisons:
C exp (n, Tree) = 1.245754 √ n log 2 n − 0.273588.
Analysis of algorithm Garbage
Beside the cycle variable i Garbage uses as working variable also a vector v = (v 1 , v 2 , . . . , v n ). Interesting is that v is used without initialisation, that is its initial values can be arbitrary integer numbers. The worst case running time of Garbage appears when the input contains different elements and the garbage in the memory does not help, but even in this case C worst (n, Garbage) = Θ(n). The best case is when the first element is repeated in the input and the garbage helps to find a repetition of the firs element of the input. Taking into account this case we get C best (n, Garbage) = Θ(1).
According to the next assertion the expected running time is Θ( √ n).
Lemma 7
The expected running time of Garbage is
Analysis of algorithm Bucket
Algorithm Bucket divides the interval [1, n] into m = ⌈ √ n⌉ subintervals I 1 , I 2 , . . . , I m , where I k = [(k − 1)m + 1, km)], and assigns a bucket B k to interval I k . Bucket sequentially puts the input elements i j into the corresponding bucket: if i j belongs to the interval I k then it checks whether i j is contained in B k or not. Bucket works up to the first repetition. (For the simplicity we suppose that n = m 2 .)
In best case Bucket executes only 1 comparison, but the initialization of the buckets requires Θ( √ n) assignments, therefore the best running time is also √ n. The worst case appears when the input is a permutation. Then each bucket requires Θ(n) comparisons, so the worst running time is Θ(n √ n).
Lemma 8 Let b j (j = 1, 2, . . . , m) be a random variable characterising the number of elements in the bucket B j at the moment of the first repetition. Then
for j = 1, 2, . . . , m, where
and µ(n) tends monotonically decreasing to zero when n tends to infinity. Table 5 contains some concrete values connected with E{b 1 }. 
Lemma 9 Let f n be a random variable characterising the number of comparisons executed in connection with the first repeated element. Then
and η(n) tends monotonically decreasing to zero when n tends to infinity.
Theorem 10
The expected number C exp (n, Bucket) = C B of comparisons of algorithm Bucket in 1 bucket is
tends to zero when n and tends to infinity. Table 6 : The number of necessary comparisons of the investigated algorithms in best, worst and expected cases
Index and Algorithm
C best (n) C worst (n) C exp (n) 1. Linear Θ(1) Θ(n) Θ( √ n) 2. Backward Θ(1) Θ(n 2 ) Θ(n) 3. Forward Θ(1) Θ(n 2 ) Θ(n) 4. Tree Θ(1) Θ(n 2 ) Θ( √ n lg n) 5. Garbage Θ(1) Θ(n) Θ( √ n) 6. Bucket Θ( √ n) Θ(n √ n) Θ( √ n)
Theorem 11
The expected running time T B (n, Bucket) = T B of Bucket is
where φ(n) = 3κ(n) − ρ(n) − 3η(n) − n! n n − 3 π/8 − 1/3 − 3κ(n)/2 √ n + 1 and φ(n) tends to zero when n tends to infinity.
It is worth to remark that simulation experiments of B. Novák [62] show that the expected running time of Garbage is a few percent better, then the expected running time of Bucket. Table 6 contains the number of necessary comparisons in best, worst and expected cases for all investigated algorithms. Table 7 contains the running time in best, worst and expected cases for all investigated algorithms.
Summary
Index and Algorithm T best (n) T worst (n)
T exp (n) 
