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Förkortningar och begrepp 
AngularJS = Ramverk för användargränssnittet 
API = Application Programming Interface 
AWS = Amazon Web Services 
Back-end = Servernivå 
Bootstrap = Ramverk för användargränssnittet 
CDN = Content Delivery Network (ett nätverk för att leverera innehåll) 
CloudFront = Amazons CDN 
CLS = Common Language Specification 
CSV = Comma-separated values 
Front-end = Användargränssnitt 
GAR_ID = Primär nyckel för att länka ihop data rätt i detta arbete 
HTML = HyperText Markup Language 
MVC = Model, View, Controller (~ Modell, vyn, kontroller/styrenhet) 
.NET = Microsoft .NET ramverk 
Parsning = Syntaxanalys 
















I detta arbete behandlas vidareutveckling av en webbportal i .NET miljö för parsning 
och generering av faktura. Skribenten presenterar bl.a. arbetets uppdragsgivare, syfte 
och mål, planering och kravhantering, de olika verktyg som använts, portalens tekniska 
struktur och utvecklingsarbetets utförande samt de resultat som nåtts. 
 
Uppdragsgivaren för detta arbete är ABB, ett svensk-schweiziskt multinationellt företag 
inom elkraft- och automationsteknik. Ett team på ABB, Cloud Computing, har en 
tidskrävande manuell faktureringsprocess. Cloud Computing teamet kan ersätta manu-
ella faktureringsprocessen med en fungerande webbportal som automatiserar operation-
en. 
 
En tidigare arbetstagare på ABB hade utvecklat en webbportal, men den lösningen blev 
aldrig fullständig och kunde därför inte användas. I detta arbete presenteras hur skriben-
ten utvecklat den icke fungerande webbportalen till en fungerande version. 
1.1 Uppdragsgivaren 
ABB är ett svensk-schweiziskt multinationellt företag inom elkraft- och automations-
teknik. ABB sysselsätter ungefär 135 000 personer och verkar i mer än 100 länder. I 
Finland fungerar ABB på ungefär 20 orter och sysselsätter ca 5000 personer. De två 
största orterna är Helsingfors och Vasa. (ABB Oy 2016) 
 
ABB använder sig av Amazon Web Services (AWS) molntjänster för att kunna effektivt 
använda och utnyttja diverse IT-miljöer. Inom ABB ansvarar ett team, Cloud Compu-
ting, för att administrera och hyra ut dessa molntjänster till andra avdelningar och team 
inom ABB. På basis av använda resurser skickar AWS en räkning åt ABB, AWS gene-
rar också detaljerade tabeller (csv-filer) över kostnader. Dessa tabeller innehåller in-




Cloud Computing teamet går sedan igenom tabellen manuellt, för att kunna dela kost-
naderna enligt applikation. Denna manuella process är väldigt tidskrävande och därför 
vill man ersätta det manuella arbetet med en webbportal som automatiserar processen. 
1.2 Syfte och mål med arbetet 
Syftet med detta arbete är att utveckla en icke fungerande webbportal till en fungerande 
version. Målet med arbetet är att visa hur man, med hjälp av programmering, utvecklar 
något som ersätter ett manuellt och tidskrävande arbete gällande faktureringen hos upp-
dragsgivaren.  
1.3 Arbetssätt och avgränsning 
Utvecklingsarbetet kommer att utföras med hjälp av Google-sökningar och med hjälp av 
dokumentationen som finns för de ramverk och programmeringsspråk som används för 
detta arbete. Projektet utförs huvudsakligen som ett självständigt arbete, även möten 
med experthandledaren på ABB ordnas samt möten med kollegor som i första hand 
kommer att använda webbportalen. 
 
I detta arbete behandlas vidareutveckling av en webbportal för parsning och generering 
av faktura i .NET. Arbetet avgränsas på att beskriva hur parsningsarbetet sker i back-
enden. Arbetet går noggrannare in på de problem som den ursprungliga webbportalen 
inte löste. En fungerande webbportal kräver även ett fungerande användargränssnitt. I 
detta arbete utnyttjas det tidigare gjorda användargränssnittet och därför valdes det att 







I detta kapitel presenteras teori om krav och kravhantering, hur planeringen av arbetet 
gick till, på vilket sätt en kravspecifikation över nödvändiga egenskaper kom fram och 
vad som inte fungerade i den ursprungliga webbportalen. 
2.1 Kravhantering 
Kravhantering är en process inom programvaruutveckling för att dokumentera, analy-
sera, spåra, prioritera och komma överens om krav för att kunna styra förändringar och 
kommunicera effektivt med kunden. Kravhantering är en viktig process som skall ge-
nomföras genom hela utvecklingsprojektet. (Danielsson 2009) 
 
Enligt Defense Acquisition University Press (DAUP) är det viktigt att planera väl för att 
ett projekt skall lyckas. Ett programmeringsprojekt innehåller ofta kundens krav och 
projektets begränsningar. Med krav menas egenskaper och design som kännetecknar 
projektet, de är behov och mål som oftast kunden specificerar för att få en fungerande 
slutprodukt. Med begränsningar menas förhållanden som existerar på grund av avgräns-
ningar från externa gränssnitt, stödmoment, tillgänglig teknologi eller livscykelstöd. 
(DAUP 2001. s. 35) 
 
Det primära syftet för ett utvecklingsarbete definieras av de krav som en kund ställer. 
Utvecklingsarbetens huvudsakliga uppgift är att omvandla krav till konstruktioner och 
design. Under utvecklingsarbetet utvecklas designen inom ramen för begränsningar. Det 
är viktigt att verifiera att designen uppfylls av både krav och begränsningar. (DAUP 
2001. s. 35) 
2.1.1 Kravtyper 
Krav kan vara specificerade på flera olika sätt (DAUP 2001. s. 35-36): 
 Kundens krav: Fakta som definieras av kunden, t.ex. mål, miljö, begränsningar,  




 Krav på prestanda: I vilken utsträckning ett arbete, uppdrag eller funktion måste 
utföras. Mäts ofta i kvantitet, kvalitet och täckning.  
 Krav på design: Krav på hur man skall bygga, programmera eller köpa produk-
ter. 
 Härledda krav: Krav som finns för att ett annat krav på högre nivå inte skulle 
kunna uppfyllas utan detta krav. 
 Fördelade krav: Krav som finns för att man delat upp ett krav på en högre krav-
nivå till två eller flera lägre krav.   
 
Goda krav kan definieras enligt följande (DAUP 2001. s. 35-36): 
 Krav måste vara genomförbara. Det skall reflektera ett behov eller mål som är 
tekniskt sett möjligt att nås. 
 Krav skall gå att verifiera. Förväntade prestandan och funktionaliteten av ett 
krav skall uttryckas på ett sätt som möjliggör en objektiv verifiering. 
 Krav skall vara entydiga, de skall inte ha mer än ett syfte. 
 Krav skall uttryckas i form av behov, inte i form av en lösning. Ställa frågorna 
varför och vad av behovet, inte hur man utför det. 
 Krav skall stämma överens med andra krav, konflikter mellan krav måste lösas. 
2.1.2 Kravanalys 
Kravanalys är en viktig del av kravhantering och innebär att man definierar kundens 
behov, mål och krav. Dessa kan t.ex. vara: användningsområde, användningssyfte, miljö 
och karaktäriserande drag för systemet. Tidigare kravanalyser är ofta analyserade, upp-
daterade och omformulerade för att fylla kundens nya krav. (DAUP 2001. s. 36) 
 
Kravanalysens syfte är bl.a. att (DAUP 2001. s. 37):  
 Förfina kundens mål och krav. 
 Att definiera de inledande målen och förfina dem till krav. 
 Definiera och identifiera begränsningar som begränsar lösningar.  





Generellt sett skall en kravanalys resultera i en klar förståelse om (DAUP 2001. s. 37): 
 Funktioner: Vad skall systemet göra. 
 Prestanda: Hur effektivt funktionerna skall genomföras. 
 Gränssnitt: Miljön var systemet skall genomföras i. 
 Andra krav och begränsningar som påverkar projektet. 
 
Frågor som är typiska för kravanalys (DAUP 2001. s. 38): 
 Vilka orsaker finns bakom utveckling av detta system? 
 Vad är kundens förväntningar? 
 Vem är användarna och hur kommer de att använda systemet? 
 Vad förväntar sig användarna av systemet? 
 Vad är användarnas kompetensnivå? 
 Vilka krav på miljöegenskaper har systemet? 
 Finns det existerande eller planerade användargränssnitt? 
 Enligt kundens ord, vilka funktioner skall systemet utföra? 
 Vilka begränsningar måste systemet lyda (hårdvara, mjukvara och ekonomiska)? 
 
Kravanalysens grund utgörs av de överenskommelser som görs med kunden under 
kravanalysskede. Den grund definieras bl.a. av funktionella krav och fysiska mönster 
som skall följas. En bra kravanalys är en grundläggande faktor för ett lyckat utveckl-
ingsprojekt. 
2.2 Specificering av krav med uppdragsgivaren 
I detta arbete gjordes en kravanalys med uppdragsgivaren i början av projektet. Ana-
lysen genomfördes på ett möte, under hösten 2015, där webbportalens olika krav togs 
upp. Under mötet med uppdragsgivaren presenterades de delar som inte fungerade i ur-
sprungliga portalen. Samtidigt fastslogs bland annat följande krav som behövs för en 
fungerande webbportal i detta arbete:  
1. Varje applikation måste kopplas ihop med rätt GAR_ID. 




3. Mängden servrar måste räknas rätt. 
4. CloudFront kostnaderna måste kopplas till rätt applikation. 
5. Möjlighet att föra över applikationsregistret till portalen. 
6. Ta bort en del av de hårdkodade värdena. 
 
Gällande prioritering av krav, ville uppdragsgivaren att alla krav skulle lösas för att få 
en fullt fungerande webbportal. Uppdragsgivaren gav högre prioritet på de fyra första 
kraven än de två sista. För att portalen skulle kunna generera en giltig faktura, med rätta 
kostnader, måste de fyra första kraven lösas. 
 
Under mötet behandlades även andra krav, bland annat följande: utvecklingsmiljö, verk-
tyg och programvara, portalens syfte, portalens huvudsakliga användare, portalens test-
ning, kommunikationssätt mellan utvecklaren och portalens huvudsakliga använ-
dare/testare. 
2.3 Skribentens uppfattning om webbportalen 
Skribentens egen uppfattning om webbportalen och utvecklingsarbetet bildades genom 
mötet med uppdragsgivaren och genom att bekanta sig med det som tidigare gjorts. Ef-
ter att skribenten fått tillgång till den tidigare gjorda webbportalen och efter att ha be-
kantat sig med hur den fungerar, blev det klarare vilka delar som måste göras om eller 
lösas. 
 
Skribenten valde att bemöta ett problem åt gången och försöka lösa det förrän nästa 
problem åtgärdades. Ifall ett problem uppstod, fick skribenten hjälp och handledning av 







I detta kapitel beskrivs olika programmeringsspråk, programvara och andra verktyg som 
är aktuella i detta arbete. 
3.1 Programmeringsspråk 
För detta projekt används C# programmeringsspråket. Den tidigare webbportalen var 
gjord med hjälp av .NET 4.0 MVC ramverk, som utvecklas med C#, och därför blev det 
ett naturligt val att fortsätta med samma programmeringsspråk. 
 
C# motsvarar även väldigt långt andra språk som Java, C och C++. Därför är det ofta 
enkelt för utvecklare att hoppa över till C# ifall utvecklaren är bekant med något av de 
ovan nämnda programmeringsspråk. (Microsoft 2015) 
3.2 Ramverk 
Ett ramverk är en kodsamling som består av klassbibliotek som innehåller återanvänd-
bar och testad kod, utvecklare kan använda ramverk i applikationer som de utvecklar. 
Med ett ramverk kan utvecklaren styra applikationens flödeskontroll. Då man utvecklar 
större projekt är det väldigt fördelaktigt att använda sig av ramverk. Med hjälp av ram-
verk kan utvecklaren ha fokus på att utveckla själva produkten. Utvecklaren behöver 
inte skriva kod för grundläggande funktioner utan kan använda sig av ett färdigt och ti-
digare testat ramverk. Samtidigt är det lättare för någon annan att läsa och förstå någon 
annans kod då man använder sig av något som är tillgängligt för alla. Således är det väl-
digt normalt att programmeringsteam använder sig av färdiga ramverk för att underlätta 
utvecklingsprocesser. (Danielsson 2015) 
3.2.1 Microsoft .NET ramverk 
Microsoft .NET är ett ramverk som erbjuder verktyg, tekniker och funktionalitet som 
behövs för att kunna bygga nätverksapplikationer, distribuerade webbtjänster och webb-
applikationer. Detta ger utvecklaren möjlighet att utveckla sina projekt med ett pro-
16 
 
grammeringsspråk som kommer överens med Common Language Specification (CLS). 
(.Net-informations.com 2016) 
 
Ursprungliga webbportalen är byggd på .NET 4.0 MVC, på grund av detta har skriben-
ten använt samma ramverk för att vidareutveckla webbportalens funktionalitet. 
3.2.2 Kendo UI 
Kendo UI av Progress är ett HTML5 användargränssnittsramverk för att utveckla inter-
aktiva och högpresterande applikationer och webbsidor. Ramverket har ett stort biblio-
tek med över 70 olika komponenter för att bygga ett visuellt fint användargränssnitt. 
Kendo UI har också inbyggt stöd för AngularJS och Bootstrap. (Progress 2016a) 
 
I detta projekt är den ursprungliga webbportalen och dess användargränssnitt byggt med 
hjälp av Kendo UI. Samma användargränssnitt och ramverk används även vid vidareut-
veckling av webbportalen. 
3.3 Programvara 
Vid utvecklingsarbeten krävs det att man har bra verktyg. I detta arbete har skribenten i 
första hand använt programvara och verktyg som ABB gett tillgång till. På grund av att 
arbetet är att vidareutveckla ett tidigare projekt är skribenten tvungen att använda sig av 
samma verktyg som den tidigare utvecklaren har valt att använda för att underlätta arbe-
tet. 
3.3.1 Microsoft Visual Studio 
Visual Studio är en programutvecklingsmiljö av Microsoft. Med Visual Studio kan man 
utveckla applikationer för Microsoft Windows operativsystemet, Windows Phone och 
applikationer som är anpassade för Internet. (Microsoft 2016) 
 
Visual Studio var även ett naturligt val då .NET ramverket och C# programmerings-
språket är en del av Microsofts ramverk för utveckling av programvara. ABB gav även 
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tillgång till programmet och de licenser som behövdes för att kunna vidareutveckla 
webbportalen. 
3.3.2 Microsoft Excel 
Excel är ett kalkylprogram som utvecklats av Microsoft och är en del av deras Microsoft 
Office programsvit. Med Excel kan man bland annat utföra räkningar, skapa tabeller, 
använda sig av grafiverktyg och även utnyttja programmeringsspråket Visual Basic for 
Applications som är en begränsad version av programmeringsspråket Visual Basic. 
(Microsoft 2016c) 
 
Excel används i detta arbete för att kunna smidigt läsa och identifiera de tabeller som 
Amazons AWS räkningar innehåller. Excel används också för editering av dokument 
och dess tabeller som webbportalen använder för att fungera rätt. 
3.3.3 Team Foundation Server 
Team Foundation Server är en Microsoft produkt som har byggts för programmerings-
team. Med hjälp av Team Foundation Server kan man bland annat använda sig av vers-
ionshantering, diverse integrationsmöjligheter och verktyg för agila team. (Microsoft 
2016b) 
 
I detta projekt sker versionshanteringen med hjälp av Team Foundation Server (TFS). 
TFS är en versionshanteringslösning som ABB valt att använda och som Microsoft Vi-








4 WEBBPORTALENS TEKNISKA STRUKTUR 
I detta kapitel presenteras webbportalens tekniska struktur. Portalens olika delar och 
moduler presenteras och förklaras i närmare detalj. 
 
Detta projekt är byggt med hjälp av .NET 4.0 MVC för back-enden och Kendo UI, ett 
HTML5 användargränssnittramverk, för front-enden.  
 
Ett MVC projekt har tre viktiga delar i sig som behövs för att bygga webbaserade appli-
kationer: model, view och controller. Model delen representerar data och är inte bero-
ende av view eller controller delarna. Model innehåller och hanterar bara information. 
View delen visar data och hanterar handlingar, t.ex. knapptryck, till controllern. View 
delen kan fungera självständigt och är inte beroende av controller eller model. View kan 
också vara en controller och behöver då model för att fungera. Controller delen ger mo-
del över till view och hanterar handlingar, så som knapptryckningar. Controllern är be-
roende av view och model och i vissa fall kan controllern och view:n vara samma ob-
jekt. (Dalling 2009) 
4.1 Hänvisningar i projektet 
Projektet innehåller flera hänvisningar till andra bibliotek och moduler för att säkra att 
varje funktion fungerar smidigt och bra. 
Hänvisningar och bibliotek: 
 ABB.Core.Helper: hjälper till och sköter kommunikationen till Active Directory 
(AD) för att autentisera Windows användare. 
 Ionic.Zip: gratis klassbibliotek och verktyg för editering av zip-filer. Används 
för att enkelt skapa, packa upp eller uppdatera zip-filer. 
 NPOI: gratis klassbibliotek och verktyg för att skapa, läsa och editera Excel-
filer.  
 Log4net: Apaches log4net bibliotek är ett verktyg som används för att skapa 
loggfiler vid diverse händelser och handlingar i program.  
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 AWS SDK för.NET: bibliotek för att bygga applikationer som kan kommunicera 
med AWS, låter användaren kalla på AWS API. 
 AWS SDK för .NET Extensions: en utvidgning av AWS SDK. Används för att 
hantera sessionstillstånd. 
 CSVHelper: gratis bibliotek, som används i detta projekt för att läsa och editera 
csv-filer. 
4.2 Allmänna applikationsfiler 
Dessa filer innehåller allmänna funktioner som används i hela projektet. 
 Excel.cs: innehåller funktioner för att läsa Excel-filer till model-filer. Innehåller 
också stildekorationer för Excel-filer som skapas av webbportalen. 
 LogHelper.cs: funktioner för att skapa loggfiler vid diverse handlingar, t.ex. vid 
en felkörning. 
 UserService.cs: innehåller funktioner för att autentisera och logga in Windows 
användare automatiskt. 
 XAuthorize.cs: autentiseringsfunktioner, t.ex. för att autentisera en administra-
tor. 
4.3 Controller-filer 
Huvudfunktioner för projektet, dessa filer innehåller de funktioner som projektet behö-
ver för att kunna köras. 
 AWSController.cs: innehåller funktioner för att se data i realtid från AWS. 
 ErrorController.cs: funktioner för att hantera diverse feltillstånd. 
 ExcelController.cs: huvudarbetet i projektet, parsern. Funktioner som sköter om 
parsning av data och generering av fakturor. 
 HomeController.cs: funktioner för att definiera huvudsidan. 
 UserController.cs: funktioner för en administrator för att hantera användare och 
deras rättigheter. 




Model-filerna definierar all data som används i projektet. Separerar data för view:n och 
controllern. 
 CostBalance.cs: definierar nödvändig information för en balansräkningsfil. 
 EC2Inst.cs: definierar nödvändig information för AWSController för att kunna 
rita live data. 
 Error.cs: definierar information för feltillstånd. 
 Track.cs: definierar nödvändig information för applikationsregistret som är kri-
tisk för webbportalen. 
 Usage.cs: definierar information som används för att rita och skapa fakturor. 
 UserInfo.cs: definierar information om webbportalens användare. 
4.5 View-filer 
Filer i view definierar alla de sidor som webbportalen har. 
 AWS: för att rita och skapa live data från AWS som AWSController hämtar. 
 Error: för att rita en sida då ett feltillstånd uppstår. 
 Excel: sidan för parsning och generering av faktura, kallar på ExcelController. 
 Home: definierar startsidan.  
 Shared: definierar den sammanhängande layouten för hela webbportalen. 
 Upload: definierar sidan var administratörer kan ladda upp filer till webbportalen 
 User: definierar sidan för att hantera användartillstånd. 
4.6 Databasfiler 
Detta projekt använder sig inte av en egentlig databas, istället använder webbportalen 
sig av några olika Excel-filer för att kunna hämta all nödvändig information.  
 
Det finns två olika mappar som innehåller Excel-filer. Den första mappen innehåller 
månatliga räkningsfiler som uppdateras automatiskt från AWS. Den andra mappen in-
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nehåller ett applikationsregister som är huvuddatabasen för webbportalen. Applikations-
registret uppdateras manuellt av webbportalens användare. 
4.7 Arkitektursbild över webbportalen 
Följande figur, Figur 1 (Singapore Management University 2012), är en arkitektursbild 
över webbportalen. I figuren kan man se hur olika delar av ett .NET MVC projekt är 
beroende av varandra. 
 




I detta webbprojekt sker kommunikation till webbportalen med hjälp av en webbläsare 
(browser). Användaren öppnar portalen via en browser, med hjälp av ett knapptryck kan 
användaren kommunicera med view delen. View kallar sedan på controllern, som vid 
behov kallar på model. Model delen innehåller bara data, data som används av control-
lern. Data som används kommer i detta fall från Excel-filer, i form av ett applikations-
register och räkningsfiler från AWS. 
4.8 Flödesschema: parsning och generering av faktura 
I följande flödesschema, Figur 2, presenteras parsnings- och genereringsfunktionen. 
 
 




Användaren startar funktionen via view, som sedan kallar på parsern i controllern. Par-
sern läser sedan igenom applikationsregistret (Excel-filen). Efter en lyckad läsning jäm-
för webbportalen varje enskild applikation från applikationsregistret mot räkningsfilen 
från AWS. Webbportalen ignorerar de rader som inte stämmer överens med applikat-
ionsregistret. Efter det jämför portalen alla applikationer som är definierade som Cloud-
Front applikationer i applikationsregistret. Vid en träff läggs CloudFront kostnaderna 
till specifika applikationens faktura. 
 
Efter det genererar webbportalen en faktura på basis av all information som den fått på 
den specifika applikationen från diverse räkningsfiler. Till sist genererar portalen en 
faktura (Excel-fil) och kollar ifall applikationen har en region definierad i applikations-





















I detta kapitel beskrivs uppdragsgivarens krav, hur skribenten gått till väga för att lösa 
dessa krav och resultat över utförandet. 
5.1 Koppla ihop applikation med rätta kostnader 
Ett av uppdragsgivarens krav var att varje enskild applikation skall kopplas ihop med 
rätta kostnader från faktureringsfiler. Nedan presenteras en noggrannare beskrivning 
över utförandet och hur skribenten gått till väga för att lösa kravet. 
 
Varje enskild kund identifieras som en applikation och varje applikation får en identifi-
kationssträng som kallas GAR_ID. Denna GAR_ID är den primära nyckeln för den ap-
plikationen, med hjälp av en GAR_ID kan en applikation kopplas ihop med dess speci-
fika kostnader. 
 
På webbportalen kan användaren mata in en GAR_ID i taget och göra sökningar per 
GAR_ID. Användaren kan även välja att göra en sökning på basis av ett applikationsre-
gister som skall innehålla alla applikationer som finns i ABB:s AWS molntjänst. Detta 
register måste uppdateras manuellt för att få med alla de applikationer som man vill ge-
nerera en faktura för. Applikationsregistret presenteras i korthet i Figur 3. 
 
 




Från detta register använder sig webbportalen av väsentlig information för att kunna ge-
nerera en faktura. Den viktigaste kolumnen är GAR_ID, vilken länkar ihop en applikat-
ion med information som finns i csv-filen om kostnader, vilken AWS generar månads-
vis. Från de övriga kolumnerna kopieras information över, som t.ex. applikationens 
namn. Ett exempel på en AWS genererad csv-fil kan ses i Figur 4. 
 
Figur 4. Exempel på AWS faktura 
Portalen jämför kolumn user:GAR_ID i Figur 4 med kolumn GAR_ID från Figur 3 och 
då kan den koppla ihop rätta kostnader med rätt applikation. Portalen gör sedan en sök-
ning på basis av GAR_ID, som presenteras kort i Figur 5.  
 
Figur 5. Sökning enligt GAR_ID 
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5.2 Skilja åt applikation per region 
Ett av uppdragsgivarens krav var att skilja åt applikationer per region. Nedan presente-
ras en noggrannare beskrivning över hur skribenten gått till väga för att lösa detta krav. 
 
För tillfället finns applikationer i både Europa och Nordamerika. En applikation kan ha 
samma GAR_ID både i Europa och Nordamerika och därför måste kostnaderna också 
identifieras enligt region. För att webbportalen skall kunna skilja åt kostnader enligt reg-
ion måste kolumn Account i Figur 3 jämföras med kolumn LinkedAccountName i Figur 
4. Applikationer i Europa är märkta som ABB medan applikationer i Nordamerika är 
märkta som ABB NAM. 
 
Ifall kolumn Account i Figur 1 har ett värde, jämför webbportalen detta värde med ko-
lumn LinkedAccountName från Figur 4, enligt exemplet i Figur 5. Om en applikation 
saknar värde i kolumn Account söker webbportalen upp alla kolumner enligt GAR_ID 
och ignorerar att jämföra region, se Figur 5. 
 
Vid exportering av flera fakturor skiljer webbportalen åt applikationer med att lägga 









5.3 Räkna antalet servrar 
Det tredje kravet uppdragsgivaren hade var att räkna antalet servrar per applikation. I 
detta delkapitel presenteras skribentens utförande och lösning till detta krav. 
 
En applikation kan använda sig av flera servrar och därför behöver webbportalen räkna 
rätt antal servrar som används per applikation.  
 
För att räkna antalet servrar per applikation måste webbportalen använda sig av två ko-
lumner från AWS fakturan (se Figur 4). Första kolumnen är kolumn UsageType som 
innehåller diverse strängar. I detta fall är portalen intresserade av celler som innehåller 
värden BoxUsage, EU-BoxUsage, RDS eller EU-RDS. Dessa värden beskriver att det är 
frågan om en server. Då en sökning görs kollar portalen igenom ifall den hittar dessa 
värden och antalet träffar indikerar mängden servrar per en applikation, se Figur 7. 
 
På grund av att en server kan t.ex. startas om, kan ett värde förekomma mer än en gång i 
samma tabell, därför jämförs också kolumn user:NAME för att få reda på serverns 
namn. Ifall ett namn finns flera gånger så räknar webbportalen bort dem och varje ser-












5.4 Kostnader från CloudFront 
Uppdragsgivaren hade som ett krav att kostnaderna från CloudFront skulle läggas till 
per applikation. Skribentens tillvägagångssätt för att lösa detta krav presenteras nedan 
samt resultat för hur kravet blev löst. 
 
CloudFront kostnaderna identifieras från en skild fil än de övriga kostnaderna, dessa 
kostnader skall också räknas med per applikation och GAR_ID. CloudFront kostnader-
na är inte identifierade enligt GAR_ID och därför används en skild tabell för att länka 
ihop dessa kostnader med rätt applikation. 
 
CloudFront kostnaderna länkas ihop med hjälp av tabellen i Figur 8. Med hjälp av 
GAR_ID vet webbportalen vilken applikation som kostnaderna skall läggas till. Med 
hjälp av ResourceId kan webbportalen hitta rätt kostnader från AWS-filen över Cloud-
Front kostnader.  
 
För att hitta rätta kostnader söker webbportalen igenom filen som innehåller CloudFront 
kostnader och jämför kolumn ResourceId i Figur 8 med ResourceId i Figur 9. Efter det 
förs kostnaderna över till rätt applikation på basis av GAR_ID, se Figur 10. 
 
 














5.5 Överföring av applikationsregistret till webbportalen 
Det femte kravet uppdragsgivaren hade handlade om att överföra applikationsregistret 
till webbportalen. Nedan presenteras skribentens arbetssätt och resultat för att lösa detta 
krav. 
 
Cloud Computing teamet ansvarar över att uppehålla ett applikationsregister över appli-
kationer som finns i ABB:s AWS molntjänst. Webbportalen använder sig av detta regis-
ter för att kunna generera fakturor. Det är därför viktigt att kunna enkelt överföra en 
uppdaterad version av applikationsregistret till webbportalen då man vill generera nya 
fakturor. 
 
För att kunna överföra det nyaste applikationsregistret utvecklades en enkel överföring 
med hjälp av funktionaliteten som Kendo UI ramverket erbjöd (Progress 2016b). En 
skild sida utvecklades till portalen där användaren kan ladda ner det nuvarande applikat-
ionsregister och föra över en uppdaterad version. Sidans layout kan ses i Figur 11 och 









Figur 12. Överföring back-end 
5.6 Minska på de hårdkodade värdena 
Ett av kraven som uppdragsgivaren hade var att bli av med hårdkodade värden. I detta 
delkapitel presenteras vad skribenten utfört för att lösa kravet och redovisning för resul-
tatet. 
 
En del av den tidigare funktionaliteten använder sig av hårdkodade värden. På grund av 
att värdena är hårdkodade blir man tvungen att programmera om dem ifall en förändring 
sker i en databastabell (Palermo 2009). I detta fall är det inte en effektiv lösning och 




I funktionen som överför information från AWS faktureringstabellen var detta tidigare 
löst med att ha absoluta värden, enligt tabellens positioner, dvs. att kolumn A var identi-
fierad som 0, kolumn B som 1, kolumn C som 2 osv. För att bli av med absoluta posit-
ioner ändrades funktionen om till att identifiera kolumner enligt deras namn och inte 
enligt deras position, se Figur 13. 
 
 
Figur 13. Kolumn enligt namn 
5.7 Testfaser 
Kravspecifikationen presenterades tidigare i arbetet, dessa krav var kritiska för att få en 
fullt fungerande webbportal. Under och efter utvecklingsprocessen har webbportalen 
blivit testad av portalens huvudsakliga användare. Testarna dokumenterade de buggar 
som de hittade och informationen fördes sedan vidare till utvecklaren (skribenten). 
Skribenten löste sedan dessa buggar och testarna fortsatte att testa portalen tills inga 
buggar hittades och testningen nådde lyckade resultat. Skribenten har även testat webb-
portalen under utvecklingsprocessens olika skeden och nått positiva resultat. På basis av 
de kriterier som uppdragsgivaren ställde vid det första utvecklingsmötet har utveckl-
ingsarbetet lyckats väl och kravspecifikationen har blivit nådd. 
5.8 Ersättning av manuellt arbete 
Webbportalens syfte var att ersätta ett manuellt och tidskrävande arbete. På basis av det 
lyckade resultat utvecklingsarbetet gett har detta mål nåtts. Tidigare krävde fakture-
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ringsarbetet en persons fulla fokus då parsningsarbetet gjordes för hand. Med hjälp av 
den fungerande webbportalen kan man nu slopa det tidskrävande manuella arbetet. 
5.8.1 Exempel på en faktura 
Då webbportalens olika utvecklingskrav var lösta blev portalen användbar enligt detta 
examensarbetets syfte. En lyckad parsning i portalen resulterar i en faktura som present-

















6 SLUTSATSER OCH DISKUSSION 
I detta kapitel presenterar skribenten sina slutsatser och tankar kring arbetets genomfö-
rande och diverse utmaningar. 
 
Syftet med detta arbete var att utveckla en icke fungerande webbportal till en funge-
rande version. Arbetets mål var att visa hur man, med hjälp av programmering, kan ut-
veckla något som ersätter ett manuellt och tidskrävande arbete. Uppdragsgivaren och 
skribenten hade på ett möte lagt ihop krav som skulle nås för att webbportalen skulle bli 
funktionsenlig. Enligt detta arbetets syfte och mål och på basis av resultatredovisningen, 
som presenterades i kapitel fem, svarar arbetets resultat mot dess syfte. 
 
I kapitel två presenterades bra praxis gällande kravhantering. Uppdragsgivaren och 
skribenten påbörjade kravhanteringsprocessen för detta arbete på mötet där projektets 
krav fastställdes. I stora drag utfördes detta projekt enligt god kravhantering och pro-
jektet nådde sitt syfte och mål. I detta projekt fastställde vi klart och tydligt kundens 
krav och funktionella krav: hur vill kunden att webbportalen skall fungera och vilket 
syfte har webbportalen. Vi har även snuddat på andra delar gällande god kravhantering, 
men efteråt tänkt kunde vi även ha fokuserat mera på t.ex. krav gällande webbportalens 
utseende. Då jag ser tillbaka på denna utvecklingsprocess kan jag klart se hurdan vikt 
god kravhantering har. Vilket jag, som utvecklare, kan ta med mig till framtida projekt 
och kanske hjälpa en framtida kund eller arbetsgivare att arbeta kring en god kravhante-
ringsprocess. 
 
En stor utmaning vid vidareutveckling är att förstå den ursprungliga utvecklarens kod. 
Tyngden på att skriva god kod är väldigt viktig, ju klarare kod man skriver och ju tydli-
gare man kommenterar, desto enklare blir det för en annan utvecklare att förstå och 
komma in i en annan persons projekt. Vid stora utvecklingsprojekt är det sällan en per-
son som skriver all kod självständigt och då är det viktigt att andra utvecklare kan läsa 
och förstå vad en annan utvecklare skrivit. För en utvecklare är det också mycket gi-
vande att kunna bidra till ett projekt och se lyckade resultat framför sig. God kod kan 
specificeras på bland annat följande sätt: renlighet, förenlighet, sträckbarhet och felfri-
het. (Gnome Developer 2014) 
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För mig var det i början en stor utmaning att komma in detta projekt, att förstå vad varje 
funktion och metod gör. Tack vare god kod och gott om tid blev koden mer och mer 
läsbar under arbetets gång. Sist och slutligen är det en givande upplevelse att kunna för-
stå någon annans kod och även kunna förbättra och vidareutveckla den. På detta område 
har jag lärt mig mycket och sett detta utvecklingsarbete som en lyckad och givande pro-
cess. 
 
Programmeringen av webbportalen har utförts som ett självständigt arbete och all kom-
munikation till portalens huvudsakliga användare har skett elektroniskt. Detta på grund 
av att Cloud Computing teamet i stort sett befinner sig i Polen. Detta har varit en utma-
ning, fastän man kan hålla videomöten över Internet, är det en annorlunda situation att 
diskutera med någon över Internet än i person. Tack vare att min experthandledare, på 
ABB i Finland, befann sig i samma arbetsutrymmen som jag, blev det enklare att 
komma vidare ifall jag stötte på ett problem som kändes för svårt. 
 
I och med att detta arbete var ett beställningsarbete är en del av informationen sekre-
tessbelagt och därför hade jag inte möjlighet att lägga portalens källkod som bilaga. Ifall 
läsaren skulle få tillgång till källkoden skulle de kunna se portalens olika funktioner i 
närmare detalj och få en ännu noggrannare bild över hur portalen är programmerad. 
 
Från min personliga synvinkel har detta projekt varit ett givande och lärorikt arbete som 
har utvecklat mina programmeringskunskaper. Arbetet var lyckat och de krav som ställ-
des blev nådda. Uppdragsgivaren har fått en fungerande webbportal som ersätter manu-
ella arbetet. I framtiden, och vid behov, kan webbportalen vidareutvecklas ifall nya krav 
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