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Abstrakt
Tato práce se zabývá analýzou vytížení Microsoft SQL Serveru z pohledu ladeˇní výkonu
databáze. Hlavní náplnˇ práce tvorˇí vytvorˇená aplikace, která nabídne uživateli rychlý
prˇehled nad vytížením databázového serveru. První cˇást práce se zabývá využíváním
nástoju˚ SQL Serveru, jejich výhodami a nevýhodami. Druhá cˇást je zameˇrˇena na popis
vytvorˇené aplikace a její testování.
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Abstract
This study deal with analysis of Microsoft SQL Server workload in terms of performance
improvements. The main purpose of the study is build application which provide fast
overview over database server workload to user. The first part of the study deal with
utilization of SQL Server tools, their advantages and disadvantages. Second part deal
with description and testing of build application.
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Seznam použitých zkratek a symbolu˚
SQL – Structured Query Language
SRˇBD – Systémem rˇízení báze dat
XML – Extensible Markup Language
MSAGL – Microsoft Automatic Graph Layout
DBA – Database administrator
IS – Informacˇní systém
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91 Úvod
Výkon databázových serveru˚ patrˇí k významným aspektu˚m informacˇních systému˚. Tyto
databázové servery tvorˇí uložišteˇ dat statisícu˚m zarˇízení a jejich výkon má prˇímo úmeˇrný
vliv na odezvu cˇi pocˇet zarˇízení, které je server schopen obsloužit. Výkon lze ovlivnit na
úrovni hardwarové a softwarové. Investice do výkoneˇjšího hardwaru však nemusí být
vždy tou správnou cestou. Výkoneˇjší hardware sice vede ke zvýšení výkonu databázo-
vého serveru, ale cˇasto databázové servery plýtvají výkonem zcela zbytecˇneˇ z du˚vodu
špatného fyzického návrhu databáze cˇi špatné konfigurace. Pokud máme moderní hard-
ware, který nezvládá zpracovávat všechny požadavky, je na místeˇ zabývat se fyzickým
návrhem a konfigurací. V opacˇném prˇípadeˇ, pokud máme dobrý fyzický návrh a dobrou
konfiguraci, meˇli by jsme uvažovat nad koupí výkoneˇjšího hardwaru. Je tedy vždycky na
zvážení zda je výhodneˇjší investovat do výkoneˇjšího hardwaru nebo se zabývat ladeˇním
databáze.
Cílem mé práce je vytvorˇení aplikace analyzující provoz, respektive zachycení vytí-
žení nad Microsoft Sql Serverem. Hlavní cˇástí analýzy je nalezení SQL prˇíkazu˚, které se
liší pouze svými parametry, tyto parametry oddeˇlit do samostatných seznamu˚ a vytvo-
rˇení grafu návazností SQL prˇíkazu˚ reprezentujícího vytížení. Analýzu vytížení lze využít k
ladeˇní databázového serveru cˇi samotné databáze což vede ke zvýšení výkonu na soft-
warové úrovni.
První cˇást práce se zabývá popisem dostupných nástroju˚ k zachycení vytížení Micro-
soft Sql Serveru, popisu nástroju˚ a následnou analýzou.
Druhá cˇást je zameˇrˇena na popis funkcí vytvorˇené aplikace, vizí do budoucna, o které
by mohla být aplikace rozšírˇena. Jsou zde také zmíneˇny použité knihovny a testování
aplikace na reálných vytíženích odlišných velikostí obsahující ru˚zné typy SQL prˇíkazu˚.
V záveˇru shrnuju výsledky své práce, získané zkušenosti a poznatky týkající jak Sql
Serveru tak vytvorˇené aplikace. Dále se zde zabývám problematikou licencí knihoven,






Jeden z hlavních du˚vodu˚ pro sledování výkonu databázového serveru je rˇešení pro-
blému˚. Naprˇíklad mu˚že nastat situace, kdy mají uživatelé potíže s prˇipojením k serveru.
Pak je vhodné daný server monitorovat a zjistit prˇesneˇ za jakých okolností problém na-
stává. Cílem je vystopovat problémy pomocí dostupných nástroju˚ pro sledování serveru
a poté je úcˇinneˇ vyrˇešit.
Dalším cˇastým du˚vodem pro monitorování serveru je zlepšení jeho výkonu. Je po-
trˇeba dosáhnout optimálního výkonu, aby uživatelé cˇekali na výsledek SQL prˇíkazu co
nejkratší dobu a aby server zvládl zárovenˇ zpracovat co nejvíce soubeˇžných požadavku˚.
[1].
2.2 Administrace databázového serveru
Správce databáze (DBA) je odpoveˇdný za výkon, integritu a bezpecˇnost v databázi. Do-
datecˇné požadavky veˇtšinou zahrnují plánování, vývoj a rˇešení problému˚.
DBA musí ctít následující zásady:
• Data zu˚stávají konzistentní naprˇícˇ celou databází.
• Data jsou jasneˇ definovaná.
• Uživatelé prˇistupují k datu˚m soucˇasneˇ, v podobeˇ, která vyhovuje jejich potrˇebám.
• Existuje ustanovení pro zabezpecˇení dat a obnovení kontroly (všechny údaje jsou
zjistitelné v prˇípadeˇ nouze).
• Práce správce databáze (DBA) se liší v závislosti na povaze zameˇstnávající organi-
zace a úrovni odpoveˇdnosti v souvislosti s pozicí. Práce mu˚že být cˇisteˇ údržba nebo
mu˚že také zahrnovat vývoj databází.
Typické odpoveˇdnosti zahrnují neˇkteré nebo všechny z následujících akcí:
• Sledování prˇístupu uživatelu˚ a bezpecˇnosti.
• Monitorování výkonu a správu parametru˚ k zajišteˇní rychlé odezvy.
• Plánování kapacit.
• Uvedení do provozu a instalací nových aplikací.
• Instalace a testování nové verze systému pro správu databází (DBMS).
• Zajišt’ování bezpecˇnosti proti rostoucí kybernetické kriminaliteˇ.
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• Spolupráce s IT manažery projektu, programátory a webovými vývojárˇi.
• Zajišteˇní ukládání, archivace, zálohování a obnovení.
• Udržování datových standardu˚, vcˇetneˇ dodržování zákona o ochraneˇ dat.
• Vývoj, správa a testování zálohování a obnovy.
• Kontrola oprávneˇní prˇístupu uživatelu˚.
• Psaní dokumentace k databázi, vcˇetneˇ data standardu˚, postupu˚ a definice datového
slovníku.
[3].
2.3 Zachycení a analýza vytížení
Každý SRˇDB poskytuje nástroje pro správu databázového serveru. Avšak je už na kaž-
dém SRˇDB, jaké množství nástroju˚ a jaké možnosti administrátorovi nabízí.
Pokud se budeme zabývat SRˇDB Sql Server a Oracle, pak lze rˇíct, že oba nabízejí kva-
litní a propracované nástroje pro zachycení a analýzu vytížení nad databází. Podle webu
DB-ENGINES [5] Sql Server a Oracle obsazují první trˇi místa v žebrˇícˇku populárních
SRˇDB spolu s MySQL
Každý SRˇDB se liší v použití teˇchto nástroju˚ a možnostech analyzování vytížení. Cíl
však mají všechny stejný. Popíšeme si základní možnosti databázových systému˚.
2.4 Obecný popis možnosti databázových systému˚
Administrátor si nejdrˇíve musí dát pozor a rozlišovat mezi zachytáváním vytížení na
straneˇ klienta a zachytáváním na straneˇ serveru. Zachytávání na straneˇ klienta se nedo-
porucˇuje z du˚vodu zpomalení serveru. Každý SQL prˇíkaz zaslaný na databázový server
se vykoná a následneˇ se pošle do nástroje, kde je vytížení zachytáváno. Pokud je server
vytížen, stává se, že se nepodarˇí odchytit celý provoz. To je zpu˚sobeno tím, že databá-
zový server už nestíhá zasílat všechny prˇíkazy do našeho nástroje. Z teˇchto du˚vodu˚ se
doporucˇuje používat výhradneˇ zachytávání na straneˇ serveru. Zkušený administrátor by
se meˇl zachytávání na straneˇ klienta zcela vyhnout.
2.4.1 Popis nástroju˚ v Sql Serveru
Zásadní soucˇást administrace serveru prˇedstavuje monitorování výkonu, sledovaní akti-
vity uživatelu˚ a rˇešení problému˚. Microsoft SQL Server nabízí neˇkolik nástroju˚, které lze
pro ty to úcˇely použít. Nástroj Sledování výkonu tvorˇí standardní soucˇást systému Win-
dows Server, urcˇenou prˇímo k monitorování serveru˚. V tomto nástroji je možné sledovat
tzv. cˇítacˇe (counters). Tyto cˇítacˇe umožnˇují sledovat mnoho ru˚zných serverových zdroju˚
a ru˚zné aktivity serveru. SQL Server Profiler, analytický a profilovací nástroj, umožnˇuje
sledovat události na serveru (na straneˇ klienta) v reálném cˇase. Existují však i další ná-
stroje a zdroje v podobeˇ uložených procedur a protokolu˚ SQL Serveru. [1]
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2.4.2 Sledování výkonu (Performance Monitor)
Nástroj Sledování výkonu prˇedstavuje jeden z nejpoužívaneˇjších nástroju˚ pro sledování
výkonu SQL Serveru. Nástroj Sledování výkonu zobrazuje pro zvolenou množinu výkono-
vých parametru˚ statistiky v podobeˇ grafu˚. Teˇmto výkonovým parametru˚m se rˇíká cˇítacˇe
(counters).
Po nainstalování SQL Serveru se do nástroje Sledování výkonu vloží sada meˇrˇícˇu˚, které
slouží pro sledování výkonu SQL Serveru. Tyto meˇrˇicˇe je rovneˇž možné aktualizovat po
nainstalování služeb a dodatku˚ SQL Serveru. Naprˇíklad po nakonfigurování replikace
se prˇidá do nástroje SQL Server Management Studio komponenta Replication Monitor. V
nástroji Sledování výkonu rovneˇž dojde k aktualizaci a prˇidá se do neˇj množina objektu˚ a
cˇítacˇu˚, urcˇených ke sledování výkonu replikace.
Nástroj Sledování výkonu zobrazuje grafy pro ru˚zné zadané parametry. Lze zadat in-
terval obnovy grafu˚, který má výchozí hodnotu trˇi sekundy. Nástroj Sledování výkonu
poskytuje nejcenneˇjší informace v situaci, kdy se zaznamenávají informace do protokolu
a jsou nakonfigurována upozorneˇní. Tato upozorneˇní zasílají zprávy v prˇípadeˇ uskutecˇ-
neˇní urcˇité události nebo prˇi dosažení urcˇitého prahu. Jako prˇíklad lze uvést okamžik,
kdy zacˇne docházet volné místo v databázovém protokolu. [1].
Mezi nejpoužívaneˇjší cˇítacˇe se podle webu Database Journal [2] rˇadí:
• SQLServer: Buffer Manager: Buffer cache hit ratio.
Cˇítacˇ reprezentuje, jak cˇasto SQL Server nalezne potrˇebné stránky ve vyrovnávací
pameˇti. Cˇím vyšší cˇíslo, tím víc dat bylo nalezeno ve vyrovnávací pameˇti a data se
nemusela nacˇítat z disku. Ideální hodnota je 100, což znamená, že 100 % všech do-
tazovaných dat bylo nalezeno ve vyrovnávací pameˇti. Nízka hodnota tohoto cˇítacˇe
indikuje problém. Problémem je potrˇeba se zabývat, pátrat po prˇícˇineˇ a efektivneˇ ji
odstranit.
Doporucˇená hodnota: > 90
• SQLServer: Buffer Manager: Page life expectancy.
Cˇítacˇ reprezentuje jak dlouho zu˚stu˚stavají stránky v pameˇti. Tato hodnota je vyjá-
drˇena v sekundách. Cˇím veˇtší cˇíslo, tím pravdeˇpodobneˇji SQL Server nebude po-
trˇebovat nacˇítat stránky z disku prˇi vyhodnocování SQL prˇíkazu˚. Cˇítacˇ by se meˇl
pru˚beˇžneˇ sledovat a urcˇit jaká hodnota je pro daný databázový server obvyklá.
Doporucˇená hodnota: < 300
• SQLServer: SQL Statistics: Batch Requests/Sec.
Pocˇet SQL prˇíkazu˚, které SQL Server prˇíjme za sekundu. Jedná se o indikátor akti-
vity na SQL Serveru. Vyšší cˇíslo znamená veˇtší provoz. Neexistuje univerzální cˇíslo,
které by napovídalo, že SQL Server již provoz nezvládá. Na každém SQL Serveru
je potrˇeba vypozorovat v jakých hodnotách se cˇítacˇ pohybuje prˇi beˇžném provozu.
• SQLServer: SQL Statistics: SQL Compilations/Sec.
Pocˇet kompilací plánu vykonávání SQL prˇíkazu˚ za sekundu. Kompilace vykoná-
vání plánu SQL prˇíkazu˚ je drahá operace. Tento cˇítacˇ lze porovnávat s cˇítacˇem Batch
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Requests/Sec k indikaci zda kompilace namají prˇíliš neprˇíznivý vliv na výkon. Po-
kud podeˇlíme cˇítacˇ Batch Requests cˇítacˇem SQL Compilations, dostaneme pomeˇr
vykonaných SQL prˇíkazu˚ ku kompilacím.
Doporucˇená hodnota: 10 prˇíkazu˚ ku jedné kompilaci
• SQLServer: General Statistics: User Connections.
Pocˇet uživatelu˚, kterˇí jsou k databázi prˇipojeni. Hodnota je individuální a proto u
totoho cˇítacˇe je opeˇt vhodné pru˚beˇžné sledování, aby jsme si stanovili, jaké cˇíslo je
pro daný server obvyklé.
Další cˇasto používané cˇítacˇe vcˇetneˇ doporucˇených hodnot lze nalézt v Praktickém ma-
nuálu k administrasi SQL Serveru od Radima Bacˇi. [6]
2.4.3 Sql Profiler
At’ už je potrˇeba sledovat aktivitu uživatelu˚, rˇešit problémy s prˇipojením nebo optimali-
zovat SQL Server, nástroj SQL Server Profiler prˇedstavuje jednu z nejlepších dostupných
možností, alesponˇ do doby než bude k dispozici systém Extended Events. Systém Exten-
ded Events zacˇíná nahrazovat SQL Server Profiler a umí trasovat i uložené procedury.
Nástroj Profiler umožnˇuje trasovat události, k nimž v SQL Serveru dochází. Události,
které lze prostrˇednictvím nástroje Profiler sledovat, se podobají cˇítacˇu˚m, jež lze sledovat
v nástroji Sledování výkonu (Performance Monitor). Události jsou organizované do skupin
zvaných trˇídy událostí (event classes). Ve všech dostupných trˇídách událostí lze sledovat
jednu cˇi více událostí. Síla nástroje Profiler spocˇívá v jeho pokrocˇilých funkcích a rozsáh-
lých možnostech vlastního nastavení.
Prˇi analýze dat lze zaznamenávat a prˇehrávat trasované události. Práveˇ v této oblasti
nástroj Profiler exceluje. Lze jej použít k následujícím cˇinnostem:
• Získání informací, které pomohou odhalit pomalé SQL prˇíkazy a uricˇit, co tyto SQL
prˇíkazy zpomaluje.
• Procházení prˇíkazu˚ krok za krokem, nalezení prˇícˇiny problému na testovacím ser-
veru a odhalit prˇícˇinu problému.
• Trasovat sadu prˇíkazu˚, které zpu˚sobují potíže, a pak si data z trasování prˇehrát na
testovacím serveru a odhalit prˇícˇinu problému.
• Ohalení prˇícˇiny uváznutí (deadlocks) pomocí informací z trasování.
• Sledování aktivity uživatelu˚ a aplikací, odhalení akce, které spotrˇebovávají proce-
sorový cˇas, nebo SQL prˇíkazy, které se zpracovávají hodneˇ dlouho.
[1]
SQL Profiler nabízí možnost filtrování a to na neˇkolika úrovních. První z nich je filtro-
vání podle kategorie událostí. Teˇchto kategorií nabízí SQL Profiler spoustu. Mezi tyto
kategorie patrˇí naprˇíklad:
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Obrázek 1: Náhled souboru s vytížením v Sql Profileru
• Security Audit - Zmeˇny oprávneˇní uživatelu˚.
• Sessions - Zapocˇetí nových session.
• Stored Procedures - Uložené procedury.
• TSQL - DDL, DML a DQL prˇíkazy, které se spustí na serveru.
Ke každé kategorii lze zvolit atributy, které bude vytížení obsahovat. Další du˚ležitá
možnost nastavení se skrývá pod tlacˇítkem "Column Filters", kde lze vyfiltrovat data
podle libovolného atributu. Naprˇíklad si lze vyfiltrovat:
• Provoz urcˇitého uživatele.
• SQL prˇíkazy s vysokým využitím procesorového cˇasu.
• SQL prˇíkazy s vysokým pocˇtem logických prˇístupu˚ na disk.
• SQL prˇíkazy s dlouhým cˇasem beˇhu.
U tohoto kroku je vhodné se opravdu zamyslet a nastavit filtry pouze pro zachytávání
žádoucího provozu. Nežádoucí provoz zabírá zbytecˇné místo a komplikuje analýzu.
Poznámka 2.1 Neˇkteré atributy jsou pro import souboru povinné. Detailneˇ popsáno v
podkapitole Import 3.6.2.
Postup zachycení vytížení lze nalézt v Praktickém manuálu k administraci SQL Serveru
od Radima Bacˇi [6].
Zachycené vytížení je uloženo v binárním souboru s vytížením. Tento soubor je možné
otevrˇít v nástroji SQL Server Profiler. V textovém editoru je binární soubor s vytížením
necˇitelný.
Na obrázku 1 lze videˇt soubor s vytížením zobrazený v nástroji SQL Profiler. Soubor s
vytížením obsahuje SQL prˇíkazy zaslané na databází a lze z neˇho vycˇíst informace jako
jsou:
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• Cˇas zacˇátku vykonávání SQL prˇíkazu.
• Cˇas dokoncˇení zpracování SQL prˇíkazu.
• Doba celého beˇhu procesu.
Se zmíneˇnými atributy vytvorˇená aplikace pracuje. Mimo jiné soubor s vytížením ob-
sahuje také informace:
• Jméno uživatele, který SQL prˇíkaz na databázi zaslal.
• Procesorový cˇas.
• Pocˇet logických cˇtení z disku.
Již na první pohled lze jednoduše odhalit adepty na zlepšení fyzického návrhu a to
dle sloupce Reads (pocˇet logických cˇtení z disku). Prˇíliš velké cˇíslo databázi nesveˇdcˇí, pro-
tože z disku není možné prˇecˇíst informaci z jednoho místa, ale musí se prˇeskakovat na
neˇkolik míst. V ideálním prˇípadeˇ by meˇly být všechny hodnoty rovny jedné. V praxi se
snažíme snížit toto cˇíslo na minimum. U vysokého cˇísla Reads je potrˇeba prozkoumat
plán vykonávání SQL prˇíkazu a zvážit, zda není vhodné vytvorˇit neˇjaký index, pohled
nebo jiné rˇešení. Takový zásah mu˚že zpu˚sobit zhoršení jiných operací a je potrˇeba si ta-
kový krok dobrˇe rozmyslet a nejlépe odzkoušet na vytížení, zda došlo ke zlepšení.
Sql Profiler nabízí možnost exportu souboru s vytížením do neˇkolika formátu˚. První
formát je binární soubor vytížením s prˇíponout .trc. Tento binární soubor s vytížením není
cˇitelný v textovém editoru. Pro zobrazení lze využít SQL Server Profiler. Druhý podpo-
rovaný formát pro export je XML soubor s vytížením. XML soubor s vytížením lze použít
pro import do vytvorˇené aplikace. Trˇetí formát exportu je prˇímo do tabulky databáze
SQL Serveru. Trˇetí variantou se tato práce nezabývá.
Poznámka 2.2 Takto vyexportovaný XML soubor s vytížením lze použít jako vstup do vy-
tvorˇené aplikace
SQL Server Profiler umožnˇuje do odchyceného souboru s vytížením prˇidat data z nástroje
Performance Monitoru. SQL Profiler nabízí zobrazení souboru s vytížením vcˇetneˇ požado-
vaných cˇítacˇu˚ z Performance Monitoru. Skrz soubor s vytížením se lze proklikávat prˇes
jednotlivé SQL prˇíkazy a soucˇasneˇ mu˚žeme videˇt na grafu jakých hodnot nabývaly cˇí-
tacˇe v dobeˇ zaslání zvoleného prˇíkazu. Tímto zpu˚sobem se dají velmi efektivneˇ odhalit
problémové cˇásti.
Na obrázku 2 lze videˇt náhled do SQL Server Profileru s vloženým grafem cˇítacˇu˚. V
grafu je použit pouze jeden cˇítacˇ Procesor time, ale není problém do grafu zahrnout další
nabízené cˇítacˇe z široké nabídky.
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Obrázek 2: SQL Server Profiler s grafem cˇítacˇu˚.
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3 Popis vlastní aplikace
3.1 Podrobneˇjší specifikace zadání
Cílem této práce je vytvorˇit aplikaci k analýze souboru s vytížením nad SQL Server data-
bází urcˇenou pro administrátory. Soubor s vytížením je do aplikace importován v podobeˇ
XML souboru s vytížením vyexportovaném v nástroji SQL Server Profiler nebo prˇímo v
podobeˇ binárního souboru s vytížením. Aplikace vyhledá SQL prˇíkazy, které se liší pouze
svými parametry. Vytvorˇí tak seznam unikátních prˇíkazu˚. Parametry jsou ukládány do
seznamu˚ k unikátním prˇíkazu˚m. Pomocí grafického rozhraní si bude možno prohléd-
nout provoz v jednotlivých sezeních (session). Lze vykreslit graf zobrazující návaznosti
SQL prˇíkazu˚ bud’ jednoho sezení nebo celého vytížení. V grafu bude ke každé hraneˇ uve-
den pocˇet opakování. Naimportovaný soubor s vytížením bude možno vyexportovat do
externího souboru. Vyexportovaný soubor bude obsahovat unikátní SQL prˇíkazy vcˇetneˇ
jejich parametru˚. Pocˇet parametru˚ ve vyexportovaném souboru návazností SQL prˇíkazu˚ je
možno procentuálneˇ omezit. Tímto opatrˇením lze redukovat velikost vyexportovaného
souboru. Ve vyexportovaném souboru návazností SQL prˇíkazu˚ zu˚stanou také zachovány
cˇasy spušteˇní SQL prˇíkazu˚ vcˇetneˇ sezení ve kterých byly spušteˇny. Vyexportovaný sou-
bor návazností SQL prˇíkazu˚ by meˇl tedy obsahovat veškeré informace pro znovuspušteˇní
celého provozu. Po nalezení nedostatku˚ v souboru s vytížením, lze provést opatrˇení, spe-
ciální aplikací spustit provoz znovu, opeˇt zachytit provoz a znovu analyzovat zda došlo
ke zlepšení.
3.2 Vstupy
Vstupem aplikace je soubor s vytížením, které získáme (odchytneme) nad SQL Serverem.
Aplikace pro import podporuje dva formáty - binární soubor s vytížením a XML soubor s
vytížením. Import binárního souboru s vytížením však vyžaduje na daném pocˇítacˇi instalaci
Sql Serveru, protože využívá neˇkteré knihovny, které jsou soucˇástí Sql Serveru. Import
XML souboru s vytížením je podporován vždy.
3.3 Výstupy
3.3.1 Vykreslení grafu návazností SQL prˇíkazu˚
Možnosti nastavení zobrazování grafu v aplikaci:
• Podle množství dat:
– Pouze pro konkrétní sezení.
V prˇípadeˇ, kdy uživatel aplikace (DBA) rˇeší problém na serveru a ví, že v kon-
krétním sezení nastává problém, který chce analyzovat, pak není potrˇeba vy-
kreslovat graf všech sezení. V takovém prˇípadeˇ by graf obsahoval spoustu
nežádoucích dat a DBA proto mu˚že využít funkcionality pro vykreslení práveˇ
konkrétní sezení.
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– Pro všechny sezení.
Zobrazení celého souboru s vytížením najednou.
• Podle vypsání prˇíkazu˚.
Na databázi mu˚žou být zasílány krátké, ale i velice dlouhé prˇíkazy, naprˇíklad s
JOINy a vnorˇenými dotazy. Pokud by byl zobrazen graf, kde se nacházejí dlouhé
prˇíkazy, bylo by velice neprˇehledné se v takovém grafu vyznat. Aplikace proto na-
bízí použití prˇekladové tabulky. Do grafu se místo konkrétních dlouhých prˇíkazu˚
zapíšou cˇísla. V prˇekladové tabulce lze podle teˇchto cˇísel dohledat celý prˇíkaz.
– S použitím prˇekladové tabulky
– Bez použití prˇekladové tabulky
• Zvýraznením hran mezi SQL prˇíkazy podle pocˇtu opakování.
Pro veˇtší soubory s vytížením se graf stává málo prˇehledným, lze proto nastavit zvý-
razneˇní cˇasto se opakujících hran grafu.
Vykreslení grafu návazností SQL prˇíkazu˚ umožnˇuje:
• Zpeˇtnou kontrolu UML diagramu˚.
Pokud máme k dispozici UML diagramy informacˇního systému, mu˚žeme po-
rovnat operace popsané v diagramech s provozem vykresleným v grafu. Ope-
race v diagramu by se meˇly blížit operacím ve vykresleném grafu.
• Vygenerování velkého souboru s vytížením.
Tato funkcionalita je prozatím vize do budoucna. Z malého souboru s vytíže-
ním by aplikace mohla být schopna vygenerovat soubor s vytížením neˇkoli-
kanásobneˇ veˇtší, prˇi zachování pomeˇru jednotlivých hran (prˇechodu z jenoho
SQL prˇíkazu na druhý). Takto vygenerovaný soubor s vytížením by se velice
blížil pu˚vodnímu vytížení nad databází a to za pomocí informace o pocˇtu opa-
kování daných hran mezi SQL prˇíkazy.
• Adepti na uložené procedury/transakce.
Z grafu lze vycˇíst cˇasto se opakující sekvence SQL prˇíkazu˚ a zamyslet se, zda
by nebylo vhodné obalit danou sekvenci SQL prˇíkazu˚ do procedury (trans-
akce), které bude uložená na databázovém serveru. Ne vždy je to možné, ale
takové opatrˇení mu˚že vést ke zvýšení výkonu databáze. Naprˇíklad prˇi použití
složiteˇjšího formulárˇe, který ukládá do více tabulek se na databázový server
odesílá více než jeden prˇíkaz. Pokud by na straneˇ serveru existovala uložená
procedura (transakce), stacˇilo by jedno odeslání prˇíkazu po síti. Do budoucna
bych rád prˇidal funkcionalitu pro nabídnutí adeptu˚ na uložené procedury-
/transakce.
Na obrázku 3 mu˚žeme videˇt vykreslení grafu návazností SQL prˇíkazu˚ s použitím prˇe-
kladové tabulky a zvýrazneˇním cˇasto se opakujících návazností SQL prˇíkazu˚ (hran
grafu).
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Po naimportování souboru s vytížením aplikace zobrazí session id (identifikátory sezení),
které je možno rozkliknout a zobrazit výpis všech SQL prˇíkazu˚ zaslaných na databázi v
rámci zvoleného sezení v porˇadí v jakém byly na databázi zaslány. Pokud obsahuje SQL
prˇíkaz parametry, pak jsou jejich hodnoty nahrazeny otazníky.
Hodnoty parametru˚ však nejsou ztraceny. Po kliknutí na SQL prˇíkaz se v aplikaci
zobrazí všechny hodnoty parametru˚, které byly stejným SQL prˇíkazem na databázi v
rámci zvoleného sezení zaslány.
3.4.2 Analýza SQL prˇíkazu˚
Analýza SQL prˇíkazu˚ poskytuje jednoduchý náhled na vytížení ze dvou základních po-
hledu˚:
• Dlouho trvající SQL prˇíkazy.
- Seznam dlouho trvajících SQL prˇíkazu˚ nám umožní prvotní náhled na SQL prˇí-
kazy, které by mohly být problémové a je potrˇeba jim veˇnovat zvýšené pozornosti.
• Unikátní SQL prˇíkazy.
- Výpis všech typu˚ SQL prˇíkazu˚ zasílaných na databázi. Lze vyexportovat do JSON
souboru a využít seznam SQL prˇíkazu˚ pro ladeˇní výkonu databáze.
3.4.3 Export souboru návázností SQL prˇíkazu˚
Prˇí vývoji informacˇních systému˚ je potrˇeba již ze zacˇátku udeˇlat dobrý fyzický návrh
databáze, aby byl schopen zvládat velký provoz. Takový fyzický návrh vychází z od-
hadovaného budoucího provozu a vždy se liší od provozu realného. Po zabeˇhnutí IS je
tedy na místeˇ upravit fyzický návrh podle reálného provozu a práveˇ tomu nám pomu˚že
vytvorˇená aplikace.
Export návazností SQL prˇíkazu˚ do XML souboru návazností je jedna z du˚ležiteˇjších
funkcí celé aplikace. Pokud by jsme aplikaci rozšírˇíli o podporu Oraclu cˇi jiných SRˇDB
pak by nám aplikace sloužila jako univerzální nástroj pro prˇevedení souboru s vytížením
více SRˇDB do jednotného formátu. Soubor s vytížením v tomto formátu by bylo možné
znovu spoušteˇt v jednotném nástroji.
Soubor návazností SQL prˇíkazu˚ mu˚že být použit pro vícevlaknové znovuspušteˇní vy-
tížení nad databází pomocí jednoduché aplikace. Po odladeˇní databáze mu˚žeme znovu
spustit celý soubor s vytížením a zkoumat zda došlo ke zlepšení. Tím pádem bude k dis-
pozici jednotný pomocník pro ladeˇní databáze a to pro Oracle, Sql Server a prˇípadné další
SRˇDB. Jelikož se cˇasem meˇní požadavky na IS a dochází k dalšímu vývoji, není aplikace





Nejdrˇíve bych rád popsal sice vedlejší funkci, ale za to využívanou naprˇícˇ celou aplikací
a tou je logování. Logování pomáha odhalit mnohé chybné situace, ke kterým mu˚že v
aplikaci docházet. Pro logování slouží metoda Log trˇídy Debugger náležící do namespace
Utilities. Zprávy jsou logovány do textového souboru v následujícím formátu:
typ logované zprávy : [datum a cˇas] trˇída -> metoda kde bylo logovani vyvoláno: zpáva
Naprˇíklad:
Failure: [ 10. 3. 2015 22:43:40 ] : XmlFile->Import: Soubor je ve špatném formátu.
Rozlišují se tyto typy logovacích zpráv:
• Info - Informativní zpráva. Naprˇíklad: Pocˇet naimportovaných SQL prˇíkazu˚, cel-
kový cˇas importu aj.
• Warning - Varovná zpráva, aplikace beˇží bez vážných následku˚, ale problém by meˇl
být opraven.
• Fault - Stav, kdy aplikace neplní požadovanou funkci, aplikace beˇží dál ale mu˚že
zpu˚sobit vážné následky.
• Error - Stav kdy se liší skutecˇný výstup od ocˇekávaného.
• Failure - Stav kdy program není schopen provést požadovanou funkcionalitu.
Log zprávy jsou ukládány do souboru log.txt v adresárˇi exe souboru. Log soubor nám
mu˚že pomoct efektivneˇ odhalit a odstranit prˇípadné potíže aplikace. Soubor lze také za-
slat vývojárˇi aplikace k opravení chyb. Log soubor obsahuje, všechny du˚ležité informace
daného problému.
3.6 Vykreslení grafu návazností SQL prˇíkazu˚
K vykreslení grafu využívám knihovnu spolecˇnosti Microsoft s názvem Microsoft Auto-
matic Graph Layout, dále jen MSAGL. Prˇi výbeˇru knihovny jsem vyzkoušel i jiné knihovny
jako jsou: Graph#, QuickGraph, GraphViz a jiné. Acˇkoliv knihovny vypadaly na první po-
hled velmi dobrˇe, tak se mneˇ nepodarˇilo knihovnu prˇízpu˚sobit vyhovujícím požadav-
ku˚m. V neˇkterých prˇípadech se mneˇ ani nepodarˇilo knihovnu zprovoznit. Prˇi prˇechodu
na knihovnu MSAGL se nenaskytl žádný problém a vykreslování grafu˚ okamžiteˇ fungo-
valo.
3.6.1 Uložišteˇ
Prˇed zacˇátkem importu souboru s vytížením lze nastavit uložišteˇ pro importovaná data.
Výchozí uložišteˇ je v pameˇt’i RAM. Uložišteˇ na HDD je nabízeno pro prˇípad importu
velkých souboru˚ v rˇádu˚ GB, které by zaplnily celou pameˇt’ RAM. Na výbeˇr tedy jsou
dveˇ uložišteˇ:
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• HDD - Na disku je vytvorˇena Sqlite databáze a následneˇ je plneˇna daty.
Výhody: Nízké nároky na pameˇt’ RAM.
Nevýhody: Pomalá práce s daty.
• RAM - Veškeré data jsou uloženy v hlavní pameˇti. Tato možnost je zvolena de-
faultneˇ.
Výhody: Rychlejší práce s daty.
Nevýhody: Vysoké nároky na pameˇt’ RAM.
3.6.2 Import
U importovaného souboru s vytížením, lze prˇi zachytávání odfiltrovat SQL prˇíkazy a
také atributy. Du˚ležité je aby soubor s vytížením obsahoval všechny povinné atributy.
Povinné atributy se kterými aplikace pracuje:
• TextData - SQL prˇíkaz zaslaný na databázový server.
• SPID - Identifikátor sezení.
• Duration - Doba vykonávání celého procesu na databázovém serveru.
• StartTime - Cˇas pocˇátku vykonávání SQL prˇíkazu.
• EndTime - Cˇas dokoncˇení vykonávání SQL prˇíkazu.
Kromeˇ teˇchto povinných atributu˚ je zbytecˇná prˇítomnost atributu˚ jiných, aplikace pra-
cuje pouze s povinnými atributy a všechny ostatní atributy pouze zpomalují proces im-
portu.
Plánována podpora atributu˚ do budoucna:
• CPU - Procesorový cˇas.
• Reads - Logické cˇtení z disku.
• Cˇítacˇe z nástroje Performance Monitor.
Pokud by aplikace zpracovávala v budoucnu i plánované atributy, byla by schopna na-
bídnout mnohem širší analýzu vcˇetneˇ ru˚zných nápoveˇd, respektive tipu˚ pro uživatele.
Tyto tipy by smeˇrˇovaly k lepší konfiguraci, cˇi lepšímu fyzickému návrhu.
Import souboru s vytížení lze provést ve dvou formátech:
• Binární soubor s vytížením - Tento soubor je v uložen v binární podobeˇ a nelze ho
prˇecˇíst jako klasický textový soubor. Pro cˇtení binárního souboru s vytížením využívá
aplikace trˇídu TraceFile náležící do namespace Microsoft.SqlServer.Management.Trace.
Du˚ležité je zmínit, že import tohoto formátu je podporován pouze pokud je na za-
rˇízení nainstalován SQL Server.
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• XML soubor s vytížením - Pro cˇtení využívá aplikace standardní trˇídu XmlReader,
která je soucˇástí namespace System.Xml.
3.6.3 Parsování SQL prˇíkazu˚.
Jádro celé aplikace tvorˇí parsování SQL prˇíkazu˚ k neˇmuž aplikaci napomáhá ex-
terní knihovna s názvem SqlParser (http://www.sqlparser.com). Výhodou je, že tato
knihovna podporuje také ostatní databázové systémy. Prˇípadné rozšírˇení funkcˇnosti o
podporu databázového systému jako je Oracle, jsou dverˇe otevrˇené. SqlParser umí každý
SQL prˇíkaz rozložit do specialní stromové struktury a umožnˇuje s takto rozloženým prˇí-
kazem pracovat. Na oficiálním webu parseru [7] se nachází prˇíklady stromových struktur
pro ru˚zné typy SQL prˇíkazu˚. Pro základní SQL prˇíkazy, jako jsou Select, Delete, Insert,
Update a CreateTable, je stromová struktura jednotná nezávisle na SRˇDB. Za prˇedpo-
kladu, že by bylo dostacˇující, kdyby aplikace zpracovávala pouze tyto základní SQL prˇí-
kazy a zárovenˇ by byl k dispozici soubor s vytížením ve stejném formátu pro každý SRˇDB,
pak by se rozšírˇení aplikace o podporu dalších SRˇDB obešlo naprosto bez zásahu.
Kromeˇ základních SQL prˇíkazu˚ existují také SQL prˇíkazy, které se na každém SRˇDB
lišší. V prˇípadeˇ SQL Serveru se jedná naprˇíklad o SQL prˇíkazy typu: declare, execute, set,
aj. Pro tyto prˇípady je nutno upravit implementaci práce se stromem pro každý druh SQL
prˇíkazu. Pomocí vytvorˇené stromové struktury lze cyklem projít klauzule SQL prˇíkazu˚,
jako jsou SET, WHERE, ORDER BY apod. a vybrat z nich informace, které nás zajímají.
Zpu˚sob parsování použité v aplikaci lze rozdeˇlit do neˇkolika fází:
• Kontrola validity SQL prˇíkazu.
Témeˇrˇ všechny SQL prˇíkazy zaslané na DB jsou generovány aplikací urcˇenou pro
obsluhu neˇjakého informacˇního systému (IS) za kterou stojí uživatel. Aplikace by
meˇla být rˇádneˇ otestována a nemeˇlo by se stát, že aplikace bude generovat neva-
lidní SQL prˇíkazy. Výjimku by mohli tvorˇit administrátorˇi, kterˇí mu˚žou rucˇneˇ psát
SQL prˇíkazy a zasílat je na databází, kdy se mu˚že lehce stát, že se prˇepíšou a zašlou
na DB nevalidní SQL prˇíkaz. Tuto situaci však nebudeme brát v úvahu. Zajímá nás
provoz uživatelu˚, tedy SQL prˇíkazy generované aplikacemi, nikoliv provoz admi-
nistrátoru˚. Provoz administrátoru˚ by se nám do našeho souboru s vytížením nemeˇl
plést. Pokud aplikace nalezne nevalidní SQL prˇíkaz pak je do logu vložen varovný
záznam, SQL prˇíkaz se zahodí a již se s ním dále nepracuje. Do budoucna by bylo
vhodné tyto SQL prˇíkazy ukládat a umožnit uživateli si v aplikaci zobrazit neva-
lidní SQL prˇíkazy.
• Rozpoznání typu SQL prˇíkazu.
SqlParser umožnˇuje rozpoznávání SQL prˇíkazu˚ díky neˇmuž lze jednoduše SQL prˇí-
kazy trˇídit do jednotlivých kategorií. Aplikace rozlišuje následující typy SQL prˇí-
kazu˚:
◦ DML (Data Manipulation Language) - Jazyk pro manipulaci s daty. Update, De-
lete, Insert.
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◦ DDL (Data Definition Language) - Jazyk pro definici dat: Create, Alter, Drop
◦ DQL (Data Query Language) - Jazyk pro dotazování: Select
◦ TCL (Transaction Control Language) Jazyk pro rˇízení transakcí - : Commit, Roll-
back, Set
◦ EXEC - Zejména volání procedur volaných pomocí prˇíkazu exec, execute, sp_prepexex
• Rozložení SQL prˇíkazu.
SqlParser rozloží celý SQL prˇíkaz do stromové struktury, cˇímž umožnˇí procházení
jednotlivých elementu˚ SQL prˇíkazu˚ v cyklu.
• Prˇecˇtení hodnot atributu˚ a nahrazení.
Aplikace projde algoritmem stromovou strukturu SQL prˇíkazu a nahradí hodnoty
atributu˚ otázníky. Pu˚vodní hodnoty jsou uloženy do kolekce. Výpis trˇech ukázko-
vých vstupních SQL prˇíkazu˚ je uveden ve výpisu kódu 1.
SELECT id, email FROM user WHERE firstname = ’Karel’ AND lastname = ’Novak’
UPDATE user SET email = ’karel.novak@email.com’, phone = ’111222333’ WHERE id = 1
DECLARE @p1 int
SET @p1=1
exec sp_prepexec @p1 output,N’@P0 int’,N’SELECT ∗ FROM uzivatel WHERE id =
@P0’,171768
SELECT @p1
Výpis 1: Vstupní SQL prˇíkazy (prˇed parsováním)
Vstupní SQL prˇíkazy jsou aplikací zpracovány a jejich zobrazení pro uživatele apli-
kace je ukázáno ve Výpisu 2.
SELECT ∗ FROM user WHERE firstname = ? AND lastname = ?
UPDATE user SET email = ?, phone = ? WHERE id = ?
SELECT ∗ FROM uzivatel WHERE id = ?
Výpis 2: Transformované SQL prˇíkazy parserem
K takto transformovaným SQL prˇíkazu˚m se uchovají parametry v kolekci a budou
vypadat následovneˇ:
1. ’Karel’, ’Novak’
2. ’karel.novak@email.com’, ’111222333’, 1
3. 171768
V prˇípadeˇ trˇetího prˇíkazu si také aplikace zapamatuje, že je SQL prˇíkaz zaslán pa-
rametrizovaneˇ. Tato informace se projeví v exportovaném souboru.
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Poté co každý SQL prˇíkaz projde prˇes všechny zmíneˇné fáze je vrácena instance trˇídy
Command se všemi potrˇebnými informacemi. Na obrázku 4 se nachází zjednodušený
trˇídní diagram hlavní cˇásti aplikace vcˇetneˇ zmíneˇné trˇídy Command. Trˇída MainForm
prˇedstavuje okno grafického uživatelského rozhraní (GUI). Prˇi volbeˇ uložišteˇ v GUI je
informace o uložišti uchována v trˇídeˇ MainController. Trˇída MainController obsahuje
všechny potrˇebné metody pro práci s SQL prˇíkazy. Na základeˇ zvoleného uložišteˇ cˇi for-
mátu, jsou volány metody prˇíslušné trˇídy. V prˇípadeˇ uložišteˇ RAM jsou veškeré SQL
prˇíkazy uloženy prˇímo v trˇídeˇ MainController v podobeˇ instance trˇídy SqlCommands. V
prˇípadeˇ nastaveného uložišteˇ na HDD se pracuje s instancí trˇídy SqLite. Každý importo-
vaný prˇíkaz musí projít procedurou pro parsování v trˇídeˇ SqlParser.
Na databázi je zasíláno více typu˚ SQL prˇíkazu˚ a nelze se ke všem chovat stejneˇ z
pohledu parsování. Zejména v této fázi se mu˚žou vyskytnout SQL prˇíkazy, na které ješteˇ
aplikace není prˇipravená a transformuje SQL prˇíkaz nežadoucím zpu˚sobem. A práveˇ
tady se asi nejvíce mu˚že hodit drˇíve zmíneˇné logování. Vzhledem k velkému rozsahu
SQL prˇíkazu˚ si ukážeme pouze jeden delší SQL prˇíkaz pocházející z reálného vytížení,
ostatní prˇíkazy jsou úmyslneˇ kratšího rozsahu.
Ukážeme si tedy neˇkolik typu˚ SQL prˇíkazu˚ se kterými si aplikace musí poradit.
Prˇíklad: Ve výpisu 3 je uveden SQL dotaz volán procedurou sp_executesql.
exec sp_executesql N’ SELECT O_YEAR, SUM(CASE WHEN NATION = @m1
THEN VOLUME
ELSE 0
END) / SUM(VOLUME) AS MKT_SHARE
FROM ( SELECT datepart(yy,O_ORDERDATE) AS O_YEAR,










WHERE P_PARTKEY = L_PARTKEY AND
S_SUPPKEY = L_SUPPKEY AND
L_ORDERKEY = O_ORDERKEY AND
O_CUSTKEY = C_CUSTKEY AND
C_NATIONKEY = N1.N_NATIONKEY AND
N1.N_REGIONKEY = R_REGIONKEY AND
R_NAME = @m2 AND
S_NATIONKEY = N2.N_NATIONKEY AND




ORDER BY O_YEAR’,N’@m1 varchar(25),@m2 varchar(25),@m3 varchar(25)’,@m1=’
MOROCCO’,@m2=’AMERICA’,@m3=’STANDARD ANODIZED BRASS’;
Výpis 3: SQL dotaz volán procedurou sp_executesql
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Obrázek 4: Trˇídní diagram aplikace
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Prˇíklad: Výpis 4 obsahuje parametrizovaný SQL prˇíkaz pro vložení záznamu do ta-
bulky. Tento prˇíkaz je obalen funkcí sp_executesql.
exec sp_executesql N’
INSERT INTO ORDERS (O_ORDERKEY, O_CUSTKEY, O_ORDERSTATUS, O_TOTALPRICE,
O_ORDERDATE, O_ORDERPRIORITY, O_CLERK, O_SHIPPRIORITY,
O_COMMENT)
VALUES
(@m1, @m2, @m3, @m4, @m5, @m6, @m7, @m8, @m9)’,N’@m1 int,@m2 int,@m3
char(1),@m4 decimal(15,2),@m5 varchar(25),@m6 char(15),@m7 char(15),@m8
int,@m9 varchar(79)’,@m1=11724,@m2=83359,@m3=’F’,@m4=181610.54,@m5
=’1993−03−07’,@m6=’4−NOT SPECIFIED’,@m7=’Clerk#000000123’,@m8=0,
@m9=’nts. regular dolphins along the qu’
Výpis 4: SQL insert zaslaný parametrizovaneˇ
Prˇíklad: Ve výpisu 5 je ukázka Select dotazu obaleného funkcí sp_prepexec. Z po-
hledu parsování je potrˇeba prˇistupovat k tomuto prˇíkazu jiným zpu˚sobem než tomu bylo
u SQL prˇíkazu ve výpisu 4.
declare @p1 int
set @p1=1
exec sp_prepexec @p1 output,N’@P0 int’,N’Select ∗ from uzivatel where id = @P0 ’ ,90961
select @p1
Výpis 5: SQL dotaz volaný procedurou sp_prepexec
Prˇíklad: Ve výpisu 6 je prˇíklad jednoho SQL prˇíkazu ze skupiny TCL :
set transaction isolation level read committed set implicit_transactions off
Výpis 6: SQL set transaction
3.6.4 Jednoduchá analýza
Aplikace nabízí zobrazení jednoduché analýzy. První pohled se týká zobrazení dlouho
trvajících SQL prˇíkazu˚. Tyto SQL prˇíkazy jsou vybírány podle hodnoty atributu Duration
neboli cˇas beˇhu procesu. Seznam je serˇazen od nejhoršího (cˇasoveˇ nejdéle beˇžícího) SQL
prˇíkazu po nejlepší. Druhý pohled umožnˇuje zobrazení všech druhu˚ SQL prˇíkazu˚, které
se v souboru s vytížením vyskytují. V tomto seznamu se nevyskytují duplicity. Stejný SQL
prˇíkaz s ru˚znými hodnotami je chápán jako jeden.
Rozšírˇením podpory importovaných atributu˚ ze souboru s vytížením, by mohla ana-
lýza poskytovat mnohem veˇtší možnosti. S veˇtším množstvím informací lze lépe praco-
vat a odvodit mnohem více záveˇru˚. Uživateli by mohly být nabízeny konkrétní zmeˇny,
které zvýší výkon databáze.
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Obrázek 5: Nastavení exportu aplikace
3.6.5 Export
Soubor s vytížením naimportovaný do aplikace, lze také vyexportovat jako soubor ná-
vazností SQL prˇíkazu˚ ve formátu, který umožuje snadné spoušteˇní souboru s vytížením. Na
výbeˇr je JSON nebo XML soubor návazností SQL prˇíkazu˚.
Jelikož všechny defaultneˇ exportované informace nejsou vždy potrˇebné nabízí apli-
kace v nastavení neˇkolik veˇcí, které lze ovlivnit. Na obrázku 5 mu˚žeme videˇt nastavení
exportu v aplikaci.
V prˇípadeˇ, že není potrˇeba v exportu prˇítomnost atributu˚ jako jsou session ID, doba
trvání sezení nebo typ SQL prˇíkazu pak jej stacˇí odškrtnout a v exportu nebudou. Tím
dochází k šetrˇení místa.
Avšak významneˇjší je nastavení maximálního množství parametru˚ vyjádrˇeno v pro-
centech. Defaultní hodnota je 100%. Pokud by vyexportovaný soubor s vytížením obsa-
hoval cˇasto se opakující komplexní SQL prˇíkaz obsahující, naprˇíklad 10 a více parame-
tru˚, pak by velikost exportovaného souboru velice rychle rostla a prˇitom nás hodnoty
parametru˚ nemusejí vu˚bec zajímat. Nanejvýš mu˚že postacˇit neˇkolik málo procent ukáz-
kových hodnot. S ponecháním všech hodnot roste velikost souboru.
Popis formátu vyexportovaného XML souboru návazností SQL prˇíkazu˚:
• SQL prˇíkazy Obsahují atributy:
◦ Id - Identifikátor SQL prˇíkazu v rámci xml souboru.
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◦ Text - Sql prˇíkaz.
◦ Paramcount - Pocˇet parametru˚ SQL prˇíkazu.
◦ Count - Pocˇet opakování SQL prˇíkazu.
◦ Type - Typ SQL prˇíkazu (DQL, DML, DDL, TCL, EXEC).
◦ Parameterized - Pocˇet SQL prˇíkazu˚ zaslaných parametrizovaneˇ.
◦ Unparameterized - Pocˇet SQL prˇíkazu˚ zaslaných neparametrizovaneˇ.
V prˇípadeˇ, že SQL prˇíkaz obsahuje parametry pak se zde hodnoty parametru˚ vypí-




◦ StartTime - Zacˇátek sezení.
◦ EndTime - Cˇas ukoncˇení sezení.
◦ Duration - Doba beˇhu sezení.
◦ SessionId - Identifikátor sezení.
SQL prˇíkaz:
◦ Id - Identifikátor volaného SQL prˇíkazu.
◦ Param - Parametry SQL prˇíkazu.
◦ Startat - Cˇas zapocˇetí sezení.
Poznámka 3.1 Co se cˇasu˚ týcˇe nejedná se o skutecˇné cˇasy, kdy sezení zapocˇalo cˇi
skoncˇilo. Cˇasy jsou relativní vzhledem k zapocˇnutí sledování. První cˇas zacˇíná v
nula hodin.
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Obrázek 6: Ukázka vyexortovaného XML souboru
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3.7 Testování aplikace
Testování aplikace je zameˇrˇeno na problémovou cˇást, kterou se jeví Import souboru s vy-
tížením. Testovány byly celkem trˇi soubory s vytížením s uložišteˇm na HDD i RAM. V
tabulkách 1, 2, 3 jsou výsledky testování importu souboru s vytížením. Testování importu
se zvoleným uložišteˇm na HDD dopadlo výrazneˇ hu˚rˇe než pro uložišteˇ v pameˇti RAM.
Horší výsledky si lze vysveˇtlit neˇkolika pohledy.
Zatímco prˇístupová doba pameˇti RAM se pohybuje v ns, prˇístupová doba HDD se
pohybuje v ms, což se neprˇízniveˇ projevuje na beˇhu aplikace prˇi importu s využitím
uložišteˇ na HDD. Budeme-li uvažovat situaci importu souboru s vytížením o velikosti
662 MB a celkovým pocˇtem 14 637 215 SQL prˇíkazu˚, pak se bude do pameˇti prˇistupovat
práveˇ 14 637 215 krát. Vkládání také zpožduje select dotazy, které je nutné na databázi
pokládat prˇi importu souboru s vytížním do databáze. Je potrˇeba omezit pocˇet prˇístupu˚
na disk cˇehož lze docílit hromadným vkládáním (multiple-row INSERT).
Samotná doba prˇístupu však zajisté není jediným aspektem ovlivnující výkon data-
báze SqLite. Bylo by vhodné zabývat se možnostmi nastavení jako je naprˇíklad velikost
vyrovnávací pameˇti. Konfigurací SqLite jsem se v této práci nezabýval a využivám vý-
chozí nastavení.
INSERT INTO commands (id, command, type, sessionId, duration, startTime, endTime,
parameterized) VAUES
(NULL, @command1, @type1, @sessionId1, @duration1, @startTime1, @endTime1,
@parameterized1),
(NULL, @command2, @type2, @sessionId2, @duration2, @startTime2, @endTime2,
@parameterized2),
(NULL, @command3, @type3, @sessionId3, @duration3, @startTime3, @endTime3,
@parameterized3),
(NULL, @command4, @type4, @sessionId4, @duration4, @startTime4, @endTime4,
@parameterized4)
Výpis 7: Hromadné vkládání záznamu˚
Z výpisu kódu 7 je patrné, že aplikace využívá parametrizované hromadné vkládání.
Jak je uvedeno na oficiálním webu SQLite [4], existuje konstanta, která omezuje pocˇet
teˇchto parametru˚ v SQL prˇíkazu na 999 a hodnotu nelze zmeˇnit. Tato konstanta se nazývá
SQLITE_MAX_VARIABLE_NUMBER.
Kvu˚li tomuto omezení by bylo výhodneˇjší použít programátorsky necˇistý zpu˚sob a
to neparametrizované SQL prˇíkazy. Parametrizovaneˇ mu˚žeme sestavit tento hromadný
insert maximálneˇ pro circa 140 vložení najednou, kdežto u neparametrizovaného lze vy-
užít veˇtšího pocˇtu vložených záznamu˚ najednou. Neparametrizované vkládání aplikace
neumožnˇuje z du˚vodu narušení SQL prˇíkazu SQL injection. Takto narušený SQL prˇíkaz
by vyvolal výjimku a aplikace by zobrazila chybovou hlášku. Pokud by aplikace meˇla po-
užívat neparemetrizované vkládání, byla by potrˇeba prozkoumat možnosti, kterými by
prˇi spojování rˇeteˇzcu˚ mohl být SQL prˇíkaz narušen a vytvorˇit funkce, které by umožnily
neparametrizovaný hromadný insert a zarucˇoval validní výstupy.
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Vytížení Velikost [MB] Pocˇet SQL prˇíkazu˚
Velké 662 14 637 215
Strˇední 54 365 773
Malé 6 114 539
Tabulka 1: Prˇehled testovaných souboru˚ s vytížením
Vytížení Cˇas importu [min:sec] Zpracovaných SQL prˇíkazu˚ za sekundu
Velké 04:30.00 54 211
Strˇední 0:30.28 12 079
Malé 00:02.37 48 328
Tabulka 2: Záteˇžové testování importu dat s uložišteˇm na RAM
Na prˇíkladu si ukážeme jak chyba vznikne. Vezmeˇme v úvahu jednoduchý insert
pro vložení práveˇ jednoho záznamu. Nejprve si ukážeme jak vypadá SQL prˇíkaz, který
probeˇhne úspeˇšneˇ.
Vstupní hodnoty do aplikace:
◦ Id - NULL
◦ Command - select * from user
◦ Type - DQL
◦ SessionId - 15
◦ Duration - 20
◦ StartTime - 0:00:000
◦ EndTime - 0:00:000
◦ Paremeterized - 0
INSERT INTO commands (id, command, type, sessionId, duration, startTime, endTime,
parameterized) VAUES
(NULL, ’select ∗ from user’ , ’DQL’, ’15’, ’20’, ’0:00:000’, ’0:00:000’, 0);
Výpis 8: Ukázka jednoduchého insertu
Vytížení Cˇas importu [min:sec] Zpracovaných SQL prˇíkazu˚ za sekundu
Velké 10:26.00 - 12:34:00 19 412 - 22 978
Strˇední 00:38.92 9 398
Malé 0:06.9 16 599
Tabulka 3: Záteˇžové testování importu dat s uložišteˇm na HDD
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Tabulka 4: Velikost bufferu vs. doba importu
Pokud jen trochu poupravíme SQL prˇíkaz v atributu command a ostatní hodnoty pone-
cháme pak Insert narušíme.
Vstupní hodnoty ponecháme stejné s výjimkou atributu Command.
◦ Command - select * from user where email = ’franta.novak@email.cz’.
Pro lepší prˇehlednost oddeˇlíme jednotlivé hodnoty vždy na nový rˇádek. Viz výpis 9











Výpis 9: Ukázka jednoduchého insertu narušeného dírou SQL Injection
Na modifikovaném kódu v úkázce 9 si mu˚žeme všimnout, že nám apostof prˇedcˇasneˇ
ukoncˇil hodnotu atributu, kterou chceme vložit. Kompilátor by poté ocˇekával cˇárku,
která bude odeˇlovat hodnoty, tu již nenalezne a následneˇ kompilátor nalezne rˇeteˇzec bez
uvozovek (apostrofu˚). V takovém to prˇípadeˇ se nám prˇíkaz pro vložení záznamu naru-
šil, není korektní a nemu˚že být vykonán, v aplikaci nastane chyba vyvolaná knihovnou
SqlParser ve fázi kontroly validity SQL prˇíkazu.
Provedl jsem testování jaký vliv má velikost bufferu aplikace pro hromadné vkládání
do databáze na dobu importu. V tabulce 4 je porovnání cˇasu˚ prˇi ru˚zných velikostech
bufferu.
Další aspekt ovlivnˇující rychlost ukládání na disk jsou ru˚zné služby Windows. Prˇi
zapisování zmeˇn na disk, spouští Windows služby, které mapují zmeˇny. Služby potrˇebují




Cílem práce bylo vytvorˇit nástroj umožnˇující jednoduchou analýzu provozu SQL Ser-
veru. Tento cíl se podarˇilo naplnit v jednoduché aplikaci nabízející základní prˇehled nad
souborem s vytížením.
První bod práce bylo nalezení SQL prˇíkazu˚, které se lišší pouze svými parametry. To-
hoto cíle se mneˇ podarˇilo dosáhnout v cˇásti Parsování SQL prˇíkazu˚ 3.6.3, kde je detailneˇ
popsán pru˚beˇh procesu parsování. Druhý bod, oddeˇlení hodnot parametru˚ SQL prˇíkazu˚
do jednotlivých seznamu˚, prˇímo souvisí s bodem prvním a je soucˇástí celého procesu
parsování. Následující trˇetí bod, vytvorˇení grafu návazností SQL prˇíkazu˚ je popsán v cˇásti
Vykreslení grafu návazností SQL prˇíkazu˚ 3.3.1. Uložení neboli export je popsán v kapitole
3.6.5. Export odpovídá splneˇní cˇtvrtého bodu zadání. Umožnˇuje jak požadovaný JSON
formát, tak XML formát. Poslední bod, tedy testování je du˚kladneˇ probráno v poslední
cˇásti Testování aplikace 3.7.
Beˇhem vývoje aplikace jsem dostal prˇíležitost nahlédnout hloubeˇji do SQL Serveru
z neˇkolika hledisek. Získal jsem veˇtší prˇehled nad SQL prˇíkazy, které jsou na server za-
sílány a následneˇ jsem s nimi pracoval. Naucˇil jsem se používat neˇkteré nástroje SQL
Serveru, které využívám také pro spolupráci s vytvorˇenou aplikaci. Získal jsem zkuše-
nost s používáním externích knihoven.
Jak již bylo zmíneˇno, aplikace zatím nabízí pouze základní analýzu a nelze s ní pl-
nohodnotneˇ pracovat jako s hotovými nástroji k tomuto úcˇelu sloužícími. Do budoucna
by však bylo velkou výhodou do aplikace integrovat prˇehrávání souboru s vytížením.
Nyní aplikace umožnuje pouze vyexportovat soubor s vytížením. Vyexportované vytížení
je možno využít pomocí speciální aplikace, které je schopná provoz spustit opakovaneˇ.
Tato aplikace však není soucˇást této práce. Uživatel by jisteˇ uvítal funkcionalitu prˇehrá-
vání vytížení prˇímo v této aplikaci. Soucˇasneˇ se znovu prˇehráváním vytížení by se dala
relativneˇ snadno implementovat funkcionalita zachytávání vytížení, alesponˇ co se týcˇe
Sql Serveru. Uživatel by tedy nebyl nucen zachytávat soubor s vytížením v jiných nástro-
jích a následneˇ ho importovat do aplikace. Také rozšírˇení aplikace o ru˚zné cˇítacˇe z Perfor-
mance Monitoru by poskytla mnohem více informací, které by se daly využít. Aplikace
by mohla uživateli sama doporucˇovat zmeˇny a to jak zmeˇny týkající se konfigurace SQL
Serveru, tak zmeˇny týkající se fyzického návrhu databáze. Tím by se dalo docílit mini-
malizace nároku˚ na uživatele v oblasti znalostí SQL Serveru a databází. Se zmíneˇnými
rozšírˇeními by již aplikace mohla nabízet testování, kdy by znovu prˇehrála stejný soubor
s vytížením a vyhodnotila zda došlo k celkovému zlepšení.
Prˇed nasazením do ostrého provozu by bylo nutné vyrˇešit problematiku licencí kniho-
ven, které aplikace využívá. Jedná se o knihovnu SqlParser, knihovnu pro vykreslování
grafu˚ Microsoft Automatic Graph Layout a databázový systém SQLite. Jak vyplývá z tes-
tování aplikace, bylo by vhodné zapracovat na technologii ukládání na disk do databáze
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