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Seznam kratic in pojmov 
IoT – Internet of Things; internet stvari 
IP – Internet Protocol; internetni protokol 
IPv6 – Internet Protocol version 6; internetni protokol verzija 6 
http – Hypertext Transfer Protocol; trenutni glavni protokol za prenos informacij na 
spletu 
IDE – Integrated development environment; intergrirano razvojno okolje 
ICSP – In Circuit Serial Programming; znotraj vezno serijsko programiranje 
EEPROM – Electrically Erasable Programmable Read-Only Memory; električno 
zbrisljiv in programirljiv bralni pomnilnik 
USB – Universal Serial Bus; univerzalno serijsko vodilo 
NTC – Temperature coefficient; temperaturni koeficient 
SPI – Serial Peripheral Interface Bus; sinhrona serijska podatkovna povezava 
PROXY – Namestniški strežnik 
URL – Uniform Resource Locator; enolični krajevnik vira 
PHP – akronim PHP Hypertext Preprocessor; 
MySQL – Odprtokodna podatkovna baza 







Cilj diplomskega dela je izdelava odprtokodnega sistema, ki lahko za nizko ceno in 
majhno porabo energije omogoča pregled trenutno merljivih fizikalnih količin 
(temperatura, vlaga). Diplomska naloga v celoti predstavlja celovito osnovno rešitev 
zadanega problema od osnovnih gradnikov do prikaza pridobljenih informaciji, ki jih 
upodobimo na uporabniku prijazen način. Predstavljen je zgolj osnovni koncept 
delovanja IoT. Prejeti podatki so vidni znotraj lokalne spletne strani, kjer so poleg 
informacij še priljubljene spletne strani uporabnika. Zaradi delovanja v lokalni mreži in 
potrebi po čim manjši porabi električne energije, se za strežnik uporablja Raspberry 
Pi. Merilno vozlišče je sestavljeno iz Arduino mikrokontrolerja, ki s pomočjo senzorjev 
pošilja podatke preko HTTP GET protokola na strežnik. Na oddaljenem računalniku 
je vidna spletna stran, ki prikazuje prejete podatke. V teoretičnem delu je opisana 
postavitev, tehnične specifikacije in delovanje uporabljenih komponent. V drugem 
delu je opisan način komunikacije med samim merilnim vozliščem in zbiralnikom 
informacij. V zaključku je programski del, ki služi za prikaz teh informacij uporabniku. 
 
Ključne besede: Arduino, Raspberry Pi, merjenje fizikalnih količin, http, Apache, PHP, 






The aim of the thesis is to create an opensource system, which would enable an 
overview of currently measurable physical quantities (temperature, humidity). The 
system would be able to do this with low costs and a low energy consumption. The 
thesis presents a comprehensive basic solution of the problem in question from 
components up to the demonstration of the acquired information. The latter is 
presented in a user-friendly way.  The basic performance concept of the IoT is 
presented. Besides the received information that is visible within the local web site, 
we can also see the favourite web sites of a particular user. The Raspberry Pi is used 
as a server due to the fact that the system operates in the local network and that it 
requires a low energy consumption. The measurement node is made from an 
Arduino microcontroller. It sends information via HTTP GET protocol to a server by 
using sensors. The web site displaying received information is visible on a remote 
computer. The layout, technical specifications, and the performance of the 
components used are represented in the theoretical part of the thesis. The form of 
communication between the measurement node and the information aggregator is 
described in the second part. The conclusion presents the program part, which 
serves as a demonstration of the information in question to the user. 
 
Keywords: Arduino, raspberry Pi, measurement of physical quantities, http, Apache, 





V današnjem času se je razširil pojem IoT – Internet of Things, ki je način 
identifikacije določenih ljudi, živali in stvari. Ponuja možnost pošiljanja podatkov 
preko mreže, brez interakcije človek-človek ali pa človek-računalnik [1]. Sam sistem 
se je razvil iz konvergenčnih storitev. Primer IoT-a je npr. človek s senzorjem za 
merjenje srčnega impulza ali pa pametna hiša, ki prilagodi temperaturo doma zunanji 
temperaturi. IoT lahko v praksi uporabimo na vsaki naravni ali pa umetno narejeni 
stvari, ki ji lahko dodelimo IP naslov. Potrebna je zgolj zmožnost pošiljanja podatkov 
po neki povezavi. Prihod tehnologije IPv6 omogoča neverjetno povečanje 
naslovnega prostora. To je zelo pomemben faktor. Steve Leibson, direktor v podjetju 
Xilinx Inc. pravi, da bomo: »Lahko dodelili IPv6 naslov vsakemu atomu na Zemljinem 
površju in še vedno imeli dovolj naslovov za naslednjih sto in več Zemelj. Skoraj ni 
mogoče, da bi nam v prihodnosti zmanjkalo IPv6 naslovov«. Z drugimi besedami 
povedano, bo v teoriji na razpolago 3,4 ൈ 10ଷ଼ IPv6 naslovov za vsako stvar na 
našem planetu  [2]. Pri tem se pa postavlja vprašanje o podatkovni zasebnosti in 
neodvisnosti ter na splošno o spletni varnosti. Čeprav sam koncept ni imel imena do 
leta 1999, je bil v izdelavi že desetletja. Prvi primeri segajo v leto 1980, na Univerzo 
Carnegie Melon, ko so se programerji povezali z avtomatom s pijačami po mreži, da 
bi preverili temperaturo pijače. 
Sam sem poskušal rešiti problem s pomočjo še vedno prevladujočega internetnega 
protokola verzije 4 (IPv4). Zastavljen problem pa je zasnova enostavnega merilnega 
sistema, ki uporabniku na enostaven in pregleden način ponudi njegove najljubše 
spletne strani in podatke o temperaturi in vlagi na enem mestu. Samo delo sem 
razdelil na več poglavji. Na začetku je opis opreme in postopkov, ki so bili uporabljeni 
pri izvedbi dela. V drugem delu je praktična izvedba produkta. V zaključku sledi še 






Slika 1.1: Shema naprav in načini komunikacije 
 
Slika 1.2: Uporabljene komponente 
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2. Obstoječe rešitve 
Na svetu obstaja več različnih spletnih rešitev, ki shranjujejo podatke pridobljene iz 
senzorjev v spletne oblačne storitve. Odličen primer je Googlova razvojna konzola 
(ang. Google Developer Console), kjer lahko s pomočjo Googlovih API-jev (ang. 
Application Programming Interface) dodajamo podatke o temperaturi, vlažnosti, ipd. v 
tabele in jih nato uporabljamo v svojih aplikacijah [3]. Drugi primer take uporabe IoT-a 
bi bila storitev Xively, ki je namenjena podjetjem. Xively na podoben način kot 
Googlova storitev pridobiva podatke po svojih API-jih, ki jih podjetja nato lahko 
uporabijo v svojih vsakodnevnih opravilih za olajšanje dela [4]. V svoji diplomski 
nalogi nisem želel uporabiti oblačnega prostora, ker želim imeti sam nadzor nad 
podatki, ki se shranjujejo v mojo bazo. Druga stvar, ki je botrovala k tej odločitvi je 
cena. Naprednejše funkcije v Googlovi razvojni konzoli so namreč plačljive, prav tako 
celotna storitev Xively. Samostojna izdelava zmanjša število stroškov, saj cena za 
namen uporabe v lokalnem omrežju zanaša približno 50 evrov. Prednosti zakupljenih 
storitev so, da ponujajo grafični prikaz podatkov, podrobno analizo in seveda API-je, 
ki jih lahko nato implementiramo na mobilnih napravah, spletnih straneh, portalih, ipd. 
V mojem primeru pa je to zgolj odprtokodna baza MySQL, ki beleži podatke. Seveda 
bi pa te podatke lahko navsezadnje tudi s pomočjo skriptnih jezikov in grafičnega 




3. Oprema in postopki 
V tem delu diplomskega dela bodo opisane naprave in postopki, ki so bili uporabljeni 
med samo izdelavo diplomske naloge. Med njimi so Arduino mikrokontroler, 
mikroračunalnik Raspberry Pi, senzor za merjene temperature in vlažnosti DHT11 in 
sama komunikacija, ki poteka med temi napravami. Prav tako so opisane knjižnice in 
programske komponente, ki omogočajo pravilno oziroma želeno delovanje 
posamezne naprave. 
 
Slika 2.1: Raspberry Pi, Arduino in senzor DHT 11   
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3.1 Arduino  
3.1.1 Splošno 
Odprtokodna platforma Arduino je zasnovana na zaganjalniku (ang. »Bootloader«), 
krmilniku Atmel AVR in razvojnem okolju (ang. »IDE«), katerega programski jezik je 
»Processing«. V splošnem je to majhno vezje, na katerem se nahaja celoten 
»računalnik« na enem samem čipu (mikrokontrolerju) [5]. Projekt je bil sprva 
zamišljen kot pomoč študentom na Inštitutu za interaktivno oblikovanje v italijanskem 
mestu Ivrea (IDII). Razvijalec Massimo Banzi je opisal Arduino z besedami: 
»Zamislite si strojno opremo kot del kulture, ki jo želite deliti med ljudi« [6]. S tem je 
dal vedeti, da je celoten projekt odprtokoden, torej lahko v praksi vsak sestavi svoje 
vezje in nanj preko Arduino razvojnega okolja (IDE) nanj naloži svoj program [7]. 
Zaradi svoje narave so načrti hitro prišli do kitajskih proizvajalcev, kar potrošnikom in 
inženirjem omogoča cenejše nakupe že v naprej sestavljenih Arduino vezij. Poznamo 
več vrst Arduino ploščic, ki pa se predvsem razlikujejo v številu pinov in zmogljivosti. 
Začetniki običajno kupujejo Arduino »start pakete« in navadno dobijo priložen model 
UNO. Sam sem se odločil za uporabo modela MEGA 2560 z istoimenskim čipom in z 
večjim številom pinov  [8]. 
3.1.2 Opis 
Arduino Mega 2560 [Slika 3.2] je mikrokontroler, ki je baziran na ATmega 2560 [8]. 
Slednji model je nadgradnja modela Arduino Mega, ki je baziran na čipovju AT1280. 
Ima 54 digitalnih vhodno-izhodnih pinov, 16 analognih izhodnih pinov, 4 UART-e 
(ang. Universal asynchronous receiver/transmitter), 16 Mhz oscilator, USB povezavo, 
napajalni priključek, ICSP priklop in gumb za »reset« [9]. Za delovanje potrebuje 
mikrokontroler 5 V napajanje. Priporočena vhodna napetost je med 7 V in 12 V. Limit 
je med 6 V in 20 V. Enosmerni tok na vhodno-izhodni pin je 40 mA, medtem ko je za 
3,3 V pin le 50 mA. Velikost pomnilnika za shranjevanje kode je 256 KB od tega 
potrebuje zaganjalnik 8 KB. Velikost delavnega pomnilnika (SRAM) je 8 KB. Velikost 
pomnilnika EEPROM, ki kljub odstranitvi napajanja hrani podatke, je 4 KB. Ura 
procesorja teče na 16 MHz [8].  
Arduino lahko napajamo po USB povezavi ali zunanjem napajanju. Izbira napajanja 
se izvede avtomatsko. Za zunanje napajanje (po napajalnem priključku) lahko 
uporabimo adapter z izmeničnega toka (AC) v enosmerni tok (DC) ali pa baterijo. 
Ploščica načeloma deluje na napetosti med 6 V in 20 V  [8]. V primeru, da je napetost 
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manjša, obstaja verjetnost, da bo 5 V pin oddajal manj kot 5 V napetosti, kar lahko 
pripelje do nestabilnosti. Če uporabimo napetost večjo od 12 V, lahko pride do 
prevelikega segrevanja regulatorja napetosti in se vezje poškoduje. Iz tega lahko 
sklepamo, da je priporočena napetost med 7 V in 12 V. 
Na ploščici se nahajajo napajalni pini: 
VIN = isti priklop kot za zunanje napajanje (7 V–12 V), nima pa diode in je občutljiv 
na reverzno polariteto. 
5 V = z napetostjo 5 V napajamo vezje. 
3,3 V = nastanejo iz regulatorja na ploščici in se uporabljajo za napajanje 3,3 V 
porabnikov (senzor). 
Vsakega izmed 54 digitalnih pinov [Slika 3.1] lahko z uporabo metod pinMode(), 
digitalWrite() in digitalRead() uporabimo kot vhod ali izhod. Delujejo na 5 V. Vsak pin 
ponuja ali pridobi največ 40 mA in ima upor od 20 do 50 kΩ [8]. Nekateri pini imajo 
dodatne funkcije: 
 pini z označbo RX so namenjeni sprejemanju, TX pa pošiljanju TTL serijskih 
podatkov. Pina 0 in 1 sta prav tako povezana na ATMega16u USB na TTL čip; 
 zunanje prekinitve: pini 2, 3, 18, 19, 20, 21 so lahko sprogramirani kot vhod 
signalov za prekinitve na logičnem nivoju ali pa pri spremembi napetosti; 
 PWM: pini od 2 do 13 in 44 do 46 ponujajo 8 bitni PWM izhod za uporabo 
funkcije analogWrite(); 
 SPI: pini 50, 51, 52 in 53 omogočajo SPI komunikacijo z uporabo knjižnice 
SPI. Ti pini so podvojeni na ISCP priklopu; 




Slika 3.1: Shema Arduino Mega 2560 ploščice [9] 
Mega 2560 ima tudi 16 analognih vhodov. Prevzeto merijo od 0 V do 5 V, čeprav je 
mogoče spremeniti zadnji konec na višjo napetost z uporabo AREF pina in funkcije 
analogReference() [8]. 
AREF: referenčna napetost na analognih vhodih. Uporablja se s kombinacijo funkcije 
analogReference(). 
Reset: resetira mikrokontroler. 
 
Slika 3.2: Uporabljena Arduino ploščica 
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3.2 Zaganjalnik (Bootloader) 
Glavna komponenta Arduino mikrokontrolerja je zaganjalnik, ki je v resnici vnaprej 
zapisana koda v čipu Mega 2560 [10]. Slednja omogoča poganjanje kode, ki jo spiše 
uporabnik znotraj Arduino razvojnega okolja. Zaganjalnik lahko po USBASP ISP 
[Slika 3.3] programatorju zamenjamo ali pa ga, v primeru da smo ga zbrisali nazaj, 
povrnemo.  
 
Slika 3.3: USBASP ISP programator 
3.3 Razširitvene ploščice (ang. Shields) 
Ideja razširitvenih ploščic je, da Ardunio mikrokontrolerju omogočijo razširjen nabor  
funkcionalnosti. Pri tem je potrebno paziti, da za določeno razširitveno ploščico 
uporabljamo programsko knjižnico, ki omogoča uporabo storitev razširitvene 
ploščice. Primeri razširitvenih ploščico so: Ethernet ploščica, Xbee ploščica, GSM 
ploščica, ipd. 
3.4 Arduino razvojno okolje (IDE) 
Razvojno okolje (IDE) [Slika 4.3] je več platformna aplikacija, ki je napisana v 
programskem jeziku Java. Izhaja iz razvojnega okolja »Processing programming 
language« in »Wiring« projekta [5]. Namenjen je seznanjanju začetnikov s 
programiranjem [11]. Vsebuje urejevalnik kode z označevanjem sintakse, 
prevajanjem programskega jezika v strojnega in nalaganje le-tega na vezje.  
Program, spisan za Arduino napravo, se imenuje skica (ang. Sketch). Arduino 
programi so spisani v programskih jezikih C ali C++. Samo razvojno okolje je 
prednaloženo s programsko knjižnico imenovano »Wiring«, preneseno iz 
originalnega »Wiring« projekta, kar poenostavi mnoge vhodno-izhodne operacije. 
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Uporabnik mora definirati zgolj dve funkciji, da se program ciklično izvaja. To sta 
funkciji setup() in loop(). Prva služi kot začetna inicializacija nastavitev, medtem ko se 
druga neprestano izvaja, dokler ploščica ne izgubi napajanja. Problem Arduino 
razvojnega okolja je, da nima lastnega razhroščevalca (ang. »Debugging«), kar 
postane velik problem pri preverjanju kode, saj mora uporabnik sam ugotoviti, kakšna 
je bila napaka ter kako jo odpraviti. Drugi problem pa je ta, da samo okolje ne 
vsebuje »emulatorja«, ki bi lahko uporabniku v virtualnem okolju uprizoril delovanje 
ploščice. Slednji bi pripomogel k boljši odpravi logičnih napak.  
 
Slika 4.3: Primer Arduino razvojnega okolja 
3.5 W5100 Ethernet Shield 
Za mrežni dostop Arduina je uporabljen W5100 [Slika 4.4]. To je 10/100 Ethernet 
kontroler za  vgrajene računalniške sisteme. Narejen je bil za uporabo medmrežne 
povezave, brez posrednega operacijskega sistema v ozadju. Zajema standarde IEEE 
802.3 10 BASE-T in 802.3u 100 BASE-TX.  Vsebuje tržno preverjen TCP/IP sklad in 
intergriran Ethernet MAC & PHY. Fiksno ožičen TCP/IP sklad podpira protokole TCP, 
UDP, Ipv4, ICMP, ARP, IGMP in PPPoE. Slednji se uporabljajo že vrsto let v različnih 
aplikacijah. Na čipovju je dodan še 16 KB notranji pomnilnik za prenos podatkov [12]. 
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Poenostavljeno integracijo čipovja nam omogočajo različni komunikacijski vmesnik 
SPI [13]. Ciljne aplikacije, kjer se tudi uporablja čip W5100, so različne domače 
mrežne naprave (Set-Top Box), pretvorniki iz serijskega na Ethernet (krmiljenje 
svetlosti žarnic), paralelni port na Ethernet (manjši tiskalniki), USB na Ethernet 
(mrežni diski), GPIO na Ethernet (pametne hiše), varnostni sistemi … [12]. Sama 
ploščica pridobiva napajanje iz samega Arduina, deluje pa na napetosti 5 V.  
Na ploščici se nahaja več informativnih LED diod: 
 PWR: prikazuje, ali sta kontroler in Arduino pod napetostjo; 
 LINK: prikazuje prisotnost omrežja in utripa kadar sprejema ali pošilja podatke; 
 FULLD: prikazuje dvosmerno povezavo; 
 100 M: prikazuje prisotnost 100 Mb/s omrežne povezave; 
 RX: utripa, kadar kontroler prejema podatke; 
 TX: utripa, kadar kontroler pošilja podatke; 
 COLL: utripne, kadar je zaznan trk na povezavi. 
Mostiček INT je lahko povezan, kar Arduino ploščici omogoča prejemanje obvestil o 
prekinitvah iz kontrolerja. Mostiček se povezuje na drugi digitalni pin na Arduinu [14]. 
Za uporabo samega kontrolerja je potrebno znotraj IDE-ja uporabljati knjižnico 
»Ethernet«.  
 
Slika 4.4: Ethernet razširitev W5100 
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3.5.1 Ethernet knjižnica 
Če želimo uporabljati »Ethernet shield«, je potrebno uporabiti knjižnico Ethernet, ki 
poveže Arduino z medmrežjem. Knjižnica podpira do štiri sočasne TCP povezave. 
Do knjižnice dostopamo z ukazom #include <Ethernet.h> [15].  
 
3.5.1.1 Inicalizacija 
Metoda Kratek opis Primer sintakse Vrača 
Ethernet.begin() Inicializira Ethernet 
knjižnico in nastavitve 
povezave. 
Ethernet.begin (mac, ip). DHCP verzija te funkcije 
vrača celo število 1 ali 0. 
Odvisno od uspeha 
povezave. 
Ethernet.localIP() Pridobi IP naslov Ethernet 
shielda. Uporabno, kadar 
je lokalni naslov 
pridobljen preko DHCP-ja 
Ethernet.localIP(). IP naslov 
Ethernet.maintain() Omogoča obnovo 
lokalnega IP naslova 
Ethernet.maintain(). Bite: 
0: nič se ni zgodilo; 
1: obnova je spodletela; 
2:obnova je bila uspešna; 
3: povezava je spodletela; 
4: povezava je bila 
uspešna. 
Tabela 1.1: Primeri uporabe Ethernet knjižnice 
3.5.2 Primer v kodi 
#include <Ethernet.h>  // dodajanje knjižnice 
byte mac[] = { 0xDE, 0xAD, 0xBE, 0xEF, 0xFE, 0xED }; // določitev spremenljivke 
za MAC naslova Arduino naprave; 
IPAddress ip(192, 168, 1, 110); // določitev spremenljivke za statični lokalni IP 
naslov Arduino naprave; 
char server[] = "192.168.1.117"; // določitev IP naslova strežnika;  





void setup() {  // začetek Arduinove setup() zanke; 
…. 
if (Ethernet.begin(mac) == 0) { // pogoj za pridobitev naslova po DHCP-ju; 
    Ethernet.begin(mac, ip);  // vzpostavitev povezave po metodi »begin«; 
  } 
 
void loop() {  // začetek Arduinove loop() zanke; 
if (client.connect(server,80)){ // vzpostavitev povezave s strežnikom na vratih 80; 
… 





Serial.println("Napaka! Povezava na strežnik ni uspela!"); // v primeru, da povezave 
ni mogoče vzpostaviti, izpiše napako. 
      } 
} 
} 
3.6 Senzor DHT 11  
DHT11 je senzor, ki meri temperaturo in vlažnost trenutnega okolja. Vsebuje upor za 
merjenje vlažnosti in NTC termostat za merjenje temperature. Merilno področje 
temperature meri med 0 in 50 °C, 5 % pogrešek pri relativni vlažnosti in napako do 2 
°C. Deluje na napetosti med 3 V in 5,5 V [16].  
3.6.1 Priklop 
DHT11 vsebuje tri priklope [Slika 5.1]. Na prvem je napajanje 5 V, drugi služi kot 





Slika 5.1: Priklop 
3.7 Komunikacija med senzorjem DHT11 in Arduinom 
Komunikacija in sinhronizacija potekata na enojnem vodilu med Arduinom in 
senzorjem DHT11 [Slika 6.3]. En komunikacijski proces traja približno 4 ms. Podatki 
so sestavljeni iz celega in decimalnega številskega dela. Velikost uspešnega prenosa 
je 40 bitov [16]. Pri tem je potrebno poudariti, da senzor najprej pošlje največji bit. 
Oblika zapisa je sestavljena iz  8-bitnega celega števila relativne vlažnosti, 8-bitnega 
decimalnega števila relativne vlažnosti, 8-bitnega celega števila temperature, 8-
bitnega decimalnega števila temperature in 8-bitnega »check sum« števila 
(preverjanje napake). Če je prenos uspešen, je vrednost preverjanja 8-bitov vseh 
številskih vrednosti  [16]. 
3.7.1 Potek 
Začetno stanje na vodilu je v logični enici [Slika 6.2]. Ob začetku komunikacije med 
Arduinom in DHT11-jem, mikrokontroler stanje na vodilu spremeni iz logične enice na 
logično ničlo. Proces za zagotovitev uspešne prepoznave signala iz senzorja traja 
približno 18 ms. Nato Arduino za 20–40 µs [Slika 6.1] dvigne napetost nazaj na 
logično enico in čaka na senzorjev odgovor.  Ko DHT11 zazna začetni signal, pošlje 
odgovor v obliki 80 µS logične ničle. Nato senzor nastavi na vodilu nazaj logično 




Slika 6.1: Delovanje pred začetkom oddajanja 
Kadar DHT11 pošilja podatke ploščici Arduino, se vsak podatkovni bit začne s 50 µs 
logično ničlo. Trajanje logične enice pa določi, ali je poslani bit »0«, ali »1«. Tako 26–
28 µs pomeni »0«, 70 µs pa »1«. [Slika 6.2] 
 
Slika 6.2: Celoten potek delovanja 
 
Slika 6.3: Uporabljen DHT11 senzor 
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3.7.2 Knjižnica DTH11 
Za uporabo senzorja DHT11 je potrebno uporabiti knjižnico DHT. Knjižnica, ki sem jo 
uporabil za potrebe diplomske naloge, je predelava knjižnice primerne za senzor 
DHT22 [17]. Za razliko od kompleksnejših knjižnic, ta predelava omogoča zgolj izpis 
temperature in vlažnosti. Za klic knjižnice uporabimo ukaz #include <dth.h> in pred 
inicializacijo določimo globalno spremenljivko »dht« vrednosti DHT. 
3.7.2.1 Inicalizacija 
Metoda Opis 
DHT.humidity Vrne odstotek vlažnosti v ozračju. 
DHT.temperature 
 
Vrne temperaturo v stopinjah 
Celzija 
Tabela 2.1 : Primeri uporabe DHT11 knjižnice 
 




void setup() {  // začetek Arduinove setup() zanke; 
… 
} 
Void loop { // začetek Arduinove loop() zanke; 
DHT.read11(dht_dpin); // bere podatke s senzorja (temperaturo in vlažnost); 
int sensorValueTemp=DHT.temperature; // shrani prebrano temperaturo v 
spremenljivko celega števila sensorValueTemp; 
ints sensorValueHumidity = DHT.humidity; // shrani prebrano temperaturo v 




3.8 Povezava med W5100 in Arduinom 
Ardunio komunicira z W5100 in SD kartico na njem preko SPI (ang. Serial Peripherial 
Interface Bus), ki uporablja ICSP konektor. To je »de facto« standard za sinhrono 
serijsko podatkovno povezavo elektronskih naprav. Sistem deluje v polnem 
dvosmernem načinu (ang. Full duplex) z uporabo »master-slave« arhitekture z eno 
nadrejeno napravo in eno ali več podrejenimi napravami (ang. Slave device).  
SPI določi štiri signale: 
 Uro (ang. Clock) -- CLK1, 
 MOSI (Master data output, Slave data input), 
 MISO (Masterdata input, Slave data output), 
 CS (Chip select). 
 
Začetek komunikacije se začne, ko nadrejena naprava (Arduino) nastavi uro (CLK) in 
uporabi frekvenco, ki jo podpira tudi podrejena naprava (W5100). Nadrejena naprava 
nato izbere naravo z logično »0« na izbrani liniji [13]. V primeru, da je potrebna 
analogno-digitalna pretvorba (npr. pri napravah, ki zajemajo zvočne signale), mora 
glavna naprava počakati, da se izvede čakalna perioda preden se izvede prvi cikel. 
Skozi vsak SPI-urni cikel se izvaja polni dvosmerni prenos podatkov. 
Sekvenca CLK je poslana podrejeni napravi. MOSI prenaša podatke iz nadrejene na 
podrejeno napravo, MISO pa prenese podatke nazaj nadrejeni napravi. Podrejena 
naprava je izbrana, ko potrdi njen CS signal. Sekvenca se pri izvajanju ohranja tudi, 
če je zamišljena enosmerna komunikacija  [13]. [Slika 7.1] 
 
 
Slika 7.1: Komunikacija z eno podrejeno napravo 
Par parametrov, urna polariteta (ang. Clock polarity) CPOL in urna faza (Clock 
phase) CPHA, določita konec urnega signala na katerem poteka prenos in vzorčenje. 
Vsaka izmed teh dveh opcij ima dve stanji, ki dovoljujeta štiri različne kombinacije, ki 
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pa so med seboj nezdružljive, zato mora nadrejeni/podrejeni par vsebovati enake 
parametre za komunikacijo.  
Če je vsebovanih več podrejenih naprav [Slika 7.2], ki so fiksirane na drugačnih 
nastavitvah, se mora nadrejena naprava prekonfigurirati vsakič, ko želi komunicirati z 
drugo podrejeno napravo. Problem se pojavi, ker SPI nima mehanizma za 
potrjevanje paketov. Brez komunikacijskega protokola SPI nadrejena naprava 
pravzaprav nima podatka, če podrejena naprava sploh obstaja [13]. Prav tako SPI ne 
ponuja kontrole pretoka podatkov. Problem nastane tudi pri sami Arduino ploščici. 
Slednja ima namreč dva signala za komunikacijo, enega na strojnem nivoju in 
drugega na programskem, SPI pa kar štiri. Eden od načinov rešitve tega problema je 
uporaba obstoječega CS signala, ki je dodeljen na pinu 10 za povezavo dveh naprav. 
V primeru, da bi bili dve podrejeni napravi označeni z istim CS signalom, bo tudi njun 
MISO signal aktiven ob istem času. V najboljšem primeru bo tako komunicirala zgolj 
ena od podrejenih naprav, v najslabšem pa lahko pride do uničenja MISO 
oddajnikov. Zato je pametno, da kadar želimo dodajati dodatne razširitvene ploščice 
na Arduino, preverimo, če ima vsaka povezana naprava svoj lastni CS signal [18].  
 
 
Slika 7.2: Komunikacija z več podrejenimi napravami 
3.9 Raspberry Pi (model B) 
Raspberry Pi je majhen računalnik velikosti kreditne kartice [Slika 8.1]. Sama 
naprava je bila sprva zamišljena kot projekt za poučevanje računalništva v šolah, saj 
je s svojo ceno dostopna vsakomur. Moja ideja je, da se v diplomski nalogi uporabi 
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kot strežnik oziroma »koncentrator«, ki gosti osnovno spletno stran ter prejema 
parametre po mrežni povezave iz Arduina. Uporaben je zato, ker se nahaja v 
lokalnem omrežju in ne potrebujemo strežnika v pravem pomenu besede, saj ni 
pričakovano, da se na stran poveže več kot 5 ljudi. Prav tako pripomore k njegovi 
uporabi majhna dimenzija (25 mm × 20 mm × 9 mm) in dejstvo, da potrebuje za 
napajanje zgolj 5 V.  
Za potrebe diplomske naloge je bila uporabljena druga generacija, imenovana tudi 
model B. Naprava vsebuje 512 MB notranjega pomnilnika, dva USB vhoda, 100 MB 
Ethernet vhod, HDMI, RCA, DSI, 3,5 mm priključek za zvočnike in čitalec 32,0 × 24,0 
× 2,1 mm velikih SD kartic. Poganja ga procesor ARM11, ki teče na frekvenci 700 
Mhz. Za grafično procesiranje skrbi Broadcom VideoCore IV [19]. Problem 
uporabljene ploščice je, da je trenutno že zastarela, saj jo je nasledil že model B +, ki 
pa ne ponuja močnejše strojne zmogljivosti, temveč zgolj razširi uporabnost s 
povečanjem števila USB vhodov na štiri in režo za uporabo MicoSD kartic. Najnovejši 
model Raspberry Pi 2B pa vsebuje zboljšano procesorsko moč s štirijedrnim 
procesorjem ARM Cortex A7 in povečanjem notranjega SDRAM pomnilnika na 1GB.  
Za delovanje naprave je na SD kartico potrebno namestiti operacijski sistem. Večina 
teh je bazirana na jedru Linux. V mojem primeru sem uporabil najbolj priljubljeno 
distribucijo, ki je podprta tudi s strani Raspberry Pi razvojne ekipe – Raspbian. 
 
Slika 8.1: Uporabljena Raspberry Pi v ohišju 
3.9.1 Raspbian 
Na Raspberry Pi-ju na 8 GB SD kartici teče operacijski sistem Raspbian. V bistvu gre 
za derivat priljubljene Linux distribucije »Debian Wheezy armhf«, ki je posebej 
prilagojen za delovanje na  Raspberry Pi-ju. Ta predelava omogoča hitrejše 
delovanje aplikacij, ki uporabljajo aritmetično operacijo plavajoče vejice [20]. Za 
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operacijski sistem je na voljo približno 35000 paketov, kar nam omogoča lažje 
nameščanje aplikacij. Zaradi uporabe Debianovega paketnega sistema (Advanced 
Package Tool – APT), je način nameščanja identičen kot na navadnem stacionarnem 
računalniku ali prenosnem računalniku.  
Da se celotna naprava obnaša v omrežju kot strežnik, je na njej nameščen Apache, 
ki skrbi za dostopnost spletne strani. Za zapis podatkov se uporablja baza MySQL. 
3.9.2 Apache 
Apache je najbolj razširjen odprtokodni HTTP strežnik, ki ga vzdržuje Apache 
Software Fundation. Njegovi začetki segajo v leto 1995 in od takrat naprej igra 
pomembno vlogo v svetovnem spletu. Zaradi svoje prilagodljivosti in razširjenosti na 
vseh modernih platformah je leta 2009 je postal prvi strežniški sistem, na katerem 
teče več kot 100 milijonov spletnih strani [21].  
Sam strežnik podpira veliko različnih modulov, ki se razširjajo od same strežniške 
arhitekture pa do avtentikacijskih shematik. Podpira tudi najbolj razširjene skriptne 
jezike: Perl, Python, PHP in TCL. Za delovanje ne uporablja enojne arhitekture 
temveč več različnih, npr. procesno, hibridno, ali pa dogodkovno-hibridno, odvisno 
katera najbolj ustreza določeni infrastrukturi.  [21] 
3.9.3 MySQL 
MySQL je drugi najbolj razširjen sistem za relacijske podatkovne baze (ang. 
Relational database management system – RDBMS) in najbolj priljubljen odprtokodni 
sistem RDBMS [22]. Omeniti je potrebno, da za uporabo v podjetjih obstaja tudi 
Enterprise server, ki vsebuje isto jedro kot odprtokodna različica z dodanimi dodatki 
in vtičniki. Za nadzor nad celotnim baznim strežnikom se uporablja konzola. Sam 
sem si dodatno namestil še grafični vmesnik phpMyAdmin, s katerim na enostavnejši 
način nadzorujem dogajanje v sami bazi.  
3.10 HTTP 1.1 in metoda GET  
Za komunikacijo pošiljanja podatkov med Arduinom in Raspberry Pi-jem uporabljamo 
aplikacijski protokol HTTP (Hypertext Transfer Protocol), ki je tudi osnova za 
podatkovno spletno komuniciranje. Nahaja se v aplikacijski plasti TCP/IP 
protokolarnega sklada. Trenutna različica http/1.1, za razliko od starejših modelov, 
omogoča trajne povezave (ang. Keep-alive), ki na ta način poveča odzivnost in 
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omogoča pošiljanje zahtevkov ne da bi bilo potrebno ponovno vzpostaviti povezavo. 
Sam sistem deluje na ta način, da odjemalec pošlje zahtevo strežniku, ki mu nato 
odgovori. V odgovoru se nahajajo obvezne in neobvezne informacije o strežniku 
imenovane MIME (Multipurpose Internet Mail Extensions) [23]. Zaradi modela trajnih 
povezav lahko odjemalec pošlje celó več zahtevkov, preden pride nazaj strežnikov 
odgovor. Najpogostejša vrsta zahteve za pridobivanje spletnih vsebin je metoda 
GET. Ta se uporablja za pošiljanje parametrov in njihovih vrednost preko zahteve, ki 




Pošiljanje zahtev po metodi GET pa vsebuje tudi nekatere težave. Med njimi sam 
protokol http ne omogoča sporočanja načina referenciranja ter različnega načina 
implementacije strežnikov in odjemalcev. V primeru, da pride do komunikacije preko 
PROXY strežnika, pa se lahko zgodi, da del URL naslova, v katerem se nahaja 
metoda GET, slednji enostavno odrežejo, čeprav je na podlagi dogovora RFC 396 
dolžina naslova URL neomejena. S tem razlogom se v praksi raje uporablja dolžino 
do 512 zlogov  [24]. 
V mojem primeru je strežnik Raspberry Pi, ki gosti spletno stran, medtem ko je 
odjemalec brskalnik na osebnem računalniku. Arduino pošilja zahtevke z uporabo 





Slika 9.1: Komunikacija med napravami 
 
Slika 9.2: Prikaz prenosa informacije od izvora do ponora 
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4. Izvedba rešitve 
Celotno poglavje se nanaša zgolj na programski del diplomskega dela, ki se 
večinoma vrši znotraj samega mikrokontrolerja Raspberry Pi. [Slika 10.2] Zajema 
opis strukture baze MySQL, kot tudi način delovanja skript index.php in zapis.php, ki 
ju gosti Apache strežnik [Slika 10.1]. Pri skriptah sem si pomagal z grafično 
ponazoritvijo – diagramom poteka. V osrednjem delu je vključen še opis CSS skripte, 
ki omogoča prikaz strani. V samem zaključku je še komentar rezultata strani, ki se 
uporabniku izpiše s pomočjo poizvedbe HTTP GET. [Slika 10.1] 
 
Slika 10.1: Shema naprav in načini komunikacije 
 
Slika 10.2: Raspberry Pi in Arduino z povezanim senzorjem DHT11  
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4.1 Struktura baze 
S pomočjo spletnega orodja PHPmyAdmin sem ustvaril bazo z imenom »Diploma«, v 
kateri sem nato ustvaril dve praktično enaki tabeli – »Temperatura« [Slika 11.1] in 
»Vlaga«. V polju ID, se zaradi možnosti »Auto increment« dodeli celoštevilčna 
vrednost, ki predstavlja primarni ključ določenega vnosa. Polje »Timestamp« je 
namenjeno avtomatskemu zapisovanju časa podanega vnosa. »ArduinoNumber« je 
celoštevilčna vrednost, ki definira, katera naprava, v primeru, da jih je več, je poslala 
podatke v določeno bazo. »ValueTemp« oziroma »ValueHumi« je celoštevilska 
vrednost, ki shranjuje pridobljene informacije s senzorja o temperaturi oziroma vlagi. 
DIPLOMA 
Temperatura  Vlaga 
Ime stolpca  Vrsta  Namen  Ime stolpca  Vrsta  Namen 
Id  Int (11), AI  Primarni ključ  Id  Int (11), AI  Primarni ključ 
Timestamp  timestamp 
 
Čas vnosa  Timestamp  timestamp  Čas vnosa 






Tabela 3.1 : Struktura baze 
 




4.2.1 Zapis v bazo  
Za zapis podatkov v podatkovno bazo se uporablja PHP skripta zapis.php, ki pridobi 
podatke. Za sam zapis skrbi objektivno orientirana funkcija PHP MySQLi  (»PHP 
MySQL Improved«) [25]. Zapisovanje v bazo poteka na ta način, da se v skripti 
vzpostavijo osnovni parametri povezave – strežnik, uporabnik baze, geslo, uporabnik 
in ime podatkovne baze, v katero želimo beležiti podatke. V primeru, da pri 
vzpostavitvi povezave ni napake, prične skripta pridobivati vrednosti spremenljivk 
$arduinoNumber (pove, iz katerega Arduino mikročipovja pridobivamo informacije), 
$valueTemp oz. $valueHumi (pridobljene vrednosti temperature/vlage). Informacije 
se nato zapišejo v SQL stavek, ki je shranjen v stavčni spremenljivki $sql. Če se 
zapis ujema, se nova vrednost uspešno zapiše v bazo. V nasprotnem primeru se javi 
napaka. Po zaključenem zapisovanju se povezava poruši z ukazom $conn->close(). 
Celoten postopek zapisa podatkov v bazo je predstavljen na spodnjem diagramu 





Slika 12.1: Diagram poteka zapisa temperature v bazo 
4.2.2 Branje baze 
Kot pri zapisovanju, uporabljamo skripto, toda v tem primeru je MySQLi funkcija 
implementirana že v začetni strani (index.php) [25]. Najprej se povežemo na bazo z 
osnovnimi parametri. Če je povezava uspešna, v spremenljivko $sql shranimo SQL 
stavek, ki zahteva zadnji zapis iz baze s pomočjo SQL ukaza ORDER BY id DESC 
LIMIT 1. Da bi uspešno osmislili prebrane informacije, v SQL stavku zahtevamo ID, 
čas zapisa, številko naprave in vrednost zapisa. Ta zahtevek se nato shrani v 
spremenljivko $result, kjer se shrani niz, pripravljen za vzpostavitev povezave. Sledi 
preverjanje, če je število vrstic večje od 0, saj bi drugače pomenilo, da je baza 
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prazna. V nasprotnem primeru se izvede zanka, ki na podlagi predhodnega SQL 
stavka izpisuje podatke zapisane v bazi. Dokler se izvaja, zapisuje vsebino želenih 
stolpcev v PHP spremenljivke. Po končani izvedbi se povezava poruši. Pridobljene 
spremenljivke z vnosi iz baze nato lahko na strani izpišemo. Celoten postopek branja 
podatkov je prikazan na spodnjem diagramu poteka. [Slika 12.2] 
 




4.2.3 Prikaz strani 
Celotna začetna stran je napisana v HTML in PHP jeziku. Na samem začetku se s 
pomočjo PHP skripte stran posodablja vsakih 30 sekund. Definiramo spremenljivki 
$page in $sec. Spremenljivka $page, je namenjena shranjevanju lokacije naslova 
skripte, kjer se nahaja. V spremenljivki $sec določimo celoštevilčno vrednost, ki 
ponazarja sekunde posodobitve. 
Koda: 
<?php 
$page = $_SERVER['PHP_SELF']; 
$sec = "30"; 
?> 
Celotno stran nato uspešno posodabljamo vsakih 30 sekund na ta način, da v glavi 
HTML dokumenta dodamo »meta« zapis za posodobitev strani [26].  
Koda: 
<meta http-equiv="refresh" content="<?php echo $sec?>;URL='<?php echo $page?>'"> 
V primeru, da bi bila stran obsežnejša in bi vsebovala še mnogo drugih JavaScript in 
PHP elementov, bi bilo smiselno poiskati bolj smiselno rešitev za posodobitev zgolj 
dela strani. 
Ikone, ki se prikazujejo na strani, so združene v vrstico po štiri ikone. Vsaka vrstica 
pa je znotraj HTML dokumenta definirana z ID-jem pod svojim DIV elementom. Izbral 
sem že vnaprej ustvarjene ikone, ki sem jih prenesel s spletne strani DevianArt [27].  
Vrednosti, ki smo jih pridobili iz baze, imajo prav tako svoj DIV element. Znotraj 
elementa je pri izpisu temperature še povezava do ikone. Na grafični način sem 
poskušal osmisliti pridobljene informacije ter istočasno poskušal narediti stran bolj 






4.3 Oblika strani 
Celoten PHP dokument za grafični prikaz uporablja informacije CSS skripte, v kateri 
so zapisani podatki, kako naj se določen del strani prikazuje. [Slika 13.1] 
V prvem delu določimo, kako naj se prikazuje ozadje na strani. 
html { 
 background:url(vzorec.jpg) center;   /* ozadje*/ 
 -webkit-background-size: cover; /* povečaj sliko, na največjo velikost, dokler ni zapolnjeno celo okno – 
velja za brskalnike bazirane na Webkit jedru */ 
 -moz-background-size: cover; /* povečaj sliko, na največjo velikost, dokler ni zapolnjeno celo okno – 
velja za brskalnik Mozilla Firefox */ 
 -o-background-size: cover; /* povečaj sliko, na največjo velikost, dokler ni zapolnjeno celo okno – velja 
za brskalnik Opera */ 
 background-size: repeat-xy; /*ozadje se posnavlja horizontalno in vertikalno 
 } 
Za povezave želimo, da se ne prikazujejo razne prevzete označbe, kot so na primer 
modre označbe besedil, ali pa majhna ikona v spodnjem desnem kotu, ki se prikazuje 
na slikah, ki delujejo kot povezave. 
a{ 
    cursor:default; /* prevzeti kurzor */ 
 text-decoration:none; /* brez dekoracij*/ 
} 
Prav tako želimo enako stvar doseči tudi na že aktivnih povezavah (povezave, ki smo 
jih že obiskali). 
a:active { 
     outline: none; /*izključi črto, ki obdaja povezave*/ 
 text-decoration:none; /* brez dekoracij*/ 
} 
Vse ikone na strani so razdeljene v dve vrstici. Na vsaki vrstici so štiri ikone. Znotraj 
PHP dokumenta so shranjene pod ID-jem vrsticaX. S pomočjo CSS-a jih postavimo 
na določeno mesto na strani.  
#vrstica1{ 
 position: relative; /*relativna pozicija */ 
 left:10%; /*odmik levo za 10% */ 
 padding-top: 5%; /*5% prostor med elementom in vrhom */ 
 max-width: 90%; /*največja širina elementa 90% */ 





 position: relative; ; /*relativna pozicija */ 
 left:10%; /*odmik levo za 10% */ 
 padding-top: 1%; /*5% prostor med elementom in prejšnjim elementom */ 
 max-width: 90%; /*največja širina elementa 90% */ 
 max-height: 90%; /*največja višina elementa 90% */   
 } 
Kadar se z miškinim kazalcem premaknemo čez ikono, želimo, da se le-ta osvetli, 
zato je potrebno znotraj CSS-a dodati atribute za dosego le tega. 
#vrstica1 img:hover  { /*premik nad element »img«, ki definira sliko znotraj HTML dokumenta */ 
-webkit-border-radius: 100px; /*Določitev obrobe znotraj brskalnikov, ki uporabljajo pogon Webkit (npr.   
Google Chrome). Nastavljena na 100 slikovnih elementov. */   
 -moz-border-radius: 100px; /*Določitev obrobe znotraj Mozille Firefox. Nastavljena na 100 slikovnih 
elementov. */   
   border-radius: 100px; /* Splošna določitev obrobe. Nastavljena na 100 slikovnih */   
  -webkit-box-shadow: 0px 0px 30px 0px rgba(255, 255, 255, 0.67);  
-moz-box-shadow:    0px 0px 30px 0px rgba(255, 255, 255, 0.67); 
box-shadow:         0px 0px 30px 0px rgba(255, 255, 255, 0.67); /*Določitev prikaza obrobe v naslednjem 
zaporedju. horizontalna senca, vertikalna senca, zameglitev, razpon, barva (rdeča, zelena, modra, prosojnost) */ 
} 
#vrstica2 img:hover  { /*premik nad element »img«, ki definira sliko znotraj HTML dokumenta */ 
  -webkit-border-radius: 100px; 
 -moz-border-radius: 100px; 
  border-radius: 100px; 
-webkit-box-shadow: 0px 0px 30px 0px rgba(255, 255, 255, 0.67); 
-moz-box-shadow:    0px 0px 30px 0px rgba(255, 255, 255, 0.67); 
box-shadow:         0px 0px 30px 0px rgba(255, 255, 255, 0.67); 
} 
Deli v PHP dokumentu, v katerih se nahajajo podatki pridobljeni iz baze, so 
postavljeni v absolutni poziciji, kar pomeni, da so postavljeni relativno na svoj 
predhodni podedovan element. 
 position: absolute; /*absolutna pozicija */ 
     right: 50px;  /* Poravnava za 50 slikovnih točk desno */ 
 color: white; ;  /* Določena barva: bela*/ 
 font-family: Open Sans; /* Uporabljena pisava, katera je definirana znotraj PHP dokumenta */ 
 font-size: 128px; /* Velikost pisave*/ 
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 font-style: normal; /*Stil pisave */ 
 font-variant: normal; /* Brskalnik prikaže normalno pisavo */ 
 font-weight: 500; /*pove koliko naj bo tanka pisava. 400 se smatra za normalno, medtem ko 700 pa za 
odebeljeno*/ 
 line-height: 26.4px; /*razmak med vrsticami je 26,4px */ 
 top:100px; /*postavi zgornji vrh izbranega elementa 100 slikovnih točk pod vrhom elementa, v katerem 
se slednji nahaja 
} 
#vlaznost { 
 position: absolute; /*absolutna pozicija */ 
     right: 70px; /* Poravnava za 70 slikovnih točk desno */ 
 color: white; /* Določena barva: bela*/ 
 font-family: Open Sans; /* Uporabljena pisava, katera je definirana znotraj PHP dokumenta */ 
 font-size: 128px; /* Velikost pisave*/ 
 font-style: normal; /*Stil pisave */ 
 font-variant: normal; /* Brskalnik prikaže normalno pisavo */ 
 font-weight: 500; /*pove koliko naj bo tanka pisava. 400 se smatra za normalno, medtem ko 700 pa za 
odebeljeno*/ 
 line-height: 26.4px; /*razmak med vrsticami je 26,4px */ 
 top:260px; /*postavi zgornji vrh izbranega elementa 260 slikovnih točk pod vrhom elementa, v katerem 




 position: absolute; /*absolutna pozicija */ 
     right: 50px; /* Poravnava za 50 slikovnih točk desno */ 
 color: white; /* Določena barva: bela*/ 
 font-family: Open Sans; /* Uporabljena pisava, katera je definirana znotraj PHP dokumenta */ 
 font-size: 30px; /* Velikost pisave*/ 
 font-style: normal; /*Stil pisave */ 
 font-variant: normal; /* Brskalnik prikaže normalno pisavo */ 
 font-weight: 500; /*pove koliko naj bo tanka pisava. 400 se smatra za normalno, medtem ko 700 pa za 
odebeljeno*/ 
 line-height: 26.4px; /*razmak med vrsticami je 26,4px */ 
 top:50px; /*postavi zgornji vrh izbranega elementa 260 slikovnih točk pod vrhom elementa, v katerem se 







 position: absolute; /*absolutna pozicija */ 
     right: 50px; /* Poravnava za 50 slikovnih točk desno */ 
 color: white; /* Določena barva: bela*/ 
 font-family: Open Sans; /* Uporabljena pisava, katera je definirana znotraj PHP dokumenta */ 
 font-size: 10px; ; /* Velikost pisave*/ 
 font-style: normal; /*Stil pisave */ 
 font-variant: normal; /* Brskalnik prikaže normalno pisavo */ 
 font-weight: 500; /*pove koliko naj bo tanka pisava. 400 se smatra za normalno, medtem ko 700 pa za 
odebeljeno*/ 
 line-height: 26.4px; /*razmak med vrsticami je 26,4px */ 
 top:410px; /*postavi zgornji vrh izbranega elementa 410 slikovnih točk pod vrhom elementa, v katerem 








Končni rezultat je delujoča spletna stran, ki uporabniku prikazuje trenutno stanje v 
sobi, kjer se nahaja senzorsko vozlišče. Dostopna je znotraj lokalne mreže, saj bila 
rešitev že od samega začetka izdelave tako zamišljena. Arduino vsakih 30 sekund 
pošilja podatke na mikroračunalnik Raspberry Pi. Prav tako se sama stran 
posodablja vsakih 30 sekund in tako nudi najbolj točen podatek uporabniku. Zaradi 
enostavne zasnove strani je stran odzivna in dostopna uporabniku v vsakem 
trenutku.  [Slika 14.2]  
 
Slika 14.1: Vse uporabljene komponente 
 




Mikrokontroler uspešno pošilja podatke mikroprocesorju Raspberry Pi. Sama stran 
prav tako deluje in prikazuje informacije o temperaturi in vlagi uporabniku, kar je bil 
tudi cilj naloge. Prvi problem se je pojavil pri zaznavi mikrokontrolerja, saj je moj 
domači usmerjevalnik enostavno podvojil njegov lokalni IP naslov. V nadzorni plošči 
usmerjevalnika sem moral izbrisati oba podvojena naslova in resetirati 
mikrokontroler, kar je pripomoglo k uspešnemu delovanju. Težave so se pojavile tudi 
pri vzpostavitvi povezave med PHP skriptami in bazo, saj je bil star način 
povezovanja že zastarel. Primoran sem se bil naučiti novega načina – objektni 
MySQLi, ki sem ga tudi uporabil v sami diplomski nalogi. Tekom izdelave se je pojavil 
tudi problem z avtomatskim posodabljanjem spletne strani. Sprva sem želel celotno 
zadevo realizirati s pomočjo jQuery-ja in AJAX-a, kar je tudi delovalo. Problem se je 
pojavil tudi s strukturo strani, ki sem jo izbral na začetku, saj je bila precej drugačna 
od tiste, ki bi bila potrebna za samo uspešno implementacijo takega načina 
posodabljanja. Rezultat tega je bil porušen izgled strani, zato sem bil primoran 
uporabiti način posodabljanja prek PHP-ja. Slednji pa je problematičen, saj ne 
posodablja zgolj dela strani, temveč celotno stran. Na srečo stran ni preveč strojno 
zahtevna, tako da so spremembe v trenutku in nemoteno vidne.  
 




6. Nadgradnje v prihodnosti 
Delo, prikazano v tej diplomski nalogi, še zdaleč ni zaključeno. Potrebnih bi bilo še 
mnogo nadgradenj, ki bi izboljšale uporabniško izkušnjo in optimiziralo delovanje 
same spletne strani. V nadaljevanju predstavljam nekaj možnih področij dela v 
prihodnosti. 
6.1 Minimizacija 
Prednost Arduino ploščice je zmožnost minimizacije produkta, saj ni potrebno 
uporabiti ploščice MEGA 2560. Za izdelavo preproste vremenske hišice bi bila na 
primer dovolj že ploščica NANO [Slika 16.1] v kombinaciji z brezžično razširitveno 
ploščico ESP 8266 WIFI, zunanjim 5 V napajanjem in senzorjem DHT22. Tak produkt 
bi posameznik pritrdil nekje v senci in prejemal podatke na svojo mobilno/stacionarno 
napravo. Skupna cena za izdelavo je približno 15€. 
 
Slika 16.1: Arduino Nano [vir: http://www.instructables.com] 
6.2 Spreminjanje ikon 
Uporabnik bi lahko spreminjal in dodajal ikone. To bi se doseglo na način, da bi bila 
na strani nadzorna plošča, kjer bi uporabnik videl izbor svojih spletnih mest in 
poljubno nalagal na stran ikone in v polje vpisoval naslov spletnega mesta. Spletna 
mesta bi se beležila v samostojni tabeli znotraj MySQL baze, kjer bi bilo pet stolpcev: 
ID, ime povezave, naslov do spletnega mesta, pot do slike in stanje za prikaz, ki bi 
bilo označeno z vrednostjo 1 ali 0, odvisno od tega, katere od shranjenih strani 
želimo prikazati. 
6.3 Dodajanje novih naprav 
Uporabnik znotraj nadzorne plošče dodaja nova senzorska vozlišča. Napravo izbere 
na podlagi njene že vnaprej znane številke. Informacije naprave se nato skalabilno 
prikažejo na strani – v primeru večjega števila naprav, se velikost pisave prikaza 
podatkov zmanjša na primerno velikost glede na zasičenosti zaslona. Potrebno je 
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doseči, da uporabnik ne »drsa« po strani, temveč, da so vsi podatki na enotnem 
mestu, brez potrebe po premikanju po strani.  
6.4 Graf 
Na podlagi časovne oznake lahko uporabnik na stran doda graf, ki uporablja podatke 
zapisane v MySQL bazi. Na ta način se grafično opazijo razlike v temperaturi v 
različnih časovnih obdobjih. Graf bi poganjala Javascript koda [Slika 16.2]. Lep 
primer je način prikaza tabele s pomočjo brezplačne kode jQWidgets, ki je bazirana 
na jQuery-ju [28].  
 
Slika 16.2: Primer grafa s spletne strani [vir: www.jqwidgets.com] 
6.5 Posodabljanje s pomočjo tehnologije AJAX 
Trenutno se celotna stran posodablja znotraj PHP skripte. Precej bolj učinkovito bi 
bilo, če bi se posodabljal le del strani. Uporabil bi tehnologijo AJAX (ang. 
Asynchronous JavaScript and XML) [29]. Potrebno bi bilo tudi nekaj sprememb pri 
samem prijemanju in pošiljanju podatkov. Boljši primer bi bil način sprejemanja 
podatkov v obliki XML datoteke.  
6.6 Responsive Web 
Stran se trenutno na mobilnih napravah odpre v resoluciji 1920 × 1080, kar pa ni 
primerno za optimalno uporabo. S pomočjo Responsive Web tehnologije, bi se v 







V diplomski nalogi sem prikazal način postavitve lastnega sistema za merjenje 
fizikalnih veličin, ki je poceni in ga lahko sami vzdržujemo. Prav tako moram izraziti 
dejstvo, da sama diplomska naloga zajema široko področje, saj so izpostavljeni tako 
osnovni gradniki za izdelavo, kot tudi sama komunikacija med njimi ter programski 
del, ki prejete informacije preko določenih komunikacijskih protokolov sprejema in 
beleži. Ugotovljeno je, da je za uresničitev željenega cilja potrebno še mnogo dela in 
vpletanja različnih novih tehnologij.  S pregledom celotnega dela lahko pridemo do 
spoznanja, da IoT postaja ena od glavnih poti v prihodnosti, ter da je uporaba le-tega 
pristopa relativno poceni, glede na to, kaj vse lahko s to tehnologijo počnemo. Sam 
sem pridobil pomembno znanje, tako iz področja mikrokontrolerjev, kot razumevanja 
načina komunikacije, ki se izvaja med slednjimi in ostalimi napravami. Upam, da mi 
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