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Povzetek 
V diplomski nalogi je predstavljena Bluetooth tehnologija. Opisano je celotno delovanje 
protokola, od iskanja naprav in vzpostavitve zveze, do prenašanja različnih podatkov.  
Drugi del diplomske naloge pa je preizkus vzpostavitve Bluetooth povezave med dvema 
napravama. Strojno opremo sta na eni strani sestavljala mikrokrmilnik PIC24 in Bluetooth 
modul podjetja Roving Networks RN-41, na drugi strani pa računalnik z USB Bluetooth 
modulom.  
Izdelana sta bila tudi dva programa, prvi za krmiljenje mikrokrmilnika s programsko opremo 
MPLAB, drugi pa za povezovanje in pošiljanje podatkov preko računalnika s programsko 
opremo Visual studio. 
 
Ključne besede: Bluetooth, protokolni sklad, piko omrežje, Microchip PIC24, RN-41, C#. 
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Abstract 
The diploma thesis contains presentation of a Bluetooth technology. A complete functioning 
of the protocol from device inquiry and connection establishment to transmission of different 
data is described. 
The second part of the thesis presents testing of Bluetooth connection between two devices. 
Hardware equipment on one end consisted of PIC24 microcontroller and Bluetooth module 
RN-41 from Roving Networks. On the other end a computer with a USB Bluetooth module 
was used. 
Two different programs were created, one for controlling the microcontroller with software 
package MPLAB, second one for connecting and sending data  from computer with Visual 
studio. 
 
Keywords: Bluetooth, protocol stack, piconet, Microchip PIC24, RN-41, C #. 
  
 1 
 
1. Uvod 
V vsakdanjem življenju uporabljamo vedno več različnih elektronskih naprav. Bluetooth tem 
napravam omogoča brezžično komunikacijo, brez potrebe po vidnem polju med njima, kot je 
bilo to potrebno pri IR (infrardeči) tehnologiji. To omogoča razvoj novih možnosti in 
aplikacij.V uporabi je vedno več naprav, ki omogočajo Bluetooth povezavo: mobilni telefoni, 
brezžične slušalke, prenosni računalniki, tablični računalniki, monitor srčnega utripa, 
daljinsko upravljanje vrat, žaluzij, brezžični termometri, brezžične tehtnice, zobne ščetke, itd. 
Temo mi je predlagal mentor in  tudi meni se je, zaradi vse večje uporabe, ideja zdela 
zanimiva.  
Cilj diplomske naloge je bila vzpostavitev komunikacije med mikrokrmilnikom 
PIC24FJ256GB100 ter prenosnim računalnikom, uporabljena oprema je prikazana na sliki 
1.1.   
Slika 1.1: Uporabljena oprema 
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Delo sem začel z mikrokrmilnikom, na katerega sem preko UART povezave priklopil 
Bluetooth modul RN-41 [10]. Za mikrokrmilnik sem naredil program, ki ima naslednje 
naloge: upravljanje UART povezave, izpis prejetih sporočil, zajem in pošiljanje sporočil na 
RN-41 modul. Pri delu z mikrokrmilnikom sem uporabil razvojno ploščo Explorer 16 [14].   
Drugi Bluetooth modul pa je USB modul, katerega sem uporabil v kombinaciji z 
računalnikom. Na računalniku sem s pomočjo programa Visual studio v jeziku C#, razvil 
aplikacijo, s katero lahko pošiljamo in sprejemamo podatke. Aplikacija omogoča tudi 
spreminjanje nastavitev modula RN-41.  
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2. Predstavitev Bluetooth komunikacijskega 
protokola 
 
Najbolj razširjena uporaba Bluetooth komunikacije je v mobilnih telefonih. Uporablja se za 
izmenjavo slik, sinhronizacijo koledarjev, zapiskov, dostop do interneta, prenos datotek, 
povezovanje z drugimi multimedijskimi napravami, kot je prenosni računalnik (brezžična 
tipkovnica, miška), najbolj razširjena pa je uporaba pri brezžičnih slušalkah. Ker je na trgu 
zelo veliko število različnih naprav različnih proizvajalcev, je za zagotavljanje medsebojnega 
delovanja potrebno ujemanje s skupnimi standardi in testiranje BQTF (ang. Bluetooth 
Qualification Test Facility). 
Bluetooth komunikacijski protokol je leta 1994 razvilo podjetje Ericsson. V začetku je bil 
namenjen za zamenjavo RS232 z brezžično komunikacijo  za povezovanje različnih naprav 
med seboj.  Standard so poimenovali po Haraldu Blatandu, ki je bil v 10. stoletju danski 
vikinški kralj in je združil ter nadzoroval Dansko in Norveško [1].  
Sprejeto je bilo uradno ime: Bluetooth brezžična tehnologija (Bluetooth Wireless Technology, 
BWT), ki naj bi se uveljavilo v telekomunikacijski in računalniški industriji. Bluetooth 
upravlja SIG (Bluetooth Special Intrest Group), ki ima več kot 25 000 članov po vsem svetu. 
SIG razvija in določa nove standarde in protokole. Obenem pa tudi skrbi za sprejemanje novih 
članov ter ščitenje pravic znamke. Proizvajalci in razvijalci opreme morajo izpolnjevati 
zahteve in standarde skupine. 
Z Bluetooth tehnologijo se izmenjujo podatki na kratke razdalje z uporabo radijskega prenosa. 
Tehnologija strmi k čim manjši porabi energije, obstajajo trije razredi moči delovanja: 
- razred 1 s 100 mW moči (20 dBm), povprečeni domet 100 m, 
- razred 2 s 2.5mW moči (4 dBm), povprečeni domet 10 m in 
- razred 3 s 1mW moči (0 dBm), povprečeni domet 1 m . 
 
Naprave prvega razreda se ponavadi uporabljajo samo v aplikacijah s stalnim napajanjem, saj 
je poraba energije prevelika. Vse naprave lahko komunicirajo med sabo ne glede na razred 
moči. Vedno pa naprava z najmanjšo oddajno močjo omeji doseg komunikacije. 
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2.1 Koncept povezovanja Bluetooth naprav 
 
Bluetooth je protokol, pri katerem imamo nadrejeno enoto, ki  komunicira s svojimi 
podrejenimi enotami. Komunikacijo predstavlja prenos podatkovnih paketov med njimi. 
Nadrejena enota lahko komunicira s sedmimi podrejenimi enotami v piko omrežju (ang. 
piconet), podrejene naprave pa ne morejo komunicirati med seboj. Vsaka naprava je lahko 
nadrejena ali podrejena enota, po definiciji je nadrejena enota  tista, ki vzpostavi 
povezavo [3].   
Na sliki 2.1 so prikazane možne povezave Bluetooth naprav. Omrežje »a« predstavlja 
najmanjše možno omrežje med eno nadrejeno in eno podrejeno enoto. Omrežje »b« prikazuje 
povezavo treh podrejenih enot na eno nadrejeno. Omrežje »c« pa prikazuje t.i. razpršeno 
omrežje (ang. scatternet) to je povezavanje naprav iz različnih piko omrežij. Razpršena 
omrežja se ne uporabljajo pogosto in so še v razvoju, saj osnovni Bluetooth standard ne 
omogoča takega tipa povezovanja. Pri razpršenih omrežjih, se odpravi omejitev največ osmih 
naprav v omrežju in omogočajo tudi daljši doseg omrežja.  
 
 
Za medsebojno sinhronizacijo si vse naprave delijo uro nadrejene enote. Pošiljanje paketov je 
definirano z osnovno uro nadrejene enote, ki ima periodo 312,5 µs. Dva urina cikla tvorita 
režo 625 µs, dve reži pa tvorita par, dolg 1250 µs. Pri enostavnem prenosu paketa z eno režo, 
nadrejena enota prenaša v sodih režah in sprejema v lihih. 
Slika 2.1: Bluetooth omrežja [2] 
 5 
 
Podrejena enota pa ravno obratno; sprejema v sodih režah in oddaja v lihih režah. Paketi so 
lahko dolgi 1, 3 ali 5 rež, dolžina teh paketov pa je odvisna od količine podatkov, ki jih mora 
naprava prenesti. V vsakem primeru se prenos nadrejene enote začne v sodi reži in prenos 
podrejene enote v lihi reži. 
2.1.1 Frekvenčni spekter delovanja 
Bluetooth komunikacija deluje v frekvenčnem pasu od 2,4 do 2,485 GHz, poimenovanem tudi 
ISM (Industrial, Scientific, Medical) frekvenčni pas in je globalno, nelicencirano področje. 
Uporablja se tehnologija FHSS (ang. Frequency Hopping Spread Spectrum), kar pomeni, da 
podatke pošilja v manjših kosih in jih razdeljene pošlje po 79 kanalih pasovne širine 1 MHz. 
Kanali se menjajo 1600-krat na sekundo in se tako izognemo izgubi podatkov ter interferenci 
z drugimi povezavami na isti frekvenci. Če kljub temu pride do napake, se paket ponovno 
prenese. Težava lahko nastane, če je v dosegu zelo obremenjeno WLAN omrežje, saj takrat 
lahko pride do velikih izgub in napak, ker se 25 MHz pasovne širine pri obeh prekriva. Zaradi 
tega so v Bluetooth V1.2  dodali metodo AFH (ang. Adaptive Frequency Hopping), kjer  
nadrejena enota izmeri stopnjo interference na vseh 79 kanalih, to informacijo pošlje vsem 
podrejenim enotam, te pa potem prilagajajo menjavanje frekvence.  
V začetku se  je za moduliranje uporabljala GFSK (ang. Gaussian Frequency Shift Keying) 
modulacija, ki je omogočala prenose do hitrosti 1 Mbit/s.  Druga generacija Bluetooth 2.0 pa 
uporablja DQPSK (ang. Differential Quadrature Phase Shift Keying) in 8DPSK (ang. eight-
phase differential phase shift keying)  modulacijo, ki omogočata hitrosti 2 oz. 3 Mbit/s. Za 
opis višjih zmogljivosti se uporablja kratica EDR (ang. Enhanced Data Rate – povečana 
podatkovna zmogljivost). 
2.1.2 Izmenjava paketov 
V piko omrežju nadrejena enota nadzira zaporedje in trajanje prenašanja podatkov podrejene 
enote. Ko nadrejena enota dovoli prenos podrejeni enoti za določen čas,  podrejena enota 
pošlje nadrejeni enoti  paket podatkov dolžine, ki jo določi nadrejena enota. Podrejena enota 
je identificirana s tribitnim naslovom v glavi paketa, ki je bil dodeljen napravi pri 
vzpostavljanju povezave. Če nadrejena enota nima podatkov za pošiljanje, pošlje prazen paket 
dolžine ene reže, naslednjih 1-5 rež  pa je namenjenih pošiljanju podatkov podrejene enote. 
Podrejena enota odgovarja na isti frekvenci kot je sprejela podatke, potem pa zamenjata 
frekvenco. Podrejena enota prav tako pošlje vsaj en paket, tudi če nima podatkov za 
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pošiljanje, kot potrdilo da je še aktivna. Pošlje pa lahko največji paket velikosti petih rež, nato 
komunikacijo prevzame nadrejena enota, preostale podatke pa shrani v pomnilnik in jih pošlje  
v naslednjem ciklu. Če nadrejena enota ne prejme podatkov in tudi sama nima ničesar za 
poslati, lahko prekine prenos podatkov za 0,5 s, da prihrani energijo. Primer pošiljanja 
paketov med nadrejeno in trem podrejenimi enotami je prikazan na sliki 2.2.  
 
 
 
  
Slika 2.2: Primer prenosa paketov[3] 
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2.1.3 Piko omrežje 
Vse naprave, ki komunicirajo med seboj, tvorijo piko omrežje. Na sliki 2.3 je prikazano 
menjavanje frekvenc dveh piko omrežij. Sekvenca menjave frekvenc je izračunana iz 
strojnega naslova nadrejene enote. Tako je zagotovljeno komuniciranje naprav v različnih 
piko omrežjih brez motenj.  
 
Slika 2.3: Menjavanje frekvenc[3] 
Frekvenca 1 
Frekvenca 2 
… 
Frekvenca 78 
Frekvenca 77 
Frekvenca 79 
Frekvenca 4 
Frekvenca 3 
Paketi piko omrežja 1 
Paketi piko omrežja 2 
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2.1.4 Postopek povezovanja 
1. Povpraševanje- če naprava nima nobenih informacij o drugih napravah, pošlje 
povpraševanje. Druge naprave, ki so v dosegu, odgovorijo s svojim naslovom, 
imenom ter drugimi informacijami. 
2. Seznanjanje je postopek izmenjave ključev.  Če katera od naprav zahteva PIN kodo, jo 
mora druga poslati. Potem pa napravita ključ (ang. link key), ki ga poznata samo ti dve 
napravi in ga shranita v pomnilnik. Ko se napravi povezujeta naslednjič, samo 
preverita, če se ključa ujemata in ni potrebe po vnosu PIN kode. 
3. Vzpostavljanje povezave lahko steče, ko si napravi izmenjata ključe.  
4. Ko je povezava vzpostavljena, je naprava lahko v različnih načinih delovanja: 
- Aktivni način je privzeti način, modul normalno oddaja in sprejema podatke, 
- »Sniff« je način, če želimo nizko porabo energije. Deluje  tako, da izklopi 
modul (oddajanje, sprejemanje podatkov) in ga potem periodično vklaplja  v 
določenem intervalu. Daljši kot je ta interval, počasnejši je prenos in večja je 
možnost, da se podatki izgubijo, 
- »Hold« je prav tako način za zmanjšanje porabe energije. Nadrejena enota izda 
ukaz podrejeni naj se izklopi za določen časovni interval. Po izteku tega časa 
se podrejena enota samodejno ponovni vklopi nazaj, 
- »Park« je način, kjer nadrejena enota izda ukaz podrejeni naj se izklopi. 
Izklopljena je dokler ne dobi ukaza za vklop s strani nadrejene enote. 
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2.2 Protokolni sklad 
Protokolni sklad je izraz za množico protokolov, ki sodelujejo med seboj in se uporabljajo za 
komunikacijo z drugimi računalniki. Vsak protokolni sklad temelji na OSI referenčnem 
modelu, ni pa nujno, da ima določen protokolni sklad vse plasti OSI modela [23].  
OSI referenčni model je najbolj znan in najbolj uporabljen model omrežnih okolij. 
Proizvajalci upoštevajo OSI referenčni model, ko oblikujejo svoje omrežene izdelke. OSI 
model vsebuje opis, kako naj strojna in programska oprema delujeta skupaj v omrežni 
komunikaciji in je razdeljen na sloje [24]. 
Protokol  je formalen opis pravil za izmenjavo sporočil, ki jih je treba spoštovati, 
da se lahko med seboj sporazumevajo računalniški sistemi v omrežju. Nižje ležeči sloji 
protokolnega sklada določajo električne in fizikalne standarde, ki jih je treba upoštevati; vrstni 
red bitov in bajtov, način oddajanja ter zaznavanja in odpravljanja napak. Višji ležeči 
protokoli se ukvarjajo z oblikovanjem podatkov in sporočil, komunikacijo med terminalom in 
računalnikom, nabori znakov, zaporedjem sporočil, ipd. [4]. 
Bluetooth standard omogoča napravam različnih proizvajalcev, da komunicirajo med seboj. 
Ta ne določa samo radijskega sistema, ampak tudi programski sklad. Programski sklad 
omogoča aplikacijam, da najdejo ostale Bluetooth naprave v dosegu, ugotovijo katere storitve 
omogočajo in te storitve uporabijo. Obvezni protokoli za vse Bluetooth sklade so LMP (ang. 
Link Management Protocol ), L2CAP (ang. Logical Link Control and Adaptation Protocol) 
 in SDP (ang. The Service Discovery Protocol ). Poleg teh protokolov praktično vsi 
proizvajalci uporabljajo še HCI (ang. Host Controler Interface) in RFCOMM (ang. Radio 
Frequency Communications) protokole. Bluetooth protokolni sklad je definiran kot zaporedje 
slojev, čeprav se nekatere lastnosti raztezajo čez večje število slojev [5]. 
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Bluetooth protokolni sklad je prikazan na sliki 2.4, na levi strani je za primerjavo prikazan še 
osnovni OSI model:  
 
2.2.1 Osnovni pas (ang. Baseband)  
Naloga protokola je oblikovanje paketov za prenos podatkov. Obstaja več vrst paketov: 
 
1. ACL (ang. Asynchronous Connectionless) paketi za prenos podatkov   
 
Slika 2.4: Protokolni sklad in OSI model[6] 
Slika 2.5: ACL paket[3] 
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Kot je vidno na sliki 2.5,  je ACL paket sestavljen iz 68-72 bitov kode za dostop, potem sledi 
18 bitov »glave« na koncu pa še 0-2744 bitov podatkov, velikost je odvisna od količine 
podatkov, ki jih uporabnik pošilja. Koda za dostop je uporabljena predvsem za identifikacijo  
piko omrežja, v katerem se paket nahaja, koda pa je pridobljena iz naslova nadrejena enote 
piko omrežja [3]. 
Glava je sestavljena iz:  
- LT_ADDR (logični prenosni naslov), so prvi trije bajti v glavi paketa in tvorijo naslov 
podrejene enote, ki ga pri vzpostavljanju povezave določi nadrejena enota. 
Uporabljeni so trije biti, tako da se lahko poveže do sedem naprav,  
- Tip paketa, sestavljen iz štirih bitov nam pove kakšen tip ACL paketa je poslan. 
V tabeli 2.1 se vidi število rež, ki jih posamezni tip paketa porabi. Pri paketih se lahko 
uporabi FEC (ang. Forward Error Correection), ki je namenjen  popravljanju napak pri 
prenosu. Slaba stran uporabe pa je zmanjšanje količine uporabnih podatkov. Če je 
uporabljen 2/3 FEC se za vsaka dva uporabna bita pošlje en bit za popravljanje napak,  
 
Tabela 2.1: Tipi ACL paketov 
 
- Za preprečitev zasičenosti  pomnilnika se uporablja »flow bit«, ki pove drugi napravi, 
naj ustavi prenos za nekaj časa, 
- ARQN bit sporoči drugi napravi, če je bil zadnji paket pravilno sprejet. Če bit ni 
postavljen, se mora paket ponovno poslati, 
- SEQN bit zagotavlja, da se noben paket ne izgubi. Deluje tako, da se stanje  bita 
spremeni za vsak paket. Če naprava dvakrat zapored sprejme paket z enako vrednostjo 
SEQN bita, pomeni, da paket ni bil uspešno poslan. Pride do ponovnega pošiljanja, 
naprava ignorira vse dohodne pakete, dokler ne pride paket s pravo vrednostjo, 
- Zadnje polje v glavi je HEC (Header Error  Check), ki zagotavlja, da se paket ignorira, 
če sprejemna naprava ne izračuna pravilne kontrolne vsote. 
 
Tip paketa Št. rež  Vrsta povezave Koristni podatki  
(bajti) 
FEC CRC 
0100 1 DH1 0-270 Ne Da 
1010 3 DM3 0-121 2/3 Da 
1011 3 DH3 0-183 Ne Da 
1110 5 DM5 0-224 2/3 Da 
1111 5 DH5 0-339 Ne Da 
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2. SCO (Synchronous Connection-Oriented) paketi za prenos govora 
Pri SCO paketih je za razliko od ACL paketov, izmenjava podatkov med nadrejeno in 
podrejeno enoto v točno  določenih intervalih. Interval je izbran tako, da je omogočen prenos 
podatkov točno 64 kbit/s v obe smeri. 
Ko je SCO povezava vzpostavljena, lahko podrejena enota pošlje SCO pakete sama, ne da bi 
prej prejela paket od nadrejene enote. Glava paketa SCO je enaka kot pri ACL paketu, le da ta 
ne vsebuje »flow«, ARQN in SEQN polj. Velikost uporabnih podatkov je vedno 30 bajtov. 
 
3. FHS (Freqency Hopping Synchronization) paketi 
FHS paketi se uporabljajo za vzpostavitev zveze in se pošljejo med seznanjanjem naprav. 
FHS paketi vsebujejo 48 bitni naslov nadrejene enote in časovno informacijo, da omogoči 
podrejeni enoti izračun poteka zamenjave uporabljene frekvence. 
 
4. NULL paketi 
Null paketi se pošiljajo, če napravi nimate nobenih podatkov za pošiljanje. Paketi sporočajo, 
da je povezava še aktivna. 
 
2.2.2 LMP (ang. Link Management Protocol )  
LMP skrbi za vzpostavitev in nadzor radijske povezave med dvema napravama. Izveden je na 
krmilniku Bluetooth modula. Njegove naloge so: 
- vzpostavitev ACL povezave s podrejeno enoto, 
- konfiguracija povezave in določitev števila rež ki so lahko uporabljene pri prenosu, 
- zamenjava podrejene in nadrejene enote, 
- vklop EDR načina, če obe napravi podpirata ta standard, 
- nadzor nad AFH, 
- vklop načinov za varčevanje z energijo in 
- prekinjanje povezave. 
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2.2.3 L2CAP (ang. Logical Link Control and Adaptation Protocol)  
L2CAP komunicira neposredno s HCI-jem, pretvarja podatke iz višje ležečih slojev v format, 
ki podpira nižje ležeče sloje Bluetooth krmilnika. Zagotavlja storitve kot so: 
SAR (Segmentacija in ponovno združenje paketov pri prenosu podatkov po radijski zvezi.), 
multipleksiranje povezav (omogoča različnim aplikacijam dostop do nižje ležečih slojev).   
V osnovnem načinu L2CAP protokol omogoča pakete z velikostjo uporabnih podatkov  do 
64 kB. Privzet  MTU (ang. Maximum transmission unit – največja velikost paketa, ki ga 
protokol lahko odda ali sprejme) je 672 bitov, minimalni obvezni MTU pa je 48 bitov.  
L2CAP podpira kontrolo prenosa in  ponovno pošiljanje podatkov s CRC (ang. Cyclic 
Redundancy Check) kontrolo. Pozneje se je Bluetooth standardu dodalo dva dodatna načina k 
protokolu L2CAP: 
- ERTM (ang. Enhanced Retransmission Mode ) ta način je izboljšana verzija prvotnega 
načina s ponovnim pošiljanjem in predstavlja zanesljiv kanal L2CAP, 
- SM (ang. Streaming Mode ) je zelo preprost način prenosa podatkov brez ponovnega 
pošiljanja in brez kontrole prenosa. Ta način predstavlja nezanesljiv L2CAP kanal [7]. 
 
 
 
2.2.4 SDP (ang. The Service Discovery Protocol )  
SDP omogoči napravi odkrivanje lastnosti, združljivosti in tip drugih naprav. Vsaka storitev 
je označen z unikatnim identifikatorjem (UUID), ki  je dolg 128 bitov. Uradni servisi pa s 
krajšim 16 bitnim identifikatorjem. 
 
 
2.2.5 HCI (ang. Host Controler Interface) 
HCI prenaša podatke in skrbi za komunikacijo med nadrejeno programsko opremo 
(programski sklad) in Bluetooth krmilnikom. Ta standard omogoči strojni opremi zamenjavo 
modulov različnih proizvajalcev z malo ali brez programskih sprememb. Je vmesnik za 
Bluetooth strojno opremo, ki je odgovorna za krmiljenje in vzpostavitev zveze. Ima 
neposredno povezavo z L2CAP slojem. Obstaja več HCI transportnih standardov in vsak 
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izmed njih uporablja drugačno strojno povezavo za prenos enakih navodil, dogodkov in 
podatkov. Najbolj pogosto uporabljena sta USB in UART. 
Pri napravah, ki so preproste za uporabo, sta oba dela, gostiteljska programska oprema in 
Bluetooth krmilnik strojne opreme, na istem mikrokrmilniku. V tem primeru HCI ni obvezen, 
vendar je vseeno velikokrat vgrajen kot notranji programski vmesnik. 
 
2.2.6 RFCOMM (ang. Radio Frequency Communications) 
RFCOMM je protokol za zamenjavo kabelskih povezav, uporablja pa se za generiranje 
virtualnega serijskega prenosa podatkov. RFCOMM zagotovi binarni prenos podatkov in 
emulira RS-232 kontrolne signale po nižjih slojih Bluetootha. Protokol omogoča preprost in 
zanesljiv pretok podatkov do uporabnikov, tako kot TCP. Uporabljen je pri veliko profilih v 
telefoniji za prenos AT ukazov, prav tako pa tudi pri transportnem sloju Bluetooth OBEX.   
RFCOMM uporablja veliko aplikacij. To pa je zaradi dobre podpore in razširjenosti API 
(ang. Application Programming Interface) na večini operacijskih sistemih. Ena prednost je 
tudi lahka prilagoditev aplikacij, ki so izdelane za uporabo serijskih vrat.  
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2.3 Generacije Bluetooth tehnologije 
 
Bluetooth se stalno razvija, najnovejša verzija 4.0 poizkuša izdelke čim bolj približati 
aplikacijam v elektronski potrošniški industriji. Kljub temu se naprave s starejšimi verzijami 
še vedno uporabljajo.   
1. Bluetooth V1.0 
Verzija 1.0 je imela veliko težav in naprave različnih proizvajalcev med seboj niso bile 
sposobne komunicirati. Zadnja verzija 1.2 je delovala zadovoljivo, omogočala pa je hitrosti do 
1 Mbit/s in domet 10 m. 
Bluetooth V1.0 je bil opisan v standardu IEEE 802.15 
2. Bluetooth V2.0 
Glavna izboljšava v verziji 2.0 je povišanje prenosne hitrosti z zamenjavo modulacije. Nova 
verzija je omogočala hitrosti do 3 Mbit/s. Druga večja novost pa je bila uvedba nove vrste 
seznanjanja SSP (ang. Secure Simple Pairing), ki omogoča lažje in bolj varno seznanjanje 
naprav, SPP je bil razvit v verziji 2.1. 
3. Bluetooth V3.0 +HS 
Nadaljnji razvoj je stremel k še višjim prenosnim zmogljivostim, tako je možen prenos do 
24 Mbit/s. Prenos pa ni dosežen z  Bluetooth protokoli ampak preko  WiFi povezave. 
Bluetooth se uporabi samo za vzpostavitev in nadzor povezave. Če ima naprava oznako 
Bluetooth V3.0 pomeni, da ne omogoča prenosa po WiFi povezavi in prenaša podatke s 
hitrostjo 3 Mbit/s, vendar pa podpirajo ostale izboljšave Bluetooth protokola, kot so izboljšan 
nadzor porabe energije in pretočni način pošiljanja. 
4. Bluetooth V4.0 
Pri četrti verziji Bluetooth standarda pa je v ospredju zmanjševanje porabe električne energije 
Bluetooth modulov. Namenjen je raznim senzorjem in ostali periferiji, ki ne potrebujejo 
prenosa velikih količin podatkov in so baterijsko napajana. Tako omogočajo prenosne hitrosti 
do 0,27 Mbit/s ter domet 50 m [8]. 
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2.4 Varnost Bluetootha 
 
Ena glavnih zahtev Bluetootha je enostavno povezovanje naprav med sabo, po drugi strani pa 
je varnost pri Bluetoothu tako kot pri vseh brezžičnih sistemih zelo pomembna.  
Standard zagotavlja več stopenj varnosti: 
- izmenjava ključev med napravama med povezovanjem, 
- vsako Bluetooth napravo je mogoče narediti "nevidno" za ostale Bluetooth 
naprave, 
- že vzpostavljena zveza je zaščitena z (največ) 128-bitno enkripcijo. 
K varnosti prispevata tudi:  
- hitro menjavanje frekvenc in  
- kratek doseg naprav (morebitnega vsiljivca lahko opazimo) [9].  
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3. Opis Bluetooth modula RN-41 
Pri diplomski nalogi sem uporabil vtični Bluetooth modul podjetja Roving networks RN-41-
SM [10], ki je sestavljen iz tiskanine, na kateri so priključki za zunanjo komunikacijo in LED 
lučke za signalizacijo povezave ter samega RN-41 modula, ki skrbi za Bluetooth 
komunikacijo, modul je prikazan na sliki 3.1. 
Modul lahko deluje v dveh režimih: podatkovni in nastavitveni. Ko je v podatkovnem režimu, 
podatkom, ki jih pošljemo na UART port, doda Bluetooth pakete in jih pošlje po radijski 
zvezi. Pri sprejemanju pa podatkom, ki jih sprejme, odstrani Bluetooth pakete in posreduje 
samo uporabne podatke.  
 
 
 
Za pravilno delovanje potrebujemo povezavo med priključkoma UART napajanje in +3,3 V, 
da omogočimo napajanje integriranega vezja RS232. 
TX priključek služi za pošiljanje podatkov in mora biti povezan na RX priključek 
mikrokrmilnika. RX priključek služi za branje podatkov in mora biti povezan na TX 
mikrokrmilnika. CTS in RTS priključka služita za krmiljenje prenosa podatkov. RTS (ang. 
Request To Send) pomeni, da modul želi poslati podatke. CTS (ang. Clear To Send) pa 
pomeni, da modul lahko sprejme podatke. Jaz CTS in RTS priključkov pri delu nisem 
uporabil, ker sem pošiljal majhne količine podatkov in tudi nisem opazil nobenih težav. 
 
CTS 
Slika 3.1: Bluetooth modul RN-41 
RTS 
TX 
RX 
UART napajanje 
+3,3V 
GND 
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Lastnosti modula: 
- podpira UART komunikacijo za sprejemanje in pošiljanje podatkov hitrosti od 
1200 kbit/s do 3 Mbit/s, 
- podpira Bluetooth 2.1/2.0/1.2/1.1 standarde ter Bluetooth V2.1+EDR, 
- poraba pri vzpostavljeni povezavi je 8-30 mA, pri mirovanju 2 mA, v načinu »sleep« 
pa je poraba manj kot 1 mA, 
- Bluetooth profil SPP (300 kbit/s), SPP/DUN, HCI(1,5 do 3 Mbit/s) firmware, 
- razred 1 (domet do 100 m), 
- deluje v frekvenčnem območju od 2402 do 2480 MHz, 
- uporablja 128 bitno enkripcijo, 
- spreminjanje nastavitev modula preko UART žične povezave, možna pa je tudi 
konfiguracija direktno preko Bluetooth povezave, 
- vgrajen Bluetooth protokolni sklad (ni potrebe po dodatnem procesorju). 
 
 
 
 
 
Možne aplikacije: 
- za nadomeščanje kabelske povezave med napravami, Bluetooth je bil razvit za tak 
namen. Obstajajo namenski moduli v paru, ki jih samo povežemo na željene naprave 
npr. serijski ali USB port. Vzpostavljanje povezave pa se izvede avtomatsko, 
- športni izdelki, merilnik srčnega utripa, ki pošiljajo podatke neposredno na pametni 
telefon, 
Slika 3.2: Blokovna shema RN-41[10] 
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- senzorji in krmiljenje. V nekaterih primerih je vlečenje kablov do senzorjev zelo 
zahtevno, zato pridejo v poštev baterijsko napajani senzorji, 
- medicinske naprave. Zajete podatke kot so masa, srčni utrip in nivo sladkorja v krvi 
takoj po meritvi pošilja na računalnik,  
- iskanje predmetov na kratke razdalje. Modul lahko sporoča jakost signala in na tak 
način se doloži približno lokacijo druge naprave. 
 
Torej vse kar potrebujemo, da uporabljamo modul je napajanje in UART povezava. Potem 
sledi konfiguracija preko žične RS-232 povezave ali preko Bluetootha. 
Modul čaka na druge naprave, da se povežejo nanj, ko se povezava vzpostavi, vidimo, da 
zelena LED lučka ne utripa s frekvenco 1 Hz, ampak stalno sveti. Sedaj sta napravi v 
podatkovni povezavi in lahko pošiljamo podatke med njima, tako da pišemo in beremo UART 
port modula. Kadar modul pošilja ali sprejema kakršnekoli podatke, utripne rdeča LED. 
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3.1 UART 
 
UART (ang. Universal Asynchronous Receiver Transmitter) je univerzalni asinhronski 
sprejemnik in oddajnik. Že iz imena je razvidno, da skrbi za pošiljanje in sprejemanje 
podatkov. UART je standard, ki podpira veliko serijskih komunikacijskih protokolov kot so 
RS-232, RS-422  in RS-485. Komunikacija poteka v »full duplex« načinu, kar pomeni, da se 
podatki prenašajo v obe smeri hkrati, za prenos potrebujemo samo eno žico v vsako smer. 
Kot sem že omenil, UART podpira serijsko komunikacijo, torej se biti pošiljajo drug za 
drugim, modul na drugi strani pa te bite sestavi nazaj v sporočilo, ki je bilo poslano. 
Komunikacija poteka brez prenosa ure med napravama, morata pa obe imeti svojo uro in 
morata biti enaki. Omeniti velja še, da je linija na visokem nivoju, ko ni nobenega prenosa, 
tako da smo prepričani, da je povezava uspešna [11]. 
Na sliki 3.3 je prikazano, kako izgleda UART paket. Prvi bit  je vedno začetni bit, ki 
sprejemnemu modulu pove, da prihajajo novi podatki. Potem sledi 5-8 podatkovnih bitov. 
Naslednji bit je paritetni, ni pa nujno, da je uporabljen in na koncu sledi en ali dva končna 
bita. Privzete nastavitve so najpogosteje: 8 podatkovnih bitov, 1 končni bit, brez paritete. 
 
 
 
 
 
Slika 3.3: Primer UART paketa[12] 
Začetni bit 
Vodilo prosto 
5-8 podatkovnih bitov 
Najnižji bit 
Zaključni bit 
Vodilo prosto 
UART z 8 bitov podatkov, 1 zaključni bit in brez 
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3.2 Postopek povezave 
 
V diplomski nalogi sem preizkusil povezavo  med računalnikom z USB Bluetooth ključem in 
RN-41 modulom. Modul je  podrejena enota, računalnik pa ima vlogo nadrejene enote, torej 
računalnik vzpostavlja povezavo. Za upravljanje modula sem uporabil Microchipov 
mikrokrmilnik PIC24FJ256GB110 na razvojnem vezju Exploreer 16, ki omogoča uporabniku 
pošiljanje in branje sporočil. 
Za vzpostavitev zveze uporabljamo program »Aplikacija Bluetooth«, ki je napisan v 
programskem jeziku C# v Visual Studiu. Za začetek skeniranja pritisnemo tipko 
»Skeniranje«, nato nam program v desnem prikaznem oknu  vrne najdene naprave v  
območju. Izberemo našo napravo, privzeto ime je »FireFly-ED69« in pritisnemo tipko 
»Vzpost. povezave«. Ko je povezava vzpostavljena, lahko v pogovorno okno vpišemo 
sporočilo in ga s pritiskom na  tipko enter pošljemo. Sprejeta in statusna sporočila so 
prikazana v glavnem prikaznem oknu. 
Ko je povezava vzpostavljena, program omogoča vstop v nastavitveni režim. To naredimo 
tako, da kliknemo na tipko vstop CMD (ang. Command Prompt). Ko je modul v 
nastavitvenemu režimu, nam program vrne sporočilo »CMD«. Sedaj lahko z ukazi v 
pogovornem oknu spreminjamo želene nastavitve modula ali pregledamo trenutne nastavitve. 
Seznam in podrobnejši opis vseh nastavitev je dostopen na Microchipovi spletni strani [22]. 
Nekaj osnovnih ukazov, predvsem za UART nastavite, pa  lahko izvršimo tudi prek 
uporabniškega programa na računalniku: 
- prikaz osnovnih nastavitev, 
- prikaz razširjenih nastavitev, 
- nastavitev hitrosti prenosa (baud rate) UARTa za prenos podatkov med modulom in 
mikrokrmilnikom, 
- nastavitev paritete in 
- spreminjanje imena modula. 
 
. 
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3.2.1 Nastavitveni režim 
Ko se povezava vzpostavi, lahko do izteka časa vstopimo tudi v nastavitveni režim. Čas, 
katerega imamo na voljo, nastavimo z nastavitvijo »ST,<vrednost>«, pri katerem je vrednost 
čas v sekundah. Tovarniška nastavitev je 60 s. V nastavitveni režim vstopimo tako, da 
pošljemo modulu »$$$«. Če je ukaz uspešen, začne zelena LED utripati s frekvenco 10 Hz. 
Za izhod pošljemo ukaz »---« in modul se vrne nazaj v podatkovni režim [13]. 
 
Obstaja pet vrst nastavitev: 
- set: spreminjanje vrednosti določenih konstant. Spremembe se shranijo v flash 
pomnilnik, modul je treba ponovno zagnati, da  spremembe začnejo veljati, 
- get: dobimo trenutne vrednosti določenih nastavitev, 
- change: začasna sprememba, 
- action: opravljanje nalog kot so povezovanje, iskanje in vstop in izhod in 
nastavitvenega režima in 
- GPIO (ang. General Purpose Input Output) komande: upravljanje s priključki za 
zunanjo komunikacijo. 
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4. Mikrokrmilnik PIC24 
 
Mikrokrmilnike danes najdemo na vsakem koraku med drugim v napravah kot so mobilni 
telefoni, kalkulatorji. Skoraj vsaka nova naprava danes ima vgrajen vsaj en mikrokrmilnik. 
Pogosto je v eni napravi vgrajenih več mikrokrmilnikov, kjer vsaj opravlja svojo nalogo in 
komunicira centralnim mikrokrmilnikom.  
Za programiranje na strani modula sem uporabil Microchipov mikrokrmilnik 
PIC24FJ256GB110 na razvojni plošči Explorer 16, ki podpira 16 in 32 bitne  mikrokrmilnike. 
Namenjena je hitremu razvoju in testiranju aplikacij.  
 
 
Plošča vsebuje: 
- 16 x 2 LCD prikazovalnik, 
- konektorje za programiranje in razhroščevanje, 
- analogni temperaturni senzor,  
- potenciometer za delo z analognimi vhodi, 
- 4x tipke (digitalni vhodi), 
Slika 4.1: Razvojna plošča Explorer 16 
 24 
 
- 8x LED lučke (digitalni izhodi), 
- konektorji za razširitvene kartice (ethernet), 
- 9-12 V vhodne napajalne napetosti, plošča ima regulatorje napetosti za 3,3 in 5 V, 
- RS-232 serijski port in potrebne pretvornike za delovanje, 
- USB povezavo za komunikacijo ali programiranje, 
- Serijski EEPROM in 
- dva kristala 8 MHz in 32,768 kHz [14]. 
-  
Današnje aplikacije so vedno bolj kompleksne in zahtevne, zato je potreba tudi po bolj 
zmogljivih mikroprocesorjih. Nasledniki 8 bitnih mikroprocesorjev so 16 in 32 bitni 
mikrokrmilniki, ki imajo poleg večje procesne zmogljivosti tudi več vključene periferije, kar 
znižuje stroške in pohitri razvoj vezij. 
Slika 4.2: Blokovna shema družine mikrokrmilnikov PIC24 [15] 
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PIC24FJ256GB110 je iz družine Microchipovih 16 bitnih mikrokrmilnikov. Družina je 
razdeljena v tri skupini, F, H in E serija. Prva je cenejša različica in s tem malo manj 
zmogljiva, vendar še vedno dovolj zmogljiva za večino aplikacij. Drugi dve  pa sta namenjeni 
bolj zahtevnim opravilom, kot je digitalno procesiranje signalov. Imata pa tudi več strojne 
opreme, kot  npr. CAN komunikacijo, integrirano krmiljenje motorjev,  izboljšano 
analogno/digitalno pretvorba, lažji grafični prikaz  preko 8 bitnega paralelnega porta. 
Omogočajo tudi delovanje pri višjih temperaturah, 125 °C ali 150 °C [15]. 
Družina vsebuje preko 100 različnih naprav, tako da lahko izberemo pravšnjo za našo 
aplikacijo, od naprav z nizko porabo el. energije za baterijsko napajane aplikacije do zelo 
zmogljivih naprav za upravljanje z grafičnimi zasloni.  
16 bitni mikrokrmilniki imajo šestnajst 16 bitnih delovnih registrov, vsak od njih je lahko 
uporabljen kot podatkovni naslovni ali offset register [16]. 
Tabela 4.1: Primerjava PIC24 serij 
 
 PIC24F  
Najnižja poraba 
PIC24H  
Večja zmogljivost 
PIC24E 
Največja zmogljivost 
Zmogljiost  16 MIPS 40 MIPS 70 MIPS 
Napetost 3,3 V/5,0 V 3,3 V 3,3 V 
Pomnilnik Flash 4 kB do 256 kB 12 kB do 256 kB 32 kB do 512 kB 
Pomnilnik RAM 512 B do 96 kB 1 kB do 16 kB 8 kB do 52 kB 
 
Mikrokrmilnik, s katerim sem delal, je namenjen aplikacijam, pri katerih imamo potrebo po 
komunikacijah z drugimi napravami in ima zato vgrajene komunikacijske module: 4x UART, 
3x I2C , 3x ISP. Razpolaga tudi z velikim programskim spominov velikosti 256 kB in 16 kB 
RAM-a. Ima pa tudi zelo nizko porabo el. energije saj v mirovanju porabi samo 100 nA. 
Preko PPS-a izberemo funkcijo tipk, ki nam najbolj ustreza. Podpira tudi USB 2.0 
komunikacijo [17]. 
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Nekaj ostalih funkcij: 
- več načinov delovanja: run, v mirovanju (jedro je ugasnjeno periferija pa deluje), sleep 
(jedro in periferija, ki potrebuje sistemsko uro so ugasnjeni, deluje pa periferija, ki 
uporablja svojo uro), 
- dva notranja oscilatorja, izbira glede na potrebo (32 kHz, 8 MHz), preklapljanje 
oscilatorjev med delovanjem, 
- napajalna napetost od 2 do 3,6 V, 
- 100 priključkov, od tega 84 vhodno/izhodnih, 
- 16 MIPS pri 32  MHz ure, 
- 18 mA tokovne zmogljivosti na izhodnih priključkih, 
- zaznavanje nizke napajalne napetosti, 
- ICSP,  možnost programiranja mikrokrmilnika v vezju,  
- 16 analognih vhodov, 10 bitni AD pretvornik, 
- 16 bitni PWM, 
- pet 16 bitnih časovnikov in 
- podpira USB protokol, 
 
4.1 MP LAB C30 prevajalnik 
 
Naloga prevajalnika je prevajanje izvornih datotek iz programskega jezika C v zbirni jezik. Te 
datoteke so potem zbrane in povezane z drugimi datotekami in knjižnicami ter skupaj tvorijo 
končni program v COFF ali ELF formatu, katerega lahko uporabimo v razvojnem okolju za 
razhroščevanje [18]. 
Prevajalnik vsebuje celotno standardno C knjižnico, ki vsebuje: pretvarjanje podatkov, 
dinamično dodeljevanje spomina, matematične knjižnice, delo z besedilnimi nizi. Šestnajst 
bitna arhitektura je bila razvita tudi z namenom optimizacije velikosti programa v jeziku C. 
Zmanjšanje velikosti programa pomeni uporabo mikrokrmilnika z manjšim pomnilnikom, kar 
poceni projekt in skrajša čas razvoja. Programski jezik C z naraščanjem programskega 
prostora v mikrokrmilnikih postaja vse bolj uporabljen za razvoj vgrajenih sistemov. 
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4.2 MP LAB ICD3 programator 
 
ICD 3 je programator in razhroščevalnik za PIC mikrokrmilnike. Deluje s programsko 
opremo MP LAB in lahko dela v zbirnem jeziku ali C izvorni kodi. Omogoča spremljanje 
stanja spremenljivk in registrov med samim delovanjem mikrokrmilnika. Omogoča tudi 
prekinitev programa na želenem delu ali izvajanje samo enega dela kode, kar nam pomaga pri 
odkrivanju morebitnih napak in pri optimizaciji programa. Z računalnikom se ga lahko poveže 
z USB ali serijsko povezavo. 
 
 
Za programiranje mikrokrmilnikov se uporablja ICSP (ang.  In-Circuit Serial Programming ). 
Za programiranje potrebujemo petžilno povezavo, vezava je prikazana na sliki 4.3:  
- VPP,  povezan mora biti na MCLR mikrokrmilnika in je namenjena vstopu v način za 
programiranje in razhroščevanje. Potrebna napetost je različna za različne 
mikrokrmilnike, 
- VDD, pozitiven pol napajalne napetosti,  
- VSS, negativen pol napajalne napetosti, 
- PGC, uro za sinhronizacijo pošiljanja podatkov, vedno jo pošlje programator in 
- PGD, linija za prenos podatkov. Podatki se pošiljajo v obe smeri. 
 
 
  
Slika 4.3: Povezava programatorja na vezje[19] 
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5. Program na mikrokrmilniku 
Delovanje programa na mikrokrmilniku lahko razdelimo na dva dela Prvi ima nalogo, da 
vzpostavitev in nadzira komunikacijo med mikrokrmilnikom in RN-41 Bluetooth modulom. 
Drugi del pa je zadolžen za prikazovanje in zajem sporočil uporabnika.  Aplikacija je 
napisana v programskem jeziku C in je namenjena  izbranemu mikrokrmilniku PIC24.   
Za razvoj aplikacije sem uporabil razvojno okolje MP LAB ter C30 prevajalnik programske 
kode. 
 
 
Slika 5.1: Delovno okolje programa MPLAB 
 
 
Aplikacija je sestavljena iz več delov, ki so zaradi preglednosti med seboj ločeni. V vsakem 
delu realiziramo kos programa, ki ga potem v glavni programski zanki kličemo da se izvede. 
Naša aplikacija je sestavljena iz sedmih delov, ki jim v MP Lab-u imenujemo »izvorne 
datoteke« in imajo kratico ».c«, npr. »main.c«. Priporočljivo pa je da za vsako izvorno 
datoteko ustvarimo tudi glavo datoteke, v katero vpišemo vse prototipe funkcije  in globalne 
spremenljivke, ki jih uporabljamo v istoimenskih izvornih datotekah. 
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Io.c 
V začetku datoteke moramo vedno vključiti glavo datoteke. V tem primeru  to storimo z 
vrstico:  
 
 
Potem sledi opis funkcije in njena vsebina. V tej datoteki iniciliziramo vhodno/izhodne 
priključke. Vsakemu posameznemu priključku določimo lastnost. Jaz sem za aplikacijo 
potreboval samo digitalne izhode in vhode. 
 
tipke.c 
Pri zaznavanju pritiska tipk z mikrokrmilniki naletimo na težavo. Ker so tipke narejene z 
vzmetmi, nam pri pritisku tipke ta vzmet zaniha in tako dobimo na vhod mikrokrmilnika 
veliko sprememb stanj (slika 5.2), namesto samo enega. Povprečen čas za umiritev je 
približno 30-40ms, odvisno od konstrukcije in kakovosti same tipke. Ker s takim signalom ne  
 
moremo delati, lahko to težavo rešimo na več možnih načinov. Težavo lahko rešimo s 
programsko kodo ali z dodatnimi komponentami.  Slednje je dražje in zavzema dodaten 
prostor na tiskanini, vendar pa pripomore k hitrosti izvajanja mikrokrmilnika. Primer take 
rešitve je integrirano vezje MAX6816, na katere pripeljemo vhod od -25 do +25 V,  dobimo 
pa izhod 0-6 V, vrednost je odvisna od napajalne napetosti čipa. Lahko pa uporabimo preprost 
Slika 5.2: Oscilogram »bouncing« efekta 
#include "io.h" 
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RC člen, vendar to ni najboljša rešitev. Moramo se zavedati, da ne dobimo stopničastega 
prehoda, kar nam lahko pri določenih aplikacijah povzroči težave. 
Težavo pa lahko rešimo tudi programsko. Kot sem že omenil, je čas za umiritev okoli 30 ms. 
Ena rešitev je, da vzorčimo na tako ali še večjo periodo in tako ne zajamemo vseh sprememb. 
Druga rešitev, ki sem jo uporabil tudi sam, pa je štetje digitalnih »enic« in »ničel« in ko neka 
vrednost prevlada, določi stanje na vhodu. 
 
lcdPmp.c 
Datoteka vsebuje kodo za inicializacijo in delovanje LCD ekrana. Tako v glavni programski 
zanki uporabimo samo funkcijo za prikazovanje, da je koda bolj pregledna. 
 
Knjižnica je vzeta iz Microchipove strani za Explorer16 razvojno ploščo. 
 
timer.c 
Časovnike sem v aplikaciji potreboval zato, da vsaki 2 s pošilja impulze na drugo Bluetooth 
napravo ter s tem preverja, če je povezava vzpostavljena. 
Najprej moramo opraviti inicializacijo ter vpisati konstante, da dobimo želen interval 
časovnika. Nato še zapišemo funkcijo, ki jo potem uporabljamo ob izteku časovnika. 
 
uart.c 
Za delovanje potrebujemo dva UART modula, med njima pa vsaj dve žici za povezavo. V 
mojem primeru je en modul na mikrokrmilniku, drugi pa na Bluetooth modulu. Povezana 
morata biti tako, da gre povezava med TX1 (modul ena) in RX2 (modul dva) ter TX2 in RX1. 
TX pomeni priključek za pošiljanje, RX pa priključek za sprejemanje podatkov. Poskrbeti 
moramo še, da oba modula uporabljata isti napetostni nivo in imata enak potencial mase. 
Za boljšo zanesljivost izmenjave podatkov se  uporabljata še dve povezavi, CTS in RTS. 
Povezave so podobno kot pri priključkih za pošiljanje in za sprejemanje RTS2  CTS1 ter 
RTS1  CTS2. 
Preden začnemo prenašati podatke med napravama, se morata napravi sporazumeti o 
določenih lastnostih. Ena od teh lastnosti je hitrost prenosa, ki je podana z baud rate (število 
bitov na sekundo). Če se hitrosti ne ujemata, dobimo napačno vsebino sporočila. Za 
preverjanje poslanega sporočila se uporablja pariteta. Izberemo lahko liho, sodo ali brez 
LCDwriteLine(LCD_LINE2, (unsigned char *) LCDbuffer ) 
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preverjanja. Ostale lastnosti povezave so tudi število podatkovnih bitov  v paketu in število 
končnih bitov.  
V programu za UART je treba najprej določiti priključke, na katerih ima mikrokrmilnik 
UART modul. Ta podatek najdemo v navodilih. Potem moramo določiti še lastnosti 
povezave, kot so hitrost prenosa, pariteta, itd. Za tem pa  pobrišemo zastavice. Tako je UART 
pripravljen in ga lahko v glavni kodi začnemo uporabljati. 
 
main.c 
To je datoteka, v kateri se nahaja tudi glavna programska zanka, ki skrbi za ciklično izvajanje 
programa. Najprej moramo poklicati inicializacije komponent, ki jih potrebujemo, kot so 
časovnik, UART,... Potem sledi zanka while(1). To je zanka, v kateri se dejansko izvaja 
celoten program in iz te zanke kličemo ostale komponente programa, ko jih potrebujemo. V 
zanki se izvajajo trije različni programi: 
- Pošiljanje kontrolnih impulzov 
 Program vsaki dve sekundi pošlje impulz za preverjanje povezave prek Bluetooth               
povezave na drugo napravo, ki stalno preverja prisotnost signala in ob izpadu javi, da je 
povezava prekinjena. 
- Spremljanje dogajanja na tipkah.  
Mikrokrmilnik vsak cikel preverja, če je kakšna tipka pritisnjena in izvede preprosto kodo. 
  
Ob pritisku na tipko, preko UART-a pošiljamo  številko »2« in zaključni znak, da aplikacija 
na računalniku ve, da je konec sporočila. 
- Branje UART vrat in pisanje na LCD 
Branje poteka tako, da ob postavitvi znaka v sprejemnem registru,  prepišemo vrednost 
U1RXREG registra v spremenljivko. To pa naprej sestavljamo v zbirko, katero uporabimo za 
izpis podatkov na LCD. 
Za izpis podatkov na LCD sem uporabil Microchipovo knjižnico za Explorer 16.  
if (gumb11()) 
{ 
U1TXREG = '2'; 
U1TXREG = 13; 
} 
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6. Aplikacija na PC-ju 
Aplikacija na računalniku je bila razvita v programskem okolju Visual Studio s programskim 
jezikom C#. Aplikacija omogoča odkrivanje, povezovanje na druge naprave in spreminjanje 
nastavitev modula RN-41.  
6.1 Opis Visual Studio  
Visual Studio je programsko okolje za razvoj aplikacij na Windows operacijskih sistemih. Z 
njim pa lahko ustvarjamo tudi spletne strani.  Na voljo imamo veliko izbiro  jezikov, v katerih 
lahko programiramo ( C++, C#, Visual Basic, VBScript, J#, JScript…). Sam sem program 
izdelal z jezikom C#, ki je objektno orientiran programski jezik in je mešanica C++ ter Jave. 
Razvijamo lahko tekstovne aplikacije. To so aplikacije, ki jih upravljamo s pisanjem ukazov. 
Takih aplikacij danes ne srečamo veliko, saj se pogosteje uporablja GUI (grafični uporabniški 
vmesnik), ki je veliko bolj prijaznejši do uporabnika. V Visual Studiu se za ta namen 
uporabljajo Windows forms, ki nam zelo poenostavijo delo. Na izbiro imamo veliko različnih 
gumbov, besedilnih in označevalnih polj, različnih menijev ipd. Ko te elemente vključimo v 
naš program, jim določimo lastnosti, kot so barva teksta, barva ozadja ter druge lastnosti 
besedila. Nato določimo še dogodke ob katerih se izvede koda. Program potem sam ustvari 
kodo za ta grafični del programa. 
Na voljo imamo tudi močan razhroščevalnik, ki nam pomaga pri odkrivanju težav in pri 
pregledovanju programa v delovanju, tako da lahko preizkusimo  aplikacijo pred izdajo. 
6.2 Opis programskega jezika C# 
C# je objektno orientiran programski jezik in je del .NET platforme. .NET je zbirka, ki 
vključuje več programskih jezikov in omogoča medsebojno delovanje. Vsak programski jezik 
lahko uporabi kodo, ki je napisana v drugem jeziku. Knjižnica je na voljo vsem programskim 
jezikom, ki jih podpira. Programi, napisani za .NET zbirko, se izvršijo v okolju CLR 
(Common Language Runtime). To je aplikacija, ki skrbi za pomembne storitve, kot so 
varnost, upravljanje s programskim spominom in rokovanje z napakami. Zbirka razredov in 
CLR skupaj tvorita .NET platformo. 
Pri objektno orientiranem programiranju podatke in postopke združimo v celote, ki jih 
imenujemo objekti. Programiramo potem tako, da  objekte ustvarimo in jim naročamo, da 
izvedejo določene postopke. Objektno usmerjeno programiranje nam omogoča, da na problem 
gledamo kot na množico objektov, ki med seboj sodelujejo in vplivajo drug na drugega. Na ta 
način lažje pišemo sodobne programe [20]. 
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6.3 Opis aplikacije za komunikacijo z modulom 
 
Naloga aplikacije na računalniku je pregled in spreminjanje nastavitev Bluetooth modula. Za 
vzpostavitev in upravljanje povezave sem uporabil knjižnico 32feet.NET. Knjižnica je odprta 
in vsem na voljo za uporabo. Je brezplačna za komercialne in nekomercialne namene. 
Namenjena je lažjemu delu z Bluetooth in infrardečo komunikacijo. Podpira namizne, 
mobilne in vgrajene sisteme. Knjižnica podpira sledeče Bluetooth sklade: Microsoft, 
Widcomm, BlueSoleil  in Stonestreet One Bluetopia Bluetooth [21]. 
Knjižnica 32feet.NET, za komunikacijo s strojno opremo, uporablja RFCOMM protokol, ki je 
vmesnik med aplikacijsko plastjo in L2CAP protokolom, ki skrbi za oblikovanje paketov. 
Program najprej inicializira gumbe, besedilna polja in ostale grafične elemente programa. 
Potem onemogočimo gumbe in ostale element na levi strani kot so »Vstop CMD« saj jih do 
vzpostavitve povezave ne potrebujemo.  
 
 
Slika 6.1: Uporabniški program na računalniku 
 
V programu so še tri besedilna okna. V srednjem oknu, ki je največji, so prikazana sporočila, 
ki jih prejmemo od modula. V spodnje okno vpisujemo sporočila, katera hočemo poslati na 
modul, pošiljanje potrdimo s tipko »enter«. Okno na desni strani pa nam služi za prikazovanje 
najdenih naprav. 
V levem zgornjem kotu je indikacija stanja povezave. Rdeča barva pomeni, da napravi nista 
povezani, zelena pa označuje vzpostavljeno povezavo. Na levi strani imamo na voljo 
možnosti za nastavljanje modula. Vstop v nastavitveni režim je seveda mogoč šele, ko je 
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povezava z modulom vzpostavljena. Pri vstopu v nastavitveni režim nam modul za potrditev 
pošlje »CMD«.  
Pri nekaterih nastavitvah je za veljavnost spremembe potreben ponovni zagon modula. To 
storimo s pritiskom na gumb »Reset«. Po končanem delu nastavitveni režim zapustimo z 
gumbom »Izhod«. Za ogled trenutnih nastavitev uporabimo gumb »Osnovne nas.« ali 
»Napredne nas.«. Pri osnovnih nastavitvah dobimo sledeče podatke:  
- BTA (ang. Bluetooth address), MAC (strojni) naslov modula. 
- BTN (an. Bluetooth Name), ime modula, ki ga lahko spreminjamo. Privzeto ime je 
Firefly-XXX (zadnji 4 znaki MAC naslova). 
-  Baudrt, trenutna nastavljena vrednost hitrosti prenosa v baudih. Privzeta nastavitev je 
115 kBaud. 
-  Mode, v katerem je način delovanja modul (nadrejena, podrejena enota ...) Privzeto je 
nastavljen na podrejeno enoto. 
-  Authen, določa vrsto zaščite, ki se uporablja. Privzeta nastavitev je 1, gostujoča 
naprava prejme geslo, ki ga mora modul potrditi.  
- PinCod, PIN modula, privzeta vrednost je 1234. 
- Bonded, če je ta funkcija vklopljena, modul sprejema samo naprave, katerih naslov 
ima shranjen. Privzeta vrednost je »0« kar pomeni, da je ta funkcija onemogočena. 
- Rem, Bluetooth naslov trenutno povezane naprave. 
 
Pri naprednih pa imamo še nekaj dodatnih nastavitev: 
- SrvName, ime storitve, katero podpira modul. Privzeta nastavitev je SPP, to je 
komunikacija preko serijskega porta. 
- DevClass, razred naprave. Opisuje za kakšno napravo gre npr. namizni računalnik, 
mobilna naprava, avdio/video naprava,... Privzeta vrednost je 0x1F00 (hex zapis). 
- SerClass, razred storitve. Podobno kot pri razredih naprav opisuje za kakšno vrsto 
storitve gre. Privzeta vrednost je 0x0000. 
- InqWindw, čas ko je modul viden drugim napravam. Najkrajši čas je 0x0012, najdaljši 
pa 0x800, nastavljamo pa delovni cikel. Privzeta nastavitev je 0x0060. 
- PagWindw, čas, ko je mogoče z modulom vzpostaviti povezavo. Postopek nastavljanja 
vrednosti in privzeta vrednost je enaka kakor pri InqWindw.  
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- CfgTimer, čas v katerem lahko vstopimo v nastavitveni režim. Privzeta vrednost je 
255 in pomeni,  da lahko vstopimo kadar koli. 
 
S programom lahko preko grafičnega vmesnika spreminjamo nekaj glavnih lastnosti modula, 
kot so hitrost prenosa, pariteta in ime. Pri nastavljanju hitrosti prenosa imamo preko 
spustnega menija na voljo 12 standardnih hitrosti.  Seveda se morata hitrosti računalnika in 
modula ujemati, da dobimo pravilen prenos podatkov. Enako velja tudi za nastavitev paritete. 
Privzeta vrednost je brez paritete.  
Nastavitve modula pa lahko spreminjamo tudi preko ASCII komandnega jezika. To so 
strukturirana sporočila, ki jih v nastavitvenem režimu pošiljamo na modul. Primer nastavitve 
hitrosti prenosa na 115 kBaud: SU,11 .  
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6.3.1 Delovanje programa 
V začetku izvajanja programa se izvede inicializacija spremenljivk potem sledi zagon 
grafičnega vmesnika. S pritiskom na gumb »Skeniranje« uporabnik postopek za odkrivanje 
drugih naprav. Program ustvari novo nit zato in potem rezultate pošlje nazaj v glavno zanko. 
Ko uporabnik izbere željeno napravo in pritisne gumb »Vzpost. povezave« program najprej 
preveri, ali sta napravi seznanjeni. Če sta seznanjeni se ponovno ustvari nova nit, ki služi za 
vzpostavitev povezave. Ko oddaljena naprava sporoči, da je povezava uspešna se začne 
prenos podatkov, diagram poteka je na spodnji sliki 6.2. 
 
 
Slika 6.2: Diagram poteka programa 
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6.3.1.1 Skeniranje naprav v dosegu 
Ob pritisku na tipko »Skeniranje« se zažene funkcija startScan. 
Najprej odstranimo naprave iz prejšnjih iskanj, potem pa ustvarimo novo nit (ang. thread).  
Novo nit ustvarimo zato, da lahko v programu deluje več operacij naenkrat. V  našem primeru 
grafični vmesnik in skeniranje naprav. Če bi uporabili samo en proces, potem bi ob skeniranju 
vsi gumbi in tekstovna okna postali neodzivni, ker pa lahko uporabniki razumejo kot napako 
v programu. Na koncu moramo to novo nit še zagnati. 
 
Delovanje nove niti opišemo v funkciji »scan()«. Za odkrivanje napak v kodi imamo v Visual 
Studiu tako imenovan »try-catch« stavek. V »try« vpišemo kodo, ki jo hočemo izvesti. Če pri 
1.  private void ScanBut_Click(object sender, EventArgs e) 
        { 
2.          startScan();    
        } 
1. private void startScan() 
        { 
2.        scanList.DataSource = null; 
3.        scanList.Items.Clear(); 
4.        items.Clear(); 
5.        Thread bluetoothScanThread = new Thread(new ThreadStart(scan)); 
6.        bluetoothScanThread.Start();             
        } 
1. private void scan() 
   { 
2.     try 
                { 
    3.          updateUI("Starting Scan.." + System.Environment.NewLine); 
    4.          BluetoothClient client = new BluetoothClient(); 
    5.          devices = client.DiscoverDevicesInRange(); 
    6.          updateUI("Scan complete " + System.Environment.NewLine); 
    7.          updateUI(devices.Length.ToString() + " devices discovered" +              
                System.Environment.NewLine); 
    8.          foreach (BluetoothDeviceInfo d in devices) 
                { 
    9.              items.Add(d.DeviceName); 
                } 
    10.             updateDeviceList(); 
            } 
    11.     catch (PlatformNotSupportedException) 
            { 
    12.        updateUI("No supported Bluetooth protocol stack found." +  
     Environment.NewLine); 
            } 
        } 
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izvajanju kode pride do kakšne napake, jo program odkrije in izpiše uporabniku v stavku 
»catch«.Iz knjižnice 32feet.NET uporabimo razred »BluetoothClient« in ustvarimo nov objekt 
»client«. Nad tem objektom program izvrši funkcijo »DiscoverDevicesInRange«, ki začne z 
iskanjem naprav. V sedmi vrstici kode uporabniku izpiše koliko naprav je bilo najdenih. Sledi 
še izpis vsake naprave v besedilnem oknu, ki je na desni strani.  
6.3.1.2 Vzpostavitev povezave 
Za vzpostavitev povezave  je  uporabljena podobna logika, kot pri skeniranju naprav. Ob 
pritisku na gumb »Vzpostavitev povezave« se izvede koda v »try« stavku. V tretji vrstici 
podatke izbrane naprave vpišemo v spremenljivko  »deviceInfo«. Potem izpišemo  katera 
naprava je bila izbrana in da je vzpostavitev povezave v teku.  V peti vrstici je preverjanje, če 
sta napravi seznanjeni. Za to skrbi funkcija »pairDevice«. Če je seznanjanje uspešno, se 
ustvari nova nit »ClientConnectThread«, v nasprotnem primeru se uporabnika obvesti s 
sporočilom »Pair failed«.  
 
Tako kot pri skeniranju smo tudi pri povezovanju  ustvarili novo nit in nov objekt »client«. 
Potem iz knjižnice 32feet.NET uporabimo funkcijo »BeginConnect«, ki ima naslednje 
parametre: 
- deviceInfo.DeviceAddress, MAC naslov oddaljene naprave, 
1. private void ConnectBut_Click(object sender, EventArgs e) 
 { 
2.  try             
       { 
3.   deviceInfo = devices.ElementAt(scanList.SelectedIndex); 
4.         updateUI(deviceInfo.DeviceName + " was selected, attempting                 
  connect" + System.Environment.NewLine);                            
5.   if (pairDevice())               
             { 
6.               updateUI("device paired.."+ System.Environment.NewLine); 
7.    updateUI("starting connect thread" +                      
   System.Environment.NewLine); 
                 Thread bluetoothClientThread = new Thread(new   
    ThreadStart(ClientConnectThread));    
8.                  bluetoothClientThread.Start(); 
             }    
9.   else                 
             {    
10.  updateUI("Pair failed" + System.Environment.NewLine);                     
  }                 
 }             
11.  catch (ArgumentNullException)...             
         
 
 39 
 
- mUUID, (ang. Universally Unique Identifier), je 128-bitna vrednost, ki se uporablja 
pri razvoju programske opreme. Ponavadi je zapisana v šestnajstiškem sistemu. 
[http://en.wikipedia.org/wiki/Universally_unique_identifier], 
- this.BluetoothClientConnectCallback, ustvari metodo, na katero se sklicuje ko je 
operacija končana in 
- client, objekt, ki vsebuje informacijo o stanju povezave. 
 
V metodi »BluetoothClientConnectCallback« nam program vrne  rezultat povezave. Potem še 
inicializiramo časovnik in vzpostavimo pretok podatkov (ang. stream), preko katerega 
sprejemamo in pošiljamo podatke po Bluetooth  kanalu. V 7. vrstici postavimo spremenljivo 
»conn« na »true«. V programu jo uporabljamo  za indikacijo uspešne povezave. 
 
Za pošiljanje uporabimo spodnjo vrstico, kjer je spremenljivka »message«  vneseno besedilo v 
besedilnem oknu za pošiljanje sporočil.   
1. private void ClientConnectThread() 
        { 
2.          try 
            { 
3.             BluetoothClient client = new BluetoothClient(); 
4.             updateUI("attempting connect" + System.Environment.NewLine); 
5.             client.BeginConnect(deviceInfo.DeviceAddress, mUUID,     
    this.BluetoothClientConnectCallback, client); 
            } 
6.             catch (NullReferenceException) 
            { 
7.             updateUI("Can't connect" + Environment.NewLine); 
            } 
        } 
1. void BluetoothClientConnectCallback(IAsyncResult result) 
        { 
2.          try 
            { 
3.     client = (BluetoothClient)result.AsyncState; 
4.             client.EndConnect(result); 
5.             timerInit(); 
6.             stream = client.GetStream(); 
7.             conn = true; 
            } 
8.             catch (Exception)... 
             
stream.Write(message, 0, message.Length); 
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7. Zaključek 
 
Glavna naloga diplomskega dela je bila vzpostavitev Bluetooth komunikacije med 
mikrokrmilnikom ter računalnikom.  
Na začetku sem naletel na težavo, saj prvi modul, ki smo ga naročili, ni imel programske 
opreme za Bluetooth krmilnik  in tako bi moral vse sprogramirati od začetka. Po pogovoru z 
asistentom sva  sklenila, da je trenutno to prezahtevna naloga, saj takrat še nisem imel znanja 
iz programiranja, poleg tega pa bi bilo tudi časovno preobsežno. Zato smo naročili nov 
modul, ki je vseboval potrebno programsko opremo, tako da sem potem samo uporabil UART 
povezavo in povezal modul z mikrokrmilnikom. 
Na težave sem naletel tudi pri učenju programiranja, vendar sem jih uspešno rešil s pomočjo 
asistenta in prebiranja literature na medmrežju. 
Pri delu z diplomsko nalogo sem programiral mikrokrmilnike, kar je bila tudi moja želja, saj 
se mi to zdi zelo zanimivo in pomembno področje. Srečal sem se tudi s programiranjem  v 
Windows okolju z objektnim programskim jezikom C#, ki je po mojem mnenju zelo 
uporabno orodje in upam, da mi bo v prihodnosti še kdaj prišlo prav. 
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