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FRED BRDDKS, der • Vater> des IBM-Betriebssystems 05/360, hat 
vor Jahren vor der Suche nach der , Si/ver Bullet, gewarnt -
einer Methode, mit der die Werwölfe der Software-Entwicklung 
schlagartig aus dem Weg geräumt werden können. 
Wiederverwendung ist keine solche Wunderwaffe. Sie ist 
aber Bestandteil einer umfassenden Strategie für das 
SoftwarB~Engineering, mit der Qualität und ProdukrivirlJt 
schrittweise verbessert werden können. 
Konfigurationsmanagement 
fUr die Softwal'l!-Wlederverwendung 
Wiederverwendung als 
Wunderwaffe? 
Von Erhard Plödereder 
Die Wiederverwenduna von Software 
wird derzeit als geeignete Methode an-
atschen, dem Anstieg der KompJe~itJt 
und der Entwicklungskosten entgegen-
zuwirken. Eine erfolgreiche Wiederver-
wendung verspricht klare Vorteile: 
- Kostcnminderung, da weniger Soft-
ware ncu entworfen, erstellt und gete-
stet werden muß 
- Verkürzte Entwicklungsdauer und 
damit schnellere Marktprlsenz, die 
erheblichen Einnuß auf das Ver-
kaufsvolumen haben kann 
- Höhere Software-Qualität, da die 
Software unter nrschiedenen Ein· 
satzbedingungen schneller ausreift 
und Verbesserungen oder Korrektu-
ren mehreren Produkten zugute kom-
men . 
Trotz der Jenannten Anreize beginnt 
die Wiederverwendung nur langsam 
Fuß zu fassen. Darur sind diverse Fak-
toren verantwortlich, zum Beispiel: 
- Rechtliche Probleme: Urheberrechte, 
Uzenzen, Gewabrleistung und Haf· 
tung schaffen eine Reihe von Fragen 
bei Wiederverwendung lirmenfrem-
der Software, die bei der Ei,enent-
wicklung nicht auftreten. Darum wird 
d ie Wiederverwendun, von Software, 
die kommerziell oder frei verfügbar 
ist. oft als zu hohes Risiko betrachtet 
- Vertragliche Hindernisse: Bei einer 
nach Aufwandsentschadigung erfol-
genden Software-Entwicklung besteht 
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häufig nicht die Möglichkeit, die 
durch Wiederverwendbarmachung 
und Wiederverwendung entstehenden 
Kosten in Rechnung zu stellen. Da-
mit wirkt sich die Software·Wieder-
verwendung sogar nacbteilig auf die 
Firmenbilanz aus. 
- NIH-(..:not invented herelt-)Syn -
drom: Unsere Software-Entwickler 
stehen fremder Software oft - und 
nicht immer zu Unrecht - sehr skep-
tisch gegenüber. Anstatt sich in solche 
Software einzuarbeiten, ziehen sie es 
vor. sie nach ihren eigenen Vorstel-
lungen neu zu entwickeln. Die Aus-
sicht, eventuell auftretende Fehler in 
ihnen unbekannter Software finden 
und korrigieren :ru müssen. ist ab-
schreckend. Demzufolge wird Soft-
ware zur Wiederverwendung nur ak-
zeptiert, wenn sie hinlänglich bekannt 
ist oder Kosten und Zeitbedarf einer 
Neuentwicklung nicht vertretbar 
sind. 
- Technische Probleme: Welche Cha-
rakteristika machen Software wieder-
verwendbar? Wie ist die Infrastruktur 
zu gestalten. damit gesuchte Kompo-
nenten leicht gefunden werden kOn-
nen, falls sie vorhanden sind ? Welche 
Änderungen im Entwicidungsprozeß 
sind nötig. um die Wiederverwen-
dung zu erleichtern? Und - das 
Thema dieses Beitrags - welche 
Wechselwirkungen entstehen mit der 
Konfigurationsverwaltung rur die 
Produkte, die wiederverwendete Soft-
ware enthalten? 
Trotz der genannten Schwierigkeiten 
gibt es Branchen der Software-Indu-
strie, rur die eine ausgeprlgte Wieder. 
verwendung interner Software- Kompo-
nenten der RegeIfall, zum Teil soga r zur 
Voraussetzung der Konkurrenzfähigkeit 
geworden ist. Typischerweise trifft dies 
auf produktorientiene Finnen zu, deren 
Produkte gemei nsame Systemstrukturen 
aufweisen, so daß sie als Ausprägungen 
aus wiederverwendbarer Softwa re er-
zeugt werden können . 
Ein Beispiel ist die Produktion von 
Compilersystemen für versc~ie~ene 
Programmiersprachen, unters.chledlll:he 
Wirts- und Ziel rechner und dIverse An-
wendungsbereiche. Solche Produkt-
gruppen werden heute von nahezu allen 
Firmen im wesentlichen durch Rekom-
bination wiederverwendbarer Kompo-
nenten erstellt. Ein Compilersystem, 
einschließlich der peripheren Werk-
zeuge, für eine komplexe Programmier-
sprache (zum Beispiel Ada, C + + ) 
kann die Größenordnung einer halben 
Million Quellzeilen erreichen. Um die 
Entwicklungskosten zu amorti sieren, 
sind entweder hohe Verkaufszahlen ei-
nes einzelnen Compilers oder die weit-
gehende Wiederverwendung der Soft-
ware in mehreren Produkten notwen-
dig. 
Die folgende Diskussion zum Konfigu-
rationsmanagement für wiederverwend-
bare Software ist größtenteil s aus der 
zehnjährigen Erfahru~~ einer Firma ab-
geleitet, die solche übersetzersysteme 
erstellt und als Produkte vennarktet. 
Charakterliierung der 
wiederverwendeten Software 
Wir sprechen hier hauptsächlich von 
der Wiederverwendung relativ großer, 
für eine bestimmte Kl asse von Systemen 
anwendbarer Programmeinheiten, zum 
Beispiel Compiler-Front-Ends für di-
verse Programmiersprachen, Codegene-
ratoren für Klassen von Zielarchitektu-
ren, zielrechnerabhängige und -unab-
hängige Code-Optimierungen usw. Nur 
in den wenigsten Fällen kann diese 
Software ohne weitere Anpassungen 
wiederverwendet werden. Die spezielle 
Auspriligung eines Produkts wird über 
geeignete Parametrierung erreicht, in 
Fonn charakteristischer Werte oder 
Entscheidungsalgorithmen, auf die von 
der wiederverwendbaren Software Be-
zug genommen wird. 
Eine schwierige Entwurfsentscbeidung 
ist dabei die pragmatische Trennung der 
Parametrierung von der wiederver-
wendbaren Software. Je mehr spezifi-
sche Anpassung durch Parametrierung 
erreicht werden kann. desto breiter isl 
das Anwendungsspektrum der Sofl-
ware; allerdings wachst auch der Auf-
wand. der bei der Anpassung dieser 
Software rur jedes Produkt entsteht . 
SelbstverslAndlich muß die Implemen-
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tierung der wiederverwendbaren Soft-
ware strikt von ihrer jeweiligen pro-
duktspezifischen Parametrierung ge-
trennt werden. 
In der Praxis wird die Wiederverwen-
dung der Software in einem geänderten 
Umfeld häufig zu zusätzlicher Parame-
lrierung und weiterer Evolution der 
wiederverwendeten Software Anlaß ge-
ben_ Nach unserer Erfahrung ist es 
nicht sinnvoll oder möglich, alle Mög-
lichkeiten der Parametrierung bereits im 
ersten Entwurf der Software einzupla-
nen. Überspitzt ausgedruckt: Die Soft-
ware wird erst bei mehrfacher Wieder-
verwendung durch Evolution tatsäch-
lieb wiederverwendbar. 
Die Wiederverwendung kleiner Soft-
ware-Pakete, zum Beispiel die Imple-
mentierung häufig benötigter abstrakter 
Datentypen oder einer Sammlung nu-
merischer A1gorithmen, stellt aus der 
Sicht des Konfigurationsmanagements 
k.eine besondere Herausforderung dar, 
da diese Pakete in den wenigsten Fällen 
einer nennenswerten Evolution unter-
liegen. Ihre erfolgreiche Wiederverwen-
dung hängt von anderen Faktoren (Ver-
füg- und Auffindbarkeit, Akzeptanz, 
Flexibilität) ab, auf die wir hier nicht 
näher eingehen wollen. 
Konfigurationsmanagement 
In der Entwicklung 
Die Mehrzahl kommerziell verfügbarer 
Systeme zur Unterstützung des Konfi-
gurationsmanagements ist darauf ausge-
richtet. die Neu- und Fortentwicklung 
von Software zu unterstützen. die lau-
fenden Veränderungen zu verfolgen, 
Konniktsituationen bei der Änderung 
durch mehrere Entwick.ler zu vermeiden 
und mechanische Konstruktionsschrine 
(zum Beispiel Übersetzung) zu automa· 
tisieren. Dagegen wird der Aufbau von 
Konfigurationen aus existierenden Sub-
systemen oft nicht speziell unterstützt; 
gerade dies ist jedoch bei der Integra-
tion großer Systeme auch aus vorhande-
ner, also wiederzuverwendender Soft-
ware ein wichtiger Gesichtspunkt. 
nchy illustriert die Notwendigkeit des 
Konfigurationsmanagements am Bei-
spiel eines kleinen, aus 100 Dateien be-
stehenden Systems, wobei jeweils zwei 
Versionen jeder Datei existieren. Dar-
aus ergeben sich rechnerisch 21(10 mög-
liche Konfigurationen des Systems, 
mehr als es Sekunden gab, seit das Uni-
versum entstanden isL Gruppiert man 
diese Dateien aber in Subsysteme, zum 
Beispiel fünf Subsysteme aus je 20 Da-
teien, und verwaltet man jeweils zwei 
Versionen der Subsysteme, dann sind 
pur noch 2s _ 32 Systemkonfigurati0-
nen möglich. Dieses Rechenexempel H-
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lustriert, daß eine Aggregierung der 
Software in Subsysteme zur Bewälti-
gung der Komplexität bei der Komposi-
tion von Systemen aus existierender 
Software unabdingbar ist. Kemforde-
rungen an das Konfigurationsmanage-
ment müssen daher sein, 
- daß Subsysteme klar identifizierbar 
sind 
- daß die detaillierte Verfolgung von 
Veränderungen innerhalb der Subsy-
steme erfolgt und zum geeigneten 
Zeitpunkt zu einer Versionierung die-
ser Subsysteme führt 
- daß die Systemkomposition auf der 
Ebene der Subsystemversionen er-
folgt 
- daß Subsysteme Bestandteil mehrerer 
(Sub-)Systeme sein können, ohne daß 
sie dazu dupliziert werden müssen 
Die wesentliche Frage bei der Integra-
tion von Subsystemen ist, neben der re-
lativ einfach zu entscheidenden Voll-
ständigkeit, die Konsistenz dieser Sub-
systeme. 
Wahrend relativ leicht feststellbar ist. 
ob bei der Integration von Subsystemen 
Vollständigkeit erreicht wurde, läßt sich 
die Konsistenz der Teile nur schwer 
überprüfen. Unter Konsistenz verstehen 
wir hier ein korrektes funktionales Zu-
sammenwirken der Subsysteme. Bei der 
Neuentwicklung eines Systems ist die 
Konsistenz der Subsysteme durch Ent-
wurf und Entwicklung impliziert, so 
daß die Systemintegration diesbezüglich 
weitgehend problemlos ist. Bei der 
Komposition aus wiederverwendbaren 
Subsystemen ist die Situation sehr viel 
schwieriger, da hier mit den Gegeben~ 
heiten existierender Software~Kompo­
nenten gearbeitet werden muß, die im 
Integrationsschritt erstmals zusammen-
treffen. Häufig tritt dabei der Fehler 
auf, daß das Gesamtsystem aus inkonsi-
stenten Versionen gebaut wird. Eine 
mögliche Ursache dafür ist die unvoll-
ständige Adaption der Beschreibung ei-
ner ähnlichen, bereits existierenden 
Konfiguration. Ein Teil dieser Fehler 
kann bei der Integration zwar frühzeitig 
diagnostiziert werden (zum Beispiel 
durch Schnittstellenprüfungen in Pro-
grammiersprachen wie Ada oder Werk-
zeugen wie 4(lint»). aber Fehler, die sich 
aus nicht zusammenpassender Funktio-
nalität ergeben, werden - wenn über-
haupt - erst im ausgiebigen Test er~ 
kannt. Es ist hier ein Deflzit an Spczifi-
kationsmethoden und Werkzeugen an-
z:umerken, die sich mit der Beschrei-
bung der funktionalen Abhängigkeit 
von Software-Komponenten befassen 
und bei der Auswahl konsistenter Kom-
ponenten Hilfestellung geben. 
Speziell ist die folgende Situation von 
größtem Interesse: Die Komponente X 
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werden. Welche weiteren Kom.penenten 
müssen aufgrund dieser Änderung 
ebenfalls durch neuere Versionen er-
setzt werden, um zu einem konsistenten 
Gesamtsystem zu kommen? Welche 
mittelbaren Folgen haben diese Modifi-
kationen? 
Werkzeuge für Konfigurationsmanage-
ment, wie sie heute zur Verfügung ste-
hen, bieten für diese zentrale Frage 
keine Antwort. Aber gerade hier liegt 
die häufigste Fehlerquelle bei der Sy-
stemkonfigurierung, da das Wissen über 
bestehende Abhängigkeiten und Konsi-
stenz oft nicht zentral verfügbar ist, son-
dern nur durch Befragung der Entwick-
lungsgruppen aus Teilinformationen zu-
sammengestellt werden kann. 
Eine weitere Fehlerquelle ist der Ver-
sionskonflikt (4(version skew»). Er tritt 
auf, wenn zwei Komponenten, A und 
B, ihrerseits eine dritte Komponente C 
benötigen, wobei A mit Version t von C 
und B mit Version 2 von Centwickelt 
(und ausgiebig getestet) wurde, die Ver-
sionen von C aber nicht untereinander 
austauschbar (kompatibel) sind. Sollen 
nun diese bisher unabhängig verwende-
ten Komponenten A und B Bestandteil 
desselben Systems werden, das aber nur 
eine Venion von C enthalten kann, ist 
ein Fehlverhalten des Systems im Wort-
sinne vorprogrammiert, wenn der Ver· 
sionskonflikt nicht vor der Systemgene-
rierung erkannt wird. Meist ist es sehr 
schwierig, einen solchen Konfigura· 
tionsfehler als Ursache des Systemver-
haltens zu erkennen. zumal die Ent-
wickler der Komponenten A, Bund C 
aufgrund ihrer jeweiligen Erfahrungen 
von der Korrektheit ihrer Software 
überzeugt sind. 
Die Kosten eines Konligurationsfehlen 
können erheblich sein. Nach der auf-
wendigen Fehlersuche kann seine Besei-
tigung einen mehrtägigen Produktions' 
prozeß nach sich ziehen. Mehr noch: 
Wird der Fehler erst im Rahmen eines 
mehrere Wochen dauernden System~ 
tests gefunden, so kann sich die Auslie~ 
ferung des Produkts deutlich verzögern, 
da die Veränderung gravierend genug 
ist. um den Systemtest von neuem be-
ginnen zu müssen. Es besteht weiter die 
Gefahr, daß die Beseitigung eines Feh-
lers neue Fehler hervorruft und daher 
der Produktionsprozeß lange Zeit durch 
eine Serie von KorrekturzykJen belastet 
ist. 
Nach unserer Erfahrung sind - mit der 
seltenen Ausnahme zu spät erkannter 
grober Entwurfsfehler in der Software-
Konfigurationsfehler der Hauptgrund 
für erheblich reduzierte Produktivität in 
der Software-Entwicklung. Es ist daher 
von überragender Bedeutung, Konfigu-
rationsbeschreibungen friihzeitiJ zu ent-
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wickeln, mit größter Sorgfalt zu ~rüren 
und generell die Aufmerksamken der 
Entwicklungsteams auf die Einhaltung 
der Konfigurationspläne und -metho-
den zu richten. 
Elnflull der Wartung auf da, 
Konflguratlon,management 
Gemäß genereller Erfahrungen der In-
dustrie belaufen sich die nach der ersten 
Produktauslieferung anfallenden War-
tungs- und Evolutionskosten auf 60 bis 
800/. der Gesamtkosten des Software-
Produkts. Dementsprechend muß sich 
eine Strategie der Wiederverwendung 
speziell auch dazu eignen, diese Kosten 
zu reduzieren. Wiederverwendete Soft-
ware unterliegt ebenfalls einer Evolu-
tion durch Fehlerbeseitigung und Erfül-
lung veränderter, steigender Anforde-
rungen. Wird die Wiederverwendung 
nur in der Entwicklungsphase geför-
dert, aber nicht in der Wartung, so daß 
mehrere Kopien unkoordiniert bearbei-
tet werden, dann wird das vorhandene 
Potential zur Kostensenkung und zur 
Qualitätserhöhung nur schwach ausge-
nutzt. Die wiederverwendete Software 
sollte einer eigenständigen, produkt-
iibersreifenden Wartung und Evolution 
unterliegen, so daß jede Verbesseruns 
allen Produkten zugute kommt. 
An diesem Punkt entstehen neue Forde-
rungen an das administrative und tech-
nische Konfigurationsmanagement, das 
nun nicht mehr ausschließlich produkt-
spezifisch betrieben werden kann. Viel-
mehr muß gewäbrleistet werden, daß 
die Fortentwick.]ung wiederverwendeter 
Software mit der Konfigurierung und 
Evolution aller betroffenen Produkte 
koordiniert wird. 
Im technischen Bereich steigt die Moti-
vation, die Evolution wiederverwendba-
rer Komponenten aufwärtsk.ompatibel 
zu halten, so daß bei der Eingliederung 
in die diversen Produktrevisionen Inte-
grationsarbeiten auf ein Minimum ge-
senkt werden können. Verbesserungen, 
die zwangsläufig zu Ink.ompatibilitäten 
führen, sollten zeitlich so zusammenge-
faßt werden, daß die Anpassung ande-
rer Komponenten im Block erfolß.en 
kann. In der Praxis zeigt sich, daß An-
derungen, die mehrere Subsysteme be-
tretTen, durcb die nötige Koordination 
des Entwurfs, der Entwicklung und der 
Zeitpläne unsleich langwieriger sind als 
Änderungen, die innerhalb eines Subsy-
stems vorgenommen werden können. 
Im administrativen Bereich sind Pro-
dukt- und Arbeitsplanung betroffen. 
Werden Komponenten revidiert, die in 
mehreren Produkten einscsetzt sind, so . 
müssen die Produktionspline der ein-
zelnen Produkte aufeinander abge-
.. 
stimmt sein, so daß deren Integration 
nicht durch Abhängigkeiten verzögert 
wird. Zum Beispiel ist es nicht sinnv~", 
eine neue von Front-End-Daten abhan-
gige Opti~ierung in. einen Compiler ~ 
integrieren, bevor diese Daten vo~ ei-
nem revidierten Front-End bereitge-
stellt werden. Hier muß produktüber-
greifende Informati~n d~s Kon~gura­
tionsmanagements In die ArbeItspla-
nung eingehen. . 
Vor allem sollte möglichst vermieden 
werden daß aktiv vermarktete Pro-
dukte a'uf verschiedenen Versionen der 
wiederverwendeten Software basieren. 
Andernfalls werden die Benutzerbetreu-
ung, die Analyse der im Betrieb aufge-
tretenen Fehler und die Einbringung 
von Korrekturen in die jeweilige interne 
Entwicklungsversion erheblich er-
schwert. Im Idealfall werden zu jedem 
Zeitpunkt nur zwei Versionen jeder 
Komponente global eingesetzt: die 
«eingefrorene» Referenzversion, die 
Bestandteil bereits ausgelieferter Pro-
dukte ist, und die Entwicklungsversion, 
in der FehJerkorrekturen und funktio-
nale Verbesserungen bis zur nächsten 
Produktauslieferung akkumuliert wer-
den. Natürlich werden auch lokale Ver-
sionen der Subsysteme temporär existie-
ren, in denen die eigentlichen Entwick-
lungen betrieben werden, bis diese den 
vorgesehenen Qualitätsgrad erreicht ha-
ben, um in die Entwicklungsversion 
übertragen zu werden. 
Dieses Modell läßt sich nicht immer 
durchsetzen; bisweilen ist es unumgäng-
lich, ein Produkt durch eine neuere Ver-
sion mit minimalen (aber wichtigen) 
Unterschieden zu ersetzen. Aus diversen 
Grunden kann hier on die bereits weiter 
fortgeschrittene Entwicklungsversion 
nicht eingeseut werden. Das Konfigura-
tionsmanagement für ausgelieferte Pro-
dukte muß daher in der Lage sein, die 
jeweilige Konfiguration mit minimalen 
Differenzen von der Referenzversion zu 
modifIZieren und dafür zu sorgen, daß 
hier korrigierte Fehler auch in der Ent-
wicklungsversion beseitigt werden. 
Diese «Deita»-Konfigurationen sind 
ein weiterer Grund dafür, aktive Pro-
dukte nicht auf verschiedenen Versio-
nen wiederverwendeter Software aufzu-
bauen. 
We<hselwlrkung 
mit der FIrmenorganisation 
Die Firmenorsanisation beeinnußt die 
Stratesie des Konfigurationsmanage-
ments und damit auch die Erfolgsaus-
sicbten der Software. Wiederverwen-
dung. Eine Strategie, die der Interessen-
lase des Mid-Managements zuwider-
läuft. wird kaum erfolgreicb sein. 
Spiegelt die Firmenorganisation die ein-
zelnen Produktlinien, so tendiert das 
Konfigurationsmanagement dazu, pro-
duktspezifisch zu sein. Die Kontrolle 
über die Evolution wiederverwendeter 
Komponenten ist damit zunächst der 
einzelnen Produktlinie überlassen. Die 
Wiederverwendung von Software be-
schleunigt den Entwicklungsprozeß. Es 
zeigt sich dann aber die Tendenz, die 
Evolution produktspezifisch voranzu-
treiben. ohne spezielle Rücksicht auf 
die Tatsache, daß die Software damit 
von einer Basisversion divergiert. Dies 
bringt zunächst Zeitvorteile, da Erwä-
gungen, die Komponente wiederver-
wendbar zu erhalten oder Veränderun-
gen mit den Zeitplänen anderer Pro-
dukte zu koordinieren, nicht im Vorder-
grund stehen . Zudem können Verände-
rungen ganz speziell den Bedürfnissen 
des Produkts angepaßt werden. Dem-
entsprechend gestaltet sich die Produkt-
integration relativ einfach. Ähnliches 
gilt auch für die produktspezifische 
Wartung. Aus der Sicht des Produktver-
antwortlichen wird hier sehr effizient 
gearbeitet. 
Aus globaler Firmensicht hat diese Ent-
wicklung aber eklatante Nachteile: Die 
für mehrere Produkte geschaffenen Ver-
sionen der wiederverwendeten Software 
werden nun individuell gewartet. Jede 
Fehlerkorrektur sollte in al1 diesen Ver-
sionen repliziert und getestet werden, 
was sowohl kostspielig als auch fehler-
anfällig ist, insbesondere wenn mehr als 
zwei oder drei Produkte betroffen sind. 
Das Kontrollsystem für die Verfolgung 
aller Korrekturen in allen Versionen 
wird extrem gefordert. In der Praxis de-
generiert das System leicht, so daß nur 
diejenigen Produkte korrigiert werden, 
für die die BenuUer Fehler gemeldet 
batten. Als Konsequenz divergieren die 
Versionen der wiederverwendeten Soft-
ware weiter. Der Vorteil einer produkt-
übergreifenden Qualitätsverbesserung 
durch Software-Wiederverwertung geht 
weitgehend verloren. Zudem wird die 
Wiederverwendbarkeit als Qualität der 
Software langsam zerstört, so daß die 
Generierung des nächsten Produkts erst 
«Säuberungsaktionen» der wiederver-
wendeten Komponenten erfordert. 
In einer Firma, deren Organisation 
nacb Produktlinien ausgelegt ist, wer-
den sich daher die Vorteile der Soft-
ware-Wiederverwendung in der War-
tuns und Evolution nur schwer ausnut-
zen lassen. 
Eine Alternative ist die Organisation 
entlang funktionalen Einheiten der 
Software, das heißt die Entwickluns 
und Evolution jedes (wiederverwendba-
ren) Subsystems wird autonom gemäß 
den Anforderungen aller Produk.te be-
trieben. Für die Erstellung der Produkte 
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sind Integrationsteams verantwortlich. 
Dieses Modell entspricht in etwa der 
«Component Factory», wie sie in der 
uteraNr vorgeschlagen wird. 
In dieser Organisationsform steht die 
Erhaltung der Subsystem·Wiederver· 
wendbarkeit im Vordergrund. Der Qua-
litätsverbesserung dcr einzelnen funk· 
tionalen Einheiten, die allen Produkten 
zugute kommt, wird hier Rechnung ge-
tragen. Dem steht als Nachteil gegen· 
über, daß der Einfluß der Produkter-
stellung vermindert und nur indirekt 
wirksam ist. Mißverständnisse über die 
~tails der Anforderungen an die ein· 
zeInen Produkte führen bei der Integra-
tion der Subsysteme zu Konsistenz- und 
Funktionalitätsproblemen, die ihrerseits 
Nachbesserungen in der wiederverwen· 
deten Software nötig machen. Zudem 
muß die Zeitplanung der funktionalen 
Einheiten auf die Bedürfnisse der diver· 
sen Produktintegrationen abgestimmt 
werden. In der Praxis ergeben sich hier 
oft Schwierigkeiten, weil nicht alle 
funktionalen Einheiten ihre Subsysteme 
in genügender Synchronisation bereit-
stellen können, speziell wenn nicht vor-
ausplanbare Nachbesserungen nötig 
werden. Aus all diesen Grunden ist die 
Produktintegration langwierig und or· 
ganisatorisch mühsam, sehr zum ge· 
meinsamen Mißfallen der Produktma· 
nager, Kunden und Firmenleitung. Eine 
Reorganisation wird nicht lange auf 
sich warten lassen. 
Sowohl die produkt- als auch die funk· 
tionalorientierte Organisationsform er· 
zeugen also Schwierigkeiten, die Pro· 
duktion aus wiederverwendbaren Kom· 
ponenten effizient zu gestalten. Eine In-
tegration der Organisationsformen hat 
bessere Aussichten, das Ziel zu elTCi-
ehen. 
Nachdem wir unsere (schmerzlichen) 
Erfahrungen mit den geschilderten Or-
ganisationsformen gemacht hauen, hat 
sich eine matrixorientierte Organisa-
tionsform herausgebildet, in der die 
Software-Entwickler duale Verantwort-
lichkeit gegenüber der Produktentwick-
lung und den funktionalen Einheiten 
baben. Die Verantwortlichkeit für den 
Kompositionsaspekt des Konfigura· 
tionsmanagements liegt primär bei der 
Produkterstellung; die Fortschreibung 
der einzelnen Subsysteme erfolgt aber 
durch die funktionalen Einheiten. 
Durch entsprechende temporäre Perso-
nalzuordnung aus funktionalen Grup-
pen an die Produktintegration wird er-
reicht, daß Produktanforderungen di-
rekt zum Emplänger kommen. Oie per-
manente Zuordnung des Personals an 
funktionale Einheiten stellt sicher, daß 
die Versionsbildung wiederverwendba· 
ur Komponenten nicht ausufert. 
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Qualltätskrlterl" 
fUr wiederverwendbare 
Software 
Ein interessanter Aspekt des Konfigura· 
tionsmanagements rur wiederverwen-
dete Komponenten ist die Frage, welche 
Qualilätskriterien anzusetzen sind. um 
die Kompontnte rur die Generierung 
einer Produktrevision freizugeben. Zu· 
nächst erscheint es als völlig ausrei-
chend, wenn die Komponente die Er-
fordernisse des Produkts erfüllt und 
dies durch den Systemtest des Produkts 
nicht widerlegt wird. Darüber hinausge-
hende Forderungen an die Komponente 
zu stellen, erscheint widersinnig. 
Leider fördert dieses Kriterium einen 
Effekt, den wir als eeVersionsdrift» be· 
zeichnen: Mit der Auslieferung des Pro-
dukts sollte die Komponente als Refe· 
renzversion eingefroren werden. Bei der 
Generierung der Revision des nächsten 
Produkts stellt sich dann aber meistens 
heraus, daß weitere Änderungen dieser 
Referenzversion nötig sind, um auch 
diesem Produkt gerecht zu werden. Im 
laufe des Revisionszyklus einer Pro· 
duktlinie entsteht nun eine Referenzver-
sion zu jedem Produkt. Zwar enthalten 
die jeweils späteren Versionen alle vor-
angegangenen Veränderungen, aber das 
Konfigurationsmanagement rur die aus-
gelieferte Software und die Benutzerbe-
treuung wie auch die eventuelle spätere 
Generierung von «Deha»-Versionen 
werden trotzdem durch die Vielzahl die-
ser Versionen erschwcrt. 
Daher sollten die Qualitätskriterien für 
die Freigabe einer neuen Version der 
wiederverwendtten Software so ange-
setzt werden, daß die Komponente die 
Erfordernisse aller Produkte erfüllt, die 
mit dieser Software revidiert werden 
sollen. Als Nachweis dienen die ein-
schlägigen Teile des Systemtests dieser 
Produkte. Damit wird eine Versionsdrift 
weitgehend verhindert. Voraussetzung 
ist allerdings, daß die Evolution all die-
ser Produkte parallel vorangetrieben 
wird, so daß die diesberiiglichen Sy-
stemtests auch tatsächlich mÖj:lich sind. 
Mehr als nur die Berelt-
stelluII9 wledervetW"dbarer 
Komponenten 
Erfolgreiche Software·Wiederverwen-
dung erfordert mehr als nur die Schaf· 
fung und die Bereitstellung wiederver-
wendbarer Komponenten. Der gesamte 
Lebenszyklus der Produkte, die mit sol-
chen Komponenten erstellt werden, 
wird beeinflußt. Speziell wirft die Wie-
derverwendung gravierende Fragen 
nach der optimalen Form des Konfigu-
rationsmanagements auf. Die Prozesse 
Informatik 
der Konfigurations-, Produkt· und Ar-
beitsplanung werden komplexer und 
bedürfen weit größerer Aufmerksam-
keit. Unter Umständtn ist sogar die Or-
ganisationsstruktur des Entwicklungs-
bereichs betroffen. 
Der Aufwand, der zur Lösung dieser 
Komplikationen notwendig ist, wird 
aber mehr als ausgeglichen durch die 
Vorteile, die von der Software-Wieder-
verwendung ausgehen. Wenn eine 
Finna Produkte mit einem Gesamtvolu-
men von zehn Millionen Quellzeilen im 
aktiven Betrieb hat, aber nur Software 
im Umfang von ein bis zwei Millionen 
Quellzeilen zu warten hat, dann kann 
man davon ausgehen, daß sich dieser 
Aufwand lohnt. [1lJ e 
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