The Davidon formula and others of the "quasi-Newton" class, which are used in the unconstrained minimization of a function /, provide a (generally) convergent sequence of approximations to the Hessian of /. These formulas, however, require the independent calculation of the gradient of /. In this paper, a set of new formulas is derived-using a previously described variational approach-which successively approximates the gradient as well as the Hessian, and uses only function values. These formulas are incorporated into an algorithm which, although still crude, works quite well for various standard test functions. Extensive numerical results are presented.
Introduction.
The so-called variable-metric method for minimizing functions, which was discovered by Davidon [1] and developed by Fletcher and Powell [2] , has been so successful that it has attracted a great deal of interest. Various theoretical studies, as well as new, related algorithms, have appeared in the literature ([3] - [6] , among many others).
So far, all but one* of these variants of the DFP (Davidon-Fletcher-Powell) method have required the explicit evaluation, at each step, of the gradient of the function / to be minimized. From these computed gradients, the inverse of the Hessian matrix is gradually constructed, and the Newton formula (which is used to compute the next step direction) becomes gradually more accurate.
In a previous publication [7] , it was shown how DFP-like formulas could be derived by solving a certain variational problem. In this paper, the same method will be applied to finding quasi-Newton** formulas which do not involve the explicit calculation of gradients. Clearly, since the gradient is needed in the Newton formula, the new algorithm will have to estimate it-as well as the Hessian-in the same way as the inverse Hessian is estimated in the DFP method.***
The basic notation to be used is as follows: /(x) is the function of the variables (xu x2, • • • , xN) in Rh which is to be minimized; g and G are the gradient and Hessian of /, respectively. In the course of the work, certain estimates of these quantities will be discussed; these will be denoted by g and G (without bars). Further, H = G~l. At certain stages, vectors specifying directions for line searches are introduced; the letter d is used to denote these. When a direction vector d has been normalized (in a sense to be outlined later), the normalized direction is denoted by the letter s. Using a starting point x0 and a unit direction s, a straight line in Rx may be expressed parametrically as follows: (1.1) x(a) = x0 + as, where a is a parameter which measures the distance from x0 to x(a). If a line search along such a line has terminated at a certain value au the displacement vector x(ax) -x0 will be denoted by a, so that a = aas.
At appropriate places, subscripts may be appended to any of these symbols, to label the various steps with which they are associated. At other places, the context permitting, the subscripts will be dropped.
2. The Role of the Constraint in the DFP Case. In the DFP procedure, after the kth step from xk to xl+u a new estimate Hk+i to the inverse Hessian is sought, which is to replace the current estimate Hk. This new estimate is required to satisfy the quasi-Newton condition (also known as the DFP condition):
where yk is defined as (gk+1 -gk).
Where does this constraint come from? Basically, it is an identity which holds for quadratic functions. At the beginning of the kth iteration, we have a quadratic approximation to /(x), say: (2.2) Qk(x) = ak + brkx + \xTGx, (where the superscript T denotes the vector transpose) and, during this iteration, we make a step from the point xk to a point xk+u At these two points, we have evaluated the exact gradient vectors: (2. 3) gk = V/(**); gk+1 m V/(x*+1).
A new, improved quadratic approximation Qk+i(x) is now forced to fit /(x) at these points, in the sense that the gradients calculated from Qk+i(x) match the exact ones:
(2.4a) gk+i(xk) = bk+1 + Gk+lxk = gk, (2.4b) gk+i(xk+i) = bk+1 + Gk+1xk+i = gk+i.
It follows that the new Gk+1 satisfies the condition: (2.5) £t+1 -gk = Gk+i(xk+1 -xk) = Gk+1<rk which is equivalent to Eq. (2.1).
The method used in [7] to derive correction formulas was briefly as follows: The correction to Hk was written as: (2.6) Hk+i = Hk + Et and a quadratic norm of Ek was minimized subject to (2.1) . (This amounts to a constraint on Ek.) In addition, it was required that Ek be symmetric so as to preserve the symmetry of Hk+U given that of Hk. This amounts to another (linear) constraint on Ek. This constrained variational problem was solved, leading to a class of correction formulas. These formulas resemble the DFP formula, and it was, in fact, shown by D. Goldfarb [13] that the variationally derived class contains the DFP formula.
3. Constraints in the Derivativeless Case. We now have the task of trans-lating the variational procedure to the case when there is no independently calculated gradient. The first thing we must do is to find an appropriate constraint corresponding to the QN condition.
Clearly, the new condition cannot contain g explicitly, since g cannot be independently computed. Hence, the only admissible ingredients are the values of / at various points.
As in all treatments of quasi-Newton methods, we assume /(x) to be approximated by a quadratic function (as indicated previously). The approximation for / is Q, given in (2.2). If we replace b in favor of g, we obtain:
This form for Q(x) has turned out, in practice, to be more convenient (less subject to rounding error) than that in (2.2), but it must be remembered that g depends on x.
Let us now assume that we are at some point x0 and do a line search along some s (with length parameter a) for the minimum of /. For any x on this line (x = x0 + as), we have for the estimate g, based on Q:
Correspondingly, for Q: = (a + glx0 -\xlGxo) + (gTos)a + h(sTGs)a2.
At some value au we find the minimum value fx. The corresponding x value is Xi ( = x0 + axs).
The spirit of the QN condition in the DFP case is to require that the estimated set of "parameters" \Hik\ be such as to make the quadratic representation Q "fit" the independently computed gradients. What corresponds in the present case is to require the "parameters" g0 and G to be such as to make the function Q(x) "fit" the independently computed values of f. Thus, we shall require for our next estimates, g*Q and G*, say: ■ (3.4a) Q0 = 0(0) = a + gfx0 -hxT0G*x0 = /", (3.4b) Q, m Q(Ul) = UAs in the DFP method, we eliminate what amounts to an additive constant (viz., a) by taking differences:
There is another independent constraint, based on the fact that / is a minimum at ax. Hence, the derivative of Q, with respect to a, is forced to vanish at ax: (3.6) (^j = ggTs + (sTG*s)a1 = ir(g0* + axG*s) = sTg? = 0.
Thus, we have two "QN conditions" at each step. Other combinations are possible, of course, such as fitting Q(a) to / at three distinct points along s. (This would also lead to two conditions.)
For reasons which will be apparent later, it is not feasible to attempt to correct go and G after only one step. We therefore take more steps than one in each "correction cycle", and distinguish between a minor step, involving a line search along a single direction, and a major step, which will be a sequence of such minor steps.
In what follows, we shall suppress the major step index k, and concentrate on the set of minor steps which constitute a major step.
Starting from x0 (the starting point of a major step), the first minor step direction dx is calculated by Newton's formula, using the current estimates g0 and G:
and dx is then normalized with respect to a positive-definite matrix L, to be chosen later. This gives the unit vector su defined as follows:
Note that it is necessary to solve a simultaneous linear system for dx, since G-1 will not be directly estimated, as in the DFP method. The reason for this is that G is involved in Eqs. (3.5) in such a way, that replacing it by H'1 would unavoidably lead to a nonlinear constraint on H, thus rendering the variational problem intractable.
After the line search along su yielding ax and fu the direction of the next minor step may be generated by combining sx with some other direction. A simple choice is one of the coordinate directions, say ex. Then (3.9) d2 = ex -f-pxsx with pi chosen so as to make d2 orthogonal to sx, in the sense that d^LSi = 0. d2 is then normalized to give s2, and a line search is performed, yielding a2 and /". Next, a new direction d3 is found by combining e2, sx and s3 linearly, and requiring d3 to be orthogonal to sx and s2 (with respect to L). d3 is then normalized, etc.
If it should happen that one of the coordinate directions is a linear combination of the already computed direction vectors, it is simply dropped. In all, a total of N minor steps are attempted. In what follows, the index / will be a label for the minor steps within a major step.
. If we denote the fth minor step by a,, we have:
n is next defined as the total displacement from x0 to x,:
Then, based on (3.2), we will impose the condition:
(3.12) g* = g0* + G*ri = gf_, + GV, and, corresponding to (3.6), we satisfy: It is important to note that the only independently computed functional quantities here are the {A/<}.
We are now going to consider the major step as an independent cycle, and make the corrections to our old estimates, g0 and G, at the end of it. The corrections will be denoted by y and V, so that the corrected values g* and G* will be: (3.16a) g0* = g0+y, (3.16b) G* = G + r.
Then the constraints (3.15), considered to apply to the new estimates g% and G*, are translated into constraints on y and T as follows:
(3.17b) a\y + a^Tr. = -{cr;g0 + ff7Gr,) = e,-. Now, there are N parameters in g0 and %N(N + 1) in G to be estimated. But in each major step, we have at most IN constraints. Hence, when N > 1, there are fewer constraints than parameters; so that one major step does not determine all the parameters. Since each major step is treated independently of the others, any method based on these constraints will not necessarily be an "TV-step" method. In fact, the formulas to be derived need not necessarily generate the exact G, even for quadratic functions. This is not to say, however, that it is impossible to construct "A-step" formulas (by other means). where V and W are positive-definite matrices of some sort. A difficulty arises in somehow combining these norms in a natural manner. One wishes to have a quadratic function of the elements of y and T which is also positivedefinite. These two quantities are not really comparable, since it is easy to construct functions for which they have arbitrary values. The obvious device of simply adding them leads to the problem of insuring that their "units" are consistent. This might be accomplished, for example, by taking W = G~l and V = ||g0|r2L where / is the unit matrix.
The most practical form, which was found after some trials, was the most obvious one, viz., a simple sum:
and a large number of numerical trials, wherein various forms of V and W were chosen, seemed to indicate that the choices V = I, W = vi (where v is some arbitrary number) worked best in practice. However, we shall defer this specialization to a later section, but leave V and W arbitrary so as to show the general form of the corrections.
Incorporating the constraints (3.17) into the functional via the Lagrange multipliers fr/,} and \ di} gives:
We should add to this the additional constraint TT -V, but will dispense with doing this explicitly, and simply indicate the change in the formula for T, necessary to include this requirement. (4.5a) 7 = A 52 0,<r,., (4.5b) r = hM{ Z + 52 *<(<M-f + r.9rt)l M.
We now solve for the Lagrange multipliers {77,} and {0<} by applying the constraints to 7 and T. The resulting equations are rather complicated, but they reduce to the following (in matrix form): 
We then have, since {Si\ is now an orthonormal set with respect to L:
(4.12a) hi = </Aff, = |<r,-1 kl/Z-r, = ff2«,-, and, similarly: The solution of Eq. (4.6) has the form:
and these expressions may be easily evaluated because all the matrices are diagonal. The result is (by components):
so that the evaluation of y and r does not really involve any matrix inversions.
The algorithm now runs as follows: 1. Assume G = I, and estimate g" at the starting point by first differences. (See explanation in Section 5.)
2. To start a major step, compute a direction sx from Eqs. (3.7), (3.8).
3. Do a line search for a minimum of / along s (for each minor step). 4. Save a, r, p and « as defined in Section 3. If a total of N independent directions have been generated, skip to step 6.
5. Form a new direction from the previous step directions plus a new linearly independent direction, and orthonormalize. Go to step 3.
6. Compute 6 and r\ from Eqs. (4.17). 7. Compute y and V from (4.5). 8. Correct g0 and G (Eq. (3.16)) to form g% and G*. 9 . Translate g% using g** = g% + G*tn (referring to Eq. (3.12), since the new x% is x0 + tn).
This completes a major step. 10. Test for termination (||g**ll < threshold, say). Otherwise, go back to step 2. There are the usual complications in the program for this algorithm, mostly as a result of rounding error. These have not been described here.
Computational Experience.
This method was programmed in the APL language for the IBM 360 computer and a good many trials were run on a few test functions. There was a good deal of tinkering necessary to get the method to converge reliably and reasonably efficiently, but the most effective choice of various arbitrary quantities turned out to be one of the simplest.
The worst difficulty with this method is that the successive estimates of G are not necessarily positive-definite. This precludes setting L -G (hence A = G and M = G/v) since minimizing a quadratic form with an indefinite metric can (and did!) yield very large, unstable corrections y or T. The choice L = I turned out to be the most stable (and the simplest) choice, and almost always led to the fastest convergence.
The best choice of v turned out to be 0! Of course, one cannot simply set v = 0, and evaluate y and V, since Eqs. (4.6) become singular for v = 0. It is possible, of course, to find the limiting solution as v -* 0, and this is described in Appendix A.
In many instances, the correction computed in this way caused G to become indefinite. This is easily detectable in those cases when a diagonal element becomes negative. This was cleared up in most instances by letting v -► °°, instead of v -> 0. (The former case is analyzed in Appendix A.) When this device did not help, the indefiniteness was allowed to remain, and the next major step was begun. Near the point of convergence, this pathological effect nearly always disappeared; however, it ' did have the effect of slowing down convergence.
As will be seen from the printouts of some of the examples shown, the convergence does seem to be superlinear in many cases. This has not been proven and may not even always be true.
There is certainly no assurance that a variational derivation will yield formulas having the most desirable properties. It is likely that a deeper theoretical analysis of this type of QN method will yield better procedures with better properties (such as positive-definite G's).
As in the DFP method, the unit matrix was taken as a starting value for G. For a starting value of g0, there is no "natural" vector, although, in principle, it is possible to start with any vector. When this was done (for example, by taking g0 = (10000-• •) or go = (111 • • •), the method converged, but often with great difficulty. Ultimately, a rough estimate of g0 was computed at the outset (by simple forward differences), and this stabilized matters quite considerably.
6. Numerical Examples. Tables 1-3 following are printouts generated at a terminal by the APL program. The entries are as follows:
NSTEP The major step number.
P
The number of minor steps in the major step; in these tables, P = N in all cases, except when some minor steps are too small. (The formulas for 6 and 77 remain the same, except that N is replaced by P.) NFUNC The total number of evaluations of / after each major step.
F
The value of /(x). X The position vector.
In these printouts, g0 is denoted by GZ and G is denoted by GG. When G is found to be indefinite, the notation: IG (indefinite G) with the major step number is printed. The value of v is then changed from 0 to 00. When this still gives a detectably indefinite G, the same notation is printed again. The entire process was regarded as having converged when ||g0|| < 10-5, or, failing this, that no minor step > 10~7 was possible. If the size of the major step falls below 10"6, the notation "SPF" is printed, and the iteration terminated.
The functions tested were as follows: (The starting values at (1, 1) .
(with Aih Bu, and E( randomly generated). t7RT is variable and the solution is "XNULL", which is precomputed.
(j) Helical Valley [2] . Solution: (1, 1, t, 1).
It will be seen that various interesting (some good and some bad) things occur in these problems:
(1) The convergence near the solution is often clearly superlinear (even quadratic at times), but breaks down for functions which do not have a quadratic minimum (e.g., Powell 1).
(2) When G at the solution is singular, there is a good deal of difficulty with indefinite intermediate G's, which slows the convergence drastically.
(3) This method is not as speedy as several others (Simplex, Powell's, Rosenbrock's) but compares well in some cases.
(4) The successive estimates of G have been printed for Quadratic Function No. 3; evidently, a good value is generated very soon, which explains the quite rapid convergence in the quadratic cases. (A similar study of what happens to ga has not been made.) (5) When P, the number of minor steps per major step is restricted to be <N, the convergence is slowed considerably. (These cases are not shown.) When P ■» 1, the correction to g0 tends to make it vanish altogether, thus providing no direction for the next Newton step. (This was the reason for introducing additional minor steps in the first place.)
In Table 4 is shown a comparison with other methods for those test functions for which information is available. The starting points for all comparison functions are the "standard" ones, i.e., those used most in the literature.
The entries in Table 4 are as follows: QNWD stands for "Quasi-Newton Without Derivatives" H-J stands for "Hooke and Jeeves" Ros stands for "Rosenbrock" SPLX stands for "Simplex" Pow stands for "Powell" Stew stands for "Stewart". For each case, the number of function evaluations needed to get the function License or copyright restrictions may apply to redistribution; see https://www.ams.org/journal-terms-of-use john greenstadt License or copyright restrictions may apply to redistribution; see https://www.ams.org/journal-terms-of-use a quasi-newton method with no derivatives down to a certain value is listed. The number in parentheses is the exponent, to base 10, of the least calculated function value. The value "-co"
indicates that / was reduced to zero. When v -> 0, every term in formula (4.5a) goes to zero, except the first term (for / = 1). The result for 7 is (also replacing A by L):
(A5) 7->£tV-.
For r, we must be more careful. When we replace M by L/v, we have a denominator which converges to 0, whereas ßx and 771 do not. However, if we evaluate the terms in the brace in formula (4.5b) for i = 1, we obtain: and when v -> 0, the last term vanishes. Clearly, this limiting procedure has the effect of correcting g0 from the results of the first minor step only, and of removing part of the first minor step discrepancy from the correction to G.
Case 2: v -► <». In this case, there is no need to separate out the first minor step.
The limit for 0,-is:
(A12) 0,--> («, -2p,)/<72, but rji still contains a multiple of v2. The formula for 7 remains the same as (4.5a), but that for V becomes:
(A13) r " 5 4? '***}-• and the last term vanishes for v -> co. In this case, g0 is corrected in terms of all the minor steps, but the (7-correction does not contain the 0's. In the program used to run the test problems, L was set equal to the unit matrix I, as mentioned in the text.
(B8) a(ggt + a\m* = 0, from which we solve for \ga*i\. We may then translate g* to any other point, using (3.12) .
The main differences between this method and the QN method outlined in this paper are:
