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El objetivo de este proyecto es crear un conjunto de herramientas y funcionalidades que 
permitan la creación de un videjuego en el motor Unity3D con una inversión de tiempo en 
desarrollo de código mínima, y que facilite la automatización de las tareas más repetitivas 
de la creación de escenas. 
 
Para logar el primer objetivo, se desarrolla una serie de scripts encargados de controlar 
los componentes básicos de todo videojuego: el estado de la partida, el estado de las 
distitnas misiones que este tenga, el control de los inputs del jugador… 
 
Para abordar el segundo, se crean una serie de paquetes ya programados que permitan 
arrastrar un único objeto a escena para crear uno de los elementos repetitivos 
mencionados. Para facilitar su edición, se crean también un conjunto de editores 
extendidos con las funcionalidades que Unity3D incorpora para que las posibilidades de 
olvidarse de asignar un campo importante o de manipular uno que no deba modificarse 
sean mínimas. 
 
Una vez completado el proyecto, se concluye que los objetivos han sido cumplidos de 
forma satisfactoria, pues el editor resultante ha sido utilizado en el desarrollo de un 
videojuego, tanto por el desarrollador del editor como por neófitos en el entorno de 
Unity3D. en dicho desarrollo se ha comprobado que los objetivos mencionados se cumplen 
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 3. GLOSARIO 
 
Agente o NavMeshAgent (1): (Término de Unity3D) Un NavMeshAgent es el componente 
que permite el movimiento del GameObject contenedor sobre un suelo mallado de 
Unity3D mediante pathfinding. 
Animator (2): (Término de Unity3D) Un Animator es el componente encargado de 
gestionar un conjunto de animaciones mediante un controlador. En este controlador se 
pueden definir diferentes estados para automatizar la ejecución de diferentes acciones en 
función de variables definidas por el programador. 
Cinemática: Una cinemática (cutscene) es una secuencia de interacción nula o restringida 
en la que se muestran eventos que pretenden presentar personajes, avanzar en la historia 
o profundizar en aspectos de esta.  
Collider (3): Un Collider es el componente encargado de detectar colisiones con otros 
Colliders. Existen diversos componentes hijos de este, que se diferencian por la forma de la 
colisión: cúbica, esférica, plana… 
GameObject (4): (Término de Unity3D) Un GameObject es el objeto por defecto de 
Unity3D, al que se le añaden los componentes deseados para configurar diferentes objetos 
según su función o comportamiento. 
Un GameObject vacío es uno sin hijos y un único componente, un Transform que no puede 
ser eliminado. 
Inspector (5): (Término de Unity3D) El Inspector es una ventana que muestra los 
diferentes componentes del GameObject seleccionado y permite inicializar las variables 
públicas de estos. 
Jerarquía (6): (Término de Unity3D) Se denomina jerarquía a la lista de GameObjects 
instanciados dentro de una escena. En esta, cada GameObject se encuentra indexado según 
su relación de padre, hijo o hermano con el resto. 
Material: El material de un modelo 3D es un archivo que contiene la información de que 
posición xyz ocupan los pixeles de una imagen en un modelo. Actúa como un conversor 2D 
(imagen) - 3D (modelo). 
MonoBehaviour (7): (Término de Unity3D) La clase MonoBehaviour es la clase de la que 
hereda todo componente de Unity3D. Las clases que hereden de MonoBehaviour deben ser 
añadidas a un GameObject. 
NPC o Non Playable Character: Personajes que pueblan el mapa jugable. Tienen un 
movimiento autónomo y con algunos existe la posibilidad de interacción. A efectos de 
programación se considera al jugador un caso particular de NPC, y por tanto no se hace 
distinción.  En imágenes de proyectos antiguos se hace referencia a ellos como Caminantes. 
Prefab (8): (Término de Unity3D) Un Prefab es un GameObject guardado como fichero. 
Puede tener componentes añadidos e hijos. Es útil cuando se tiene un objeto repetido 
múltiples veces y siempre igual, como las monedas en un nivel de Mario Bros. Las 
instancias añadidas en la escena toman los valores de los parámetros del fichero. 
Transform (9): (Término de Unity3D) Un Transform es el componente básico de Unity3D 
que determina la posición, rotación y escala de un GameObject en un nivel.  
 





En 2010, con la colaboración entre la Generalitat de Catalunya y la Universitat Politècnica 
de Catalunya, se inicia el proyecto “Personatges en Joc” (10). Su intención es dar a conocer 
personajes catalanes poco conocidos dentro del ámbito científico mediante videojuegos 
web centrados en su obra. 
 
Estos videojuegos son producidos por un equipo de estudiantes de la universidad, y por 
tanto el personal cambia de forma periódica. Estos cambios implican a menudo la 
reprogramación de muchos elementos, consumiendo así el tiempo que se podría invertir 
en mejoras del contenido anterior o en nuevas implementaciones. 
 
Con la evolución en el desarrollo de aplicaciones web marcada por los navegadores y la 
incursión de los smartphones, se decidió cambiar Adobe Flash como motor de los 
videojuegos por Unity3D, debido a los problemas que el primero tuvo con ambas 
plataformas (11) (12).  
 
Con el cambio de motor se tuvo que volver a implementar todo el código existente, lo que 
sirvió como impulso para tratar de conservar una estructura que perdurara para varias 
entregas, así como para fijar la tipología de videojuego. 
 
Se decidió crear una serie de videojuegos de vista isométrica 2,5Di, donde el foco de la 
acción se desarrollaría en la navegación por un mundo abiertoii, la interacción con los 
personajes, y combates por turnos. 
 
                                                             
i El 2,5D se basa en la utilización de imágenes realizadas con el fin de simular un objeto 3D, siendo 
estas imágenes la vista correspondiente al objeto que pretenden simular en el ángulo en que la 
cámara está orientada. 
ii Los videojuegos de mundo abierto se basan en mapas de grandes dimensiones por los que el 
jugador puede moverse libremente, sin tener que seguir un camino predefinido por el diseñador de 
dicho mapa. 
 5. OBJETIVOS DEL PROYECTO 
 
El objetivo del proyecto es crear un conjunto de funcionalidades y herramientas para el 
motor Unity3D que sirvan de estructura base para los futuros videojuegos de la colección. 
De este modo, el tiempo habitualmente invertido en la implementación de código podrá 
ser distribuido en otras tareas, como en la planificación de la historia o el estudio de 
jugabilidad. 
 
Para poder afirmar que el objetivo se ha cumplido, los futuros desarrolladores del equipo 
deberán ser capaces de crear un entorno navegable sin la implementación de código 
añadido. Por tanto, el paquete de funcionalidades deberá incluir una gestión de los estados 
del juegoiii y la interfaz que permita cambiar entre ellos, la creación de cinemáticas que se 
ejecuten en momentos puntuales de la partida, la creación de personajes que puedan 
desplazarse de forma autónoma o controlada y la adición de diálogos a estos. 
 
Además, deberán añadirse funcionalidades de cambio de nivel y de gestión de misiones 
para su uso en código externo al paquete. 
 
5.1. OBJETIVOS SECUNDARIOS 
 
Otro objetivo del proyecto es facilitar el uso de las funcionalidades creadas, ya que la 
experiencia de proyectos anteriores muestra que con frecuencia se olvida el 
procedimiento a seguir, y el tiempo ganado implementándolas se invierte en comprender 
su funcionamiento. 
 
Este problema se acrecienta en los objetos personalizables como los NPC (Non Playable 
Characters), pues existen multitud de variables, las cuales no siempre deben ser 
modificadas, que son mostradas en cascada. 
 
Un NPC es todo aquel personaje del juego que no es controlado por el jugador. Su uso 
dentro del nivel de juego puede ser muy variado: iniciar un diálogo, lanzar un combate, 
mostrar una ficha, o simplemente caminar por el mundo para dar una sensación de vida en 
el nivel. 
 
                                                             
iii Nos referimos a estado del juego a las distintas fases en las que este se puede encontrar (p.ej. 
pausado) 




FIGURA 1: DISTINTOS NPC EN UNA ESCENA 
 
 
Por tanto, se deberán crear editores personalizados en los que solo se muestren las 
variables relevantes para las opciones escogidas. Estas deberán ser comprensibles, y la 
forma de modificarlas intuitiva. En caso de que uno de estos GameObject contenga varios 
componentes, será también importante que los parámetros de todos los componentes 
secundarios puedan ser modificados a través del editor del script principal, para dificultar 
el olvido de alguna de estas. 
 
Estos editores deberán estar presentes en todos aquellos objetos que deban ser 
modificados mediante el editor cuando la forma nativa de mostrar los parámetros no sea 
suficientemente comprensible.  
 
 6. ANTECEDENTES 
 
Cuando se inició el proyecto ‘Personatges en Joc’ los videojuegos se realizaban en Adobe 
Flash. Debido a la similitud de los videojuegos de la colección en aquel momento, y la 
cantidad de tareas que se repetían de un videojuego al siguiente, se implementó un editor 
que servía como base de los videojuegos y sobre el que se montaban los diferentes juegos 
de la serie. Dicho editor quedó obsoleto al cambiar Adobe Flash por Unity3D. 
 
En la realización de los videojuegos en Unity3D existen un gran cúmulo de operaciones 
repetitivas o susceptibles de implementarse de forma errónea que alargan los tiempos de 
producción del videojuego.  
 
El primer objeto en el que se ve clara esta necesidad son los NPCs. Para la creación de uno 
de estos, primero debe crearse un GameObject vacío (en adelante “padre”). Para darle un 
aspecto visual al personaje, hay que buscar entre las carpetas del proyecto el modelo 3D 
deseado, arrastrarlo a la jerarquía como hijo del padre previamente creado, y añadirle al 
Animator del hijo el controlador apropiado. 
 
Seguidamente, se le añaden al padre los componentes necesarios para el funcionamiento 
de su script: un agente, un Collider, y un script encargado de mostrar al personaje en el 
mini mapa. También se le asigna el tag y capa correspondiente para que las colisiones 
reconozcan al GameObject como un NPC. 
 
Finalmente, se deben añadir todas las referencias al script propio del NPC ( 
Figura 2), arrastrando cada componente a su campo correspondiente, y modificar las 
variables tanto del script del NPC como de los componentes mencionados para que el 
comportamiento sea el deseado: control de las velocidades, suelos por los que puede 
transitar, tipo de IA asignada al personaje, tipo de interacción con el personaje… 
 
Debido a la forma de mostrar estas variables por defecto en Unity (todas las variables 
públicas en cascada), hay variables que pese a mostrarse en el editor, solo se les debe 
asignar valor en ciertos casos, siendo la mayoría de las veces un parámetro sin sentido. 
Por ejemplo, el campo “Virus” solo tiene sentido cuando el booleano “Infectado” está 




FIGURA 2: SCRIPT DE UN NPC VISTO EN EL EDITOR DE UNITY 




Para facilitar esta tarea, ya se ha creado un primer editor personalizado ( 
Figura 3) con las funcionalidades que aporta Unity3D (13). Con este editor, se permite 
elegir el aspecto visual del personaje desde el propio script y su controlador de 
animaciones, así como el tipo de suelo por el que puede navegar, su nombre, su tag y 
algunos parámetros de su IA. La experiencia de utilizar este editor ha servido como base 
para crear más herramientas similares que mejoren la eficiencia del equipo de producción.  
 
Siguiendo con el ejemplo anterior, en este nuevo editor el usuario solo debe modificar el 
parámetro Enfermedad, que determina si un NPC está enfermo (y de que enfermedad) o 





FIGURA 3: PRIMER EDITOR PERSONALIZADO PARA NPC 
 
Otro objeto que provoca un gran consumo de tiempo son las cinemáticas. Las cinemáticas 
consisten en una sucesión de eventos controlados, como si se tratara de una película. Estas 
pueden ser pasadas de forma rápida, en caso de que el jugador no quiera visualizarlas.  
 
Debido a que cada cinemática tiene una secuencia de acciones diferente y con un número 
de actores diferente en cada acción, para cada una se crea un script distinto, en el que un 
parámetro de etapa controla que acción debe ejecutarse ( 
Pseudocódigo 1). Además, como no todas las acciones pueden evitarse, cada script 
contempla en qué etapa nos quedamos al intentar pasarla rápido. 
 
Habitualmente estas acciones son de una estructura igual entre un script y otro, solo 
variando el número de actores involucrado (es decir, el límite dentro de un for) y el valor 









PSEUDOCÓDIGO 1: CÓDIGO DE UNA CINEMÁTICA  
 
 
Por último, la creación de nuevos niveles también resulta compleja, pues para que un nivel 
funcione como tal se deben añadir varios objetos a la jerarquía, con nombres, scripts y tags 
concretos, sin los cuales los componentes que dependen de que el nivel este bien 
implementado empiecen a fallar y dar errores por consola. 
 
Puesto que en completar un nivel se tarda entre uno y dos meses, es habitual que cuando 
se crea un nuevo nivel se generen dudas sobre que objetos debían añadirse, cuales de 
estos objetos requerían condiciones concretas (nombres, tags…) y cuales eran estas.  
 
Otro gran problema es la independencia de los diferentes componentes que conforman el 
videojuego. Durante el desarrollo de entregas anteriores, debido a la ausencia de una 
estructura pensada para perdurar y la necesidad de cumplir plazos, se crearon multitud de 
excepciones en el código.  
 
Estas excepciones, solo válidas para el videojuego en el que se añadieron, provocan que 
sea muy complicado reutilizar el código en entregas posteriores y que se puedan añadir 
modificaciones, ya que se encuentran dispersas por todo el código. En caso de no poner un 
nombre concreto a alguna escena o GameObject, se corre el riesgo de que al ejecutarse el 
juego se sucedan los errores. 
 
function FixedUpdate () { 
 //Función que ejecuta Unity3D cada frame 
 if (etapa == 0) { 
  Código para ejecutar la primera acción 
 } 
 else if (etapa == 1) { 





function saltarAccion () { 
 if (etapa < primeraEtapaNoEvitable) { 
  etapa = primeraEtapaNoEvitable; 
  Se deja a los actores de las etapas anteriores 
  en el estado que les corresponde en esta etapa 
 } 
 else if(etapa < segundaEtapaNoEvitable) { 
  etapa = segundaEtapaNoEvitable; 
  … 
  } 
  … 
 } 
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7. ANÁLISIS DE LA SOLUCIÓN 
 
 
Antes de empezar con la implementación del editor, será necesario decidir que módulos 
serán necesarios y cuál debería ser su formato. Estos módulos deberán ser intuitivos para 
el usuario, como se ha mencionado anteriormente. Esto implica minimizar el número de 
acciones a realizar por el usuario, obteniendo la mayor cantidad de resultados con estas. 
 
Hay algunas funcionalidades que se conservan íntegramente de los scripts utilizados en 
videojuegos anteriores. Esto es debido a que, o bien ya son perfectamente funcionales y 
autónomos, o bien su desarrollo implicaría una cantidad de tiempo no compatible con 
elaborar el editor a la vez que se realiza el videojuego del año pertinente. Los primeros 
serán integrados completamente en el nuevo sistema, siendo su estructura una parte a 
tener en cuenta en el desarrollo. Los segundos serán utilizados, considerándolos como los 
puntos de mejora del editor en el futuro. 
 
 
FIGURA 4: DIAGRAMA DE DEPENDENCIAS DE MÓDULOS 
 
Se ha decidido que las funciones que se conservarán serán la gestión de eventos y de 
pintado. Los módulos que se implementarán serán el de gestión del juego, el de la creación 
de NPC y su inteligencia artificial, el control de las acciones del jugador, la creación de 
cinemáticas y la edición de misiones y mapas.  La creación de diálogos se efectuará 
mediante el paquete Dialoguer (14) que fue comprado en versiones anteriores, pero su 
pintado en pantalla se debe programar. 
 
7.1. GESTIÓN DEL ORDEN DE PINTADO 
 
La gestión del orden de pintado del videojuego es algo que ya se había hecho en el anterior 
videojuego, ‘Dolors Aleu’, debido a que el mundo se hace con un 2.5D. En este tipo de 
vistas, se renderizan imágenes de los elementos estáticos del mapa, como edificios o 
farolas, en el ángulo en que la cámara del videojuego está situada. Esto se utiliza, entre 
 otros motivos, para ahorrar coste de procesamiento, ya que se puede dar mucho detalle 
sin añadir nodos al objeto. 
 
Sin embargo, al ser este objeto una imagen, cuando un objeto dinámico se acerca a esta 
queda por detrás del plano. Al dar color a los píxeles se utiliza el algoritmo llamado            
Z-Buffer (15), que tiene en cuenta la distancia a la cámara para pintar uno u otro objeto. En 
este caso se pintará el objeto estático por delante del dinámico, como se observa en la  
 
Figura 5. Es necesario un script de apoyo, que se encargue de calcular la posición de los 
objetos dinámicos respecto a la visualización de los estáticos y no de su geometría real, y 




FIGURA 5: VISTA ESQUEMÁTICA (IZDA), VISTA DEL VIDEOJUEGO (CENTRO) Y PLANTA DEL MAPA 
(DCHA) 
 
Las funciones que se tienen actualmente para esta función, sufren en posiciones muy 
cercanas al borde visual del objeto estático (en el ejemplo, posiciones como la del 
personaje respecto a la pared del edificio). Sin embargo, este inconveniente puede evitarse 
ampliando la colisión del edificio, de modo que no pueda caminarse lo suficientemente 
cerca como para que esto se note. 
 
Por el contrario, no se tiene una estimación clara del tiempo que llevaría encontrar un 
algoritmo que representara fielmente las distancias, ni tampoco si mejoraría mucho las 
prestaciones respecto al actual. Por este motivo, y por la mayor urgencia de otros 
módulos, se conserva el código actual. La próxima mejora, de cara al futuro, sería 
optimizar este algoritmo. 
 
7.2. GESTIÓN DE EVENTOS 
 
Otra de las funcionalidades implementadas en juegos anteriores es el gestor de eventos. 
En los primeros videojuegos del proyecto hechos con Unity3D se optó por trabajar en 
UnityScript.  Esta decisión fue arrastrándose para poder reutilizar código sin tener que 
traducirlo a C#. Al comprar Dialoguer, este solo estaba disponible en C#, por lo que una 
interacción directa entre este módulo y el código en UnityScript era imposible. 
 
Esto fue solucionado con dos gestores de eventos, uno encargado de ejecutar eventos del 
código en C#, y otro del código en UnityScript. Ambos recogen sus eventos de un script de 
variables globales ‘Globales.js’ ubicado en la carpeta ‘Standard Assets’ del proyecto.  Esta 
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es una carpeta propia de Unity3D, que asegura que los scripts ubicados en ella serán 
compilados en una fase anterior al resto del proyecto, y por tanto cualquier script podrá 
referenciar al ubicado en ‘Standard Assets’ (16). 
 
Los eventos están almacenados en dos Array (una para cada lenguaje) y codificados en 
formato JSON. Para colocar los eventos, cada gestor tiene una función que se encarga de 






PSEUDOCÓDIGO 2: ESTRUCTURA DE LOS GESTORES DE EVENTOS 
 
Puesto que el código funciona sin ningún error, y forma un módulo independiente de 
cualquier otra estructura hallada en el juego, no es necesario rehacerlo ni modificarlo. Más 
adelante tendrá referencias tanto al gestor de diálogos como al gestor de juego, debido a 
que en cada evento se actuará en alguno de estos. Sin embargo, esto no es parte del 
funcionamiento del gestor en sí, sino de un evento concreto, y por tanto no se considera 
que exista una dependencia. 
Globales.js 
 //Array de String 
 //En muchos sitios web, se hace referencia al lenguaje 
 //UnityScript como JavaScript, incluido en la web de Unity3D 
 static var EventosJava : Array = new Array (); 
 static var EventosCSharp : Array = new Array (); 
 
GestorEventos.js 
 public static function CrearMensaje (ID, Param, Version) { 
   var Evento : JSONClass = new JSONClass (); 
   Evento ["ID"] = ID; 
   Evento ["Parametros"] = Param; 
   if (Version == "JavaScript") 
  //Caso en que un script en UnityScript añade un evento 
  //que implica otro en UnityScript 
   Globales.EventosJava.Push (Evento.ToString ()); 
   else  
  //Caso en que un script en UnityScript añade un evento 
  //que implica otro en C# 
   Globales.EventosCSharp.Push (Evento.ToString ()); 
   switch (ID) { 
    case "CasoEspecial1": 
         Realiza acciones necesarias en 
el momento     de añadir el evento a la lista. 
    break; 
   } 
  } 
 public function FixedUpdate () { 
  //Recorre EventosJava y para cada tipo de evento,  
  //ejecuta un código distinto 




 //Misma estructura que su homólogo GestorEventos.js 
 
  
7.3. GESTIÓN Y PINTADO DE LOS DIÁLOGOS 
 
Para gestionar los diálogos, se cuenta con la ayuda del paquete Dialoguer. Este módulo 
ofrece herramientas para la creación de los diálogos y una serie de scripts que se encargan 
de controlar el inicio de un diálogo, las transiciones entre las diferentes fases de este y su 
final. 
 
En cuanto a la creación de un diálogo, se puede considerar un módulo cerrado, pues ofrece 
todas las funciones necesarias y los integra en su propio sistema. La herramienta de 





FIGURA 6: ENTORNO DE CREACIÓN DE DIÁLOGOS 
 
La gestión de dichos diálogos, en cambio, sí que debe ser ampliada. El sistema de Dialoguer 
funciona en base a una serie de eventos, la mayoría de los cuales llama el de forma 
automática cada vez que detecta que deben ser lanzados. Eventos como entrada en un 
‘Message Event’ mostrado en la  
Figura 6, que sirve para lanzar eventos en mitad del diálogo, o cuando se entra en una caja 
de espera, utilizada para distanciar dos cajas de eventos una determinada cantidad de 
tiempo. Otros eventos, como el inicio del diálogo, o cuando debe pasarse a la siguiente caja 
de diálogo, deben ser ejecutados por código externo. 
 
Además, el paquete en sí no trae ninguna funcionalidad para mostrar estos diálogos por 
pantalla, simplemente funciona como un graf que con ciertos eventos, va avanzando. Si en 
alguna de las llamadas mencionadas anteriormente es necesario ejecutar alguna acción 
adicional, se debe ampliar el evento añadiéndole a este la función que deba ejecutarse. 
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Por lo tanto, se necesitará un gestor de diálogos externo a Dialoguer. Este gestor, deberá 
controlar los gráficos que conformen la visualización de diálogos, y deberá ser capaz de 
comunicarse tanto con Dialoguer, como con el gestor de eventos C# analizado en el 
Pseudocódigo 2. 
 
En pantalla, una vez iniciado el diálogo, se debería ver una estructura similar a la de  la 
Figura 7. Eso implicará la actualización durante un diálogo de una o varias cajas de texto 
cuyo contenido sea el nombre del personaje que está hablando y lo que está diciendo, y 
una imagen representativa de la persona que habla. Estás imágenes deberán mostrarse 
cuando alguna conversación esté en ejecución, y deberán ocultarse cuando esta acabe. 
 
FIGURA 7 : ELEMENTOS DE LA VISUALIZACIÓN DEL DIÁLOGO 
 
Para poder realizar esta tarea, tendrá que poder interpretar la información que reciba de 
Dialoguer. Como puede observarse en la  
Figura 6, las cajas de texto contienen varios campos, entre los que se incluyen el texto, el 
nombre, el retrato… Todos estos campos son añadidos a un diccionario a modo de String, 
que representa esa caja de texto, y son entregados en el evento onTextPhase; pero no 
tienen un significado real para Dialoguer más haya de ser un texto. Será labor del gestor 
interpretar el String de estas variables en base a la codificación que nosotros decidamos 
que debe tener cada parámetro.  
 
En el ejemplo de la  
Figura 6, la persona encargada de crear los diálogos, añade en el campo un número en 
referencia a la persona que está hablando. El gestor leería este número, y pintaría el 
nombre del personaje ocupando esa posición en alguna lista de control.  
 
Del mismo modo, la caja ‘Message Event’ solo envía cadenas de texto. Será trabajo de este 
gestor procesar ese texto para saber qué evento, y con qué parámetros, debe enviarse al 
gestor de eventos. 
 
7.4. CREACIÓN DE NPCS 
 
Los NPC son una parte fundamental de este tipo de videojuego. Representan todas las 
personas que se encuentran en el mapa, cuyo comportamiento es autónomo, y deben 
transmitir una sensación de naturalidad cuando van libres y responder a las interacciones 
del personaje principal cuando el jugador así lo requiere. La cantidad de estos en un mapa 
es elevada, y por tanto la solución deberá permitir implementarlos de la forma más rápida 
posible, pues el tiempo ganado se verá multiplicado en gran medida. 
 
Su desarrollo se dividirá en tres aspectos: el paquete NPC, su inteligencia artificial, y un 
editor. 
 7.4.1. Paquete NPC 
 
Lo primero que se necesitará será tener un prefab, de modo que con arrastrarlo a la 
jerarquía, ya tengamos un nuevo NPC creado y a la espera de ser editado. El prefab debe 
contar con diferentes componentes que incorpora Unity3D: un agente que permita el 
movimiento por el mapa y un Animator en el modelo que permita ejecutar animaciones 
para las distintas acciones que pueda realizar. 
 
Además, se tendrá que hacer un script que contenga funciones de control para el NPC, de 
modo que todo lo que haga el personaje pasará por este script. Tendremos que ser capaces 
de controlar las interacciones que pueda tener el NPC con el personaje, y tener control 
sobre las animaciones que pueda realizar. También necesitaremos la opción de pararlo 
cuando sea necesario, como en una pausa del juego, y de reanudar su comportamiento. 
 
Por último, este script contendrá referencias a distintos paquetes de comportamiento, que 
llamaremos inteligencias artificiales o IA. Una práctica habitual en el desarrollo de 
videojuegos es tener diferentes paquetes que respondan a comportamientos concretos, 
como puede verse en el kit de desarrollo de Bethesda Softworks (17). Estos paquetes 
abarcan pocas acciones, siendo así más manejables; y con el cambio de módulo activo se 
consigue tener un personaje con una riqueza de comportamientos mayor. 
7.4.2. Inteligencia artificial 
 
Como ya se ha comentado, las IA son paquetes que se encargan de hacer uso de las 
funciones del NPC para definir como un personaje se relaciona con los elementos que le 
rodean, creando así un comportamiento concreto. 
 
En el caso de los videojuegos de la saga ‘Personatges en Joc’, los personajes solo han sido 
dotados de la capacidad de moverse por el terreno y en algunos casos puntuales de coger 
objetos. Este último caso se ha decidido no incluirlo por motivos de jugabilidad, por lo que 
la diferencia entre las IA será la forma en que el personaje se mueve por el mundo. 
 
Se necesitará una IA que haga al personaje deambular por una zona delimitada, una que 
deje al NPC quieto para poder ser controlado por una cinemática y un caso particular de 
esta que será el personaje del jugador, y una que actúe como seguidor de otro NPC. 
7.4.3. Editor de NPC 
 
Tantas funcionalidades diferentes requieren una gran cantidad de variables, y dar opción a 
elegir cuales de ellas incluir implica la necesidad de actualizar dinámicamente los 
parámetros visibles. Esto, unido a la complejidad de añadir el modelo 3D explicada en los 
Antecedentes, hace necesaria la creación de un editor extendido para los NPC. 
 
Debido a que hay tantos NPC, crear una ventana externa como en el caso de Dialoguer 
sería incómodo. Resultará más práctico seguir una estructura como la de la Figura 3, 
modificando la forma en la que se muestra el componente en el inspector. Para agilizar el 
trabajo de la edición de un NPC, será importante que todos los parámetros que puedan ser 
modificados de este se muestren en el editor extendido, ya sean variables propias del 
script NPC o de otros componentes. De este modo se le da robustez al prefab, reduciendo 
las posibilidades de que se modifique algún parámetro del resto de componentes que 
debiera mantenerse inalterado. 




En un primer conjunto de variables deberá dar la opción de añadir el nombre del 
GameObject en la jerarquía, el nombre del personaje en el videojuego, el Animator que 
utilizará. Con la posibilidad de cambiar de Animator, no todos los personajes tendrán la 
misma animación de caminar, o correr, y se verá menos artificial. 
 
Un segundo conjunto de variables permitirán seleccionar el aspecto visual del personaje. 
Originalmente, cada personaje era un único modelo con un único material. Si bien este 
método de trabajo permite mayor detalle en cada personaje, establece una relación lineal 
entre la variedad de personajes en el juego y el coste de tiempo de desarrollo, pues cada 
nuevo tipo de personaje debe ser modelado de 0. 
 
Con el objetivo de conseguir una gran variedad de personajes sin sacrificar tiempo, se ha 
optado por separar diferentes partes de un mismo personaje. En la nueva configuración, 
un personaje consta de un modelo correspondiente al cuerpo del personaje con dos 
materiales, uno para la ropa y otro para la cara, y otro modelo con un material para el pelo. 
De este modo, cualquier personaje puede tener cualquier cara y cualquier pelo.   
 
Como consecuencia, las variables de aspecto deberán tener campos para el cuerpo, el pelo 
y la cara. En el editor deberá existir una ventana de visualización que permita ver como 
quedan las opciones que estamos seleccionando. 
 
Un tercer conjunto de variables deberá permitir añadir los diferentes paquetes de IA que 
tendrá el jugador, e inicializar los valores de sus parámetros. Puesto que el número de IA 
disponibles no es un número fijo, el inspector deberá contar con herramientas para añadir 
o eliminar elementos de la lista que las incluya. 
 
El último conjunto de variables deberá permitir seleccionar el tipo de interacción que este 
NPC podrá tener con el personaje. En caso de tener alguna, deberá permitir también dar 
valor a los parámetros que requiera cada tipo. Las interacciones que podrá realizarse con 
un NPC serán lanzar un diálogo o iniciar una cinemática. 
 
Dada la extensión del editor, los conjuntos de variables tendrán que ser desplegables, de 




Del mismo modo que los NPC, las cinemáticas ocupan un lugar destacado en la tipología de 
videojuego realizada. Con ellas se representan momentos clave de la historia que enlazan 
las diferentes misiones y niveles de las que el videojuego está formado. En los videojuegos 
de esta colección, las cinemáticas son ‘in-game’, es decir, se hacen añadiendo código que 
mueve a los GameObjects que se encuentran en el escenario. 
 
Para agilizar la creación de cinemáticas, se necesitará un editor extendido para ellas, del 
mismo modo que se ha propuesto para los NPC. El editor deberá contar con las 
herramientas necesarias para gestionar las distintas acciones de las que la cinemática se 
componga. En concreto, se tendrá que poder añadir una acción, eliminar una de las 
acciones creadas, y mover de posición las acciones. 
 
 También se deberán mostrar las acciones que se han añadido, en el orden en que serán 
ejecutadas. Cada una de estas acciones contará con sus propios parámetros, a los que se 
tendrá que poder dar valor.  
 
El funcionamiento de las cinemáticas será el mismo que tenían en juegos anteriores y que 
ha sido detallado en los Antecedentes, pero en este caso el código deberá contemplar un 
conjunto de acciones genéricas de cualquier número de parámetros, a determinar en el 
editor. 
 
7.6. INPUTS DEL JUGADOR 
 
Por decisiones de diseño, en los videojuegos de la colección se han limitado los posibles 
inputs al clic izquierdo del ratón. Se ha descartado el uso del teclado para tener un único 
dispositivo de control, y se ha descartado el clic derecho porque esta es una acción 
reservada de los navegadores web y de utilizarse causaría conflictos. 
 
Esta única acción que puede realizar el jugador puede tener distintos significados: tantos 
como acciones se pueden realizar. Para que no exista ningún tipo de solapamiento, será 
necesario un script que controle los inputs del jugador y se los entregue en cada momento 
a  quien corresponda. 
 
Las diferentes acciones se pueden diferenciar en dos tipos: clics sobre un elemento del 
escenario, y clics sobre elementos de la interfaz gráfica. 
 
Para los clics sobre elementos del escenario, como podría ser un clic sobre el personaje 
con el que se quiere hablar, o el punto del suelo al que se quiere dirigir al personaje, se 
hará un raycastiv desde la posición del mouse en la cámara hacia el suelo, y ejecutar la 
interacción en el objeto que se encuentre. 
 
En los elementos de la interfaz es posible su detección mediante raycast, o con un sistema 
de eventos propio de Unity3D que detecta los inputs sobre estos elementos. Puesto que la 
segunda opción no requiere de ningún añadido, solo se implementará el raycast para 
contar con ambas opciones. También se deberá asegurar que las acciones sobre la interfaz 




Las misiones son fragmentos de la historia en los que el jugador debe ir completando 
distintos objetivos para poder avanzar en ellas. Una misión puede tener varias etapas, 
cada una de ellas con una descripción y una acción a realizar. 
 
Para que las misiones puedan ser algo independiente del resto de elementos, no podrán 
contener la condición de finalización de etapa. Por lo tanto, deberán contar con funciones 
que posibiliten completar etapas y avanzar en la misión por parte de scripts externos a 
estas. 
 
                                                             
iv El Raycast es un método de detección de colisiones a lo largo de una línea recta. Dado un origen y 
una dirección, la llamada devolverá el primer objeto con el que se haya encontrado. 
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Para añadir misiones se necesitará un editor, que en este caso será de ventana externa ya 
que es una acción única. Este editor tendrá que permitir añadir misiones con un 
identificador único y eliminarlas, ponerle un nombre a cada misión, y añadir las etapas 
que hagan falta con su descripción. 
 
7.8. GESTIÓN DEL JUEGO 
 
La gestión del juego será el elemento central que unificará los distintos módulos que se 
han ido detallando. En este gestor se deberán encontrar las funciones de inicio de juego y 
carga de nivel, el estado de la partida y el estado de cada nivel. 
 
Cada uno de estos niveles será una entidad propia incluida en la gestión del juego, y se 
necesitará un editor del mismo formato que el editor de misiones, para crear los distintos 
niveles del juego. 
 
En este editor se tendrá que poder añadir y eliminar niveles, asignarles un orden y darles 
un nombre, unas misiones principales que deban ser completadas para considerar el nivel 
completado y unas cinemáticas de inicio, que serán ejecutadas al empezar el nivel a modo 
de introducción. 
 
7.9. EDICIÓN DE MAPAS 
 
En los videojuegos anteriores, los mapas se creaban mediante el uso de tiles: cuadrados 
unitarios cada uno con una imagen que en unirse forman la imagen del terreno. De forma 
pareja a lo que pasaba al añadir el modelo de los NPC a la jerarquía, añadir la textura a 
cada tile es un proceso relativamente largo y tedioso. Teniendo en cuenta que los mapas 
tienen tamaños del orden de 40x40 tiles, deben editarse 1600 tiles por mapa. Se requerirá 
un editor que permita editarlas de forma más sencilla. 
 
La primera idea es la de crear una ventana en la que poder pintar el mapa a pequeña 
escala, y que esto pueda después traducirse en el mapa real.  Esta solución permitiría crear 
mapas de forma muy sencilla, con cierta semejanza a como se manejan programas como 
MS Paint. Sin embargo sería muy costoso en tiempo de desarrollo. 
 
Una segunda opción es crear un editor extendido para las tiles en que se pueda elegir de 
forma más ordenada que imagen se le quiere añadir. Con este método el tiempo de 
desarrollo será mucho más bajo a costa de complicar la creación de niveles. Esta dificultad 
puede verse paliada habilitando la multi-edición del editor, pudiendo así seleccionar un 
número determinado de tiles y asignarles a la vez la imagen deseada. 
 
Teniendo en cuenta que como máximo, los videojuegos constarán de solo 6 niveles, se 
optará por la segunda opción. 
 
 8. IMPLEMENTACIÓN 
 
En Unity3D, los scripts hechos por el usuario pueden diferenciarse en dos tipos: los que 
son componentes y los que no lo son. Un componente es una clase que hereda de 
MonoBehaviour. En UnityScript esta herencia se da por supuesta, y solo se declara una 
clase si no hereda de ésta. Por conveniencia nos referiremos como clase solo a aquellas 
que no son componentes. 
 
Los componentes pueden ser añadidos a un GameObject como cualquier otro componente 
nativo de Unity3D y el motor llama de forma autónoma a ciertas funciones cuando se 
cumplen las condiciones de su llamada. 
 
Dos de las funcionalidades de las que un componente se puede beneficiar son la de 
creación del componente y la de actualización. En todos los componentes que se creen en 
el proyecto se va a seguir la misma estructura para estos dos casos. 
 
La creación de un componente siempre constará de dos etapas (que en algunos casos, 
pueden estar vacías): Awake () y Start (). Awake es la primera función llamada al 
cargar un nivel. Salvo que se haya especificado en el orden de ejecución no se puede 
garantizar que componente se llamará antes, pero si se puede garantizar no se llamará a 
ninguna otra función hasta que todos los componentes hayan pasado por Awake.  
 
Es por ello que en el proyecto, la función se utilizará para dar valor a todas aquellas 
variables que sean o bien un componente, o un valor  que dependa de otras variables del 
propio script, asignadas en el editor. 
 
Start se llama antes de ejecutarse el primer frame del nivel. Cuando un componente pase 
por Start tendremos la certeza de que todos los componentes tendrán sus variables 
propias iniciadas. En esta función, se dará valor a variables que dependan de las variables 
de otros componentes. De este modo podremos asegurarnos que los valores tomados 
serán los correctos. 
 
Para la actualización existen varias funciones en Unity3D (18). En el proyecto se utilizará 
FixedUpdate (), que asegura un tiempo entre llamadas constante. Si el framerate es 
muy elevado, habrá frames en los que no se llame; si es muy bajo podría ser llamada varias 
veces por frame. Por comodidad, en adelante se hablará de que esta función se ejecuta una 
vez por frame, asumiendo un framerate normal y estable. 
8.1. GESTORES DE JUEGO 
Lo primero en ser implementado es el gestor de juego. Aunque es probable que con cada 
módulo se deban añadir cosas en este, teniendo una primera estructura en la que el gestor 
ya está funcionando asegurará que cualquier cosa que se añada después será probada en 
unas condiciones reales de trabajo. 
 
En concreto, lo primero es poder crear niveles. Estos se crean en una ventana externa. En 
Unity3D existe una clase para crear este tipo de ventanas, la clase EditorWindow (19). Los 
distintos elementos de la ventana pueden ser creados con las funcionalidades que ofrecen 
las clases GUI, GUILayout, EditorGUI y EditorGUILayout. 
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Las estructura de esta ventana está formada por distintas capas horizontales o verticales, 




FIGURA 8: ESTRUCTURA DE CAPAS Y RESULTADO FINAL 
 
En el código se almacenan en listas diferentes los niveles ya guardados de los nuevos. En el 
listado de niveles mostrado en la  
 
Figura 8 se añaden primero los niveles guardados ordenados alfabéticamente, y después 
los niveles creados en esa sesión, ordenados por orden de creación. La información de 
estos niveles se guarda de forma común en un diccionario que lleva por claves el nombre 


















class Gestores extends EditorWindow { 
  
 nivelesGuardados, nivelesNuevos = Array 
 dicNiveles = Dictionary <String, Array> 
 //Se actualiza mientras la ventana está activa 
 function OnGUI () { 
  GUILayout.BeginArea (zonaRoja); 
   
  GUILayout.BeginHorizontal (); 
  GUILayout.Label (“Nivel: ”); 
  nuevoNivel = GUILayout.TextField (nuevoNivel); 
  GUILayout.EndHorizontal (); 
 
  GUILayout.BeginHorizontal (); 
  if (GUILayout.Button (“Añadir”)) { 
   nivelesNuevos.push (nuevoNivel); 
   dicNiveles.Add (nuevoNivel, datosNivel); 
   nuevoNivel = “”; 
  } 
  if (GUILayout.Button (“Borrar”)) { 
   nivelesGuardados.Remove (IDSeleccionado); 
   IDSeleccionado = “”; 
  } 
  GUILayout.EndHorizontal (); 
 
  GUILayout.EndArea (); 
  ////////////////////////////// 
  GUILayout.BeginArea (zonaAzul); 
   
  GUILayout.Label (“Lista de niveles”); 
  niveles = nivelesGuardados + nivelesNuevos; 
  for (nivel in niveles) { 
   GUILayout.BeginHorizontal (); 
   if (GUILayout.Button (niveles [nivel])) 
    IDSeleccionado = niveles [nivel]; 
   numeroNivel = dicNiveles [niveles [nivel]] [0]; 
   numeroNivel = GUILayout.TextField (numeroNivel); 
   GUILayout.EndHorizontal (); 
  } 
  GUILayout.EndArea (); 
  ////////////////////////////// 
  GUILayout.BeginArea (zonaVerde); 











La información sobre los niveles se guarda en un XML con la siguiente estructura: 
   
    <NIVELES> 
      <nivel0> 
     <NIVEL/> 
     <NOMBRE/>  
     <MISIONES/> 
     <CINEMATICAS/> 
      </nivel0> 
    </NIVELES> 
 
Este XML permanece inalterado hasta que el usuario presiona “Guardar”. Al guardar, la 
lista de los niveles añadidos en esa sesión es volcada sobre la lista de niveles guardados y 
ordenada alfabéticamente. Es con esta nueva lista de niveles guardados con la que se crea 
el XML. Debido al cambio en las listas, en la siguiente actualización de pintado el listado de 
los niveles se reordena. 
 
Además se buscan, en la carpeta donde se guardan la escenas, archivos *.unityv con los 
nombres de los niveles definidos. En caso de no encontrar alguno, lo crea y añade los 
prefabs necesarios para que la escena funcione, que serán definidos más adelante y 
añadidos a la función. 
 
Una vez creados los niveles, se procede a programar la gestión del videojuego 
propiamente dicha. Esta se divide en dos partes: por un lado se tienen elementos que 
tienen un significado dentro del nivel que se está jugando, por otro lado se tienen 
elementos que tienen un significado a través de estos niveles.  
 
Los elementos con significado dentro del nivel deben conservar ciertos cambios con el 
paso de los niveles. Por ejemplo, si completamos el nivel 1 y pasamos al nivel 2, el nivel 1 
debe recordar que ha sido completado. Esto no puede ser hecho con componentes de 
Unity3D, ya que si no están añadidos a algún objeto de la escena, estos se borran al cargare 
una nueva. 
 
Sin embargo, es necesario que sea un componente, para poder aprovechar las llamadas 
propias de Unity3D de carga, actualización, etc... Para solventar esto, se han creado dos 
scripts distintos, GestorJuegoIndividual.js y GestorJuegoMono.js. 
 
Los elementos globales están contenidos en GestorJuego.js, cuyas variables y funciones 
son estáticas. 
                                                             
v En Unity3D las escenas o niveles son guardados como archivos *.unity 
  
 
FIGURA 9 : FLUJO DE FUNCIONAMIENTO DEL GESTOR 
 
Cuando se entra en el menú inicial se inicia el juego, cargando los XML y creando unos 
gestores individuales con los valores propios de no haber accedido nunca a este. 
 
Una vez el jugador decide iniciar una nueva partida o continuar una existente, se carga el 
nivel que corresponda y se inicia el flujo mostrado en la Figura 9. Si se elige continuar una 
partida, habrá un proceso previo de actualización gestores individuales. 
 
En el GestorJuegoMono, que hereda de MonoBehaviour, se hace uso de las funciones 
propias de Unity3D. Cuando todos los objetos añadidos en el editor han pasado por Awake, 
y antes de llamarse a Start, Unity3D llama a OnLevelWasLoaded (). Es aquí donde se 
iniciará propiamente el nivel, ejecutando la cinemática de inicio, estableciendo el nivel 
como nivel activo e iniciando el gestor individual. 
 
Cada frame, la función FixedUpdate () llama a la función equivalente del gestor 
individual, que no tiene esta propiedad por no ser un componente, y en caso de que todas 
las misiones hayan sido completadas, da el nivel por finalizado. 
 
 
8.2. DESARROLLO DE MISIONES 
 
En la gestión del juego ya han aparecido en varias ocasiones las misiones, por lo que son el 
próximo punto a realizar. Como en el caso de los niveles, las misiones son creadas en un 
editor de ventana externa. 





FIGURA 10: EDITOR DE MISIONES 
 
Tanto el funcionamiento de este como su distribución guardan muchas semejanzas con el 
editor de niveles. En el caso de las misiones, cada una de ellas contiene un conjunto de 
etapas formadas por el propio ID de la etapa, la descripción de esta, y la etapa que la sigue. 
Las misiones son guardadas en un XML 
 
Dentro del videojuego, el objeto misión es una clase con funciones preparadas para que 
otros las manipulen. La forma de cargarlas es igual que en los niveles y ya se ha visto en 
que momentos sucede. 
 
Por diseño, para que una misión avance de etapa debe suceder algo. Este algo no está 
definido ni acotado, y por tanto no se puede automatizar. Están añadidas las funciones 
para hacerlo, pero deberán ser ejecutadas desde scripts que detecten si la condición se ha 
cumplido. 
 
     
 




 8.3. MENU INICIAL 
 
Con estos dos módulos creados, ya solo falta un menú desde el que iniciar el proceso de 
carga: el menú inicial. El menú se ha construido en una escena propia (MenuInicial.unity) 
con las herramientas de UI (20), que permiten la creación de un canvas de forma muy 
sencilla y gestiona de forma autónoma los inputs sobre los elementos del canvas. 
 
Cada uno de los distintos submenús se ha creado en un canvas distinto, siendo todos 
hermanos entre sí. En las distintas transiciones de menú se coloca el menú saliente fuera 
de pantalla y se hace bajar al entrante. 
 
Eso quiere decir que esta escena es independiente de cualquier otro elemento del editor, 
incluido el gestor de inputs, y que su única conexión con el resto es iniciar el gestor de 





FIGURA 12: FLUJO DE FUNCIONAMIENTO DEL MENU DE INICIO 
 
Se ha decidido que para guardar las partidas el jugador debe crear un usuario, y su partida 
es guardada en red. Por lo tanto, el menú integra funciones para consultar en el servidor el 
usuario dado y recoger de este un XML de partida. 
 
En este estado, se puede ejecutar el juego empezando en un menú inicial, y desde este 
cargar un nivel de juego, pero el nivel todavía está vacío. El próximo paso será definir los 
componentes básicos que necesita una escena 
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8.4. DEFINICIÓN DE UNA ESCENA 
 
Como se ha dicho en la implementación de los Gestores de juego, existe una serie de 
prefabs que se encuentran en toda escena. Algunos de estos vienen dados por Unity3D y 
son necesarios para obtener funcionalidades propias del motor, y otros serán prefabs 
propios de este editor y tendrán como objetivo integrar lo programado en cada nivel. 
 
Estos prefabs son un pack de gestores, una cámara, una cámara de mini mapa, la GUI 
(Graphical User Interface)vi, un menú de cambio de nivel, el suelo y un EventSystem. 
 
Para que los niveles estén integrados en el sistema creado hasta ahora, necesitan un 
GestorJuegoIndividual y un GestorJuegoMono. El primero vive en GestorJuego, pero el 
segundo, al ser un componente, debe ser añadido a un GameObject. Es por eso que se crea 
el pack Gestores, en el que se serán añadidos todos los gestores que sean componentes, 
entre ellos los tratados en Gestión del orden de pintado y Gestión de eventos. 
 
La cámara es una de los elementos principales de cualquier escena de Unity3D. Es la 
encargada de renderizar lo que hay en la escena. Unity3D cuenta con un componente 
Cámara (21) con distintas opciones de personalización. Para los videojuegos de la saga se 
escoge una proyección ortográfica y se sitúa la cámara en un ángulo [35°, 45°, 0°]. En este 
tipo de proyección la distancia de la cámara a los objetos es irrelevante, porque no existe 
la profundidad. 
 
Con esto queda definida la vista isométrica del juego, pero falta el movimiento de la 
cámara para seguir al personaje. Esto ya estaba programado en el videojuego anterior y 




FIGURA 13: COMPONENTES DE LA CÁMARA 
                                                             
vi La GUI es una interfaz de usuario basada en imágenes en vez de textos 
 Debido a la extensión de los mapas y la cantidad de elementos que pueden contener, hace 
falta un mini mapa que sintetice la información existente en la escena, para que sea más 
fácil para el jugador navegar por el mundo. 
 
Este mini mapa se crea con otra cámara que, en este caso, solo renderizará los elementos 
que se encuentren en una capa especial llamada Minimapa, capa que está inactiva para la 
cámara principal. También es ortográfica y en este caso se coloca perpendicular al suelo. 
La cámara se renderiza sobre una textura dinámica que integra Unity3D. 
 
Es necesario un script que sitúe la cámara siempre encima del jugador y que, debido al 
coste de procesamiento que supone la textura dinámica, que la libere su actualización 
cuando no esté siendo utilizada. 
 
El prefab GUI es un GameObject con un canvas incorporado como los utilizados en el menú 
inicial, que cubre toda la pantalla. En este GameObject se anidará cualquier imagen de la 
interfaz que sea requerida por otro script, así como algunos efectos visuales relativos a la 
cámara.  Es el propio canvas el que se coloca por encima de la imagen de la cámara en todo 
momento, así que no es necesario recolocarlo externamente. 
 
La utilidad de crear estos objetos como prefab es que todas aquellas variables de los 
scripts contenidos en el prefab, si hacen referencia a elementos del mismo, pueden ser 
iniciadas en el propio prefab y cada vez que se instancien se mantendrán. Con aquellas 
variables no contenidas en el prefab, típicamente se añadiría en la función Awake del script 
una búsqueda del objeto al que debería referenciar la variable. 
 
Este último caso no es posible en los componentes EventTrigger de Unity3D, los 
encargados de gestionar los eventos de la GUI. La función a la que llame cada uno de los 
eventos debe ser colocada manualmente. Para ello se ha desarrollado el componente 
GUIEventsPatch, añadido al padre de la GUI. El componente funciona de puente entre la 
interacción y la función a la que debería llamar. 
 
En el elemento de la GUI está referenciada una función ubicada en GUIEventsPatch. La 
función en cuestión únicamente se encarga de llamar a la función del componente ubicado 




FIGURA 14: FUNCIONAMIENTO DE LOS INPUTS EN LA INTERFAZ 
 
 
Uno de los elementos que contendrá la GUI es la imagen del mini mapa, en una ventana de 
ojo de buey en cuyo interior está la textura dinámica. En el borde de la ventana, a modo de 
botones se encuentran accesos a diversos menús que el jugador puede acceder. Uno de 
ellos es el menú de cambio de nivel. 
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Este menú, a diferencia de la GUI, se construye como un entorno 3D navegable en el que 
cada nivel es un nodo, y estos están unidos por caminos definidos y vallados. Sin embargo, 
también contiene elementos en la GUI, ubicados en uno de los hijos mencionados antes. El 
movimiento será realizado por un NPC modificado especialmente para esta función. 
 
En la GUI se muestra la información del nivel seleccionado (nombre y fecha en que 
transcurre) y los botones de entrar en el nivel, salir del menú y salir del juego. 
 
El funcionamiento general del menú está controlado por el componente 
MenuSeleccionNivel mientras que cada nodo tiene un componente nivelMenu que se 




FIGURA 15: FLUJO DE FUNCIONAMIENTO DEL MENU DE SELECCIÓN DE NIVEL 
 
Cuando se accede al menú, se actualiza el estado de todas las puertas. Aquellas situadas 
delante de un nivel ya completado son abiertas en caso de no estarlo. El script espera 
entonces a que el jugador decida qué hacer. Si decide volver se desactiva el menú y se 
vuelve al juego; si decide cargar el nivel se llama al gestor salvo que el nivel que se carga 
sea el mismo del que se viene, en cuyo caso se desactiva el menú; y si decide salir del juego 
se carga el menú inicial, reiniciándose así toda la información. 
 
Otro prefab necesario es el suelo. Este es el encargado de recoger los clics del jugador para 
avanzar por el mapa. No debe confundirse con las tiles, que actúan simplemente como 
elemento decorativo. El suelo es un plano con colisión cuadrada que abarca toda la zona 
navegable y está ubicado en la capa Suelo. El suelo navegable del menú de selección de 
nivel es igual que este, pero va integrado en su propio prefab. 
 
Por último, EventSystem es un prefab que Unity3D incorpora en su motor, que se encarga 
de hacer que funcione el sistema de inputs de la GUI. Su trabajo queda en un segundo 
plano, por lo que no debe modificarse en ningún caso, pero es necesario tenerlo en la 
escena. 
 
8.5. EDICIÓN DE ESCENAS 
 
En el apartado anterior se ha definido un suelo sobre el cual el personaje podrá después 
caminar. Sin embargo, este suelo es de momento invisible. Para poder crear mapas con 
cierta libertad, se necesita dividir el terreno en porciones, de modo que el contenido de 
cada porción sea modificable independientemente del resto.  
 
 Cada una de estas porciones en la industria del videojuego recibe el nombre de tile, y las 
imágenes que puede contener se diseñan de modo que una tile concreta pueda conectar 
perfectamente con un número finito de ellas de forma que entre las dos formen una única 
imagen continua. La imagen que contiene las tiles de la misma familia se denomina 
tilesheet. 
 
Debido a la gran cantidad de tiles que existen en un mapa, no resulta viable crearlas y 
colocarlas a mano. En el inspector del GestorJuegoMono hay añadido un campo en el que 
definir un tamaño de mapa, y se generan las tiles en una distribución rectangular, 
empezando por la esquina inferior izquierda y con el centro en el (0, 0) del mundo. 
 
En caso de ya haberse creado un mapa con anterioridad, las tiles existentes que ocupen 
una posicion válida en el nuevo mapa son renombradas para reflejar su nueva posicion 
relativa, y las que esten fuera del limite del mapa son eliminadas. A efectos practicos, cada 
vez que se genera un nuevo mapa solo puede darse uno de los dos casos. 
 
En apartados anteriores se ha comentado la dificultad de asignar una imagen a cada tile. 
Para ello, se les añade un editor de inspector, es decir, se sigue editando cada tile por 
separado. Este editor permite seleccionar la tilesheet con la que se quiere trabajar y 




FIGURA 16: INSPECTOR EXTENDIDO DE UNA TILE 
 
El script de la tile se encarga de guardar la información de la imagen seleccionada, de 
modo que cuando se vuelve a seleccionar y se activa su editor, se carga en el estado de 
dicha tile. 
 
En cuanto a los edificios, no requieren de ningún script para funcionar. Su estructura se 
basa en un padre con el flag de objeto estático marcado. Contiene tres hijos, uno es un 
plano inclinado a [35°, 45°, 0°], otro es una malla cúbica con el tamaño que tendría el 
edificio de ser modelo 3D, y otro que sitúa la posición del centro del anterior. Esta 
estructura es heredada del videojuego anterior, y requerida por GestorPintado.js. 
Adicionalmente, se añade otro hijo renderizado por la cámara del mini mapa. 
 
En cuanto al movimiento de los personajes, pese a no estar hechos todavía, se ha decidido 
que se moverán mediante a una malla de navegación que incorpora Unity3D para 
posibilitar un pathfindingvii en un espacio continuo. En el videojuego anterior se tenía una 
                                                             
vii Los algoritmos de pathfinding tienen la función de buscar el camino óptimo entre un punto A y un 
punto B considerando los obstáculos que haya entre ellos. En superficies continuas, se realiza una 
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función para mallar el suelo, activando el volumen de los objetos estáticos (como los 
edificios) antes de mallar y desactivándolos una vez realizado. Debido a su buen 
funcionamiento, esta se mantiene. 
 
Con todo lo desarrollado, el jugador puede acceder a través de un menú inicial a un nivel 
del juego, en el que habrá un mapa creado, un mini mapa que mostrará la escena 
sintetizada, y una interfaz desde la que podrá salir al nivel de selección de menú, y de esta 
volver al menú inicial. 
 
Antes de empezar a desarrollar los NPC, se crea una estructura en la que el jugador pueda 
interacción con su entorno. 
8.6. GESTIÓN DE LOS INPUTS 
 
Como ya se ha dicho anteriormente, en el videojuego solo existe un input posible, el clic 





FIGURA 17: FLUJO DE FUNCIONAMIENTO DEL GESTOR DE INPUTS 
 
El bucle del gestorInput se desarrolla en la función Update () en lugar de 
FixedUpdate(). Update se adapta al framerate, llamándose una vez por frame. 
Utilizando esta función se asegura que un mismo input no será procesado dos veces ni se 
perderá. 
 
En cada iteración se comprueba si el cursor está sobre algún elemento de UI, que tienen 
prioridad sobre los objetos. En caso negativo, se comprueba si está sobre algún 
GameObject y si se detecta algún clic. La información obtenida se envía al 
GestorJuegoMono para darle uso. 
 
El hecho de detectar el hover sobre los objetos del nivel plantea un problema. En la escena 
siempre se estará sobre algún objeto, ya sea una tile de suelo, un edificio, un NPC… Se 
necesita filtrar de algún modo esa información para solo detectar aquellos objetos 
susceptibles de tener interacción. Para ello se marca que capas se consideran 
interactuables en el mismo gestor. El raycast solo se realiza sobre estas capas. 
 
                                                                                                                                                                                  
triangulación de la superficie resultante de sustraer del suelo las parcelas ocupadas por objetos. El 
camino óptimo se conforma de un tramo rectilíneos en el interior de cada triangulo. 
 Para simplificar el funcionamiento de las funciones de procesamiento de inputs, se crea el 
componente ObjetoInteraccion. Cualquier componente (y por extensión el objeto que lo 
contiene) que pueda tener interacciones extenderá esta clase, que incorpora métodos para 
detectar hover y para ejecutar los clics. 
 
De este modo, las funciones propias del GestorInput se pueden generalizar a una acción 
sobre un ObjetoInteraccion, que ejecutará una u otra acción en función de qué subtipo de 
ObjetoInteraccion sea. 
 
El primer componente en extender ObjetoInteraccion es el componente Objeto.js. Este 
será al que extienda cualquier objeto interactuable que se ubique en el mundo isométrico. 
En el ámbito de este editor, todo ObjetoInteraccion será un Objeto. Sin embargo, se deja la 
puerta abierta a GameObjects con otra ubicación que requieran de un tratamiento distinto, 
que puedan ser gestionados por el gestor de inputs siendo diferentes. Un ejemplo serían 
objetos hallados en el combate. 
 
Este nuevo componente añade funciones de pausa y reanudación, y comprueba en cada 
frame el estado del juego y se pausa o reanuda según deba. Cuenta también con funciones 
para añadir una flecha sobre el modelo para indica que tiene algún tipo de interacción, y 
otra para seleccionar el color según el tipo de interacción. 
8.7. DESARROLLO DE LOS NPC 
 
En este punto, el siguiente paso es crear personajes que se muevan por el mundo. En 
primer lugar se crea el código del NPC y su IA. Una vez este creada se hará la extensión del 
inspector. 
 
Para crear un NPC se necesitan más componentes que el simple script que programamos, 
NPC.js. Para su correcto funcionamiento, también requiere un NavMeshAgent, que es el 
componente capaz de moverse por la malla creada al editar la escena; y un CapsuleCollider 
para que se puedan detectar los inputs sobre él. En el modelo, anidado en el contenedor 
del script NPC, se requiere un Animator. 
 





FIGURA 18: ANIMATOR DE UN NPC 
 
Se distinguen tres estados para un NPC: quieto, moviéndose o hablando. Se puede ir a 
cualquiera de estos tres estados desde cualquier otro, cuando se cumpla la condición de 
que el NPC esté en dicho estado. Si el NPC se está moviendo, en función de su velocidad 
puede estar caminando o corriendo. 
 
8.7.1. Paquetes de IA 
 
Para dotar al NPC de movimiento, necesitara una inteligencia artificial que dicte sus 
movimientos. Se han considerado 5 tipos de IA diferentes, todas ellas extienden la clase 
PaqueteIA. 
 
Toda IA cuenta con una función de iniciación para darle valores, una para activarla, 
funciones para pausar o reanudar la IA, una función para ejecutarla que es llamada desde 
el FixedUpdate del NPC, funciones para parar al NPC una cantidad determinada de 
tiempo y otra para hacerle desplazarse hacia un punto concreto. 
 
La más sencilla es la IA controlado. La única diferencia con respecto a la clase base es que 
en el bucle, comprueba si el NPC está quieto o no. Es una IA que, como su nombre indica, 
debe ser controlada por un script externo, y es propia de los NPC que están formando 
parte de una cinemática, en que su libre albedrío queda interrumpido para ejecutar lo que 
la cinemática exija. 
 
La IA del jugador extiende a la controlada, pues es un caso particular de esta. En este caso, 
en el bucle comprueba en el GestorJuegoMono si hay un nuevo punto seleccionado por el 




PSEUDOCÓDIGO 4: FUNCIONES BÁSICAS SIMPLIFICADAS DE UN PAQUETEIA 
 
La tercera IA es la de patrulla, propia de personajes que deben realizar el mismo recorrido 
de forma indefinida, como un guarda que patrulle una zona. El camino que recorre es 
definido con una lista de GameObject ordenados. En el bucle, se controla la distancia entre 
el personaje y su destino; cuando ésta es suficientemente pequeña se avanza hacia el 
siguiente punto. 
 
La IA Errante es la más común. Corresponde a los NPC que deambulan por el escenario sin 
un rumbo definido. Requieren de un radio y un origen; el círculo resultante es el área por 
la que se mueve el NPC. Cuando el personaje está lo suficientemente cerca de su destino, 
class PaqueteIA extends ScriptableObject{ 
 function setIA(personaje : NPC){ 
   npc = personaje; 
  } 
 function pausa(){ 
   pausado = true; 
     npc.agente.Stop(); 
 } 
 function reanuda(){ 
  pausado = false; 
   npc.agente.Resume(); 
 } 
 function activaIA(){ 
   parar(Time.fixedDeltaTime, false); 
  } 
 function ejecutaIA(){ 
  //Se define en cada IA. Sustituto de FixedUpdate. 
 } 
 function parar(tiempo : float){ 
   fin = Time.timeSinceLevelLoad + tiempo; 
   npc.agente.Stop(); 
   npc.cambiaEstado(EstadoCaminante.quieto); 
   yield WaitForSeconds(tiempoQuieto); 
   npc.agente.Resume(); 
   npc.cambiaEstado(EstadoCaminante.caminando); 
   fin = 0; 
 } 
 function mover(objetivo : Vector3){ 
   camino = new NavMeshPath(); 
   if(CalculatePath(npc.position, objetivo, camino)){ 
     npc.ResetPath(); 
     npc.SetPath(camino); 
   } 
  } 
 function compruebaSiQuieto(){ 
   if(!npc.quieto && npc.velocity < 0.05){ 
    
 npc.cambiaEstado(EstadoCaminante.quieto); 
   } 
   if(npc.quieto && npc.velocity > 0.05){ 
    
 npc.cambiaEstado(EstadoCaminante.caminando); 




Sistema para el desarrollo y gestión de videojuegos en Unity3D 
 
Pág. 35 
escoge uno nuevo. Trata de mantener la dirección que llevaba con una cierta desviación, 




PSEUDOCÓDIGO 5: OBTENCIÓN DE UN NUEVO OBJETIVO EN LA IA ERRANTE 
 
La última IA es la de seguidor, en la que un personaje recorre el mismo camino que otro, 
manteniendo una distancia determinada. Puesto que un personaje podría tener varios 
seguidores, se necesita una clase adicional encargada de crear las posiciones que ocuparán 
los seguidores. En este caso la distribución escogida es en triangulo detrás del líder. 
 
Cuando se activa esta IA, se comprueba si el líder tiene activa la clase de formaciones 
mencionada en el párrafo anterior, y en caso de no estarlo, se crea una nueva. Acto seguido 
se obtiene una posición en dicha formación, que se instancia como hijo del líder y por 
tanto se mueve con él. Esta IA siempre tiene como objetivo dicho punto. Cuando están 
parados, el seguidor mira siempre en la dirección que mira el líder. 
 
function siguientePunto(){ 
 posicion = npc.position - origen; 
    posicion.y = 0; 
 
  fase = (Mathf.Pow(posicion.magnitude/radio, 2))*180; 
 
  P1 = Random.value; 
  P2 = Random.value; 
  angulo = Sqrt(-2*Log(P1))*Cos(2*PI*P2)*30+fase; 
 
  N1 = Random.value; 
  N2 = Random.value; 
  angulo2 =Sqrt(-2*Log(N1))*Cos(2*PI*N2)*30-fase; 
 
  if (Random.Range(0,2) == 0){ 
   vectorMovimiento = (Quaternion.Euler(0, -angulo, 
0)*posicion); 
  } 
  else{ 
   vectorMovimiento = (Quaternion.Euler(0, -angulo2, 
0)*posicion); 
  } 
  vectorMovimiento = vectorMovimiento.normalized * 
Random.Range (0,distanciaHastaFrontera (vectorMovimiento)); 




FIGURA 19: FLUJO DE FUNCIONAMIENTO DE LAS DISTINTAS IA 
 
8.7.2. El componente NPC 
 
El NPC basa su comportamiento en la combinación de IA en función de la situación. El 
componente NPC tiene tres funciones: ejecutar la IA activa, actualizar las animaciones en 
función del estado y efectuar las interacciones. 
 
Las dos primeras accione se realizan cada frame salvo que el juego esté en pausa, en cuyo 
caso su pertenencia a la clase Objeto lo pausa. Las interacciones son ejecutadas desde el 
GestorJuegoMono. Cuando se produce un clic, ya se ha visto que GestorInput lo recoge y lo 
envía hacia el gestor de juego para ser procesado.  
 
Tanto si el juego está en su estado por defecto o en estado cinemática, si se efectúa un clic 
en el suelo se activa el aviso de que hay un nuevo punto, que ya hemos visto que el jugador 
recoge en su IA. En caso de que el clic se produzca sobre un ObjetoInteraccion se llama a 




FIGURA 20: FLUJO DE FUNCIONAMIENTO DE UN NPC 
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8.7.3. Extensión del inspector 
 
Teniendo ya definido el NPC, es el momento de crear la extensión del editor del script para 
que su uso resulte más cómodo. Los requerimientos de la extensión ya han sido estudiados 
previamente y su estructura no se ha visto alterada una vez implementado el NPC. 
 
En un primer grupo de variables se muestran variables distintivas del personaje. En 
primer lugar se puede modificar el nombre que el NPC tendrá en la jerarquía. En segundo 
lugar se elige su sexo. En base a este, un nombre aleatorio es seleccionado para el 
personaje de un listado de nombres guardado en un XML, si bien puede cambiarse. 
Finalmente, se puede seleccionar el Animator deseado. 
 
Lo siguiente que se añade es un desplegable en el que se ubican todas las variables 
relacionadas con la apariencia del personaje. Para dar variedad a los NPC, se les habilitan 
tres modificaciones: el pelo, la cara y el cuerpo. Esto implica que el diseñador deberá hacer 
los modelos de tal forma que cualquier pelo y cualquier cara encajes en cualquier cuerpo. 
 
Para que le resulte más sencillo al editor encontrar las distintas opciones a mostrar en los 
desplegables, se crea una estructura de carpetas, cada una haciendo referencia a una 
misma categoría de objetos. En la carpeta NPCs se dividen los recursos necesarios para dar 
el aspecto visible de un GameObject en tres carpetas: Materiales, Modelos y Texturas. 
 
La carpeta Texturas nunca es consultada, pues las texturas se añaden manualmente al 
material, sin embargo se ha optado por darle una estructura pareja a las otras dos por una 
cuestión de orden.  
 
La carpeta Modelos contiene los distintos cuerpos y pelos. Las caras solo son un material 
aplicado a la zona de la cara, y por tanto no tienen modelo. Cada uno de los modelos de 
cuerpo tiene un nombre único, así como los de pelo, y ese nombre es el que será 
visualizado en el editor. 
 
Los materiales siguen una estructura similar, pero con más variedad. Para cada tipo de 
cara se tienen diferentes materiales para diferentes expresiones, mientras que para cada 




FIGURA 21: ESTRUCTURA DE CARPETAS DE LOS RECURSOS DE NPC 
 
 
Para entender los cambios que se están haciendo, es necesario que se visualicen en tiempo 
real. Sin embargo, para hacerlo sobre el personaje habría que eliminar la selección actual y 
si se quiere poder deshacer estos cambios resultará más complicado. Por lo tanto, al 
iniciar el editor se crea un GameObject que es un clon del modelo actual y se coloca en la 
jerarquía. Es este modelo el que se va modificando cada vez que se hace una elección en el 
editor. Cuando se deseleccionado el NPC, el objeto creado se borra. 
 
 
FIGURA 22: EDITOR EXTENDIDO DE NPC (APARIENCIA) 




El siguiente desplegable permite la selección de IA. Está estructurado como una lista de un 
elemento como  mínimo. Cada línea de IA cuenta con opciones para eliminarla, añadir una 
IA en la posición superior y un desplegable en el que se encuentras las variables propias 




FIGURA 23: EDITOR EXTENDIDO DE NPC (IA) 
 
Finalmente, se añade un desplegable para seleccionar le tipo de interacción, que puede ser 
ninguna, iniciar una conversación o una cinemática. En caso de elegirse un dialogo se 
pedirá el ID de dicho diálogo y de ser una cinemática se pedirá seleccionar el componente 
en cuestión. En cualquiera de los dos casos se pedirá una distancia máxima de activación 




FIGURA 24: EDITOR EXTENDIDO DE NPC (INTERACCIÓN) 
 
8.7.4. NPC Jugador 
 
En este momento ya tenemos un NPC que puede cumplir con el rol de jugador si cuenta 
con la IA apropiada. Al ser éste un personaje de una enorme relevancia, que convive en 
varias escenas y sus parámetros personales pueden variar en función de las acciones del 
jugador, requiere de un tratamiento especial. 
  
Se podría tener un personaje jugador en cada escena, de modo que al salir de un nivel se 
guardan los parámetros de este y al cargar otro nivel, se vuelcan sobre el nuevo personaje; 
o se puede mantener el mismo objeto jugador durante toda la partida, marcándolo como 
objeto a mantener entre escenas. 
 
Se ha optado por mantener al mismo jugador durante toda la partida, ya que conforme se 
definan las mecánicas del juego el número de variables y su complejidad podría aumentar, 
afectando al guardado y entrega de las variables. En cada escena debe haber un objeto 
vacío colocado en la posición donde el personaje debe iniciar el nivel. 
 
En la ejecución de OnLevelWasLoaded del GestorJuegoMono, se añade el control del 
player. Si este no existe se crea, guardando su componente NPC como variable estática en 
GestorJuego para tenerlo siempre en fácil acceso. Una vez instanciado, se coloca en la 
posición inicial mencionada, o en caso de estar cargando una partida anterior, en la 
posición en la que se guardó. 
 
8.7.5. NPC del menú de selección de nivel 
 
Para navegar por el menú de selección se necesita un elemento que guarda muchas 
semejanzas con un NPC, pero con ciertas excepciones. Haciendo uso de la clase NPC, se 
hereda en la clase NPCMenu. 
 
Este NPC no queremos editarlo, pues debe tener el mismo aspecto que el jugador. Además, 
su única IA posible es la de jugador, pues solo puede funcionar siendo manejado por el 
usuario. Además, debido a que al entrar en el menú se pausa el juego, su funcionamiento 
en el bucle es el opuesto al de un NPC normal; cuando el juego está en marcha se pausa y 
cuando no lo está se reanuda. 
 
Este NPC se crea cada vez que se inicial un nivel en el OnLevelWasLoaded el 
GestorJuegoMono, clonando en jugador y cambiando su componente NPC por uno 
NPCMenu. 
 
8.8. PINTADO DE LOS DIÁLOGOS 
 
Como ya se ha dicho, la creación de los diálogos y la evolución de estos se lleva a cabo 
mediante el paquete Dialoguer. Por tanto, el código desarrollado para reproducir diálogos 
tendrá la imposición de tener que utilizar Dialoguer como gestor de diálogos. En caso de 
que se quisiera cambiar esto, habrá funciones que deberán ser modificadas. 
 
El GestorDialogos_.cs debe estar escrito en C# para poder comunicarse con Dialoguer, 
pero las llamadas le vendrán de NPC, archivos de UnityScript. Ya se ha detallado el 
funcionamiento del gestor de eventos que permite la comunicación entre los dos 
lenguajes. Sin embargo, esta comunicación no permite enviar ninguna clase que no sea 
propia de Unity3D, ya que están ubicadas en archivos .js. 
 
En primer lugar, se crea la estructura que permita indicarle al gestor de diálogos que NPC 
son los que están hablando. Al iniciar un diálogo un NPC, los participantes pasan a estar en 
“estado diálogo” y se llama al GestorEventos.js para crear un evento C#. Al crear el evento, 
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se guarda referencia a los NPC en el archivo UnityScript y se instancian clones de sus 
modelos. Estos clones serán los que se visualicen en la GUI de los diálogos. El gestor de 
eventos se encargará por su cuenta de llamar al gestor de diálogos e iniciar Dialoguer. 
 
Cuando el dialogo acabe, el gestor de diálogos es el que inicia el evento, que en llegar a los 
archivos UnityScript, recogen las referencias de los NPC participantes y les se devuelven a 




FIGURA 25: FLUJO DE COMUNICACIÓN JS-C# EN LOS DIÁLOGOS 
 
Seguidamente, se construye el canvas de GUI que contendrá los diálogos (anidado en el 
prefab GUI).  Este canvas consta de tres elementos, la caja de diálogos, donde va el texto 
del diálogo; la caja de nombre, que contiene el nombre de quien habla; y la caja de avatar, 




FIGURA 26: ESTRUCTURA DE LA GUI DE LOS DIÁLOGOS 
 
En el Start del gestor se fija un tamaño de fuente tal que quepan siempre 3 líneas en la 
caja de texto, y se le pasa a Dialoguer todas las funciones que se hayan definido para 
ampliar sus eventos. En el FixedUpdate se muestra u oculta el diálogo y, en caso de ser 
visible, se escribe el texto correspondiente. 
 
El resto de funcionalidades de este módulo se ejecutan vía eventos que Dialoguer envía o 
que se generan mediante inputs. EL primer evento sucede al iniciarse el diálogo, 
OnStarted, en el que se habilita el pintado de los diálogos. 
 
Cada vez que Dialoguer llega por primera vez a una caja de texto, ejecuta envía 
OnTextPhase. En este evento se envía, además del texto de diálogo, una serie de strings 





FIGURA 27: CAJA DE TEXTO DEL EDITOR DE DIÁLOGOS 
 
En el campo “Text:” se escribe el texto que el personaje dice en ese momento. El campo 
“Name:” se ha codificado numéricamente. El número escrito representa el orden de los 
NPC en la lista creada en el gestor de eventos UnityScript. De este modo, el diálogo puede 
ser iniciado entre cualquier personaje, ahorrando mucho tiempo de producción. 
 
De este NPC se obtiene su nombre y su clon, y son los que se muestran por pantalla. Pero 
para poder mostrar el clon de forma controlada, necesitamos crear una simulación de un 
estudio fotográfico, con una cámara fija y un fondo plano que resalte al personaje. A este 
prefab se le ha llamado “fotocol” y forma parte de los objetos que son creados al generar 
los niveles. 
 
Al producirse este evento se activa la escritura, y el texto del diálogo empieza a aparecer 
por pantalla, letra a letra. En caso de que se haya escrito todo el texto, o que se hayan 
escrito ya tres líneas (el máximo que cabe en la caja), el texto deja de escribirse, a la espera 
de un input del jugador. 
 
Dicho input se envía desde el gestor de eventos, y le indica al gestor de diálogos que puede 
seguir escribiendo. En caso de que el texto no se hubiera completado, se vacía y se 
continúa escribiendo; si el texto ya se había escrito entero, se pasa a la siguiente caja. 
 
Si en vez de una caja de texto, se encuentra una caja de mensaje, Dialoguer llama a 
OnMessageEvent. Por defecto, se envía el campo “Message Name” como nombre del 
evento y “Metadata” como datos del evento. Si algún evento particular requiere de más 
datos, se puede añadir como una excepción en el código. 
 




FIGURA 28: CAJA DE EVENTO DEL EDITOR DE DIÁLOGOS 
 
Cuando el diálogo completo termina, se lanza el evento OnEnded, que oculta la interfaz de 








El único módulo que queda por implementar es el de cinemáticas.  La estructura básica de 
una cinemática es la de una pila FIFO de acciones, ejecutadas una tras otra. La pila se 
construye en una extensión del inspector, que permite añadir, eliminar y reordenar 
acciones de forma muy sencilla. 
 
El editor muestra en primer lugar una lista con todas las acciones añadidas. Cada acción es 
un campo desplegable en el que se puede añadir los parámetros que definen cada acción. 
Dado que el personaje jugador no está en el nivel, ya que se carga en juego, en aquellas 
 ocasiones en que se deba añadir al jugador se añade una referencia vacía que, en juego, 
interpreta que ese spot lo ocupa el jugador. 
 
En segundo lugar, muestra un conjunto de funciones para gestionar las acciones: permite 
añadir una acción del tipo deseado, con un nombre identificativo y en la posición escogida; 
borrar una acción ya añadida, mover una acción a una posición concreta o intercambiar las 
posiciones de dos acciones. 
 
La primera acción de una cinemática siempre es “Inicia Cinemática”. Al ejecutarse esta 
acción, se realiza la búsqueda de referencias al jugador en las acciones, y se le añade donde 
sea necesario. El script sigue avanzando en las acciones hasta llegar a la última, momento 
en que deja de ejecutarse. 
 
Si el jugador decide pasar la cinemática, se pasa a una función que ejecuta cada acción para 
dejar a sus actores en la posición y estado final en que habrían quedado de reproducirse 
de forma normal. Se ejecutan una tras otra en la misma iteración hasta acabar las acciones 
o encontrarse con alguna que no pueda ser evitada, como los diálogos. La decisión de 
cuales son evitables y cuales no es puramente de jugabilidad. 
 
El bucle tiene una estructura tal que en un futuro, permitiría poder ejecutar más de una 
acción simultáneamente. Sin embargo, debido a que ninguna de las acciones utilizadas en 
el videojuego puede ejecutarse simultáneamente, esa funcionalidad no está completada. 
 
Para distinguir los momentos de cinemáticas del juego normal se añaden unas barras 
negras que reproducen una visualización de cine. Estas barras, junto con elementos de 
fade y fichas pertenecientes a un tipo de acción se añaden a un canvas hijo del prefab GUI. 
 
8.10. GUARDAR PARTIDA 
 
En ciertos momentos del juego se realiza un autoguardado, para asegurar que no haya una 
pérdida del avance realizado. Este guardado recoge información del estado de los 
diferentes niveles y misiones y los guarda en un XML que es enviado a servidor. 
 
El guardado contempla que niveles existen, que misión tienen activa y si han sido 
completados. Adicionalmente, algunas cinemáticas que modifican la posición de ciertos 
personajes importantes son guardadas para saber si han sido ejecutadas o no, y poder 
iniciarlas en consecuencia. 
 
Por otro lado, se miras las misiones existentes y se comprueba si se ha completado, en qué 
etapa se está, y que etapas han sido completadas. Esta información se superpone al cargar 
la partida sobre la información por defecto de los XML generados por el editor. 
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9. EVALUACIÓN DE RESULTADOS 
 
El producto final resulta un paquete de de alrededor de 9500 líneas de código, 400 
funciones repartidas en 49 archivos UnityScript y 6 archivos C#, que permite la creación 
de videojuegos de forma rápida y con un periodo de aprendizaje muy pequeño. 
 
El paquete ha sido utilizado en el  desarrollo del videojuego Joan Oró, ya completado, y del 
videojuego en producción Eduard Fontseré, mostrando una respuesta muy sólida en una 
tipología de videojuego en la que la variabilidad en la secuencia de acciones llevadas a 
cabo por el jugador ponen a prueba la robustez del sistema de control del videojuego. 
 
Con este producto en funcionamiento, la productividad del equipo a corto y largo plazo a 
aumentado en gran medida. Crear un NPC sin las funcionalidades de este editor, y con la 
variedad otorgada por este, es una tarea que ocupa entre 4 y 8 minutos. Con el editor en 
marcha, se puede realizar la misma tarea en menos de un minuto. Cogiendo una escena 
aleatoria de uno de los juegos desarrollados con este editor, se han observado 85 NPC en 
una escena, lo que implica unos 510 en todo el juego. Con jornadas de 20h semanales, esto 
implica un ahorro de 2 semanas de trabajo completas solo en colocación de NPC. 
 
Con las cinemáticas ocurre lo mismo,  siendo estás además muy susceptibles a cambios a lo 
largo del desarrollo. Estos cambios podían resultar un lastre en proyectos anteriores, pues 
implican tocar código en cada uno de ellos, y la posibilidad de fallos que ralentizaran el 
proyecto aumentaba. Con el nuevo sistema, en menos de un minuto la cinemática ha sido 
actualizada y no existe una posibilidad de error. 
 
En líneas generales, la comodidad y rápidez para crear los elementos necesarios en el 
juego se ha visto aumentada de forma sustancial. Esto ha permitido dedicar meses de 
trabajo adicionales al desarrollo de diferentes mecánicas de combate y trabajar la 
narrativa del videojuego de forma más profunda, resultando en un videojuego más 
interesante desde un punto de vista de historia y jugabilidad. 
 
Con las funciones principales del editor terminadas, se incorporó un nuevo miembro al 
equipo de trabajo, cuya función sería directamente la de montar escenas. Gracias a este 
editor, en una semana fue capaz de estar creando misiones y niveles, y dotándolos de 
personajes y cinemáticas a pleno rendimiento. 
 
En un espacio de tiempo de 4 meses, el videojuego paso de tener un nivel de pruebas, en el 
que se probaban todas estas funcionalidades, a estar completamente desarrollado por una 
única persona nueva con el entorno de Unity3D. No le fue necesario el desarrollo de 
código, salvo pequeños scripts para completar etapas de misiones. 
 
Con todo esto, se puede considerar meritoria la inversión de tiempo dedicada en el 
proyecto, ya que implica una reducción considerable en los tiempos de desarrollo y el 
consiguiente incremento en el tiempo dedicado al estudio de la jugabilidad. 
 
 10. PLANIFICACIÓN Y PRESUPUESTO DEL PROYECTO 
 
Para el desarrollo del proyecto se dispuesto de 360 horas, 30 por ECTS. Estas horas se 
reparten en 18 semanas de 20 horas de trabajo cada una. La planificación del proyecto ha 




FIGURA 30: DIAGRAMA DE GANTT DE LA PLANIFICACIÓN DEL PROYECTO 
 
Algunas tareas ocupan gran parte de su tiempo en planificar de que modo se va a 
estructurar el código, como la gestión del juego o las misiones; mientras que en otras el 
tiempo se dedicó mayoritariamente a la implementación., como con los NPC o los diálogos. 
En global se puede considerar una distribución aproximada de 6 semanas dedicadas a 
diseño y 12 a implementación. 
 
En cuanto al presupuesto, cogemos el precio de ingeniero de 35€/hora, suponiendo un 
coste de 12.600€. El proyecto fue realizado en un ordenador de un coste aproximado de 
800€ que tendrá una vida útil de alrededor de 5 años. El coste de hardware asciende a 
55€.  
 
En cuanto al software, el motor Unity3D es gratuito, por lo que no añade ningún coste. Sin 
embargo, el paquete utilizado para la gestión de diálogos, Dialoguer, si que es de pago, 
costando 30€. Por tanto, el coste de realización del proyecto es de 12.685€. 
 











 Planificación del proyecto 
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11. IMPACTO MEDIOAMBIENTAL 
 




Observando las opciones que aporta el proyecto desarrollado, se puede afirmar que se han 
cumplido los objetivos marcados al inicio de este. 
 
El objetivo principal, que era construir una base para los futuros videojuegos, queda 
validada por el hecho de que ya se han desarrollado dichos videojuegos sin la necesidad de 
código externo. Por lo tanto, con este paquete se podrán desarrollar futuras entregas de la 
colección sin necesidad de invertir grandes cantidades de tiempo en desarrollar código.  
 
Además aporta otra gran ventaja: desde el comienzo de un nuevo proyecto se podrá 
empezar a desarrollar una demo que permita estudiar las mecánicas planteadas y la 
historia, pudiendo así observar en las priemras fases de desarrollo que tan bien puede 
funcionar el videojuego planteado. 
 
Otro de los objetivos, comentados en la evaluación de los resultados, era acortar los 
tiempos en la edición de escenas, tratando ciertos objetos conflictivos. Este objetivo ha 
sido cumplido, acortando en gran medida la creación de un nivel, la adición de NPC y  de 
cinemáticas; así como evitando errores en su implementación y haciendo su uso más 
sencillo e intuitivo. Estas mejoras amplifican las ventajas mencionadas en el objetivo 
principal. 
 
Además, el desarrollo de este editor ha servido de un modo personal para ampliar el 
conocimiento sobre sistemas destinados a controlar un gran conjunto de archivos y 
acciones humanas. 
 
Se ha adquirido destreza en la previsión de los eventos que podrían producirse para 
anticiparse a estos y considerarlos en el código, así como la de blindar el código de tal 
forma que si se produce algún evento no esperado, no altere el código o sea fácilmente 
rastreable. 
 
También se ha adquirido conocimiento sobre el funcionamiento de Unity3D y sus 
funciones, cosa que ha resultado vital para aprovechar al máximo sus recursos y realizar 
un editor bien integrado en el conjunto de funcionalidades ya existentes en el motor. 
 
En líneas generales, el proceso de desarrollo ha servido para probarse a uno mismo en la 
creación de un producto real utilizado a nivel profesional, sirviendo como una gran 
experiencia de cara a la inserción en el mundo laboral en el sector del desarrollo de 
software.  
 
Sin embargo, al proyecto aún le queda margen de mejora. Quedan como tareas para 
futuras versiones la mejora de la gestión de pintado, añadir un editor similar al de los NPC 
para colocar edificios de manera más sencilla y crear funcionalidades para mostrar 
mensajes por pantalla. 
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class inspectorCinematica extends Editor 
{ 
 
 //variables Cinematica 
 var acciones : Array = new Array(); 
 var variablesEditorAcciones : Array = new Array(); //solo tienen 
importancia para el editor: desplegar campo, listas particulares...  
 var listaNombres : String[] = new String[0]; 
 
 //listas 
 var listaNPC : String[]; 
 var listaObCinem : String[]; 
 var listaAnimator : String[]; 
 var listaObjeto : String[]; 
 var listaIA : String[]; 
 var listaRender : String[]; 
 
 var onTrigger : SerializedProperty; 
 var onTriggerBool : boolean = false; 
 var nombreOnTrigger : SerializedProperty; 
 var nombreOnTriggerString : String; 
 var mostrarNombre : boolean = false; 
  
 var guardarEstado : SerializedProperty; 
 var guardarEstadoBool : boolean; 
 
 //variables 'Añadir' 
 var mostrarAnadir : boolean; 
 var tipoAnadir : AccionesCinematica; 
 var nombreAnadir : String; 
 var posicionAnadir : int; 
 
 //variables Borrar 
 var mostrarBorrar : boolean; 
 var accionBorrar : int; 
 
 //variables Mover 
 var mostrarMover : boolean; 
 var accionMover : int; 
 var posicionMover : int; 
 
 //variables Intercambiar 
 var mostrarIntercambiar : boolean; 
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 var accionIntercambiar1 : int; 
 var accionIntercambiar2 : int; 
 
 function OnEnable(){ 
 
  if (!Application.isPlaying){ 
   var render : Renderer[] = GameObject.FindObjectsOfType(Renderer); 
   var listaRender_escogidas : Array; 
   listaRender_escogidas = new Array(); 
   var add : int = 1; 
   listaRender_escogidas[0] = "Player"; 
   for (var i : int = 0; i < render.length; i++){ 
    if(!render[i].name.Contains("Tile") && 
!render[i].name.Contains("Cube") && !render[i].name.Contains("Sphere") && 
!render[i].name.Contains("Quad")){ 
     listaRender_escogidas.push(render[i].name + ":" + 
render[i].GetInstanceID()); 
    } 
   } 
   listaRender = new String[listaRender_escogidas.length]; 
   for (i = 0; i < listaRender_escogidas.length; i++){ 
    listaRender[i] = listaRender_escogidas[i]; 
   } 
   var npc : NPC[] = GameObject.FindObjectsOfType(NPC); 
   listaNPC = new String[npc.length+1]; 
   listaNPC[0] = "Player"; 
   for (i = 0; i < npc.length; i++){ 
    listaNPC[i+1] = npc[i].name + ":" + npc[i].GetInstanceID(); 
   } 
   var objeto : Objeto[] = GameObject.FindObjectsOfType(Objeto); 
   listaObjeto = new String[objeto.length+1]; 
   listaObjeto[0] = "Player"; 
   for (i = 0; i < objeto.length; i++){ 
    listaObjeto[i+1] = objeto[i].name + ":" + 
objeto[i].GetInstanceID(); 
   } 
   var obCinem : GameObject[] = 
GameObject.FindGameObjectsWithTag("ObjetoCinematica"); 
   listaObCinem = new String[obCinem.length]; 
   for (i = 0; i < obCinem.length; i++){ 
    listaObCinem[i] = obCinem[i].name + ":" + 
obCinem[i].GetInstanceID(); 
   } 
   var anim : Animator[] = GameObject.FindObjectsOfType(Animator); 
   add = 0; 
   var listaAnimator_escogidas : String[]; 
   listaAnimator_escogidas = new String[anim.length]; 
   for (i = 0; i < anim.length; i++){ 
    if((anim[i].transform.parent != null && 
(anim[i].transform.parent.gameObject.GetComponent(NPC) == null)) || 
anim[i].transform.parent == null){ 
     listaAnimator_escogidas[add] = anim[i].name + ":" + 
anim[i].GetInstanceID(); 
     add++; 
    } 
   } 
   listaAnimator = new String[listaAnimator_escogidas.length]; 
    for (i = 0; i < listaAnimator_escogidas.length; i++){ 
    listaAnimator[i] = listaAnimator_escogidas[i]; 
   } 
   listaIA = crearListaVariablesIA(); 
   cargarAcciones(); 
   crearListaNombres(); 
   posicionAnadir = acciones.length; 
   onTrigger = serializedObject.FindProperty("onTrigger"); 
   onTriggerBool = onTrigger.boolValue; 
   nombreOnTrigger = serializedObject.FindProperty("nombreOnTrigger"); 
   nombreOnTriggerString = nombreOnTrigger.stringValue; 
   guardarEstado = serializedObject.FindProperty("guardarEstado"); 
   guardarEstadoBool = guardarEstado.boolValue; 
  } 
 } 
 
 override function OnInspectorGUI () { 
 
  ID(); 
  EditorGUILayout.LabelField("Acciones"); 
  for (var i : int = 0; i < acciones.length; i++){ 
   muestraAccion(i); 
  } 
 
  EditorGUILayout.LabelField(" "); 
  EditorGUILayout.LabelField("Variables"); 
  ActivarConTrigger(); 
  GuardarEstado(); 
 
  EditorGUILayout.LabelField(" "); 
  EditorGUILayout.LabelField("Herramientas"); 
  OpcionAnadir(); 
  OpcionBorrar(); 
  OpcionMover(); 
  OpcionIntercambiar(); 
 
  EditorGUILayout.BeginHorizontal(); 
  if(GUILayout.Button("Guardar")){ 
   Guardar(); 
  } 
  if(GUILayout.Button("Reset")){ 
   OnEnable(); 
  } 





 function ID(){ 
  EditorGUILayout.BeginHorizontal(); 
  EditorGUILayout.LabelField("ID: 
"+serializedObject.FindProperty("id").stringValue); 
  if(GUILayout.Button("Act", GUILayout.Width(30))){ 
   serializedObject.FindProperty("id").stringValue = 
GlobalesEditor.crearID(); 
   serializedObject.ApplyModifiedProperties(); 
   serializedObject.UpdateIfDirtyOrScript(); 
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  } 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function GuardarEstado(){ 




 function ActivarConTrigger(){ 
  if(onTriggerBool){ 
   EditorGUILayout.BeginHorizontal(); 
   mostrarNombre = EditorGUILayout.Foldout(mostrarNombre, "Activar con 
trigger"); 
   GUILayout.Space(63); 
   onTriggerBool = EditorGUILayout.Toggle(onTriggerBool); 
   EditorGUILayout.EndHorizontal(); 
   if(mostrarNombre){ 
   nombreOnTriggerString = EditorGUILayout.TextField("  Nombre del 
objeto: ", nombreOnTriggerString); 
   } 
  } 
  else{ 
   onTriggerBool = EditorGUILayout.Toggle("Activar con 
trigger",onTriggerBool); 





 function OpcionAnadir(){ 
  mostrarAnadir = EditorGUILayout.Foldout(mostrarAnadir, "Añadir"); 
  if(mostrarAnadir){ 
   tipoAnadir = EditorGUILayout.EnumPopup("  Accion: ", tipoAnadir); 
   nombreAnadir = EditorGUILayout.TextField("  Nombre: ", nombreAnadir); 
   posicionAnadir = EditorGUILayout.IntField("  Posicion: ", 
posicionAnadir); 
   if(posicionAnadir < 0) 
    posicionAnadir = 0; 
   else if(posicionAnadir > acciones.length) 
    posicionAnadir = acciones.length; 
   if(GUILayout.Button("Añadir")){ 
    var nuevaAccion : Array; 
    if(acciones.length == 0 && tipoAnadir != 
AccionesCinematica.IniciaCinematica){ 
     posicionAnadir++; 
     nuevaAccion = crearAccion(AccionesCinematica.IniciaCinematica, 
"Iniciar Cinematica"); 
     acciones.splice(0, 0, nuevaAccion); 
     variablesEditorAcciones.splice(0, 0, crearVariables(tipoAnadir, 
nuevaAccion)); 
    } 
    nuevaAccion = crearAccion(tipoAnadir, nombreAnadir); 
    acciones.splice(posicionAnadir, 0, nuevaAccion); 
    variablesEditorAcciones.splice(posicionAnadir, 0, 
crearVariables(tipoAnadir, nuevaAccion)); 
    posicionAnadir = acciones.length; 
     crearListaNombres(); 
    nombreAnadir = ""; 
   } 
  } 
 } 
 
 function OpcionBorrar(){ 
  if(listaNombres.length > 0){ 
   mostrarBorrar = EditorGUILayout.Foldout(mostrarBorrar, "Borrar"); 
   if(mostrarBorrar){ 
    accionBorrar = EditorGUILayout.Popup("Accion: ", accionBorrar, 
listaNombres); 
    if(GUILayout.Button("Borrar")){ 
     acciones.splice(accionBorrar, 1); 
     variablesEditorAcciones.splice(accionBorrar, 1); 
     posicionAnadir = acciones.length; 
     crearListaNombres(); 
     if(accionBorrar == listaNombres.length && accionBorrar > 0){ 
      accionBorrar--; 
     } 
    } 
   } 
  } 
 } 
 
 function OpcionMover(){ 
  if(listaNombres.length > 1){ 
   mostrarMover = EditorGUILayout.Foldout(mostrarMover, "Mover"); 
   if(mostrarMover){ 
    accionMover = EditorGUILayout.Popup("Accion: ", accionMover, 
listaNombres); 
    posicionMover = EditorGUILayout.IntField("  Posicion: ", 
posicionMover); 
    if(posicionMover < 0) 
     posicionMover = 0; 
    else if(posicionMover > acciones.length) 
     posicionMover = acciones.length; 
    if(GUILayout.Button("Mover")){//reordena las listas internas 
tambien (acciones, variables) 
     var listaTemp : Array = acciones[accionMover]; 
     acciones.splice(accionMover, 1); 
     acciones.splice(posicionMover, 0, listaTemp); 
     listaTemp = variablesEditorAcciones[accionMover]; 
     variablesEditorAcciones.splice(accionMover, 1); 
     variablesEditorAcciones.splice(posicionMover, 0, listaTemp); 
     posicionAnadir = acciones.length; 
     crearListaNombres(); 
     accionMover = posicionMover; 
    } 
   } 
  } 
 } 
 
 function OpcionIntercambiar(){ 
  if(listaNombres.length > 1){ 
   mostrarIntercambiar = EditorGUILayout.Foldout(mostrarIntercambiar, 
"Intercambiar"); 
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   if(mostrarIntercambiar){ 
    accionIntercambiar1 = EditorGUILayout.Popup("Accion1: ", 
accionIntercambiar1, listaNombres); 
    accionIntercambiar2 = EditorGUILayout.Popup("Accion2: ", 
accionIntercambiar2, listaNombres); 
    if(GUILayout.Button("Intercambiar")){ 
     var listaTemp1 : Array = acciones[accionIntercambiar1]; 
     var listaTemp2 : Array = acciones[accionIntercambiar2]; 
     acciones.splice(accionIntercambiar1, 1, listaTemp2); 
     acciones.splice(accionIntercambiar2, 1, listaTemp1); 
     listaTemp1 = variablesEditorAcciones[accionIntercambiar1]; 
     listaTemp2 = variablesEditorAcciones[accionIntercambiar2]; 
     variablesEditorAcciones.splice(accionIntercambiar1, 1, 
listaTemp2); 
     variablesEditorAcciones.splice(accionIntercambiar2, 1, 
listaTemp1); 
     crearListaNombres(); 
     accionMover = posicionMover; 
    } 
   } 




 function muestraAccion(i : int){ 
 
  var accion : Array = acciones[i]; 
  var variables : Array = variablesEditorAcciones[i]; 
 
  //variablesAccion 
  var tipo : AccionesCinematica = accion[0]; 
  var nombre : String = accion[1]; 
 
  //variablesEditor 
  var mostrar : boolean = System.Convert.ToBoolean(variables[0]); 
 
  if(accion.length <= 2){//si se cumple esto, implica que no hya elementos 
interiores que mostrar 
   EditorGUILayout.LabelField(listaNombres[i]); 
  } 
  else{ 
   mostrar = EditorGUILayout.Foldout(mostrar, listaNombres[i]); 
   if(mostrar){ 
    switch(tipo){ 
     case (AccionesCinematica.Teletransporte): 
     case (AccionesCinematica.Caminar): 
      mostrarCaminar(accion, variables); 
      break; 
     case (AccionesCinematica.Animacion): 
      mostrarAnimacion(accion, variables); 
      break; 
     case (AccionesCinematica.Espera): 
      mostrarEspera(accion, variables); 
      break; 
     case (AccionesCinematica.Fade): 
      mostrarFade(accion, variables); 
      break; 
      case (AccionesCinematica.CambiarZoom): 
      mostrarCambiarZoom(accion, variables); 
      break; 
     case (AccionesCinematica.Hablar): 
      mostrarHablar(accion, variables); 
      break; 
     case (AccionesCinematica.CambiarIA): 
      mostrarCambiarIA(accion, variables); 
      break; 
     case (AccionesCinematica.ObjetivoCamara): 
      mostrarObjetivoCamara(accion, variables); 
      break; 
    } 
   } 
  } 
  variables[0] = mostrar; 
  variablesEditorAcciones[i] = variables; 
  acciones[i] = accion; 
 } 
  
 function mostrarObjetivoCamara(accion : Array, variables : Array){ 
   
  var filtro : String = accion[2]; 
  var numRender : int = accion[3]; 
  var lista : String[] = accion[4]; 
  var filtroNew : String = filtro; 
  filtroNew = EditorGUILayout.TextField("  Filtro: ", filtro); 
  if(filtroNew != filtro){ 
   var seleccion : String = lista[numRender]; 
   lista = filtrarLista(filtroNew, lista); 
   accion[4] = lista; 
   numRender = 0; 
   for(var i : int = 0; i < lista.length; i++){ 
    if(lista[i] == seleccion){ 
     numRender = i; 
     break; 
    } 
   } 
  } 
  numRender = EditorGUILayout.Popup("  Objetivo: ", numRender, lista); 
  accion[2] = filtroNew; 
  accion[3] = numRender; 
 } 
 
 function mostrarCambiarIA(accion : Array, variables : Array){ 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
  EditorGUILayout.BeginVertical(); 
  var tipoIA : int = System.Convert.ToInt32(accion[2]); 
  var tipoIAnuevo : int; 
  tipoIAnuevo = EditorGUILayout.Popup("IA: ", tipoIA, listaIA); 
  accion[2] = tipoIAnuevo; 
  if(tipoIA != tipoIAnuevo){ 
   accion.splice(3, accion.length-3); 
   accion.push(0);//npc 
   switch(listaIA[tipoIAnuevo]){ 
    case "patrulla": 
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     var lista : Array = new Array(); 
     lista.push(0); 
     accion.push(lista);//puntos 
     break; 
    case "seguidor": 
     accion.push(0);//seguido 
     break; 
    case "errante": 
     accion.push(0);//centro 
     accion.push(0);//radio 
     break; 
   } 
   var new_var : Array = crearVariables(AccionesCinematica.CambiarIA, 
accion); 
   variables.splice(1, variables.length-1); 
   for(var i : int = 1; i < new_var.length; i++){ 
    variables.push(new_var[i]); 
   } 
  } 
  switch(listaIA[tipoIAnuevo]){ 
   case "patrulla": 
    mostrarCambiarIAPatrulla(accion, variables); 
    break; 
   case "seguidor": 
    mostrarCambiarIASeguidor(accion, variables); 
    break; 
   case "errante": 
    mostrarCambiarIAErrante(accion, variables); 
    break; 
   default: 
    mostrarCambiarIADefault(accion, variables); 
    break; 
  } 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarCambiarIAPatrulla(accion : Array, variables : Array){ 
  //formato accion: ***||**|**|**|*... 
  //formato variables: ** ||* |* |* |*... 
  var anadir : boolean = false; 
  var quitar : int = -1; 
  for(var i : int = 3; i < accion.length; i += 2){ 
   //Comprueba si el NPC esta desplegado 
   var mostrarNPC : boolean = variables[(i-3)/2+2]; 
   var listaNPCDisponibles : String[] = variables[1]; 
   //Comprueba que NPC esta seleccionado 
   var npc : int = accion[i]; 
   //Comprueba cuantos puntos tiene el camino 
   var recorrido : Array = accion[i+1] as Array; 
   var longitudRecorrido : int = recorrido.length; 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.BeginVertical(); 
   if(npc > listaNPCDisponibles.length-1) npc = 
listaNPCDisponibles.length-1; 
   mostrarNPC = EditorGUILayout.Foldout(mostrarNPC, 
listaNPCDisponibles[npc]); 
    if(mostrarNPC){ 
    npc = EditorGUILayout.Popup("  Nombre: ", npc, 
listaNPCDisponibles); 
    longitudRecorrido = EditorGUILayout.IntField("  Nº de keypoints: ", 
longitudRecorrido); 
    if(longitudRecorrido < 1){ 
     longitudRecorrido = 1; 
    } 
    if(longitudRecorrido > recorrido.length){ 
     while(recorrido.length < longitudRecorrido){ 
      recorrido.push(Mathf.Min(listaObCinem.length-1, 
System.Convert.ToInt32(recorrido[recorrido.length-1])+1)); 
     } 
    } 
    else if(longitudRecorrido < recorrido.length){ 
     recorrido.splice(longitudRecorrido, recorrido.length-
longitudRecorrido); 
    } 
    for(var j: int = 0; j < recorrido.length; j++){ 
     recorrido[j] = EditorGUILayout.Popup("  Punto 
"+(j+1).ToString()+": ", System.Convert.ToInt32(recorrido[j]), listaObCinem); 
    } 
   } 
   EditorGUILayout.EndVertical(); 
   if(GUILayout.Button("+", GUILayout.Width(20))){ 
    anadir = true; 
   } 
   if(accion.length-3 > 2){ 
    if(GUILayout.Button("-", GUILayout.Width(20))){ 
     quitar = i; 
    } 
   } 
   else{ 
    GUILayout.Space(24); 
   } 
   EditorGUILayout.EndHorizontal(); 
   //Guarda en la lista los valores modificados por el input del usuario 
   variables[(i-3)/2+2] = mostrarNPC; 
   accion[i] = npc; 
   accion[i+1] = recorrido; 
  } 
  if(anadir){ 
   variables.push(false); 
   accion.push(0); 
   var lista : Array = new Array(); 
   lista.push(0); 
   accion.push(lista); 
  } 
  if(quitar>-1){ 
   variables.splice((quitar-3)/2+2, 1); 
   accion.splice(quitar, 2); 
  } 
 } 
 
 function mostrarCambiarIASeguidor(accion : Array, variables : Array){ 
     //formato accion: ***||**|**|**|*... 
  //formato variables: ** ||* |* |* |*... 
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  var anadir : boolean = false; 
  var quitar : int = -1; 
  for(var i : int = 3; i < accion.length; i += 2){ 
   //Comprueba si el NPC esta desplegado 
   var mostrarNPC : boolean = variables[(i-3)/2+2]; 
   var listaNPCDisponibles : String[] = variables[1]; 
   //Comprueba que NPC esta seleccionado 
   var npc : int = accion[i]; 
   //Comprueba a que NPC sigue 
   var objetivo : int = accion[i+1]; 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.BeginVertical(); 
   if(npc > listaNPCDisponibles.length-1) npc = 
listaNPCDisponibles.length-1; 
   mostrarNPC = EditorGUILayout.Foldout(mostrarNPC, 
listaNPCDisponibles[npc]); 
   if(mostrarNPC){ 
    npc = EditorGUILayout.Popup("  Nombre: ", npc, 
listaNPCDisponibles); 
    objetivo = EditorGUILayout.Popup("  Objetivo: ", objetivo, 
listaNPC); 
   } 
   EditorGUILayout.EndVertical(); 
   if(GUILayout.Button("+", GUILayout.Width(20))){ 
    anadir = true; 
   } 
   if(accion.length-3 > 2){ 
    if(GUILayout.Button("-", GUILayout.Width(20))){ 
     quitar = i; 
    } 
   } 
   else{ 
    GUILayout.Space(24); 
   } 
   EditorGUILayout.EndHorizontal(); 
   //Guarda en la lista los valores modificados por el input del usuario 
   variables[(i-3)/2+2] = mostrarNPC; 
   accion[i] = npc; 
   accion[i+1] = objetivo; 
  } 
  if(anadir){ 
   variables.push(false); 
   accion.push(0); 
   accion.push(0); 
  } 
  if(quitar>-1){ 
   variables.splice((quitar-3)/2+2, 1); 
   accion.splice(quitar, 2); 
  } 
 } 
 
 function mostrarCambiarIAErrante(accion : Array, variables : Array){ 
   //formato accion: ***||***|***|***|*... 
  //formato variables: ** ||** |** |** |*... 
  var anadir : boolean = false; 
  var quitar : int = -1; 
  for(var i : int = 3; i < accion.length; i += 3){ 
    //Comprueba si el NPC esta desplegado 
   var mostrarNPC : boolean = variables[2*(i-3)/3+2]; 
   var listaPuntos : String[] = variables[2*(i-3)/3+3]; 
   var listaNPCDisponibles : String[] = variables[1]; 
   //Comprueba que NPC esta seleccionado 
   var npc : int = accion[i]; 
   var npc2 : int; 
   //Comprueba que punto es el centro 
   var centro : int = accion[i+1]; 
   var radio : float = accion[i+2]; 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.BeginVertical(); 
   if(npc > listaNPCDisponibles.length-1) npc = 
listaNPCDisponibles.length-1; 
   mostrarNPC = EditorGUILayout.Foldout(mostrarNPC, 
listaNPCDisponibles[npc]); 
   if(mostrarNPC){ 
    npc2 = EditorGUILayout.Popup("  Nombre: ", npc, 
listaNPCDisponibles); 
    if(npc2 != npc){ 
     listaPuntos = crearListaPuntosErrante(npc2, 
listaNPCDisponibles); 
     npc = npc2; 
    } 
    centro = EditorGUILayout.Popup("  Centro: ", centro, listaPuntos); 
    radio = EditorGUILayout.FloatField("  Radio: ", radio); 
   } 
   EditorGUILayout.EndVertical(); 
   if(GUILayout.Button("+", GUILayout.Width(20))){ 
    anadir = true; 
   } 
   if(accion.length-3 > 3){ 
    if(GUILayout.Button("-", GUILayout.Width(20))){ 
     quitar = i; 
    } 
   } 
   else{ 
    GUILayout.Space(24); 
   } 
   EditorGUILayout.EndHorizontal(); 
   //Guarda en la lista los valores modificados por el input del usuario 
   variables[2*(i-3)/3+2] = mostrarNPC; 
   variables[2*(i-3)/3+3] = listaPuntos; 
   accion[i] = npc; 
   accion[i+1] = centro; 
   accion[i+2] = radio; 
  } 
  if(anadir){ 
   variables.push(false); 
   variables.push(crearListaPuntosErrante(npc, listaNPCDisponibles)); 
   accion.push(0); 
   accion.push(0); 
   accion.push(0); 
  } 
  if(quitar>-1){ 
   variables.splice(2*(quitar-3)/3+2, 2); 
   accion.splice(quitar, 3); 
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  } 
 } 
 
 function mostrarCambiarIADefault(accion : Array, variables : Array){ 
  //formato accion: ***||*|*|*|*... 
  //formato variables: ** 
  var anadir : boolean = false; 
  var quitar : int = -1; 
  for(var i : int = 3; i < accion.length; i++){ 
   EditorGUILayout.BeginHorizontal(); 
   var listaNPCDisponibles : String[] = variables[1]; 
   accion[i] = EditorGUILayout.Popup("Personaje "+(i-2).ToString()+": ", 
System.Convert.ToInt32(accion[i]), listaNPCDisponibles); 
   if(GUILayout.Button("+", GUILayout.Width(20))){ 
    anadir = true; 
   } 
   if(accion.length-3 > 1){ 
    if(GUILayout.Button("-", GUILayout.Width(20))){ 
     quitar = i; 
    } 
   } 
   else{ 
    GUILayout.Space(24); 
   } 
   EditorGUILayout.EndHorizontal(); 
  } 
  if(anadir){ 
   accion.push(0); 
  } 
  if(quitar>-1){ 
   accion.splice(quitar, 1); 
  } 
 } 
 
 function mostrarCambiarZoom(accion : Array, variables : Array){ 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
  EditorGUILayout.BeginVertical(); 
  var tiempo : float = accion[2]; 
  accion[2] = EditorGUILayout.FloatField("Tamaño ortografico:", tiempo); 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarEspera(accion : Array, variables : Array){ 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
  EditorGUILayout.BeginVertical(); 
  var tiempo : float = accion[2]; 
  accion[2] = EditorGUILayout.FloatField("Duracion:", tiempo); 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarFade(accion : Array, variables : Array){ 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
   EditorGUILayout.BeginVertical(); 
  var tiempo : float = accion[2]; 
  var outBool : boolean = accion[3]; 
  var inBool : boolean = accion[4]; 
  accion[2] = EditorGUILayout.FloatField("Duracion:", tiempo); 
  accion[3] = EditorGUILayout.Toggle("solo fade out: ", outBool); 
  accion[4] = EditorGUILayout.Toggle("solo fade in: ", inBool); 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarAnimacion(accion : Array, variables : Array){ 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
  EditorGUILayout.BeginVertical(); 
  var nombres : String[] = variables[1]; 
  var anim : int = accion[2]; 
  var anim2 : int; 
  anim2 = EditorGUILayout.Popup("Animator: ", anim, listaAnimator); 
  if(anim != anim2){ 
   accion[5] = 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaAnimator[anim2].
Split(":"[0])[1])) as Animator; 
   nombres = crearListaVariablesAnimator(accion[5] as Animator); 
   variables[1] = nombres; 
   accion[3] = 0; 
  } 
  accion[2] = anim2; 
  var variablesList : AnimatorControllerParameter[]; 
  var variable : int = accion[3]; 
  variable = EditorGUILayout.Popup("Variables:", variable, nombres); 
  accion[3] = variable; 
  if((accion[5] as Animator).parameters.length > 0){ 
   switch((accion[5] as Animator).parameters[variable].type){ 
    case(AnimatorControllerParameterType.Int): 
     var valueInt : int = accion[4]; 
     accion[4] = EditorGUILayout.IntField("valor:", valueInt); 
     break; 
    case(AnimatorControllerParameterType.Float): 
     var valueFloat : float = accion[4]; 
     accion[4] = EditorGUILayout.FloatField("valor:", valueFloat); 
     break; 
    case(AnimatorControllerParameterType.Bool): 
     var valueBool : boolean = accion[4]; 
     accion[4] = EditorGUILayout.Toggle("valor:", valueBool); 
     break; 
   } 
  } 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarHablar(accion : Array, variables : Array){ 
  var anadir : boolean = false; 
  var quitar : int = -1; 
  EditorGUILayout.BeginHorizontal(); 
  GUILayout.Space(10); 
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  EditorGUILayout.BeginVertical(); 
  accion[2] = EditorGUILayout.TextField("Dialogo", accion[2] as String); 
  for(var i : int = 3; i < accion.length; i++){ 
   //Comprueba que NPC esta seleccionado 
   var objeto : int = accion[i]; 
   EditorGUILayout.BeginHorizontal(); 
    
   objeto = EditorGUILayout.Popup("Nombre: ", objeto, listaObjeto); 
   if(GUILayout.Button("+", GUILayout.Width(20))){ 
    anadir = true; 
   } 
   if(accion.length-3 > 2){ 
    if(GUILayout.Button("-", GUILayout.Width(20))){ 
     quitar = i; 
    } 
   } 
   else{ 
    GUILayout.Space(24); 
   } 
   EditorGUILayout.EndHorizontal(); 
   //Guarda en la lista los valores modificados por el input del usuario 
   accion[i] = objeto; 
  } 
  if(anadir){ 
   accion.push(0); 
  } 
  if(quitar>-1){ 
   accion.splice(quitar, 1); 
  } 
  EditorGUILayout.EndVertical(); 
  EditorGUILayout.EndHorizontal(); 
 } 
 
 function mostrarCaminar(accion : Array, variables : Array){ //Funciona 
tambien como mostrarTeletransporte 
  var anadir : boolean = false; 
  var quitar : int = -1; 
  for(var i : int = 2; i < accion.length; i += 2){ 
   //patron listaAccion - listaVariables 
   //Accion:  **|**|**|**|*... 
   //Variables:  * |* |* |* |*... 
   //Comprueba si el NPC esta desplegado 
   var mostrarNPC : boolean = variables[(i)/2]; 
   //Comprueba que NPC esta seleccionado 
   var npc : int = accion[i]; 
   //Comprueba que punto esta seleccionado 
   var punto : int = accion[i+1]; 
   EditorGUILayout.BeginHorizontal(); 
   //Indentación 
   GUILayout.Space(10); 
   EditorGUILayout.BeginVertical(); 
   //NPC 
   mostrarNPC = EditorGUILayout.Foldout(mostrarNPC, listaNPC[npc]); 
   if(mostrarNPC){ 
    npc = EditorGUILayout.Popup("  Nombre: ", npc, listaNPC); 
    punto = EditorGUILayout.Popup("  Punto: ", punto, listaObCinem); 
  } 
   EditorGUILayout.EndVertical(); 
  if(GUILayout.Button("+", GUILayout.Width(20))){ 
   anadir = true; 
  } 
  if(accion.length-2 > 2){ 
   if(GUILayout.Button("-", GUILayout.Width(20))){ 
    quitar = i; 
   } 
  } 
  else{ 
   GUILayout.Space(24); 
  } 
  EditorGUILayout.EndHorizontal(); 
  //Guarda en la lista los valores modificados por el input del usuario 
  variables[(i)/2] = mostrarNPC; 
  accion[i] = npc; 
  accion[i+1] = punto; 
  } 
  if(anadir){ 
   variables.push(false); 
   accion.push(0); 
   accion.push(0); 
  } 
  if(quitar>-1){ 
   variables.splice((quitar)/2, 1); 
   accion.splice(quitar, 2); 
  } 
 } 
 
 //Funciones Internas 
 
 function filtrarLista(filtro : String, lista : String[]) : String[]{ 
  var listaTemp : Array = new Array(); 
  for (var i : int = 0; i < lista.length; i++){ 
   if(lista[i].Contains(filtro)){ 
    listaTemp.push(lista[i]); 
   } 
  } 
  var listaDef : String[] = new String[listaTemp.length]; 
  for(i = 0; i < listaDef.length; i++){ 
   listaDef[i] = listaTemp[i]; 
  } 
  return listaDef; 
 } 
 
 function crearListaIANPC(ia : String){ 
  var listaTemp : Array = new Array(); 
  var npc : NPC; 
  if(ia == "jugador" || ia == "controlado" || ia == "seguidor"){ 
   listaTemp.push("Player"); 
  } 
  for(var i : int = 1; i < listaNPC.length; i++){ 
   npc = 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaNPC[i].Split(":"
[0])[1])) as NPC; 
   for(var j : int = 0; j < npc.IANames.length; j++){ 
    if (npc.IANames[j] == ia){ 
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     listaTemp.push(listaNPC[i]); 
     break; 
    } 
   } 
  } 
  var listaDef : String[] = new String[listaTemp.length]; 
  for(i = 0; i < listaTemp.length; i++){ 
   listaDef[i] = listaTemp[i] as String; 
  } 
  return listaDef; 
 } 
 
 function crearListaPuntosErrante(num : int, listanpc : String[]){ 
  var lista : String[] = new String[1+listaObCinem.length]; 
  if(listanpc[num] != "Player"){ 
   var npc : NPC = 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listanpc[num].Split("
:"[0])[1])) as NPC; 
   lista[0] = npc.name+":"+npc.gameObject.GetInstanceID(); 
  } 
  else{ 
   lista[0] = "Player"; 
  } 
  for (var i : int = 1; i < listaObCinem.length; i++){ 
   lista[i] = listaObCinem[i-1]; 
  } 
  return lista; 
 } 
 
 function crearListaVariablesAnimator(anim : Animator){ 
  var nombres : String[] = new String[anim.parameters.length]; 
  for(var i : int = 0; i < anim.parameters.length; i++){ 
   nombres[i] = 
anim.parameters[i].name+":"+anim.parameters[i].type.ToString(); 
  } 
  return nombres; 
 } 
 
 function crearListaVariablesIA(){ 
  var nombres : String[] = new String[5]; 
  nombres[0] = "controlado"; 
  nombres[1] = "seguidor"; 
  nombres[2] = "patrulla"; 
  nombres[3] = "errante"; 
  nombres[4] = "jugador"; 
  return nombres; 
 } 
 
 function crearListaNombres(){ //Crea una lista con el indice y el nombre 
de las acciones 
  listaNombres = new String[acciones.length]; 
  for (var i : int = 0; i < acciones.length; i++){ 
   var accion : Array = acciones[i]; 
   listaNombres[i] = i.ToString() + ": " + accion[1]; 
  } 
 } 
 
  function crearAccion(tipo : AccionesCinematica, nombre : String){ 
  var accion : Array  = new Array(); 
  accion.push(tipo);//tipo de accion 
  accion.push(nombre);//nombre de la accion 
  switch(tipo){ 
   case AccionesCinematica.ObjetivoCamara: 
    accion.push(""); 
    accion.push(0); 
    accion.push(listaRender); 
    break; 
   case AccionesCinematica.CambiarIA: 
    accion.push(0);//tipo de IA (controlado) 
    accion.push(0);//npc 
    break; 
   case AccionesCinematica.Hablar: 
    accion.push("");//Dialogo 
    accion.push(0);//npc1 
    accion.push(0);//npc2 
    break; 
   case AccionesCinematica.Teletransporte: 
   case AccionesCinematica.Caminar: 
    accion.push(0);//npc 0 de la lista 
    accion.push(0);//objetivo 0 de la lista 
    break; 
   case AccionesCinematica.Animacion: 
    var animator : Animator = 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaAnimator[0].Spli
t(":"[0])[1])) as Animator; 
    accion.push(0);//objeto contenedor del animator 
    accion.push(0);//variable 
    if(animator.parameters.length > 0){ 
     switch(animator.parameters[0].type.ToString()){//valor de la 
variable 
      case "Int": 
      case "Trigger": 
       accion.push(0);//valor int (para trigger no se utiliza, se 
añade un 0 para conservar el formato de tamaños del array) 
       break; 
      case "Float": 
       accion.push(0.0);//valor float 
       break; 
      case "Bool": 
       accion.push(false);//valor boolean 
       break; 
     } 
    } 
    else{ 
     accion.push(0); 
//valor para conservar el formato de tamaños del array 
    } 
    accion.push(animator); 
    break; 
      case AccionesCinematica.CambiarZoom: 
       accion.push(25);//valor de zoom 
       break; 
   case AccionesCinematica.Espera: 
    accion.push(1);//valor de espera 
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    break; 
   case AccionesCinematica.Fade: 
    accion.push(1);//valor de fade 
    accion.push(false); 
    accion.push(false); 
    break;   
  } 
  return accion; 
 } 
 
 function crearVariables(tipo : AccionesCinematica, accion : Array){ 
  var variables : Array  = new Array(); 
  variables.push(false);//accion desplegada 
  switch(tipo){ 
   case AccionesCinematica.Teletransporte: 
   case AccionesCinematica.Caminar: 
    for(var i : int = 2; i < accion.length; i+=2){ 
     variables.push(false);//npc desplegado 
    } 
    break; 
   case AccionesCinematica.CambiarIA: 
    var listaNpcIA : String[] = 
crearListaIANPC(listaIA[System.Convert.ToInt32(accion[2])]); 
    variables.push(listaNpcIA); 
    switch(listaIA[System.Convert.ToInt32(accion[2])]){ 
     //formato: **||*|*|*| 
     case "patrulla": 
      for(var p : int = 3; p < accion.length; p+=2){ 
       variables.push(false);//npc desplegado 
      } 
      break; 
     //formato: **||*|*|*| 
     case "seguidor": 
      for(var s : int = 3; s < accion.length; s+=2){ 
       variables.push(false);//npc desplegado 
      } 
      break; 
     //formato: **||**|**|**| 
     case "errante": 
      for(var e : int = 3; e < accion.length; e+=3){ 
       variables.push(false);//npc desplegado 
       variables.push(crearListaPuntosErrante(accion[e], 
listaNpcIA)); 
      } 
      break; 
    } 
    break; 
   case AccionesCinematica.Animacion: 
    var anim : Animator = accion[5]; 
    variables.push(crearListaVariablesAnimator(anim));//animator 
    break; 
  } 
  return variables; 
 } 
 
 //Funciones Guardar 
 function Guardar(){ 
   if(serializedObject.FindProperty("id").stringValue == ""){ 
   serializedObject.FindProperty("id").stringValue = 
GlobalesEditor.crearID(); 
  } 
  onTrigger.boolValue = onTriggerBool; 
  nombreOnTrigger.stringValue = nombreOnTriggerString; 
  guardarEstado.boolValue = guardarEstadoBool; 
  var lista : SerializedProperty = 
serializedObject.FindProperty("acciones"); 
  lista.ClearArray(); 
  for (var i : int = 0; i < acciones.length; i++){ 
   lista.InsertArrayElementAtIndex(i); 
   var accion : Array = acciones[i]; 
   var tipoAccion : int = System.Convert.ToInt32(accion[0]); 
   switch(tipoAccion){ 
    case AccionesCinematica.Caminar: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarCaminar(accion); 
     break; 
    case AccionesCinematica.IniciaCinematica: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarIniciaCinematica(accion); 
     break; 
    case AccionesCinematica.FinNivel: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarFinNivel(accion); 
     break; 
    case AccionesCinematica.Animacion: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarAnimacion(accion); 
     break; 
    case AccionesCinematica.Fade: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarFade(accion); 
     break; 
    case AccionesCinematica.Teletransporte: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarTeletransporte(accion); 
     break; 
    case AccionesCinematica.Espera: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarEspera(accion); 
     break; 
    case AccionesCinematica.Hablar: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarHablar(accion); 
     break; 
    case AccionesCinematica.CambiarZoom: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarCambiarZoom(accion); 
     break; 
    case AccionesCinematica.CambiarIA: 
        lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarCambiarIA(accion); 
        break; 
    case AccionesCinematica.ObjetivoCamara: 
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     lista.GetArrayElementAtIndex(i).objectReferenceValue = 
GuardarObjetivoCamara(accion); 
     break; 
   } 
  } 
   
  serializedObject.ApplyModifiedProperties(); 
  serializedObject.UpdateIfDirtyOrScript(); 
 } 
 
 function GuardarObjetivoCamara(accion : Array) : 
AccionCinematica_ObjetivoCamara{ 
  var accionObjetivo : AccionCinematica_ObjetivoCamara = 
ScriptableObject.CreateInstance(AccionCinematica_ObjetivoCamara); 
  var objetivo : int = System.Convert.ToInt32(accion[3]); 
  var lista : String[] = accion[4]; 
  if(lista[objetivo] == "Player"){ 
   accionObjetivo.setAccion(accion[1] as String); 
  } 
  else{ 
   accionObjetivo.setAccion(accion[1] as String, 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(lista[objetivo].Spli
t(":"[0])[1])) as Renderer).gameObject); 
  } 
  return accionObjetivo; 
 } 
 
 function GuardarCambiarIA(accion : Array) : AccionCinematica_CambiarIA{ 
  var accionIA : AccionCinematica_CambiarIA; 
  var tipoIA : String = listaIA[System.Convert.ToInt32(accion[2])]; 
  switch(tipoIA){ 
   case "patrulla": 
    accionIA = GuardarCambiarIAPatrulla(accion); 
    break; 
   case "seguidor": 
    accionIA = GuardarCambiarIASeguidor(accion); 
    break; 
   case "errante": 
    accionIA = GuardarCambiarIAErrante(accion); 
    break; 
   default: 
    accionIA = GuardarCambiarIADefault(accion); 
    break; 
  } 
  return accionIA; 
 } 
 
 function GuardarCambiarIADefault(accion : Array) : 
AccionCinematica_CambiarIA{ 
  var listaNPCDisponible : String[] = 
crearListaIANPC(listaIA[System.Convert.ToInt32(accion[2])]); 
  var accionIA : AccionCinematica_CambiarIA = 
ScriptableObject.CreateInstance(AccionCinematica_CambiarIA); 
  accionIA.setAccion(accion[1] as String, (accion.length-3), 
listaIA[System.Convert.ToInt32(accion[2])]); 
  for(var i : int = 3; i < accion.length; i++){ 
   var indexNPC : int = System.Convert.ToInt32(accion[i]); 
    if(indexNPC == 0){ 
    accionIA.addNPC(); 
   } 
   else{ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPCDisponible[indexNPC].Split(":"[0])[1])) as NPC); 
   } 
  } 
  return accionIA; 
 } 
 
 function GuardarCambiarIAErrante(accion : Array) : 
AccionCinematica_CambiarIAErrante{ 
  var listaNPCDisponible : String[] = 
crearListaIANPC(listaIA[System.Convert.ToInt32(accion[2])]); 
  var accionIA : AccionCinematica_CambiarIAErrante = 
ScriptableObject.CreateInstance(AccionCinematica_CambiarIAErrante); 
  accionIA.setAccion(accion[1] as String, (accion.length-3)/3, 
listaIA[System.Convert.ToInt32(accion[2])]); 
  for(var i : int = 3; i < accion.length; i+=3){ 
   var indexNPC : int = System.Convert.ToInt32(accion[i]); 
   var centro : int = System.Convert.ToInt32(accion[i+1]); 
   var radio : float = System.Convert.ToSingle(accion[i+2]); 
   var listaPuntosGuardar : String[] = crearListaPuntosErrante(indexNPC, 
listaNPCDisponible); 
   if(indexNPC == 0){ 
    if(centro == 0){ 
     accionIA.addNPC(radio); 
    } 
    else{ 
    
 accionIA.addNPC((EditorUtility.InstanceIDToObject(System.Convert.ToInt32(l
istaPuntosGuardar[centro].Split(":"[0])[1])) as GameObject).transform, 
radio); 
    } 
   } 
   else{ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPCDisponible[indexNPC].Split(":"[0])[1])) as NPC, 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaPuntosGuardar[c
entro].Split(":"[0])[1])) as GameObject).transform, radio); 
   } 
  } 
  return accionIA; 
 } 
 
 function GuardarCambiarIASeguidor(accion : Array) : 
AccionCinematica_CambiarIASeguidor{ 
  var listaNPCDisponible : String[] = 
crearListaIANPC(listaIA[System.Convert.ToInt32(accion[2])]); 
  var accionIA : AccionCinematica_CambiarIASeguidor = 
ScriptableObject.CreateInstance(AccionCinematica_CambiarIASeguidor); 
  accionIA.setAccion(accion[1] as String, (accion.length-3)/2, 
listaIA[System.Convert.ToInt32(accion[2])]); 
  for(var i : int = 3; i < accion.length; i+=2){ 
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   var indexNPC : int = System.Convert.ToInt32(accion[i]); 
   var indexObjetivo : int = System.Convert.ToInt32(accion[i+1]); 
   if(indexNPC == 0){ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPC[indexObjetivo].Split(":"[0])[1])) as NPC, 1); 
   } 
   else if(indexObjetivo == 0){ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPCDisponible[indexNPC].Split(":"[0])[1])) as NPC, 0); 
   } 
   else{ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPCDisponible[indexNPC].Split(":"[0])[1])) as NPC, 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaNPC[indexObjetiv
o].Split(":"[0])[1])) as NPC); 
   } 
  } 
  return accionIA; 
 } 
 
 function GuardarCambiarIAPatrulla(accion : Array) : 
AccionCinematica_CambiarIAPatrulla{ 
  var listaNPCDisponible : String[] = 
crearListaIANPC(listaIA[System.Convert.ToInt32(accion[2])]); 
  var accionIA : AccionCinematica_CambiarIAPatrulla = 
ScriptableObject.CreateInstance(AccionCinematica_CambiarIAPatrulla); 
  var numPuntos : int = 0; 
  for(var i : int = 4; i < accion.length; i += 2){ 
   numPuntos += (accion[i] as Array).length;  
  } 
  accionIA.setAccion(accion[1] as String, (accion.length-3)/2, 
listaIA[System.Convert.ToInt32(accion[2])], numPuntos); 
  for(i = 3; i < accion.length; i += 2){ 
   var indexNPC : int = System.Convert.ToInt32(accion[i]); 
   var listaPuntos : Array = accion[i+1] as Array; 
   var listaTransform : Transform[] = new Transform[listaPuntos.length]; 
   for(var j : int = 0; j < listaPuntos.length; j++){ 
    listaTransform[j] = 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaObCinem[System.
Convert.ToInt32(listaPuntos[j])].Split(":"[0])[1])) as GameObject).transform; 
   } 
   if(indexNPC == 0){ 
    accionIA.addNPC(listaTransform); 
   } 
   else{ 
   
 accionIA.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(li
staNPCDisponible[indexNPC].Split(":"[0])[1])) as NPC, listaTransform); 
   } 
  } 
  return accionIA; 
 } 
 
  function GuardarCambiarZoom(accion : Array) : 
AccionCinematica_CambiarZoom{ 
  var accionZoom : AccionCinematica_CambiarZoom = 
ScriptableObject.CreateInstance(AccionCinematica_CambiarZoom); 
  var zoom : float = accion[2]; 
  accionZoom.setAccion(accion[1] as String, zoom); 
  return accionZoom; 
 } 
 
 function GuardarFade(accion : Array) : AccionCinematica_Fade{ 
  var accionFade : AccionCinematica_Fade = 
ScriptableObject.CreateInstance(AccionCinematica_Fade); 
  var tiempo : float = accion[2]; 
  var outBool : boolean = accion[3]; 
  var inBool : boolean = accion[4]; 
  accionFade.setAccion(accion[1] as String, tiempo, outBool, inBool); 
  return accionFade; 
 } 
 
 function GuardarEspera(accion : Array) : AccionCinematica_Espera{ 
  var accionEspera : AccionCinematica_Espera = 
ScriptableObject.CreateInstance(AccionCinematica_Espera); 
  var tiempo : float = accion[2]; 
  accionEspera.setAccion(accion[1] as String, tiempo); 
  return accionEspera; 
 } 
 
 function GuardarAnimacion(accion : Array) : AccionCinematica_Animacion{ 
  var accionAnim : AccionCinematica_Animacion = 
ScriptableObject.CreateInstance(AccionCinematica_Animacion); 
  var animator : Animator = accion[5]; 
  var variable : int = accion[3]; 
  switch(animator.parameters[variable].type){ 
   case AnimatorControllerParameterType.Int: 
    var valorInt : int = accion[4]; 
    accionAnim.setAccion(accion[1] as String, 
animator.parameters[variable], animator, valorInt); 
    break; 
   case AnimatorControllerParameterType.Float: 
    var valorFloat : float = accion[4]; 
    accionAnim.setAccion(accion[1] as String, 
animator.parameters[variable], animator, valorFloat); 
    break; 
   case AnimatorControllerParameterType.Bool: 
    var valorBool : boolean = accion[4]; 
    accionAnim.setAccion(accion[1] as String, 
animator.parameters[variable], animator, valorBool); 
    break; 
   case AnimatorControllerParameterType.Trigger: 
    accionAnim.setAccion(accion[1] as String, 
animator.parameters[variable], animator); 
    break; 
  } 
  return accionAnim; 
 } 
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 function GuardarIniciaCinematica(accion : Array) : 
AccionCinematica_IniciaCinematica{ 
  var accionIni : AccionCinematica_IniciaCinematica = 
ScriptableObject.CreateInstance(AccionCinematica_IniciaCinematica); 
  accionIni.setAccion(accion[1] as String); 
  return accionIni; 
 } 
 
 function GuardarFinNivel(accion : Array) : AccionCinematica_FinNivel{ 
  var accionFinNivel : AccionCinematica_FinNivel = 
ScriptableObject.CreateInstance(AccionCinematica_FinNivel); 
  accionFinNivel.setAccion(accion[1] as String); 
  return accionFinNivel; 
 } 
 
 function GuardarHablar(accion : Array) : AccionCinematica_Hablar{ 
  
  var accionHab : AccionCinematica_Hablar = 
ScriptableObject.CreateInstance(AccionCinematica_Hablar); 
  accionHab.setAccion(accion[1] as String, accion[2] as String, 
(accion.length-3)); 
 
  for (var i : int = 3; i < accion.length; i++){ 
   if(listaObjeto[accion[i]] != "Player"){ 
   
 accionHab.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(l
istaObjeto[accion[i]].Split(":"[0])[1])) as NPC); 
   } 
   else{ 
    accionHab.addNPC();  
   } 
  } 
  return accionHab; 
 }  
 
 function GuardarCaminar(accion : Array) : AccionCinematica_Caminar{ 
  
  var accionCam : AccionCinematica_Caminar = 
ScriptableObject.CreateInstance(AccionCinematica_Caminar); 
  accionCam.setAccion(accion[1] as String, (accion.length-2)/2); 
 
  for (var i : int = 2; i < accion.length; i+=2){ 
   if(listaNPC[accion[i]] != "Player"){ 
   
 accionCam.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(l
istaNPC[accion[i]].Split(":"[0])[1])) as NPC, 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaObCinem[accion[
i+1]].Split(":"[0])[1])) as GameObject).transform); 
   } 
   else{ 
   
 accionCam.addNPC((EditorUtility.InstanceIDToObject(System.Convert.ToInt32(
listaObCinem[accion[i+1]].Split(":"[0])[1])) as GameObject).transform);   
   } 
  } 
  return accionCam; 
 }   
  
 function GuardarTeletransporte(accion : Array) : 
AccionCinematica_Teletransporte{ 
  
  var accionTel : AccionCinematica_Teletransporte = 
ScriptableObject.CreateInstance(AccionCinematica_Teletransporte); 
  accionTel.setAccion(accion[1] as String, (accion.length-2)/2); 
 
  for (var i : int = 2; i < accion.length; i+=2){ 
   if(listaNPC[accion[i]] != "Player"){ 
   
 accionTel.addNPC(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(l
istaNPC[accion[i]].Split(":"[0])[1])) as NPC, 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaObCinem[accion[
i+1]].Split(":"[0])[1])) as GameObject).transform); 
   } 
   else{ 
   
 accionTel.addNPC((EditorUtility.InstanceIDToObject(System.Convert.ToInt32(
listaObCinem[accion[i+1]].Split(":"[0])[1])) as GameObject).transform);   
   } 
  } 
  return accionTel; 
 }   
 
 //Funciones Cargar 
  
 function cargarAcciones(){ 
  var lista : SerializedProperty = 
serializedObject.FindProperty("acciones"); //Coge la lista de acciones del 
script cinematica (Consultar API Unity 5.3) 
  acciones = new Array(); 
  variablesEditorAcciones = new Array(); 
  for(var i : int = 0; i < lista.arraySize; i++){ 
   var accionProp : AccionCinematica = 
lista.GetArrayElementAtIndex(i).objectReferenceValue; 
   switch(accionProp.tipo){ 
    case AccionesCinematica.IniciaCinematica: 
     cargarIniciaCinematica(accionProp as 
AccionCinematica_IniciaCinematica); 
     break; 
       case AccionesCinematica.FinNivel: 
     cargarFinNivel(accionProp as AccionCinematica_FinNivel); 
     break; 
    case AccionesCinematica.Caminar: 
     cargarCaminar(accionProp as AccionCinematica_Caminar); 
     break; 
    case AccionesCinematica.Animacion: 
     cargarAnimacion(accionProp as AccionCinematica_Animacion); 
     break; 
    case AccionesCinematica.Fade: 
     cargarFade(accionProp as AccionCinematica_Fade); 
     break; 
    case AccionesCinematica.Teletransporte: 
     cargarTeletransporte(accionProp as 
AccionCinematica_Teletransporte); 
     break; 
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    case AccionesCinematica.Espera: 
     cargarEspera(accionProp as AccionCinematica_Espera); 
     break; 
    case AccionesCinematica.Hablar: 
     cargarHablar(accionProp as AccionCinematica_Hablar); 
     break; 
    case AccionesCinematica.CambiarZoom: 
     cargarCambiarZoom(accionProp as AccionCinematica_CambiarZoom); 
     break; 
    case AccionesCinematica.CambiarIA: 
     cargarCambiarIA(accionProp as AccionCinematica_CambiarIA); 
     break; 
    case AccionesCinematica.ObjetivoCamara: 
     cargarObjetivoCamara(accionProp as 
AccionCinematica_ObjetivoCamara); 
     break; 
   } 
  } 
 } 
 
 function cargarCambiarIA(accion : AccionCinematica_CambiarIA){ 
   var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  for(var i : int = 0; i < listaIA.length; i++){ 
   if(listaIA[i] == accion.IA){ 
    listaAccion.push(i); 
    break; 
   } 
  } 
  switch(accion.IA){ 
   case "patrulla": 
    cargarCambiarIAPatrulla(accion as 
AccionCinematica_CambiarIAPatrulla, listaAccion); 
    break; 
   case "seguidor": 
    cargarCambiarIASeguidor(accion as 
AccionCinematica_CambiarIASeguidor, listaAccion); 
    break; 
   case "errante": 
    cargarCambiarIAErrante(accion as AccionCinematica_CambiarIAErrante, 
listaAccion); 
    break; 
   default: 
    cargarCambiarIADefault(accion as AccionCinematica_CambiarIA, 
listaAccion); 
    break; 
  } 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarCambiarIADefault(accion : AccionCinematica_CambiarIA, 
listaAccion : Array){ 
  var npcDisponibles : String[] = crearListaIANPC(accion.IA); 
  for(var i : int = 0; i < accion.listaNPC.length; i++){ 
   if(accion.listaNPC[i] != null){ 
     var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var index : int = 0; index < npcDisponibles.length; index++){ 
     if(npcDisponibles[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
  } 
 } 
 
 function cargarCambiarIAErrante(accion : 
AccionCinematica_CambiarIAErrante, listaAccion : Array){ 
  var npcDisponibles : String[] = crearListaIANPC(accion.IA); 
  for(var i : int = 0; i < accion.listaNPC.length; i++){ 
   if(accion.listaNPC[i] != null){ 
    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var index : int = 0; index < npcDisponibles.length; index++){ 
     if(npcDisponibles[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   if(accion.centro[i] != null){ 
    nombre = 
accion.centro[i].name+":"+accion.centro[i].gameObject.GetInstanceID(); 
    var listaPuntos : String[] = crearListaPuntosErrante(index, 
npcDisponibles); 
    for(index = 0; index < listaPuntos.length; index++){ 
     if(listaPuntos[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   listaAccion.push(accion.radio[i]); 
  } 
 } 
 
 function cargarCambiarIASeguidor(accion : 
AccionCinematica_CambiarIASeguidor, listaAccion : Array){ 
  var npcDisponibles : String[] = crearListaIANPC(accion.IA); 
  for(var i : int = 0; i < accion.listaNPC.length; i++){ 
   if(accion.listaNPC[i] != null){ 
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    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var index : int = 0; index < npcDisponibles.length; index++){ 
     if(npcDisponibles[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   if(accion.objetivos[i] != null){ 
    nombre = 
accion.objetivos[i].name+":"+accion.objetivos[i].GetInstanceID(); 
    for(index = 0; index < listaNPC.length; index++){ 
     if(listaNPC[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
  } 
 } 
 
 function cargarCambiarIAPatrulla(accion : 
AccionCinematica_CambiarIAPatrulla, listaAccion : Array){ 
  var indexPuntos : int = 0; 
  for(var i : int = 0; i < accion.listaNPC.length; i++){ 
   if(accion.listaNPC[i] != null){ 
    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var index : int = 0; index < listaNPC.length; index++){ 
     if(listaNPC[index] == nombre){ 
      listaAccion.push(index); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   var listaPuntos : Array = new Array(); 
   for(index = indexPuntos; index < 
indexPuntos+accion.longitudesCaminos[i]; index++){ 
    var nombrePunto : String = 
accion.puntosPatrulla[index].name+":"+accion.puntosPatrulla[index].gameObject
.GetInstanceID(); 
    for(var j : int = 0; j < listaObCinem.length; j++){ 
     if(listaObCinem[j] == nombrePunto){ 
      listaPuntos.push(j); 
      break; 
     } 
    } 
    } 
   listaAccion.push(listaPuntos); 
   indexPuntos += accion.longitudesCaminos[i]; 
  } 
 } 
 
 function cargarObjetivoCamara(accion : AccionCinematica_ObjetivoCamara){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  listaAccion.push(""); 
  if(accion.objetivo != null){ 
   var nombre : String = 
accion.objetivo.name+":"+accion.objetivo.GetComponent(Renderer).GetInstanceID
(); 
   for (var i : int = 1; i < listaRender.length; i++){ 
    if(listaRender[i] == nombre){ 
     listaAccion.push(i);   
     break; 
    } 
   } 
  } 
  else{ 
   listaAccion.push(0); 
  } 
  listaAccion.push(listaRender); 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarCambiarZoom(accion : AccionCinematica_CambiarZoom){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  listaAccion.push(accion.zoomObjetivo); //por defecto 25 (10-50) 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarEspera(accion : AccionCinematica_Espera){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  listaAccion.push(accion.tiempoEspera); 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarFade(accion : AccionCinematica_Fade){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  listaAccion.push(accion.tiempoFade); 
  listaAccion.push(accion.soloOut); 
  listaAccion.push(accion.soloIn); 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 





 function cargarIniciaCinematica(accion : 
AccionCinematica_IniciaCinematica){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarFinNivel(accion : AccionCinematica_FinNivel){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarAnimacion(accion : AccionCinematica_Animacion){ 
 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
   
  var nombre : String = 
accion.animator.name+":"+accion.animator.GetInstanceID(); 
  for(var j : int = 0; j < listaAnimator.length; j++){ 
   if(listaAnimator[j] == nombre){ 
    listaAccion.push(j); 
    break; 
   } 
  } 
  for(var i : int = 0; i < accion.animator.parameters.length; i++){ 
   if(accion.nombreVariable == accion.animator.parameters[i].name && 
accion.tipoVariable == accion.animator.parameters[i].type.ToString()){ 
    listaAccion.push(i); 
    switch(accion.tipoVariable){ 
     case "Int": 
      listaAccion.push(accion.valorInt); 
      break; 
     case "Float": 
      listaAccion.push(accion.valorFloat); 
      break; 
     case "Bool": 
      listaAccion.push(accion.valorBool); 
      break; 
     case "Trigger": 
      listaAccion.push(0); 
      break; 
     default: 
      listaAccion.push(0); 
      break; 
    } 
   } 
  } 
  listaAccion.push(accion.animator); 
   acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarHablar(accion : AccionCinematica_Hablar){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  listaAccion.push(accion.dialogo); 
  for(var i : int = 0; i < accion.listaNPC.length; i ++){ 
   if(accion.listaNPC[i] != null){ 
    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var j : int = 1; j < listaObjeto.length; j++){ 
     if(listaObjeto[j] == nombre){ 
      listaAccion.push(j); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
  } 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarCaminar(accion : AccionCinematica_Caminar){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  for(var i : int = 0; i < accion.listaNPC.length; i ++){ 
   if(accion.listaNPC[i] != null){ 
    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var j : int = 1; j < listaNPC.length; j++){ 
     if(listaNPC[j] == nombre){ 
      listaAccion.push(j); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   nombre = 
accion.listaObjetivos[i].name+":"+accion.listaObjetivos[i].gameObject.GetInst
anceID(); 
   for(j = 0; j < listaObCinem.length; j++){ 
    if(listaObCinem[j] == nombre){ 
     listaAccion.push(j); 
     break; 
    } 
   } 
  } 
  acciones.push(listaAccion); 
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  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function cargarTeletransporte(accion : AccionCinematica_Teletransporte){ 
  var listaAccion : Array = new Array(); 
  listaAccion.push(accion.tipo); 
  listaAccion.push(accion.nombre); 
  for(var i : int = 0; i < accion.listaNPC.length; i ++){ 
   if(accion.listaNPC[i] != null){ 
    var nombre : String = 
accion.listaNPC[i].name+":"+accion.listaNPC[i].GetInstanceID(); 
    for(var j : int = 1; j < listaNPC.length; j++){ 
     if(listaNPC[j] == nombre){ 
      listaAccion.push(j); 
      break; 
     } 
    } 
   } 
   else{ 
    listaAccion.push(0); 
   } 
   nombre = 
accion.listaObjetivos[i].name+":"+accion.listaObjetivos[i].gameObject.GetInst
anceID(); 
   for(j = 0; j < listaObCinem.length; j++){ 
    if(listaObCinem[j] == nombre){ 
     listaAccion.push(j); 
     break; 
    } 
   } 
  } 
  acciones.push(listaAccion); 
  variablesEditorAcciones.push(crearVariables(accion.tipo, listaAccion)); 
 } 
 
 function OnSceneGUI( ){//Preparado para hacerse para cualquier tipo de 
accion. Como ejemplo, dentro del switch en caminar y animacion 
  for (var j : int = 0; j < acciones.length; j++){ 
   var accion : Array = acciones[j]; 
   var variables : Array = variablesEditorAcciones[j]; 
   var mostrar : boolean = System.Convert.ToBoolean(variables[0]); 
   if(mostrar){ 
    var tipo : int = accion[0]; 
    switch(tipo){ 
     case(AccionesCinematica.Caminar): 
      for(var i : int = 2; i < accion.length; i += 2){ 
       var npc : int = accion[i]; 
       if(listaNPC[npc] != "Player"){ 
        var npcOb : Transform = 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaNPC[npc].Split(
":"[0])[1])) as NPC).transform; 
        Handles.color = Color.blue; 
        if(variables[i/2]){ 
         var objeto : int = accion[i+1]; 
         var trans : Transform = 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaObCinem[accion[
i+1]].Split(":"[0])[1])) as GameObject).transform; 
          Handles.color = Color.red; 
         Handles.ConeCap( 0, trans.position + Vector3.up*5, 
Quaternion.Euler(Vector3.right*90), 1); 
        } 
        Handles.ConeCap( 0, npcOb.position + Vector3.up*5, 
Quaternion.Euler(Vector3.right*90), 1); 
       }   
      } 
      break; 
     case(AccionesCinematica.Animacion): 
      var animator : int = accion[2]; 
      var animOb : Transform = 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaAnimator[animat
or].Split(":"[0])[1])) as Animator).transform; 
      Handles.color = Color.green; 
      Handles.ConeCap( 0, animOb.position + Vector3.up*5, 
Quaternion.Euler(Vector3.right*90), 1); 
      break; 
    }  
   } 
  } 
 } 
}
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class Gestores extends EditorWindow{ //Editor de ventana emergente 
 
 //variables de valor temporal, utilizadas recursivamente 
 var temporalInt : int; 
 var temporalArray : Array; 
 var temporalString : String; 
 var temporalStringArray : String[]; 
 
 var xml : XmlDocument; 
 var nodoPrincipal : XmlNode; 
  
 var rectAdd : Rect; //Area rectangular para añadir niveles  
 var nuevoNivel : String; 
  
 var rectListaID : Rect;//Area rectangular para seleccionar los niveles 
creados 
 var posicionScroll : Vector2; 
 var posicionScrollEtapas : Vector2; 
 var skinIDSeleccionado : GUIStyle; 
 var IDSeleccionado : String; 
  
 var rectEditor : Rect;//Area rectangular para añadir misiones y/o 
cinematicas al nivel seleccionado 
 var addEtapa : boolean = false; 
 var eliminarEtapa : boolean = false; 
 var posicionAnadir : int; 
 var listaAnadir : int; 
  
  
 var nivelesGuardados : Array = new Array(); 
 var nivelesNuevos : Array = new Array(); 
 var dicNiveles : Dictionary.<String, Array>; 
 
 //Añade el menu a la etiqueta Tools 
  @MenuItem ("Tools/Gestores") 
 //Crea la ventana. Setea los tamaños minimo y maximo. 
 static function Init () { 
  var ventana : Gestores; 
  ventana = EditorWindow.GetWindow (Gestores) as Gestores; 
   
  ventana.minSize = new 
Vector2(Screen.currentResolution.width/2.5f,Screen.currentResolution.height/3
f); 
  ventana.maxSize = new 
Vector2(Screen.currentResolution.width,Screen.currentResolution.height); 
   
  //Rectangulos de las zonas del editor 
  ventana.nuevoNivel = ""; 
  ventana.rectAdd = new Rect(5,5,200,60); 
  ventana.rectListaID = new 
Rect(5,65,200,Screen.currentResolution.height/2-70); 




 //Se ejecuta al abrir la ventana o recompilar 
 function OnEnable(){ 
  //Cargar XML 
  IDSeleccionado = ""; 
  cargarXML(); 
   
 } 
  
 //Loop con la ventana abierta 
 function OnGUI(){ 
   
  rectListaID.height = position.height - 70; 
  rectEditor.width = position.width-220; 
  rectEditor.height = position.height+5; 
   
  skinIDSeleccionado = new GUIStyle (GUI.skin.box);//Estilo gráfico del 
botón seleccionado 
  skinIDSeleccionado.border = new RectOffset (-.5, -.5, -1, -1); 
  //Crea el area contenedora del texto Nivel y los botones Añadir y Borrar 
  GUILayout.BeginArea(rectAdd); 
   //Escribir nombre nivel 
   GUILayout.BeginHorizontal(); 
    GUILayout.Label("Nivel: "); 
    nuevoNivel = GUILayout.TextField(nuevoNivel, 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(135)); 
   GUILayout.EndHorizontal(); 
   //Botones 
   GUILayout.BeginHorizontal(); 
    if(GUILayout.Button("Añadir") && nuevoNivel != ""){ 
     if(nuevoNivel in nivelesNuevos || nuevoNivel in 
nivelesGuardados){ 
      IDSeleccionado = nuevoNivel; 
     } 
     else{ 
      nivelesNuevos.push(nuevoNivel); 
      dicNiveles.Add(nuevoNivel, new Array()); 
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      dicNiveles[nuevoNivel].push("0"); 
      dicNiveles[nuevoNivel].push(""); 
      dicNiveles[nuevoNivel].push(new Array("")); 
      dicNiveles[nuevoNivel].push(new Array("")); 
      IDSeleccionado = nuevoNivel; 
      nuevoNivel = ""; 
     } 
    } 
    if(GUILayout.Button("Borrar")){ 
      
     try{ 
     
 nivelesGuardados.RemoveAt(indexOf(nivelesGuardados,IDSeleccionado)); 
     } 
     catch(err){ 
     
 nivelesNuevos.RemoveAt(indexOf(nivelesNuevos,IDSeleccionado)); 
     } 
     IDSeleccionado = ""; 
    } 
   GUILayout.EndHorizontal(); 
   
  GUILayout.EndArea(); 
   
  //Crea el area contenedora de Lista de niveles 
  GUILayout.BeginArea(rectListaID); 
   GUILayout.Label("Lista de niveles"); 
   //scroll 
   posicionScroll = GUILayout.BeginScrollView(posicionScroll, false, 
true, GUILayout.Height (rectListaID.height-20)); 
   //Añade niveles 
   for (temporalInt = 0; temporalInt < nivelesGuardados.length; 
temporalInt++){ 
    //niveles ya guardados 
    if(IDSeleccionado == nivelesGuardados[temporalInt]){ 
     GUILayout.BeginHorizontal(); 
     GUILayout.Box(nivelesGuardados[temporalInt] as String, 
skinIDSeleccionado, GUILayout.ExpandWidth(false), GUILayout.MinWidth(150)); 
     dicNiveles[nivelesGuardados[temporalInt] as String][0] = 
GUILayout.TextField(dicNiveles[nivelesGuardados[temporalInt] as String][0], 
GUI.skin.box, GUILayout.MinWidth(20), GUILayout.MaxWidth(20)); 
     GUILayout.EndHorizontal(); 
    } 
    else{ 
     GUILayout.BeginHorizontal(); 
     if(GUILayout.Button(nivelesGuardados[temporalInt] as String, 
GUI.skin.box, GUILayout.ExpandWidth(false), GUILayout.MinWidth(150))){ 
      IDSeleccionado = nivelesGuardados[temporalInt] as String; 
     } 
     dicNiveles[nivelesGuardados[temporalInt] as String][0] = 
GUILayout.TextField(dicNiveles[nivelesGuardados[temporalInt] as String][0], 
GUI.skin.box, GUILayout.MinWidth(20), GUILayout.MaxWidth(20)); 
     GUILayout.EndHorizontal(); 
    } 
   } 
   //niveles añadidos en esta sesion 
    for (temporalInt = 0; temporalInt < nivelesNuevos.length; 
temporalInt++){ 
    if(IDSeleccionado == nivelesNuevos[temporalInt]){ 
     GUILayout.BeginHorizontal(); 
     GUILayout.Box(nivelesNuevos[temporalInt] as String, 
skinIDSeleccionado, GUILayout.ExpandWidth(false), GUILayout.MinWidth(150)); 
     dicNiveles[nivelesNuevos[temporalInt] as String][0] = 
GUILayout.TextField(dicNiveles[nivelesNuevos[temporalInt] as String][0], 
GUI.skin.box, GUILayout.MinWidth(20), GUILayout.MaxWidth(20)); 
     GUILayout.EndHorizontal(); 
    } 
    else{ 
     GUILayout.BeginHorizontal(); 
     if(GUILayout.Button(nivelesNuevos[temporalInt] as String, 
GUI.skin.box, GUILayout.ExpandWidth(false), GUILayout.MinWidth(150))){ 
      IDSeleccionado = nivelesNuevos[temporalInt] as String; 
     } 
     dicNiveles[nivelesNuevos[temporalInt] as String][0] = 
GUILayout.TextField(dicNiveles[nivelesNuevos[temporalInt] as String][0], 
GUI.skin.box, GUILayout.MinWidth(20), GUILayout.MaxWidth(20)); 
     GUILayout.EndHorizontal(); 
    } 
   } 
   GUILayout.EndScrollView(); 
  GUILayout.EndArea(); 
   
  //Editor de misiones, cinematicas y construcciones 
  GUILayout.BeginArea(rectEditor); 
    
   //Guardar 
   if(rectEditor.width < 200){ 
    GUILayout.BeginArea(new Rect(rectEditor.width/2+5, 5, 
rectEditor.width - (rectEditor.width/2+25), 40)); 
   } 
   else{ 
    GUILayout.BeginArea(new Rect(rectEditor.width-80, 5, 75, 40)); 
   } 
   if(GUILayout.Button("Guardar")){ 
    saveXML(); 
    crearEscenas(); 
   } 
     
   GUILayout.EndArea(); 
   if(IDSeleccionado != null && IDSeleccionado != ""){ 
    //Cabecera: Nombre de nivel y boton de guardar  
    if(rectEditor.width < 200){ 
     GUILayout.BeginArea(new Rect(5, 5, rectEditor.width/2-20, 40)); 
    } 
    else{ 
     GUILayout.BeginArea(new Rect(5, 5, 200, 40)); 
    } 
    //Mision 
    GUILayout.BeginHorizontal(); 
    GUILayout.Label("Nombre:"); 
    try{ 
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     (dicNiveles[IDSeleccionado] as Array)[1] = 
GUILayout.TextField((dicNiveles[IDSeleccionado] as Array)[1], 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(140)); 
    } 
    catch(Err){ 
     (dicNiveles[IDSeleccionado] as Array)[1] = ""; 
    } 
    GUILayout.EndHorizontal(); 
    GUILayout.EndArea(); 
     
   } 
   if(IDSeleccionado != "" && IDSeleccionado != null){ 
    GUILayout.BeginArea(new Rect(5, 50, rectEditor.width, 
rectEditor.height)); 
     posicionScrollEtapas = 
GUILayout.BeginScrollView(posicionScrollEtapas, false, true, 
GUILayout.Width(rectEditor.width-10), GUILayout.Height(rectEditor.height-
85)); 
     var etapa : String; 
     var descripcion : String; 
     var siguienteEtapa : String; 
      
     GUILayout.BeginHorizontal(); 
     GUILayout.Label("Misiones:", 
GUILayout.MinWidth(rectEditor.width/2-27), 
GUILayout.MinWidth(rectEditor.width/2-27)); 
     GUILayout.Label("Cinematicas:", 
GUILayout.MinWidth(rectEditor.width/2-27), 
GUILayout.MinWidth(rectEditor.width/2-27)); 
     GUILayout.EndHorizontal(); 
     var listas : int[] = new int[3]; 
     listas[0] = (dicNiveles[IDSeleccionado][2] as Array).length; 
     listas[1] = (dicNiveles[IDSeleccionado][3] as Array).length; 
     for (temporalInt = 0; temporalInt < Mathf.Max(listas); 
temporalInt++){ 
      GUILayout.BeginHorizontal(); 
      //misiones 
      try{ 
       temporalArray = (dicNiveles[IDSeleccionado] as Array)[2] as 
Array; 
       etapa = temporalArray[temporalInt] as String; 
       if(GUILayout.Button("+", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
        addEtapa = true; 
        posicionAnadir = temporalInt; 
        listaAnadir = 2; 
       } 
       if(GUILayout.Button("-", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
        eliminarEtapa = true; 
        posicionAnadir = temporalInt; 
        listaAnadir = 2; 
       } 
        
       etapa = GUILayout.TextField(etapa.ToUpper(), 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(rectEditor.width/2-67)); 
        (dicNiveles[IDSeleccionado][2] as Array)[temporalInt] = 
etapa; 
      } 
      catch(err){ 
       GUILayout.Space(rectEditor.width/2-11); 
      } 
      //cinematicas 
      try{ 
       temporalArray = (dicNiveles[IDSeleccionado] as Array)[3] as 
Array; 
       etapa = temporalArray[temporalInt] as String; 
       if(GUILayout.Button("+", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
        addEtapa = true; 
        posicionAnadir = temporalInt; 
        listaAnadir = 3; 
       } 
       if(GUILayout.Button("-", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
        eliminarEtapa = true; 
        posicionAnadir = temporalInt; 
        listaAnadir= 3; 
       } 
        
       etapa = GUILayout.TextField(etapa, 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(rectEditor.width/2-67)); 
       (dicNiveles[IDSeleccionado][3] as Array)[temporalInt] = 
etapa; 
      } 
      catch(err){ 
       GUILayout.Space(rectEditor.width/2-11); 
      } 
      GUILayout.EndHorizontal(); 
     } 
     if(addEtapa){ 
      (dicNiveles[IDSeleccionado][listaAnadir] as 
Array).splice(posicionAnadir+1,0,""); 
      addEtapa = false; 
     } 
     if(eliminarEtapa){ 
      (dicNiveles[IDSeleccionado][listaAnadir] as 
Array).splice(posicionAnadir,1); 
      eliminarEtapa = false; 
     } 
     GUILayout.EndScrollView(); 
    GUILayout.EndArea(); 
   } 
  GUILayout.EndArea(); 
 } 
  
 function indexOf(arr : Array, str : String){ 
  for (var num : int = 0; num < arr.length; num++){ 
   if(arr[num] as String == str){ 
    return num; 
   } 
  } 
  return -1; 





 function cargarXML(){ 
   
  var valoresNivel : Array; 
  var datosMision : Array;  
  var valorNodo : String[]; 
   
  dicNiveles = new Dictionary.<String, Array>(); 
  xml = new XmlDocument(); 
  //Carga el XML 
  xml.Load(Application.dataPath+"/Resources/XML/Niveles.xml"); 
  //Coge el nodo padre ("Niveles") 
  nodoPrincipal = xml.DocumentElement; 
  //Recorre los hijos de Nivel (Cada nivel)  
  for (var nivel : XmlNode in (nodoPrincipal as System.Xml.XmlNode)){ 
   nivelesGuardados.push(nivel.Name); 
   datosMision = new Array(); 
   datosMision.push(nivel.SelectSingleNode("NIVEL").InnerText); 
   datosMision.push(nivel.SelectSingleNode("NOMBRE").InnerText); 
   valorNodo = 
nivel.SelectSingleNode("MISIONES").InnerText.Split(","[0]) as String[]; 
   var datos : Array = new Array(); 
    for(temporalInt = 0; temporalInt < valorNodo.Length; 
temporalInt++){ 
     datos.push(valorNodo[temporalInt]); 
    } 
   datosMision.push(datos); 
   valorNodo = 
nivel.SelectSingleNode("CINEMATICAS").InnerText.Split(","[0]) as String[]; 
   datos = new Array(); 
   for(temporalInt = 0; temporalInt < valorNodo.Length; temporalInt++){ 
    datos.push(valorNodo[temporalInt]); 
   } 
   datosMision.push(datos); 
   //Añade al diccionario la entrada Nivel:[Numero, Nombre, [misiones], 
[cinematicas], [construcciones]] 
   dicNiveles[nivel.Name] = datosMision; 
  } 
 } 
  
 function saveXML(){ 
 
  //Añadir los nuevos niveles por orden alfabetico 
  var IDNuevo : String; 
  var corta : boolean = false; 
  var temporalInt2 : int; 
  //Coge un nivel nuevo 
  for(temporalInt = 0; temporalInt < nivelesNuevos.length; temporalInt++){ 
   IDNuevo = nivelesNuevos[temporalInt] as String; 
   //Recorro los viejos 
   for (temporalInt2 = 0; temporalInt2 < nivelesGuardados.length; 
temporalInt2++){ 
    var temporalInt3 : int; 
    var num1 : int; 
    var num2 : int; 
    //Miro cada caracter 
     for (temporalInt3 = 0; temporalInt3 < IDNuevo.length; 
temporalInt3++){ 
     num1 = IDNuevo[temporalInt3]; 
     num2 = (nivelesGuardados[temporalInt2] as String)[temporalInt3]; 
     //Si nuevo < viejo, añado en esta posicion 
     if (num1 < num2){ 
      corta = true; 
      break; 
     //Si nuevo > viejo, comparo con el siguiente nivel 
     }else if(num1 > num2){ 
      break; 
     } 
    } 
    if(corta){ 
     corta = false; 
     break; 
    } 
   } 
   nivelesGuardados.splice(temporalInt2, 0, IDNuevo); 
  } 
  nivelesNuevos = new Array(); 
   
  xml = new XmlDocument(); 
  var nodoPadre : XmlNode = xml.CreateElement("NIVELES"); 
  var temporalNode : XmlNode; 
  var temporalNode2 : XmlNode; 
  var valorNodo : String; 
  for (temporalInt = 0; temporalInt < nivelesGuardados.length; 
temporalInt++){ 
   temporalNode = xml.CreateElement(nivelesGuardados[temporalInt] as 
String); 
   nodoPadre.AppendChild(temporalNode); 
   temporalNode2 = xml.CreateElement("NIVEL"); 
   temporalNode2.InnerText = (dicNiveles[(nivelesGuardados[temporalInt] 
as String)][0] as String).ToString(); 
   temporalNode.AppendChild(temporalNode2); 
   temporalNode2 = xml.CreateElement("NOMBRE"); 
   temporalNode2.InnerText = (dicNiveles[(nivelesGuardados[temporalInt] 
as String)][1] as String).ToString(); 
   temporalNode.AppendChild(temporalNode2); 
   temporalNode2 = xml.CreateElement("MISIONES"); 
   try{ 
    for(temporalInt2 = 0; temporalInt2 < 
(dicNiveles[(nivelesGuardados[temporalInt] as String)][2] as Array).length; 
temporalInt2++){ 
     temporalArray = (dicNiveles[(nivelesGuardados[temporalInt] as 
String)] as Array)[2] as Array; 
     temporalNode2.InnerText = temporalNode2.InnerText + 
(dicNiveles[nivelesGuardados[temporalInt] as String][2] as 
Array)[temporalInt2] as String; 
     if(temporalInt2 != (dicNiveles[(nivelesGuardados[temporalInt] as 
String)][2] as Array).length-1){ 
      temporalNode2.InnerText = temporalNode2.InnerText + ","; 
     } 
    } 
   } 
   catch(Err){ 
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   } 
   temporalNode.AppendChild(temporalNode2); 
   temporalNode2 = xml.CreateElement("CINEMATICAS"); 
   try{ 
    for(temporalInt2 = 0; temporalInt2 < 
(dicNiveles[(nivelesGuardados[temporalInt] as String)][3] as Array).length; 
temporalInt2++){ 
     temporalArray = dicNiveles[(nivelesGuardados[temporalInt] as 
String)][3] as Array; 
     temporalNode2.InnerText = temporalNode2.InnerText + 
(dicNiveles[nivelesGuardados[temporalInt] as String][3] as 
Array)[temporalInt2] as String; 
     if(temporalInt2 != (dicNiveles[nivelesGuardados[temporalInt] as 
String][3] as Array).length-1){ 
      temporalNode2.InnerText = temporalNode2.InnerText + ","; 
     } 
    } 
   } 
   catch(Err){ 
   } 
 
   temporalNode.AppendChild(temporalNode2); 
  } 
  xml.AppendChild(nodoPadre); 
  xml.Save(Application.dataPath+"/Resources/XML/Niveles.xml"); 
 } 
 
 function crearEscenas(){ 
  var nuevaEscena : SceneManagement.Scene; 
  if(EditorSceneManager.SaveScene(EditorSceneManager.GetActiveScene(), 
EditorSceneManager.GetActiveScene().path, false)){ 
   for (var nivel in dicNiveles.Keys){ 
    var escenas : String[] = AssetDatabase.FindAssets(nivel, 
["Assets/_Escenas"]); 
    var existe : boolean = false; 
    for (var i : int = 0; i < escenas.Length; i++){ 
    
 if(AssetDatabase.GUIDToAssetPath(escenas[i]).Contains("/"+nivel+".unity"))
{ 
      existe = true; 
      break; 
     } 
    } 
    if(!existe){ 
     nuevaEscena = 
EditorSceneManager.NewScene(NewSceneSetup.EmptyScene, NewSceneMode.Additive); 
     var objeto : GameObject = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/Gestores.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "Gestores"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/BaseSuelo.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "BaseSuelo"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/Fotocol.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
      objeto.name = "Fotocol"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/MenuNivel.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "MenuNivel"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/GUI.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "GUI"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/Main Camera.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "Main Camera"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/EventSystem.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "EventSystem"; 
     objeto = 
Instantiate(EditorGUIUtility.Load("Kit_Nueva_Escena/Directional 
Light.prefab")); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "Directional Light"; 
     objeto = new GameObject(); 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "TilesSuelo"; 
     objeto.transform.position = Vector3.zero; 
     objeto = new GameObject();  objeto.tag = "Escena"; 
     EditorSceneManager.MoveGameObjectToScene(objeto, nuevaEscena); 
     objeto.name = "Escena"; 
     var posIni : GameObject = new GameObject(); 
     EditorSceneManager.MoveGameObjectToScene(posIni, nuevaEscena); 
     posIni.name = "PosIniPlayer"; 
     posIni.transform.parent = objeto.transform; 
     posIni.transform.position = Vector3.zero; 
     EditorSceneManager.SaveScene(nuevaEscena, 
"Assets/_Escenas/"+nivel+".unity", false); 
     EditorSceneManager.CloseScene(nuevaEscena, true); 
    } 
   } 
  }else{ 
  } 
 } 
}  









class editorJuegoMono extends Editor{ 
 
 var x : int; 
 var y : int; 
 var suelo : GameObject; 
 var tileSheet : Object[]; 
 
 function OnEnable(){ 
  suelo = GameObject.Find("TilesSuelo"); 
  tileSheet = Resources.LoadAll("Map_Tiles/nasa", Sprite); 
 } 
 
 function OnInspectorGUI(){ 
  super(); 
  var estilo : GUIStyle = new GUIStyle(); 
  estilo.fontStyle = FontStyle.Bold; 
  EditorGUILayout.LabelField("Crear mapa:", estilo); 
  GUILayout.BeginHorizontal(); 
  x = EditorGUILayout.IntField(x); 
  estilo = new GUIStyle(); 
  estilo.alignment = TextAnchor.MiddleCenter; 
  GUILayout.Label("x", estilo, GUILayout.MaxWidth(30)); 
  y = EditorGUILayout.IntField(y); 
  GUILayout.EndHorizontal(); 
  if(GUILayout.Button("Construir")){ 
   construirMapa(); 
  } 
 } 
 
 function construirMapa(){ 
  var tile : GameObject; 
  for (var k : int = 0; k < suelo.transform.childCount; k++){ 
   (suelo.transform.GetChild(k).gameObject.AddComponent(BoxCollider)); 
   //suelo.transform.GetChild(k).gameObject.layer = 
LayerMask.NameToLayer("SueloTile"); 
  } 
  for(var i : int = 0; i < x; i++){ 
   for(var j : int = 0; j < y; j++){ 
    var posicion : Vector3 = new Vector3((-(x-1)/2.0+i)*10,0,(-(y-
1)/2.0+j)*10); 
    var choque : RaycastHit; 
    if(!Physics.Raycast(posicion+Vector3.up*30, Vector3.down, choque, 
60, 1<<LayerMask.NameToLayer("SueloTile"))){ 
     tile = new GameObject(); 
     tile.name = "Tile_"+i.ToString()+"x"+j.ToString(); 
     (tile.AddComponent(SpriteRenderer)).sprite = tileSheet[17]; 
     (tile.AddComponent(tileSuelo)).groundVector = new Vector2(1,5); 
     tile.transform.parent = suelo.transform; 
     tile.transform.SetSiblingIndex(i*y+j); 
     tile.transform.localScale = new Vector3(10,10,1); 
     tile.transform.localEulerAngles = new Vector3(90,0,0); 
      tile.transform.position = posicion; 
    }else{ 
     choque.collider.transform.position = posicion; 
     choque.collider.name = "Tile_"+i.ToString()+"x"+j.ToString(); 
     choque.collider.gameObject.layer = 
LayerMask.NameToLayer("Default"); 
    
 DestroyImmediate(choque.collider.gameObject.GetComponent(BoxCollider)); 
    } 
   } 
  } 
  for (k = 0; k < suelo.transform.childCount; k++){ 
   suelo.transform.GetChild(k).gameObject.layer = 
LayerMask.NameToLayer("SueloTile"); 
   if(suelo.transform.GetChild(k).GetComponent(BoxCollider)){ 
    DestroyImmediate(suelo.transform.GetChild(k).gameObject); 
    k--; 
   } 
  } 
 } 
}










class Mision extends EditorWindow{ 
 
 var temporalInt : int; 
 var temporalArray : Array; 
 var temporalString : String; 
 var temporalStringArray : String[]; 
 var xml : XmlDocument; 
 var nodoPrincipal : XmlNode; 
  
 var rectAdd : Rect; 
 var nuevoID : String; 
  
 var rectListaID : Rect; 
 var posicionScroll : Vector2; 
 var posicionScrollEtapas : Vector2; 
 var skinIDSeleccionado : GUIStyle; 
 var IDSeleccionado : String; 
  
 var rectEditor : Rect; 
 var addEtapa : boolean = false; 
 var eliminarEtapa : boolean = false; 
 var posicionAnadir : int; 
  
  
 var misionesGuardadas : Array = new Array(); 
 var misionesNuevas : Array = new Array(); 
 var dicMisiones : Dictionary.<String, Array>; 
 
 //Añade el menu a la etiqueta Tools 
 @MenuItem ("Tools/Misiones") 
 //Crea la ventana. Setea los tamaños minimo y maximo. 
 static function Init () { 
  var ventana : Mision; 
  ventana = EditorWindow.GetWindow (Mision) as Mision; 
   
  ventana.minSize = new Vector2(600,Screen.currentResolution.height/2f); 
  ventana.maxSize = new 
Vector2(Screen.currentResolution.width,Screen.currentResolution.height); 
   
  ventana.nuevoID = ""; 
  ventana.rectAdd = new Rect(5,5,200,60); 
  ventana.rectListaID = new 
Rect(5,65,200,Screen.currentResolution.height/2-70); 




 //Se ejecuta al abrir la ventana o recompilar 
 function OnEnable(){ 
  //Cargar XML 
   IDSeleccionado = ""; 
  cargarXML(); 
   
 } 
  
 //Loop con la ventana abierta 
 function OnGUI(){ 
  
  rectListaID.height = position.height - 70; 
  rectEditor.width = position.width-220; 
  rectEditor.height = position.height+5; 
   
  skinIDSeleccionado = new GUIStyle (GUI.skin.box); 
  skinIDSeleccionado.border = new RectOffset (-.5, -.5, -1, -1); 
  //Zona añadir/borrar label 
  GUILayout.BeginArea(rectAdd); 
   //Escribir ID 
   GUILayout.BeginHorizontal(); 
    GUILayout.Label("ID: "); 
    nuevoID = GUILayout.TextField(nuevoID.ToUpper(), 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(150)); 
   GUILayout.EndHorizontal(); 
   //Botones 
   GUILayout.BeginHorizontal(); 
    if(GUILayout.Button("Añadir") && nuevoID != ""){ 
     if(nuevoID in misionesNuevas || nuevoID in misionesGuardadas){ 
      IDSeleccionado = nuevoID; 
     } 
     else{ 
      misionesNuevas.push(nuevoID); 
      dicMisiones.Add(nuevoID, new Array()); 
      dicMisiones[nuevoID].push(""); 
      dicMisiones[nuevoID].push(new Array("","","")); 
      IDSeleccionado = nuevoID; 
      nuevoID = ""; 
     } 
    } 
    if(GUILayout.Button("Borrar")){ 
      
     try{ 
     
 misionesGuardadas.RemoveAt(indexOf(misionesGuardadas,IDSeleccionado)); 
     } 
     catch(err){ 
     
 misionesNuevas.RemoveAt(indexOf(misionesNuevas,IDSeleccionado)); 
     } 
     IDSeleccionado = ""; 
    } 
   GUILayout.EndHorizontal(); 
   
  GUILayout.EndArea(); 
   
  //Lista de misiones 
  GUILayout.BeginArea(rectListaID); 
   GUILayout.Label("Lista de misiones"); 
   //scroll 
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   posicionScroll = GUILayout.BeginScrollView(posicionScroll, false, 
true, GUILayout.Height (rectListaID.height-20)); 
   //Añade IDs 
   for (temporalInt = 0; temporalInt < misionesGuardadas.length; 
temporalInt++){ 
    //misiones ya guardadas 
    if(IDSeleccionado == misionesGuardadas[temporalInt]){ 
     GUILayout.Box(misionesGuardadas[temporalInt] as String, 
skinIDSeleccionado, GUILayout.ExpandWidth(false), GUILayout.MinWidth(175)); 
    } 
    else{ 
     if(GUILayout.Button(misionesGuardadas[temporalInt] as String, 
GUI.skin.box, GUILayout.ExpandWidth(false), GUILayout.MinWidth(175))){ 
      IDSeleccionado = misionesGuardadas[temporalInt] as String; 
     } 
    } 
   } 
   //misiones añadidas en esta sesion 
   for (temporalInt = 0; temporalInt < misionesNuevas.length; 
temporalInt++){ 
    if(IDSeleccionado == misionesNuevas[temporalInt]){ 
     GUILayout.Box(misionesNuevas[temporalInt] as String, 
skinIDSeleccionado, GUILayout.ExpandWidth(false), GUILayout.MinWidth(175)); 
    } 
    else{ 
     if(GUILayout.Button(misionesNuevas[temporalInt] as String, 
GUI.skin.box, GUILayout.ExpandWidth(false), GUILayout.MinWidth(175))){ 
      IDSeleccionado = misionesNuevas[temporalInt] as String; 
     } 
    } 
   } 
   GUILayout.EndScrollView(); 
  GUILayout.EndArea(); 
   
  //Editor de etapas 
  GUILayout.BeginArea(rectEditor); 
    
   //Guardar 
    if(rectEditor.width < 200){ 
     GUILayout.BeginArea(new Rect(rectEditor.width/2+5, 5, 
rectEditor.width - (rectEditor.width/2+25), 60)); 
    } 
    else{ 
     GUILayout.BeginArea(new Rect(rectEditor.width-80, 5, 75, 60)); 
    } 
     if(GUILayout.Button("Guardar")){ 
      saveXML(); 
     } 
      
    GUILayout.EndArea(); 
    
   if(IDSeleccionado != null && IDSeleccionado != ""){ 
    //Cabecera: Nombre de mision y boton de guardar  
    if(rectEditor.width < 200){ 
     GUILayout.BeginArea(new Rect(5, 5, rectEditor.width/2-20, 40)); 
    } 
    else{ 
      GUILayout.BeginArea(new Rect(5, 5, 200, 40)); 
    } 
     //Mision 
    GUILayout.BeginHorizontal(); 
     GUILayout.Label("Nombre:"); 
     (dicMisiones[IDSeleccionado] as Array)[0] = 
GUILayout.TextField((dicMisiones[IDSeleccionado] as Array)[0], 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(140)); 
    GUILayout.EndHorizontal(); 
    GUILayout.EndArea(); 
     
   } 
   if(IDSeleccionado != "" && IDSeleccionado != null){ 
    GUILayout.BeginArea(new Rect(5, 70, rectEditor.width, 
rectEditor.height)); 
     posicionScrollEtapas = 
GUILayout.BeginScrollView(posicionScrollEtapas, false, true, 
GUILayout.Width(rectEditor.width-10), GUILayout.Height(rectEditor.height-
85)); 
     var etapa : String; 
     var descripcion : String; 
     var siguienteEtapa : String; 
      
     for (temporalInt = 1; temporalInt < 
dicMisiones[IDSeleccionado].length; temporalInt++){ 
      GUILayout.BeginHorizontal(); 
      if(GUILayout.Button("+", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
       addEtapa = true; 
       posicionAnadir = temporalInt; 
      } 
      if(GUILayout.Button("-", GUI.skin.textField, 
GUILayout.MinWidth(20), GUILayout.MaxWidth(20))){ 
       eliminarEtapa = true; 
       posicionAnadir = temporalInt; 
      } 
      temporalArray = dicMisiones[IDSeleccionado][temporalInt] as 
Array; 
      etapa = temporalArray[0] as String; 
      etapa = GUILayout.TextField(etapa, 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(rectEditor.width/4-50)); 
      (dicMisiones[IDSeleccionado][temporalInt] as Array)[0] = 
etapa; 
       
      descripcion = temporalArray[1] as String; 
      descripcion = GUILayout.TextField(descripcion, 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(rectEditor.width/2-3)); 
      (dicMisiones[IDSeleccionado][temporalInt] as Array)[1] = 
descripcion; 
       
      siguienteEtapa = temporalArray[2] as String; 
      siguienteEtapa = GUILayout.TextField(siguienteEtapa, 
GUILayout.ExpandWidth(false), GUILayout.MinWidth(rectEditor.width/4-36)); 
      (dicMisiones[IDSeleccionado][temporalInt] as Array)[2] = 
siguienteEtapa; 
      GUILayout.EndHorizontal(); 
     } 
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     if(addEtapa){ 
      (dicMisiones[IDSeleccionado] as 
Array).splice(posicionAnadir+1,0,new Array("","","")); 
      addEtapa = false; 
     } 
     if(eliminarEtapa){ 
      (dicMisiones[IDSeleccionado] as 
Array).splice(posicionAnadir,1); 
      eliminarEtapa = false; 
     } 
     GUILayout.EndScrollView(); 
     //GUILayout.EndHorizontal(); 
    GUILayout.EndArea(); 
   } 
  GUILayout.EndArea(); 
 } 
  
 function indexOf(arr : Array, str : String){ 
  for (var num : int = 0; num < arr.length; num++){ 
   if(arr[num] as String == str){ 
    return num; 
   } 
  } 
  return -1; 
 } 
  
 function cargarXML(){ 
   
  var etapasMision : Array; 
  var datosMision : Array;  
  var valorNodo : String[]; 
   
  dicMisiones = new Dictionary.<String, Array>(); 
  xml = new XmlDocument(); 
  //Carga el XML 
  xml.Load(Application.dataPath+"/Resources/XML/Misiones.xml"); 
  //Coge el nodo padre ("Misiones") 
  nodoPrincipal = xml.DocumentElement; 
  //Recorre los hijos de Misiones (Cada mision)  
  for (var mision : XmlNode in nodoPrincipal){ 
   misionesGuardadas.push(mision.Name); 
   datosMision = new Array(); 
   //Recorre los hijos de cada mision 
   for (var caracteristica : XmlNode in mision){ 
   //Etapas de mision 
    switch(caracteristica.Name){ 
     case ("ETAPA"): 
      etapasMision = new Array(); 
      //Etapa 
     
 etapasMision.push(caracteristica.SelectSingleNode("ETAPAACTUAL").InnerText
); 
      //Descripcion 
     
 etapasMision.push(caracteristica.SelectSingleNode("DESCRIPCION").InnerText
); 
      //Etapa de la que viene 
       etapasMision.push(caracteristica.SelectSingleNode 
("SIGUIENTEETAPA") .InnerText); 
      //Etapas hijas 
      datosMision.push(etapasMision); 
      break; 
     //Nombre de mision 
     case ("NOMBRE"): 
      datosMision.push(caracteristica.InnerText); 
      break; 
    } 
     
   } 
   //Añade al diccionario la entrada ID:[Nombre, [etapas]] 
   dicMisiones[mision.Name] = datosMision; 
  } 
 } 
  
 function saveXML(){ 
 
  //Añadir las nuevas misiones por orden alfabetico 
  var IDNuevo : String; 
  var corta : boolean = false; 
  var temporalInt2 : int; 
  //Cojo una mision nueva 
  for(temporalInt = 0; temporalInt < misionesNuevas.length; 
temporalInt++){ 
   IDNuevo = misionesNuevas[temporalInt] as String; 
   //Recorro las viejas 
   for (temporalInt2 = 0; temporalInt2 < misionesGuardadas.length; 
temporalInt2++){ 
    var temporalInt3 : int; 
    var num1 : int; 
    var num2 : int; 
    //Miro cada caracter 
    for (temporalInt3 = 0; temporalInt3 < IDNuevo.length; 
temporalInt3++){ 
     num1 = IDNuevo[temporalInt3]; 
     num2 = (misionesGuardadas[temporalInt2] as 
String)[temporalInt3]; 
     //Si nueva < vieja, añado en esta posicion 
     if (num1 < num2){ 
      corta = true; 
      break; 
     //Si nueva > vieja, comparo con la siguiente mision 
     }else if(num1 > num2){ 
      break; 
     } 
    } 
    if(corta){ 
     corta = false; 
     break; 
    } 
   } 
   misionesGuardadas.splice(temporalInt2, 0, IDNuevo); 
  } 
  misionesNuevas = new Array(); 
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  xml = new XmlDocument(); 
  var nodoPadre : XmlNode = xml.CreateElement("MISIONES"); 
  var temporalNode : XmlNode; 
  var temporalNode2 : XmlNode; 
  var temporalNode3 : XmlNode; 
  var valorNodo : String; 
  for (temporalInt = 0; temporalInt < misionesGuardadas.length; 
temporalInt++){ 
   temporalNode = xml.CreateElement(misionesGuardadas[temporalInt] as 
String); 
   nodoPadre.AppendChild(temporalNode); 
   temporalNode2 = xml.CreateElement("NOMBRE"); 
   temporalNode2.InnerText = dicMisiones[misionesGuardadas[temporalInt] 
as String][0] as String; 
   temporalNode.AppendChild(temporalNode2); 
   for(temporalInt2 = 1; temporalInt2 < 
dicMisiones[misionesGuardadas[temporalInt] as String].length; 
temporalInt2++){ 
    temporalArray = dicMisiones[misionesGuardadas[temporalInt] as 
String][temporalInt2] as Array; 
    if(temporalArray[0] != ""){ 
     temporalNode2 = xml.CreateElement("ETAPA"); 
     temporalNode3 = xml.CreateElement("ETAPAACTUAL"); 
     temporalNode3.InnerText = parseInt(temporalArray[0] as 
String).ToString(); 
     temporalNode2.AppendChild(temporalNode3); 
     temporalNode3 = xml.CreateElement("DESCRIPCION"); 
     temporalNode3.InnerText = temporalArray[1]; 
     temporalNode2.AppendChild(temporalNode3); 
     temporalNode3 = xml.CreateElement("SIGUIENTEETAPA"); 
     temporalNode3.InnerText = temporalArray[2]; 
     temporalNode2.AppendChild(temporalNode3); 
     temporalNode.AppendChild(temporalNode2); 
    } 
   } 
  } 
  xml.AppendChild(nodoPadre); 












class editorNPC extends Editor { 
 
 var temporalInt : int; 
 var esPrefab : boolean; 
 var NPCScript : NPC; 
 var id : SerializedProperty; 
 var nombreObjeto : String; 
 var sexo : int; 
 var nombreEnJuego : int; 
 var listaNombres : String[]; 
 
 var nombreAnimator : SerializedProperty; 
 var listaAnimators : String[]; 
 var numAnimator : int; 
 
 var objetoPreview : GameObject; 
 var mostrarApariencia : boolean = false; 
  //#region CUERPO 
 var mostrarCuerpo : boolean = false; 
 var objetoCuerpo : GameObject; 
 var nombreCuerpo : SerializedProperty; 
 var listaCuerpos : String[]; 
 var numCuerpo : int; 
  
 var nombreCuerpoMaterial : SerializedProperty; 
 var listaCuerposMaterial : String[]; 
 var numCuerpoMaterial : int; 
  //#endregion CUERPO 
  //#region PELO 
 var mostrarPelo : boolean = false; 
 var objetoPelo : GameObject; 
 var nombrePelo : SerializedProperty; 
 var listaPelos : String[]; 
 var numPelo : int; 
 
 var nombrePeloMaterial : SerializedProperty; 
 var listaPelosMaterial : String[]; 
 var numPeloMaterial : int; 
 
 var listaColoresPelo : String[]; 
 var nombreColorPelo : SerializedProperty; 
 var numColorPelo : int; 
 var idPelo : String; 
 
 var peloCustom : boolean = false; 
 var colorPeloCustom : Color; 
 var nombreColorPeloCustom : String; 
 var materialPeloCustom : Material; 




 var offsetPelo : Vector3; 
  //#endregion PELO 
  //#region CARA 
 var mostrarCara : boolean = false; 
 var nombreCaraMaterial : SerializedProperty; 
 var listaCarasMaterial : String[]; 
 var listaExpresiones : String[]; 
 var numCaraMaterial : int; 
 var numExpresion : int; 
 var idCara : String; 
 var expresionCara : String; 
  //#endregion CARA 
 var previewEditor : Editor; 
 
  //#region IA 
 var mostrarIA : boolean = false; 
 var listaIA : Array; //valores que definen cada IA 
 var listaVariablesIA : Array; //variables solo validas para el editor 
relativas a cada IA 
  
 var IAActual : int; 
 var listaIANombres : String[]; 
 
 var listaNodos : String[]; 
 var listaNPC : String[]; 
 //#endregion IA 
 
 //#region INTERACCION 
 var mostrarInteraccion : boolean = false; 
 var distanciaAct : float; 
 var tipoInteraccion : Objeto.TipoDeInteraccion; 
 var dialogo: String; 
 var listaCinematicas : String[]; 
 var numCinematica : int = 0; 
 //#endregion INTERACCION 
 
 
 function OnEnable(){ 
  esPrefab = PrefabUtility.GetPrefabType((serializedObject.targetObject as 
NPC).gameObject) == PrefabType.Prefab; 
   NPCScript = serializedObject.targetObject; 
   id = serializedObject.FindProperty("id"); 
   if(id.stringValue == ""){ 
    id.stringValue = GlobalesEditor.idNPC + GlobalesEditor.crearID() + 
"00"; 
   } 
   nombreObjeto = NPCScript.gameObject.name; 
   sexo = serializedObject.FindProperty("sexo").intValue; 
   recargarNombres(); 
   objetoPreview = new GameObject(); 
   objetoPreview.name = "Waste"; 
   nombreAnimator = serializedObject.FindProperty("nombreAnimator"); 
   crearListaController(); 
   numAnimator = Mathf.Max(0, 
buscarEnListaString(nombreAnimator.stringValue, listaAnimators)); 
   //#region CUERPO 
    //Mesh 
   nombreCuerpo = serializedObject.FindProperty("nombreCuerpo"); 
   listaCuerpos = crearListaDeep(GlobalesEditor.carpetaCuerpos); 
   numCuerpo = Mathf.Max(0,buscarEnListaString(nombreCuerpo.stringValue, 
listaCuerpos)); 
   //Material 
   nombreCuerpoMaterial = serializedObject.FindProperty 
("nombreCuerpoMaterial"); 
   listaCuerposMaterial = 
crearListaDeep(GlobalesEditor.carpetaCuerposMaterial); 
   numCuerpoMaterial = Mathf.Max(0,buscarEnListaString 
(nombreCuerpoMaterial.stringValue, listaCuerposMaterial)); 
   actualizarCuerpoPreview(false); 
   //#endregion CUERPO 
   //#region CARA 
   nombreCaraMaterial = 
serializedObject.FindProperty("nombreCaraMaterial"); 
   idCara = nombreCaraMaterial.stringValue[:nombreCaraMaterial 
.stringValue.IndexOf("_")]; 
   expresionCara = nombreCaraMaterial.stringValue[nombreCaraMaterial 
.stringValue.IndexOf("_")+1:]; 
   listaCarasMaterial = 
crearListaDeep(GlobalesEditor.carpetaCarasMaterial); 
   filtrarListaCaras(); 
   numCaraMaterial = Mathf.Max(0, buscarEnListaString(idCara, 
listaCarasMaterial)); 
   numExpresion = Mathf.Max(0, buscarEnListaString(expresionCara, 
listaExpresiones)); 
   actualizarCaraPreview(); 
   //#endregion CARA 
   //#region PELO 
   //Mesh 
   nombrePelo = serializedObject.FindProperty("nombrePelo"); 
   listaPelos = crearListaDeep(GlobalesEditor.carpetaPelos); 
   numPelo = Mathf.Max(0,buscarEnListaString(nombrePelo.stringValue, 
listaPelos)); 
   //Material 
   nombrePeloMaterial = 
serializedObject.FindProperty("nombrePeloMaterial"); 
   listaPelosMaterial = 
crearListaDeep(GlobalesEditor.carpetaPelosMaterial, "*_Default.mat"); 
   numPeloMaterial = Mathf.Max(0, 
buscarEnListaString(nombrePeloMaterial.stringValue+"_Default", 
listaPelosMaterial)); 
   filtrarListaPelo(); 
   idPelo = 
listaPelosMaterial[numPeloMaterial][listaPelosMaterial[numPeloMaterial].Index
Of("/")+1:]; 
   nombreColorPelo = serializedObject.FindProperty("nombreColorPelo"); 
   listaColoresPelo = 
crearLista(GlobalesEditor.carpetaPelosMaterial+listaPelosMaterial[numPeloMate
rial]+"/"); 
   filtrarListaColor(); 
   numColorPelo = Mathf.Max(0, 
buscarEnListaString(nombreColorPelo.stringValue, listaColoresPelo)); 
   //#endregion PELO 
  //#region IA 
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  var obNodo : GameObject[] = GameObject.FindGameObjectsWithTag("Nodo"); 
  listaNodos = new String[obNodo.length]; 
  for (var i : int = 0; i < obNodo.length; i++){ 
   listaNodos[i] = obNodo[i].name + ":" + obNodo[i].GetInstanceID(); 
  } 
  var npc : NPC[] = GameObject.FindObjectsOfType(NPC); 
  listaNPC = new String[npc.length+1]; 
  listaNPC[0] = "Player"; 
  for (i = 0; i < npc.length; i++){ 
   listaNPC[i+1] = npc[i].name + ":" + npc[i].GetInstanceID(); 
  } 
  cargarIA(); 
  IAActual = serializedObject.FindProperty("IAActual").intValue; 
  //#endregion IA 
 
  tipoInteraccion = 
serializedObject.FindProperty("tipoInteraccion").intValue; 
  distanciaAct = 
serializedObject.FindProperty("distanciaDeActivacion").floatValue; 
  var cinem : cinematica[] = GameObject.FindObjectsOfType(cinematica); 
  listaCinematicas = new String[cinem.length]; 
  for (i = 0; i < cinem.length; i++){ 
   listaCinematicas[i] = cinem[i].name + ":" + cinem[i].GetInstanceID(); 
   if(cinem[i] == 
serializedObject.FindProperty("cinematicaScript").objectReferenceValue as 
cinematica){ 
    numCinematica = i; 
   } 
  } 
  dialogo = serializedObject.FindProperty("dialogo").stringValue; 
   if(previewEditor != null) 
    DestroyImmediate(previewEditor); 
   previewEditor = Editor.CreateEditor(objetoPreview); 
   actualizarPeloPreview(); 
 } 
 
 override function OnInspectorGUI(){ 
  if(esPrefab){ 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.LabelField("Nombre en jerarquia"); 
   EditorGUILayout.LabelField(nombreObjeto); 
   EditorGUILayout.EndHorizontal(); 
  }else{ 
   nombreObjeto = EditorGUILayout.TextField("Nombre en jerarquia", 
nombreObjeto); 
   var sexoString : String[] = new String[2]; sexoString[0] = "Hombre"; 
sexoString[1] = "Mujer"; 
   EditorGUI.BeginChangeCheck(); 
   sexo = EditorGUILayout.Popup("Género", sexo, sexoString); 
   if(EditorGUI.EndChangeCheck()){ 
    recargarNombres(); 
   } 
   nombreEnJuego = EditorGUILayout.Popup("Nombre en el juego", 
nombreEnJuego, listaNombres); 
   numAnimator = EditorGUILayout.Popup("Animaciones", numAnimator, 
listaAnimators); 
  } 
   if(!esPrefab){ 
   interfazApariencia(); 
   if(mostrarApariencia) 
    GUILayout.Space(5); 
  } 
   
  interfazIA(); 
  if(mostrarIA) 
   GUILayout.Space(5); 
 
  interfazInteraccion(); 
  if(mostrarInteraccion) 
   GUILayout.Space(5); 
  EditorGUILayout.BeginHorizontal(); 
  if(GUILayout.Button("Guardar")){ 
   guardar(); 
  } 
  if(GUILayout.Button("Crear Prefab")){ 
   crearPrefab(); 
  } 
  EditorGUILayout.EndHorizontal(); 
  if(previewEditor != null && (mostrarApariencia || esPrefab)) 
   previewEditor.OnPreviewGUI(GUILayoutUtility.GetRect(100, 200), 
EditorStyles.foldout); 
  GUILayout.Space(5); 
 } 
 
 //#region APARIENCIA 
 
 //#region INTERFAZ 
 function interfazApariencia(){ 
  mostrarApariencia = EditorGUILayout.Foldout(mostrarApariencia, 
"Apariencia"); 
  if(mostrarApariencia){ 
   EditorGUILayout.BeginHorizontal(); 
   GUILayout.Space(5); 
   EditorGUILayout.BeginVertical(); 
   //Cuerpo 
   interfazCuerpo(); 
   //Pelo 
   interfazPelo(); 
   //Cara 
   interfazCara(); 
   EditorGUILayout.EndVertical(); 
   EditorGUILayout.EndHorizontal(); 
  } 
 } 
  
 function interfazCara(){ 
  mostrarCara = EditorGUILayout.Foldout(mostrarCara, "Cara"); 
  if(mostrarCara){ 
   EditorGUI.BeginChangeCheck(); 
   EditorGUILayout.BeginHorizontal(); 
   GUILayout.Space(10); 
   EditorGUILayout.BeginVertical(); 
   numCaraMaterial = EditorGUILayout.Popup("Material", numCaraMaterial, 
listaCarasMaterial); 
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   numExpresion = EditorGUILayout.Popup("Expresion neutra", 
numExpresion, listaExpresiones); 
   if(EditorGUI.EndChangeCheck()){ 
    actualizarCaraPreview(); 
   } 
   EditorGUILayout.EndHorizontal(); 
   EditorGUILayout.EndVertical(); 
  } 
 } 
 
 function interfazPelo(){ 
  mostrarPelo = EditorGUILayout.Foldout(mostrarPelo, "Pelo"); 
  if(mostrarPelo){ 
   EditorGUI.BeginChangeCheck(); 
   EditorGUI.BeginChangeCheck(); 
   EditorGUILayout.BeginHorizontal(); 
   GUILayout.Space(15); 
   EditorGUILayout.BeginVertical(); 
   //Mesh 
   numPelo = EditorGUILayout.Popup("Mesh", numPelo, listaPelos); 
   //Material 
   numPeloMaterial = EditorGUILayout.Popup("Material", numPeloMaterial, 
listaPelosMaterial); 
   //Color 
   numColorPelo = EditorGUILayout.Popup("Color", numColorPelo, 
listaColoresPelo); 
   if(EditorGUI.EndChangeCheck()){ 
    materialPeloCustom = null; 
    nombreColorPeloCustom = ""; 
    peloCustom = false; 
    idPelo = listaPelosMaterial[numPeloMaterial][listaPelosMaterial 
[numPeloMaterial].IndexOf("/")+1:]; 
    listaColoresPelo = crearLista(GlobalesEditor.carpetaPelosMaterial+ 
listaPelosMaterial[numPeloMaterial]+"/"); 
    filtrarListaColor(); 
    if(numColorPelo >= listaColoresPelo.length){ 
     numColorPelo = listaColoresPelo.length-1; 
    } 
   } 
   peloCustom = EditorGUILayout.Foldout(peloCustom, "Añadir color"); 
   if(peloCustom){ 
    if(materialPeloCustom == null){ 
     materialPeloCustom = new 
Material(AssetDatabase.LoadAssetAtPath(GlobalesEditor.carpetaPelosMaterial+li
staPelosMaterial[numPeloMaterial]+"_Default"+".mat", Material)); 
     
    } 
    nombreColorPeloCustom = EditorGUILayout.TextField("Nombre del 
color", nombreColorPeloCustom); 
    colorPeloCustom = EditorGUILayout.ColorField("Color", 
colorPeloCustom); 
    if(GUILayout.Button("Guardar Pelo") && nombreColorPeloCustom != 
""){ 
     AssetDatabase.CreateAsset(materialPeloCustom, 
GlobalesEditor.carpetaPelosMaterial+listaPelosMaterial[numPeloMaterial]+"/"+i
dPelo+"_"+nombreColorPeloCustom+".mat"); 
      listaColoresPelo = 
crearLista(GlobalesEditor.carpetaPelosMaterial+listaPelosMaterial[numPeloMate
rial]+"/"); 
     filtrarListaColor(); 
     numColorPelo = buscarEnListaString(nombreColorPeloCustom, 
listaColoresPelo); 
     nombreColorPeloCustom = ""; 
     colorPeloCustom = Color.black; 
     materialPeloCustom = null; 
     peloCustom = false; 
    } 
   } 
   offsetPelo = EditorGUILayout.Vector3Field("posicion del 
pelo",offsetPelo); 
   if(EditorGUI.EndChangeCheck()){ 
    actualizarPeloPreview(); 
   } 
   EditorGUILayout.EndHorizontal(); 
   EditorGUILayout.EndVertical(); 
  } 
 } 
 
 function interfazCuerpo(){ 
  mostrarCuerpo = EditorGUILayout.Foldout(mostrarCuerpo, "Cuerpo"); 
  if(mostrarCuerpo){ 
   EditorGUI.BeginChangeCheck(); 
   EditorGUILayout.BeginHorizontal(); 
   GUILayout.Space(15); 
   EditorGUILayout.BeginVertical(); 
   //Mesh 
   numCuerpo = EditorGUILayout.Popup("Mesh", numCuerpo, listaCuerpos); 
   //Material 
   numCuerpoMaterial = EditorGUILayout.Popup("Material", 
numCuerpoMaterial, listaCuerposMaterial); 
   if(EditorGUI.EndChangeCheck()){ 
    actualizarCuerpoPreview(true); 
   } 
   EditorGUILayout.EndHorizontal(); 
   EditorGUILayout.EndVertical(); 
  } 
 } 
 //#endregion INTERFAZ 
 //#region REPINTAR 
 
 function actualizarCaraPreview(){ 
  var rendererCara : Renderer = 
objetoCuerpo.transform.Find("Cabeza").gameObject.GetComponentInChildren(Rende
rer); 
  var materialCara : Material; 




  idCara = listaCarasMaterial[numCaraMaterial]; 
  expresionCara = listaExpresiones[numExpresion]; 
  rendererCara.material = materialCara; 
  if(previewEditor != null) 
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   DestroyImmediate(previewEditor); 
  previewEditor = Editor.CreateEditor(objetoPreview); 
 } 
 
 function actualizarCuerpoPreview(actualizarCara : boolean){ 
  if(objetoCuerpo != null){ 
   DestroyImmediate(objetoCuerpo); 
  } 
  //Mesh 
  objetoCuerpo = GameObject.Instantiate(AssetDatabase.LoadAssetAtPath 
(GlobalesEditor.carpetaCuerpos+listaCuerpos[numCuerpo]+".blend", 
GameObject)); 
  objetoCuerpo.transform.parent = objetoPreview.transform; 
  objetoCuerpo.transform.FindChild("metarig").eulerAngles = new Vector3(-
90,50,0); 
  //Material 
  var rendererCuerpo : Renderer = objetoCuerpo.transform.Find("Cuerpo") 
.gameObject.GetComponent(Renderer); 
  var materialCuerpo : Material; 
  materialCuerpo = AssetDatabase.LoadAssetAtPath(GlobalesEditor 
.carpetaCuerposMaterial+listaCuerposMaterial[numCuerpoMaterial]+".mat", 
Material); 
  //Cara 
  if(actualizarCara){ 
   var materialCara : Material; 




   if(materialCara != null){ 
    idCara = ultimoElemento(listaCuerpos[numCuerpo], "/"); 
    idCara = "Personas/"+idCara+"/"+idCara; 
    expresionCara = "feliz"; 
    listaCarasMaterial = 
crearListaDeep(GlobalesEditor.carpetaCarasMaterial); 
    filtrarListaCaras(); 
    numCaraMaterial = buscarEnListaString(idCara, listaCarasMaterial); 
    numExpresion = buscarEnListaString(expresionCara, 
listaExpresiones); 
    var rendererCara : Renderer = 
objetoCuerpo.transform.Find("Cabeza").gameObject.GetComponent(Renderer); 
    rendererCara.material = materialCara; 
   } 
  } 
  rendererCuerpo.material = materialCuerpo; 
  //cara 
  if(previewEditor != null) 
   DestroyImmediate(previewEditor); 
  previewEditor = Editor.CreateEditor(objetoPreview); 
 } 
 
 function actualizarPeloPreview(){ 
  if(!peloCustom){ 
   if(objetoPelo != null){ 
    DestroyImmediate(objetoPelo); 
   } 
    objetoPelo = 
GameObject.Instantiate(AssetDatabase.LoadAssetAtPath(GlobalesEditor.carpetaPe
los+listaPelos[numPelo]+".blend", GameObject)); 
   objetoPelo.transform.parent = objetoCuerpo.transform.FindChild 
("metarig/hips/spine/chest/neck/head"); 
   objetoPelo.transform.localEulerAngles = new Vector3(0,0,90); 
   objetoPelo.transform.localPosition = new Vector3(6.21,-
0.1,0)+offsetPelo; 
  } 
  //Material 
  var rendererPelo : Renderer = 
objetoPelo.GetComponentInChildren(Renderer); 
  var materialPelo : Material; 
  if(!peloCustom){ 
   materialPelo = AssetDatabase.LoadAssetAtPath(GlobalesEditor 
.carpetaPelosMaterial+listaPelosMaterial[numPeloMaterial]+"/"+idPelo+"_"+list
aColoresPelo[numColorPelo]+".mat", Material); 
  } 
  else{ 
   materialPeloCustom.color = colorPeloCustom; 
   materialPelo = materialPeloCustom; 
  } 
  rendererPelo.material = materialPelo; 
  if(previewEditor != null) 
   DestroyImmediate(previewEditor); 
  previewEditor = Editor.CreateEditor(objetoPreview); 
 } 
 //#endregion REPINTAR 
 //#endregion APARIENCIA 
 
 function interfazIA(){ 
  var anadir : boolean = false; 
  EditorGUILayout.BeginHorizontal(); 
  mostrarIA = EditorGUILayout.Foldout(mostrarIA, "Paquetes IA"); 
  if(!esPrefab){ 
   if(GUILayout.Button("+", GUILayout.Width(20), GUILayout.Height(15))){ 
    anadir = true; 
   } 
  } 
  EditorGUILayout.EndHorizontal(); 
  if(mostrarIA){ 
   IAActual = EditorGUILayout.Popup("IA de inicio", IAActual, 
listaIANombres); 
   for (var i : int = 0; i < listaIA.length; i++){ 
    muestraIA(i); 
   } 
  } 
  if(anadir){ 
   mostrarIA = true; 
   listaIA.push(nuevaIA(0)); 
   listaVariablesIA.push(nuevasVariablesIA(0)); 
   crearListaNombresIA(); 
  } 
 } 
 
 function muestraIA(numero : int){ 
  var anadir : boolean = false; 
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  var quitar : boolean = false; 
   
  var datosIA : Array = listaIA[numero]; 
  var variablesIA : Array = listaVariablesIA[numero]; 
 
  GlobalesEditor.BeginIndentation(15); 
  EditorGUILayout.BeginHorizontal(); 
  var numIA : NPC.TipoIA = datosIA[0]; 
  var mostrarIA : boolean = variablesIA[0]; 
  if(IAActual != numero) 
   mostrarIA = EditorGUILayout.Foldout(mostrarIA, numero+": 
"+System.Enum.GetName(NPC.TipoIA, numIA)); 
  else 
   mostrarIA = EditorGUILayout.Foldout(mostrarIA, numero+": 
"+System.Enum.GetName(NPC.TipoIA, numIA), 
GlobalesEditor.Recolor(EditorStyles.foldout, Color.red)); 
  if(!esPrefab){ 
   if(GUILayout.Button("+", GUILayout.Width(20), GUILayout.Height(15))){ 
    anadir = true; 
   } 
   if(GUILayout.Button("-", GUILayout.Width(20), GUILayout.Height(15))){ 
    quitar = true; 
   } 
  } 
  EditorGUILayout.EndHorizontal(); 
 
  if(mostrarIA){ 
   GlobalesEditor.BeginIndentation(10); 
   if(!esPrefab){ 
    EditorGUI.BeginChangeCheck(); 
    numIA = EditorGUILayout.EnumPopup("Tipo de IA", numIA); 
    if(EditorGUI.EndChangeCheck()){ 
     datosIA = nuevaIA(numIA); 
     variablesIA = nuevasVariablesIA(numIA); 
    } 
   } 
   switch(numIA){ 
    case NPC.TipoIA.Patrulla: 
     muestraIAPatrulla(datosIA); 
     break; 
    case NPC.TipoIA.Errante: 
     muestraIAErrante(datosIA); 
     break; 
    case NPC.TipoIA.Seguidor: 
     muestraIASeguidor(datosIA); 
     break; 
   } 
   GlobalesEditor.EndIndentation(); 
  } 
 
  GlobalesEditor.EndIndentation(); 
  //#region Actualizar lista de datos 
  datosIA[0] = numIA; 
  listaIA[numero] = datosIA; 
  //#endregion Actualizar lista de datos 
  //#region Actualizar lista de variables 
  variablesIA[0] = mostrarIA; 
   listaVariablesIA[numero] = variablesIA; 
  //#endregion Actualizar lista de variables 
  if(anadir){ 
   listaIA.splice(numero,0,nuevaIA(0)); 
   listaVariablesIA.splice(numero,0,nuevasVariablesIA(0)); 
   crearListaNombresIA(); 
   if(IAActual >= numero) 
    IAActual++; 
  } 
  if(quitar){ 
   listaIA.splice(numero, 1); 
   listaVariablesIA.splice(numero, 1); 
   crearListaNombresIA(); 
   if(IAActual >= numero) 
    IAActual--; 
  } 
 } 
 
 function nuevaIA(numero : int){ 
  var lista : Array; 
  switch(numero){ 
   case NPC.TipoIA.Patrulla: 
    lista = new Array(); 
    lista.push(numero); 
    var puntos : Array = new Array(); 
    puntos.push(0); 
    lista.push(puntos); 
    lista.push(0); 
    return lista; 
    break; 
   case NPC.TipoIA.Controlado: 
    lista = new Array(); 
    lista.push(numero); 
    return lista; 
    break; 
   case NPC.TipoIA.Jugador: 
    lista = new Array(); 
    lista.push(numero); 
    return lista; 
    break; 
   case NPC.TipoIA.Errante: 
    lista = new Array(); 
    lista.push(numero); 
    lista.push((serializedObject.targetObject as 
NPC).transform.position); 
    lista.push(0); 
    return lista; 
    break; 
   case NPC.TipoIA.Seguidor: 
    lista = new Array(); 
    lista.push(numero); 
    lista.push(0); 
    return lista; 
    break; 
  } 
 } 
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 function nuevasVariablesIA(numero : int){ 
  var lista : Array; 
  switch(numero){ 
   case NPC.TipoIA.Patrulla: 
    lista = new Array(); 
    lista.push(false); 
    return lista; 
    break; 
   case NPC.TipoIA.Controlado: 
    lista = new Array(); 
    lista.push(false); 
    return lista; 
    break; 
   case NPC.TipoIA.Jugador: 
    lista = new Array(); 
    lista.push(false); 
    return lista; 
    break; 
   case NPC.TipoIA.Errante: 
    lista = new Array(); 
    lista.push(false); 
    return lista; 
    break; 
   case NPC.TipoIA.Seguidor: 
    lista = new Array(); 
    lista.push(false); 
    return lista; 
    break; 
  } 
 } 
 
 function muestraIASeguidor(datosIA : Array){ 
   
  //Lider (NPC) 
  var lider : int = datosIA[1]; 
  if(esPrefab){ 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.LabelField("lider"); 
   EditorGUILayout.LabelField(listaNPC[lider]); 
   EditorGUILayout.EndHorizontal(); 
  } 
  else{ 
   lider = EditorGUILayout.Popup("lider", lider, listaNPC); 
   datosIA[1] = lider; 
  } 
 } 
 
 function muestraIAErrante(datosIA : Array){ 
   
  //Posicion Inicial (Vector3) | Radio (float) 
  var posicionIni : Vector3 = datosIA[1]; 
  var radio : float = datosIA[2]; 
  if(esPrefab){ 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.LabelField("origen"); 
   EditorGUILayout.LabelField("x: "+posicionIni.x.ToString()+" y: 
"+posicionIni.y.ToString()+" z: "+posicionIni.z.ToString()); 
    EditorGUILayout.EndHorizontal(); 
   EditorGUILayout.BeginHorizontal(); 
   EditorGUILayout.LabelField("radio"); 
   EditorGUILayout.LabelField(radio.ToString()); 
   EditorGUILayout.EndHorizontal(); 
  } 
  else{ 
   posicionIni = EditorGUILayout.Vector3Field("origen", posicionIni); 
   radio = EditorGUILayout.Slider("radio", radio, 1, 100); 
 
   datosIA[1] = posicionIni; 
   datosIA[2] = radio; 
  } 
 } 
 
 function muestraIAPatrulla(datosIA : Array){ 
   
  var i : int = 0; 
  //Camino (Array de puntos) | tiempo por parada (float) 
  var listaPuntos : Array = datosIA[1]; 
  var tiempoParada : float = datosIA[2]; 
  var numeroPuntos : int = listaPuntos.length; 
   
  if(esPrefab){ 
   for(i = 0; i < listaPuntos.length; i++){ 
    listaPuntos[i] = EditorGUILayout.Popup("  Punto 
"+(i+1).ToString()+":", System.Convert.ToInt32(listaPuntos[i]), listaNodos); 
    EditorGUILayout.BeginHorizontal(); 
    EditorGUILayout.LabelField("Punto "+(i+1).ToString()+":"); 
   
 EditorGUILayout.LabelField(listaNodos[System.Convert.ToInt32(listaPuntos[i
])]); 
    EditorGUILayout.EndHorizontal(); 
    EditorGUILayout.BeginHorizontal(); 
    EditorGUILayout.LabelField("Espera en nodos"); 
    EditorGUILayout.LabelField(tiempoParada.ToString()); 
    EditorGUILayout.EndHorizontal(); 
   } 
  } 
  else{ 
   EditorGUI.BeginChangeCheck(); 
   numeroPuntos = EditorGUILayout.IntField("numero de puntos", 
numeroPuntos); 
   if(EditorGUI.EndChangeCheck()){ 
    var diferencia : int = listaPuntos.length - numeroPuntos; 
    if(diferencia < 0){ 
     for(i = 0; i < -diferencia; i++){ 
      listaPuntos.push(0); 
     } 
    } 
    else{ 
     listaPuntos.splice(numeroPuntos, diferencia); 
    } 
   } 
   for(i = 0; i < listaPuntos.length; i++){ 
    listaPuntos[i] = EditorGUILayout.Popup("  Punto 
"+(i+1).ToString()+":", System.Convert.ToInt32(listaPuntos[i]), listaNodos); 
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   } 
   tiempoParada = EditorGUILayout.FloatField("Espera en nodos", 
tiempoParada); 
   datosIA[1] = listaPuntos; 
   datosIA[2] = tiempoParada; 
  } 
 } 
 
 //#region INTERACCION 
 function interfazInteraccion(){ 
  mostrarInteraccion = EditorGUILayout.Foldout(mostrarInteraccion, 
"Interaccion"); 
  if(mostrarInteraccion){ 
   GlobalesEditor.BeginIndentation(15); 
   tipoInteraccion = EditorGUILayout.EnumPopup("Tipo de interaccion", 
tipoInteraccion); 
   switch(tipoInteraccion){ 
    case (Objeto.TipoDeInteraccion.dialogo): 
     muestraInteraccionDialogo(); 
     break; 
    case (Objeto.TipoDeInteraccion.cinematica): 
     muestraInteraccionCinematica(); 
     break; 
   } 
   GlobalesEditor.EndIndentation(); 
  } 
 } 
 
 function muestraInteraccionDialogo(){ 
  dialogo = EditorGUILayout.TextField("ID del dialogo", dialogo); 




 function muestraInteraccionCinematica(){ 
  numCinematica = EditorGUILayout.Popup("Cinematica", numCinematica, 
listaCinematicas); 
  distanciaAct = EditorGUILayout.FloatField("Distancia de activación", 
distanciaAct); 
 } 
 //#endregion INTERACCION 
 
 
 //#region GUARDAR 
 
 function guardar(){ 
   
  NPCScript.gameObject.tag = "caminante"; 
  NPCScript.gameObject.layer = LayerMask.NameToLayer("Interactuable"); 
   
  if(NPCScript.gameObject.GetComponent(CapsuleCollider) == null){ 
   var collider : CapsuleCollider = 
NPCScript.gameObject.AddComponent(CapsuleCollider); 
   collider.center.y = 1.9; 
   collider.height = 3.74; 
   collider.radius = 1; 
   collider.isTrigger = true; 
   } 
 
  if(NPCScript.gameObject.GetComponent(UnityEngine.AI.NavMeshAgent) == 
null){ 
   var agent : UnityEngine.AI.NavMeshAgent = 
NPCScript.gameObject.AddComponent(UnityEngine.AI.NavMeshAgent); 
   agent.angularSpeed = 360; 
   agent.acceleration = 50; 
   agent.height = 2; 
   agent.radius = 0.5; 
   agent.speed = 2; 
  } 
  if(NPCScript.gameObject.GetComponent(Rigidbody) == null){ 
   var rigidbody : Rigidbody = 
NPCScript.gameObject.AddComponent(Rigidbody); 
   rigidbody.isKinematic = true; 
   rigidbody.useGravity = false; 
  } 
 
  serializedObject.FindProperty("nombre").stringValue = 
listaNombres[nombreEnJuego]; 
  serializedObject.FindProperty("sexo").intValue = sexo; 
  serializedObject.FindProperty("IAActual").intValue = IAActual; 
  var rendererPelo : Renderer = 
objetoPelo.GetComponentInChildren(Renderer); 
  var materialPelo : Material; 




  rendererPelo.material = materialPelo; 
  //#region SUSTITUCION MODELO 
  var GOFinal : GameObject = GameObject.Instantiate(objetoCuerpo); 
  var hijoTrans : Transform = 
NPCScript.gameObject.transform.FindChild(NPCScript.gameObject.name + " 
Modelo"); 
  if(hijoTrans != null) 
   DestroyImmediate(hijoTrans.gameObject); 
  NPCScript.name = nombreObjeto; 
  GOFinal.transform.parent = NPCScript.transform; 
  GOFinal.transform.localPosition = Vector3.zero; 
  GOFinal.transform.localEulerAngles = Vector3.zero; 
  GOFinal.name = nombreObjeto + " Modelo"; 
  serializedObject.FindProperty("cuerpo").objectReferenceValue = GOFinal; 
  //Animator 
  nombreAnimator.stringValue = listaAnimators[numAnimator]; 
  if(numAnimator == 0){ 




  } 
  else{ 
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  } 
  for(var i : int = 0; i < GOFinal.transform.childCount; i++){ 
   var hijo : Transform = GOFinal.transform.GetChild(i); 
   if(hijo.name != "metarig"){ 
    hijo.localEulerAngles = Vector3.zero; 
   } 
   else{ 
    hijo.localEulerAngles = Vector3.right*(-90); 
   } 
  } 
  //#endregion SUSTITUCION MODELO 
  //#region VARIABLES APARIENCIA 
  nombreCuerpo.stringValue = listaCuerpos[numCuerpo]; 
  nombreCuerpoMaterial.stringValue = 
listaCuerposMaterial[numCuerpoMaterial]; 
  nombreCaraMaterial.stringValue = idCara+"_"+expresionCara; 
  nombrePelo.stringValue = listaPelos[numPelo]; 
  nombrePeloMaterial.stringValue = listaPelosMaterial[numPeloMaterial]; 
  nombreColorPelo.stringValue = listaColoresPelo[numColorPelo]; 
  //#endregion VARIABLES APARIENCIA 
  if(peloCustom){ 
   rendererPelo.material = materialPeloCustom; 
  } 
 
  guardarIA(); 
 
  serializedObject.FindProperty("tipoInteraccion").intValue = 
tipoInteraccion; 
  switch(tipoInteraccion){ 
   case Objeto.TipoDeInteraccion.nada: 
    serializedObject.FindProperty("conversacion").boolValue = false; 
    serializedObject.FindProperty("cinematica").boolValue = false; 
    break; 
   case Objeto.TipoDeInteraccion.dialogo: 
    serializedObject.FindProperty("conversacion").boolValue = true; 
    serializedObject.FindProperty("cinematica").boolValue = false; 
    serializedObject.FindProperty("dialogo").stringValue = dialogo; 
    serializedObject.FindProperty("distanciaDeActivacion").floatValue = 
distanciaAct; 
    break; 
   case Objeto.TipoDeInteraccion.cinematica: 
    serializedObject.FindProperty("conversacion").boolValue = false; 
    serializedObject.FindProperty("cinematica").boolValue = true; 
   
 serializedObject.FindProperty("cinematicaScript").objectReferenceValue = 
EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaCinematicas[numC
inematica].Split(":"[0])[1])) as cinematica; 
    serializedObject.FindProperty("distanciaDeActivacion").floatValue = 
distanciaAct; 
    break; 
  } 
 
  serializedObject.ApplyModifiedProperties(); 
  serializedObject.UpdateIfDirtyOrScript(); 
 } 
 
 function guardarIA(){ 
   var lista : SerializedProperty = serializedObject.FindProperty("IA"); 
  lista.ClearArray(); 
  for(var i : int = 0; i < listaIA.length; i++){ 
   lista.InsertArrayElementAtIndex(i); 
   var IA : Array = listaIA[i]; 
   var tipoIA : int = System.Convert.ToInt32(IA[0]); 
   switch(tipoIA){ 
    case NPC.TipoIA.Patrulla: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue =  
guardarIAPatrulla(IA); 
     break; 
    case NPC.TipoIA.Controlado: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue =  
guardarIAControlado(IA); 
     break; 
    case NPC.TipoIA.Jugador: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue =  
guardarIAJugador(IA); 
     break; 
    case NPC.TipoIA.Errante: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue =  
guardarIAErrante(IA); 
     break; 
    case NPC.TipoIA.Seguidor: 
     lista.GetArrayElementAtIndex(i).objectReferenceValue =  
guardarIASeguidor(IA); 
     break; 
   } 
  } 
 } 
  
 function guardarIASeguidor(IA : Array) : Seguidor{ 
  var SeguidorIA : Seguidor = ScriptableObject.CreateInstance(Seguidor); 
  var lider : int = IA[1]; 
  if(lider > 0) 
  
 SeguidorIA.setIA(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(l
istaNPC[lider].Split(":"[0])[1])) as NPC, serializedObject.targetObject as 
NPC); 
  else { 
   SeguidorIA.setIA(serializedObject.targetObject as NPC); 
  } 
  return SeguidorIA; 
 } 
 
 function guardarIAErrante(IA : Array) : Errante{ 
  var ErranteIA : Errante = ScriptableObject.CreateInstance(Errante); 
  var origen : Vector3 = IA[1]; 
  var radio : float = IA[2]; 
  ErranteIA.setIA(serializedObject.targetObject as NPC, origen, radio); 
  return ErranteIA; 
 } 
 
 function guardarIAJugador(IA : Array) : Jugador{ 
  var JugadorIA : Jugador = ScriptableObject.CreateInstance(Jugador); 
 
  JugadorIA.setIA(serializedObject.targetObject); 
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  return JugadorIA; 
 } 
 
 function guardarIAControlado(IA : Array) : Controlado{ 
  var ControladoIA : Controlado = 
ScriptableObject.CreateInstance(Controlado); 
 
  ControladoIA.setIA(serializedObject.targetObject); 
  return ControladoIA; 
 } 
 
 function guardarIAPatrulla(IA : Array) : Patrulla{ 
  var PatrullaIA : Patrulla = ScriptableObject.CreateInstance(Patrulla); 
 
  var listaPuntos : Array = IA[1]; 
  var tiempoParada : float = IA[2]; 
  var numeroPuntos : int = listaPuntos.length; 
 
  var listaDef : Transform[] = new Transform[numeroPuntos]; 
  for(var i : int = 0; i < numeroPuntos; i++){ 
   listaDef[i] = 
(EditorUtility.InstanceIDToObject(System.Convert.ToInt32(listaNodos[System.Co
nvert.ToInt32(listaPuntos[i])].Split(":"[0])[1])) as GameObject).transform; 
  } 
  PatrullaIA.setIA(listaDef, serializedObject.targetObject, tiempoParada); 
 




 function cargarIA(){ 
  var lista : SerializedProperty = serializedObject.FindProperty("IA"); 
//Coge la lista de IA del script NPC (Consultar API Unity 5.3) 
  listaIA = new Array(); 
  listaVariablesIA = new Array(); 
  listaIANombres = new String[lista.arraySize]; 
  for(var i : int = 0; i < lista.arraySize; i++){ 
   var IAProp : PaqueteIA = 
lista.GetArrayElementAtIndex(i).objectReferenceValue; 
   listaIANombres[i] = i.ToString()+": "+System.Enum.GetName(NPC.TipoIA, 
IAProp.tipo); 
   switch(IAProp.tipo){ 
    case NPC.TipoIA.Patrulla: 
     cargarIAPatrullA(IAProp as Patrulla);  
     break; 
    case NPC.TipoIA.Controlado: 
     cargarIAControlado(IAProp as Controlado); 
     break; 
    case NPC.TipoIA.Jugador: 
     cargarIAJugador(IAProp as Jugador); 
     break; 
    case NPC.TipoIA.Errante: 
     cargarIAErrante(IAProp as Errante); 
     break; 
    case NPC.TipoIA.Seguidor: 
     cargarIASeguidor(IAProp as Seguidor); 
     break; 
    } 
   listaVariablesIA.push(nuevasVariablesIA(IAProp.tipo)); 
  } 
  if(lista.arraySize == 0){ 
   listaIA.push(nuevaIA(NPC.TipoIA.Errante)); 
   listaVariablesIA.push(nuevasVariablesIA(NPC.TipoIA.Errante)); 
   crearListaNombresIA(); 
  } 
 } 
  
 function cargarIASeguidor(IA : Seguidor){ 
  var datosIA : Array = new Array(); 
  datosIA.push(IA.tipo); 
  if(IA.lider == null){ 
   datosIA.push(0); 
  } 
  else{ 
   var nombre : String = IA.lider.name+":"+IA.lider.GetInstanceID(); 
   for(var i : int = 1; i < listaNPC.length; i++){ 
    if(listaNPC[i] == nombre){ 
     datosIA.push(i); 
     break; 
    } 
   } 
  } 
  listaIA.push(datosIA); 
 } 
 
 function cargarIAErrante(IA : Errante){ 
  var datosIA : Array = new Array(); 
  datosIA.push(IA.tipo); 
  datosIA.push(IA.origen); 
  datosIA.push(IA.radio); 
  listaIA.push(datosIA); 
 } 
 
 function cargarIAJugador(IA : Jugador){ 
  var datosIA : Array = new Array(); 
  datosIA.push(IA.tipo); 
  listaIA.push(datosIA); 
 } 
  
 function cargarIAControlado(IA : Controlado){ 
  var datosIA : Array = new Array(); 
  datosIA.push(IA.tipo); 
  listaIA.push(datosIA); 
 } 
 
 function cargarIAPatrullA(IA : Patrulla){ 
  var datosIA : Array = new Array(); 
  datosIA.push(IA.tipo); 
  var listaPuntos : Array = new Array(); 
  var listaDef : Transform[] = IA.puntosDeControl; 
  for (var i : int = 0; i < listaDef.length; i++){ 
   var nombre : String = 
listaDef[i].name+":"+listaDef[i].gameObject.GetInstanceID(); 
   for(var j : int = 0; j < listaNodos.length; j++){ 
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    if(listaNodos[j] == nombre){ 
     listaPuntos.push(j); 
     break; 
    } 
   } 
  } 
  datosIA.push(listaPuntos); 
  datosIA.push(IA.paradas); 
  listaIA.push(datosIA); 
 } 
 
 function crearPrefab(){ 
  var lista : SerializedProperty = serializedObject.FindProperty("IA"); 
  var IAProp : PaqueteIA; 
  if(!System.IO.Directory.Exists(Application.dataPath+"/Resources/Assets 
NPC")){ 
   AssetDatabase.CreateFolder("Assets/Resources","Assets NPC"); 
  } 
  if(System.IO.Directory.Exists(Application.dataPath+"/Resources/Assets 
NPC/"+nombreObjeto)){ 
   var existentes : String[] = 
System.IO.Directory.GetFiles(Application.dataPath+"/Resources/Assets 
NPC/"+nombreObjeto, "*.asset"); 
   for(var j : int = 0; j < existentes.length; j++){ 
    existentes[j] = existentes[j][Application.dataPath.length-
6:].Replace(System.Convert.ToChar(92), "/"[0]); 
    Debug.Log(existentes[j]); 
    AssetDatabase.DeleteAsset(existentes[j]); 
   } 
  } 
  else{ 
   AssetDatabase.CreateFolder("Assets/Resources/Assets NPC", 
nombreObjeto); 
  } 




  PrefabUtility.DisconnectPrefabInstance((serializedObject.targetObject as 
NPC).gameObject); 
  var clonNPC : NPC = clon.GetComponent(NPC); 
  for (var i : int = 0; i < listaIA.length; i++){ 
   IAProp = lista.GetArrayElementAtIndex(i).objectReferenceValue; 
   AssetDatabase.CreateAsset(IAProp.clonar(), "Assets/Resources/Assets 
NPC/"+nombreObjeto+"/"+System.Enum.GetName(NPC.TipoIA, 
IAProp.tipo)+i.ToString()+".asset"); 
   IAProp = AssetDatabase.LoadAssetAtPath("Assets/Resources/Assets 
NPC/"+nombreObjeto+"/"+System.Enum.GetName(NPC.TipoIA, 
IAProp.tipo)+i.ToString()+".asset", PaqueteIA) as PaqueteIA; 
   clonNPC.IA[i] = IAProp; 
   IAProp.npc = clonNPC; 
  } 
  AssetDatabase.Refresh(); 
 } 
 //#endregion CARGAR 
 //#region FUNCIONALIDADES 
 
  function recargarNombres(){ 
  var nombresXML : XmlDocument = new XmlDocument(); 
  nombresXML.Load(Application.dataPath+"/Resources/XML/Nombres.xml"); 
  var nodoHijo : XmlNode; 
  if(sexo == 0){ 
   nodoHijo = nombresXML.DocumentElement.SelectSingleNode("HOMBRES"); 
  } 
  else{ 
   nodoHijo = nombresXML.DocumentElement.SelectSingleNode("MUJERES"); 
  } 
  var listaNodosXML : XmlNodeList  = nodoHijo.ChildNodes; 
  listaNombres = new String[listaNodosXML.Count]; 
  var dado : float = 0; 
  var newDado : float; 
  var aleatorio : boolean = 
serializedObject.FindProperty("nombre").stringValue == "" || sexo != 
serializedObject.FindProperty("sexo").intValue; 
  for(var j : int = 0; j < listaNodosXML.Count; j++){ 
   listaNombres[j] = 
listaNodosXML[j].SelectSingleNode("NOMBRE").InnerText; 
   if(aleatorio){ 
    if(listaNodosXML[j].SelectSingleNode("TIPO").InnerText == 
"ALEATORIO"){ 
     newDado = Random.Range(0.0, 1.0); 
     if(newDado > dado){ 
      nombreEnJuego = j; 
      dado = newDado; 
     } 
    } 
   } 
   else{ 
    if(serializedObject.FindProperty("nombre").stringValue == 
listaNombres[j]){ 
     nombreEnJuego = j; 
    }  
   } 
 
  } 
 } 
 
 function crearListaDeep(ruta : String){ 
  // Construct the system path of the asset folder 
  var rutaCarpetaModelos : String = Application.dataPath.Substring(0 
,Application.dataPath.Length-6)+ruta; 
  var rutasArchivos : String[] = Directory.GetFiles(rutaCarpetaModelos, 
"*", SearchOption.AllDirectories); 
  var nombres : Array = new Array(); 
  for (var i : int = 0; i < rutasArchivos.length; i++){ 
   var rutaArchivo : String = 
rutasArchivos[i].Substring(Application.dataPath.Length-6); 
   if(!rutaArchivo.Contains(".meta")){ 
    nombres.push(rutaArchivo); 
   } 
  } 
  var nombresDef : String[] = new String[nombres.length]; 
  for(i = 0; i < nombres.length; i++){ 
   var nombreArchivo : String = System.Convert.ToString(nombres[i]); 
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   nombresDef[i] = 
nombreArchivo[ruta.length:nombreArchivo.IndexOf("."[0])].Replace(System.Conve
rt.ToChar(92), "/"[0]); 
  } 
  return nombresDef; 
 } 
 
 function crearListaDeep(ruta : String, busqueda : String){ 
  // Construct the system path of the asset folder 
  var rutaCarpetaModelos : String = Application.dataPath.Substring(0 
,Application.dataPath.Length-6)+ruta; 
  var rutasArchivos : String[] = Directory.GetFiles(rutaCarpetaModelos, 
busqueda, SearchOption.AllDirectories); 
  var nombres : Array = new Array(); 
  for (var i : int = 0; i < rutasArchivos.length; i++){ 
   var rutaArchivo : String = 
rutasArchivos[i].Substring(Application.dataPath.Length-6); 
   if(!rutaArchivo.Contains(".meta")){ 
    nombres.push(rutaArchivo); 
   } 
  } 
  var nombresDef : String[] = new String[nombres.length]; 
  for(i = 0; i < nombres.length; i++){ 
   var nombreArchivo : String = System.Convert.ToString(nombres[i]); 
   nombresDef[i] = 
nombreArchivo[ruta.length:nombreArchivo.IndexOf("."[0])].Replace(System.Conve
rt.ToChar(92), "/"[0]); 
  } 
  return nombresDef; 
 } 
 
 function crearLista(ruta : String){ 
  // Construct the system path of the asset folder 
  var rutaCarpetaModelos : String = Application.dataPath.Substring(0 
,Application.dataPath.Length-6)+ruta; 
  var rutasArchivos : String[] = Directory.GetFiles(rutaCarpetaModelos); 
  var nombres : Array = new Array(); 
  for (var i : int = 0; i < rutasArchivos.length; i++){ 
   var rutaArchivo : String = 
rutasArchivos[i].Substring(Application.dataPath.Length-6); 
   if(!rutaArchivo.Contains(".meta")){ 
    nombres.push(rutaArchivo); 
   } 
  } 
  var nombresDef : String[] = new String[nombres.length]; 
  for(i = 0; i < nombres.length; i++){ 
   var nombreArchivo : String = System.Convert.ToString(nombres[i]); 
   nombresDef[i] = 
nombreArchivo[ruta.length:nombreArchivo.IndexOf("."[0])].Replace(System.Conve
rt.ToChar(92), "/"[0]); 
  } 
  return nombresDef; 
 } 
 
 function buscarEnListaString(valor : String, lista : String[]){ 
  for(var i : int = 0; i < lista.length; i++){ 
   if(valor == lista[i]){ 
     return i; 
   } 
  } 
  return -1; 
 } 
 
 function ultimoElemento(lista : String, separador : String) : String{ 




 function filtrarListaPelo(){ 
  for (var i : int = 0; i < listaPelosMaterial.length; i++){ 
   listaPelosMaterial[i] = 
listaPelosMaterial[i][:listaPelosMaterial[i].IndexOf("_")]; 
  } 
 } 
 
 function filtrarListaColor(){ 
  for (var i : int = 0; i < listaColoresPelo.length; i++){ 
   listaColoresPelo[i] = 
listaColoresPelo[i][listaColoresPelo[i].IndexOf("_")+1:]; 
  } 
 } 
 
 function filtrarListaCaras(){ 
  var listaCaras : Array = new Array(); 









  } 
  for(var i : int = 1; i < listaCarasMaterial.length; i++){ 
   if(listaCarasMaterial[i][:listaCarasMaterial[i].IndexOf("_")] != 
listaCarasMaterial[i-1][:listaCarasMaterial[i-1].IndexOf("_")]){ 
   
 listaCaras.push(listaCarasMaterial[i][:listaCarasMaterial[i].IndexOf("_")]
); 
   } 
   if(listaCarasMaterial[i][:listaCarasMaterial[i].IndexOf("_")] == 
idCara){ 
   
 listaExp.push(listaCarasMaterial[i][listaCarasMaterial[i].IndexOf("_")+1:]
); 
   } 
  } 
  if(listaExp.length == 0){ 
   idCara = listaCaras[0]; 
   i = 0; 
   while(i < listaCarasMaterial.length && 
listaCarasMaterial[i][:listaCarasMaterial[i].IndexOf("_")] == idCara){ 
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 listaExp.push(listaCarasMaterial[i][listaCarasMaterial[i].IndexOf("_")+1:]
); 
    i++; 
   } 
  } 
  listaCarasMaterial = new String[listaCaras.length]; 
  for(i = 0; i < listaCaras.length; i++){ 
   listaCarasMaterial[i] = listaCaras[i]; 
  } 
  listaExpresiones = new String[listaExp.length]; 
  for(i = 0; i < listaExp.length; i++){ 
   listaExpresiones[i] = listaExp[i]; 
  } 
 } 
  
 function crearListaNombresIA(){ 
  listaIANombres = new String[listaIA.length]; 
  for(var i : int = 0; i < listaIA.length; i++){ 
   var IA : Array = listaIA[i]; 
   listaIANombres[i] = i.ToString()+": "+System.Enum.GetName(NPC.TipoIA, 
System.Convert.ToInt32(IA[0])); 
  } 
 } 
 
 function crearListaController(){ 
  var animPadre : RuntimeAnimatorController = 
AssetDatabase.LoadAssetAtPath("Assets/Animaciones/NPC/NPC_Generico.controller
", RuntimeAnimatorController); 
  var listaAnim : String[] = 
AssetDatabase.FindAssets("",["Assets/Animaciones/NPC"]); 
  var listaAnimValidos : Array = new Array(); 
  listaAnimValidos.push(animPadre.name); 
  for(var i : int = 0; i < listaAnim.length; i++){ 
   var path : String = AssetDatabase.GUIDToAssetPath(listaAnim[i]); 
   var animHijo : AnimatorOverrideController = 
AssetDatabase.LoadAssetAtPath(path, AnimatorOverrideController); 
   if(animHijo != null){ 
    if(animHijo.runtimeAnimatorController == animPadre){ 
     listaAnimValidos.push(animHijo.name); 
    } 
   } 
  } 
  listaAnimators = new String[listaAnimValidos.length]; 
  for(i = 0; i < listaAnimValidos.length; i++){ 
   listaAnimators[i] = System.Convert.ToString(listaAnimValidos[i]);    
  } 
 } 
 
 function OnDisable(){ 
  if(previewEditor != null) 
   DestroyImmediate(previewEditor); 
  if(objetoPreview != null) 
   DestroyImmediate(objetoPreview); 
 } 








class Personalizable extends EditorWindow { 
   
 @MenuItem ("Tools/Personalizable") 
  static function Init () { 
   EditorWindow.GetWindow (Personalizable);  
  } 
 // The position of the window 
  var windowRect = Rect (100,10,100,10); 
  var escena : GameObject; 
  var gestores : GameObject; 
   
  var scrCasas : Component[]; 
  var verOcultarCasa : boolean; 
   
  var ndivisiones : int=32; 
  var verOcultarRejilla : boolean; 
  var verOcultarEstructuras : boolean; 
   
   
  var piezasCasa : Component[]; 
  
  var sueloGeneral : GameObject; 
   
   
  var sueloTails : GameObject; 
  var dx : float; 
  var dz : float; 
   
  var offsetX : float ; 
  var offsetZ : float ; 
  var pos : Vector3; 
  var ray : Ray; 
  var rayHit : RaycastHit; 
  var layermMask : int; 
   
  function OnEnable ()  
  { 
   if(GameObject.FindObjectOfType(GestorPintado)){ 
    ndivisiones = (GameObject.FindObjectOfType(GestorPintado) as 
GestorPintado).ndivisiones; 
   } 
    
  } 
   
  // Main GUI Function 
  function OnGUI ()  
  { 
    
   if(GUILayout.Button ("Bake NavMesh")) 
   { 
    var suelo : GameObject = GameObject.FindWithTag("Suelo"); 
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    var estructuras : GameObject[] = 
GameObject.FindGameObjectsWithTag("Estructura"); 
 
    suelo.GetComponent.<Renderer>().enabled = true; 
    for (var  estructura : GameObject in estructuras) 
    {  
     estructura.GetComponent.<Renderer>().enabled = true; 
    } 
    UnityEditor.AI.NavMeshBuilder.BuildNavMesh(); 
     
    suelo.GetComponent.<Renderer>().enabled = false; 
    for (var  estructura : GameObject in estructuras) 
    {  
     estructura.GetComponent.<Renderer>().enabled = false; 
    } 
     
    count = 0; 








class GroundTileEditor extends Editor { 
  
 var temporalRect : Rect; 
 var temporalVector2 : Vector2; 
 var temporalColorArray : Color[]; 
 var temporalTexture : Texture2D; 
 var temporalInt : int; 
 var temporalSprite : Sprite; 
 
 var colorUp : Color; 
 var colorLeft : Color; 
 var colorRight : Color; 
 var colorDown : Color; 
 var scrollPos : Vector2; 
 var selectedGroundSkin : GUIStyle; 
 var currentTile : SerializedProperty; 
 var currentKind : SerializedProperty; 
 var tileSheet : Object[]; 
 var tileSheetMini : Object[]; 
 var currentTileSprite : Sprite; 
 
 function actualizaImagen(){ 
  currentTile = serializedObject.FindProperty ("groundVector"); 
  currentKind = serializedObject.FindProperty ("groundKind"); 
  if (currentTile == null) { 
   currentTile.vector2Value = Vector2.zero; 
  } 
  tileSheet = Resources.LoadAll("Map_Tiles/" + currentKind.enumNames 
[currentKind.enumValueIndex], Sprite); 
  (serializedObject.targetObject as 
tileSuelo).gameObject.GetComponent(SpriteRenderer).sprite = tileSheet 
[Mathf.RoundToInt(currentTile.vector2Value.x * 12 + 
currentTile.vector2Value.y)] as Sprite; 
 } 
 
 function OnEnable(){ 
 
  currentTile = serializedObject.FindProperty ("groundVector"); 
  currentKind = serializedObject.FindProperty ("groundKind"); 
  if (currentTile == null) { 
   currentTile.vector2Value = Vector2.zero; 
  } 
  if (!Application.isLoadingLevel && !Application.isPlaying) { 
   tileSheet = Resources.LoadAll("Map_Tiles/" + currentKind.enumNames 
[currentKind.enumValueIndex], Sprite);  
   var ruta : String = 
AssetDatabase.GetAssetPath(EditorGUIUtility.Load(currentKind.enumNames 
[currentKind.enumValueIndex]+".png")); 
   tileSheetMini = AssetDatabase.LoadAllAssetsAtPath( ruta ); 
   tileSheetMini = tileSheetMini[1:tileSheetMini.Length]; 
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   for (var kl : int = 0; kl < tileSheetMini.Length; kl++){ 
    if(((tileSheetMini[kl].ToString()).Split("_"[0])[1]).Split(" 
"[0])[0] as String != kl.ToString()){ 
     var str : String = 
((tileSheetMini[kl].ToString()).Split("_"[0])[1]).Split(" "[0])[0] as String; 
     var pos : int = int.Parse(str); 
     var spr : Sprite = tileSheetMini[pos]; 
     tileSheetMini[pos] = tileSheetMini[kl]; 
     tileSheetMini[kl]  = spr; 
     kl--; 
    } 
   } 
   currentTileSprite = tileSheetMini 
[Mathf.RoundToInt(currentTile.vector2Value.x * 12 + 
currentTile.vector2Value.y)] as Sprite; 
   if ((serializedObject.targetObject as 
tileSuelo).gameObject.GetComponent(SpriteRenderer).sprite == null) { 
    try{ 
     (serializedObject.targetObject as 
tileSuelo).gameObject.GetComponent(SpriteRenderer).sprite = tileSheet 
[Mathf.RoundToInt(currentTile.vector2Value.x * 12 + 
currentTile.vector2Value.y)] as Sprite; 
    } 
    catch(Err){} 
   } 





 override function OnInspectorGUI(){ 
 
  serializedObject.Update (); 
 
  EditorGUILayout.PropertyField (currentKind); 
  if (!Application.isLoadingLevel && !Application.isPlaying) { 
 
   if (GUI.changed) { 
    //If kind changed, load new kind 
    tileSheet = Resources.LoadAll("Map_Tiles/" + currentKind.enumNames 
[currentKind.enumValueIndex], Sprite); 
    var ruta : String = 
AssetDatabase.GetAssetPath(EditorGUIUtility.Load("Assets/Editor Default 
Resources/"+currentKind.enumNames [currentKind.enumValueIndex]+".png")); 
    tileSheetMini = AssetDatabase.LoadAllAssetsAtPath( ruta ); 
    tileSheetMini = tileSheetMini[1:tileSheetMini.Length]; 
    for (var kl : int = 0; kl < tileSheetMini.Length; kl++){ 
     if(((tileSheetMini[kl].ToString()).Split("_"[0])[1]).Split(" 
"[0])[0] as String != kl.ToString()){ 
      var str : String = 
((tileSheetMini[kl].ToString()).Split("_"[0])[1]).Split(" "[0])[0] as String; 
 
      var pos : int = int.Parse(str); 
      var spr : Sprite = tileSheetMini[pos]; 
      tileSheetMini[pos] = tileSheetMini[kl]; 
      tileSheetMini[kl]  = spr; 
      kl--; 
      } 
    } 
   } 
 
   //Selected Tile Skin 
   selectedGroundSkin = new GUIStyle (GUI.skin.box); 
   selectedGroundSkin.border = new RectOffset (-2, -2, -2, -2); 
   temporalSprite = tileSheetMini [0] as Sprite; 
   //Paint Tiles 
   scrollPos = GUILayout.BeginScrollView (scrollPos, GUILayout.Height 
((temporalSprite.textureRect.height + 16) * 3+1)); 
   //Horizontal Layout. Group of sets 
   GUILayout.BeginHorizontal (); 
   var Set : int= 0; 
   while (tileSheet.Length-Set*12>=12) { 
    //Vertical Layout. Corresponds to 1 set of tiles 
    GUILayout.BeginVertical (); 
    var column : int; 
    var line : int; 
    for (line = 0; line < 3; line++) { 
     //Horizontal Layout. Corresponds to 1 column of tiles 
     GUILayout.BeginHorizontal (); 
     for (column = 0; column < 4; column++) { 
      //Get the tile's sprite 
      temporalSprite = tileSheetMini [Mathf.RoundToInt(Set * 12 + 
column + line * 4)] as Sprite; 
      //Get it's texture 
      temporalTexture = temporalSprite.texture; 
      //Copy the pixels 





      //Create a new texture with sprite's dimensions 
      temporalTexture = new Texture2D 
(Mathf.RoundToInt(temporalSprite.rect.width), 
Mathf.RoundToInt(temporalSprite.rect.height)); 
      //Paste the pixels to the new texture 
      temporalTexture.SetPixels (temporalColorArray); 
      //Apply changes 
      temporalTexture.Apply (); 
      //If it's the selected sprite, outline it; if not, make it a 
button. 
      if (new Vector2(Set, column+line*4)-currentTile.vector2Value 
== Vector2.zero) { 
       GUILayout.Box (temporalTexture, selectedGroundSkin); 
      } else { 
       if(GUILayout.Button (temporalTexture, GUI.skin.box)){ 
        //If button clicked, change sprite and save data 
        temporalVector2.x = Set; 
        temporalVector2.y = column + line * 4; 
        currentTile.vector2Value = temporalVector2; 
 
        currentTileSprite = tileSheetMini [Mathf.RoundToInt(Set 
* 12 + currentTile.vector2Value.y)] as Sprite; 
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        for (temporalInt = 0; temporalInt < 
serializedObject.targetObjects.Length; temporalInt++) { 
         (serializedObject.targetObjects [temporalInt] as 
tileSuelo).gameObject.GetComponent(SpriteRenderer).sprite = tileSheet 
[Mathf.RoundToInt(Set * 12 + column + line * 4)] as Sprite; 
        } 
       } 
      } 
     } 
     GUILayout.EndHorizontal (); 
    } 
    GUILayout.EndVertical (); 
    Set += 1; 
   } 
    
   GUILayout.EndHorizontal (); 
 
   GUILayout.EndScrollView (); 
  } 
   
 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Contiene funciones y variables globales a todos los editores 
//IDScripts 
static var idNPC : String = "00"; 
//Modelos 
static var carpetaPelos : String = "Assets/NPCs/Modelos/Pelos/"; 
static var carpetaCuerpos : String = "Assets/NPCs/Modelos/Cuerpos/"; 
//Materiales 
static var carpetaPelosMaterial : String = "Assets/NPCs/Materiales/Pelos/"; 
static var carpetaCarasMaterial : String = "Assets/NPCs/Materiales/Caras/"; 
static var carpetaCuerposMaterial : String = 
"Assets/NPCs/Materiales/Cuerpos/"; 
static function crearID(){ 













static function Recolor(estilo : GUIStyle, color : Color){ 
 var nuevoGUIStyle : GUIStyle = new GUIStyle(estilo); 
 var nuevoGUIStyleColor : Color = color; 
 nuevoGUIStyle.normal.textColor = nuevoGUIStyleColor; 
 nuevoGUIStyle.onNormal.textColor = nuevoGUIStyleColor; 
 nuevoGUIStyle.hover.textColor = nuevoGUIStyleColor; 
 nuevoGUIStyle.onHover.textColor = nuevoGUIStyleColor; 
 return nuevoGUIStyle; 
}







public class cinemAnimScript : StateMachineBehaviour  
{ 
 // OnStateEnter is called when a transition starts and the state machine 
starts to evaluate this state 
 override public void OnStateEnter(Animator animator, AnimatorStateInfo  
stateInfo, layerIndex) int 
 { 
  animator.SetBool("C In", false); ine








public class fadeAnimScript : StateMachineBehaviour  
{ 
 // OnStateEnter is called when a transition starts and the state machine 
starts to evaluate this state 
 override public void OnStateEnter(Animator animator, AnimatorStateInfo 
stateInfo, layerIndex) int 
 { 
  animator.SetBool("FadeIn", false); 







//Ultima modificacion: 08/07/16  
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oro 
 
/*Dependencias: GestorJuegoMono 
Comportamiento de la camara 
*/ 
 
//var distancia : float; 
var altura : float = 80; 
//var distance : float; 
private var movimientoCambioPosicion : Vector3; 
private var deltaCambioPosicion : Vector3; 
private var camara : Camera; 
 
private var posicionObjetivoCamara : Vector3; 
private var direccion : int; 
private var enfoque_camara : Transform; 
private var objetivo_camara : Vector3; //posicion local 
 
private var moverObjetivo : boolean; 
private var zoomObjetivo : float; 
 




var enfoca : boolean = false; 
@HideInInspector 
var creditos : boolean = false; 
 
function Awake(){ 
 camara = GetComponent(Camera); 
 transform.eulerAngles = new Vector3(35, 45, 0); 
 gjuego = GameObject.FindObjectOfType(GestorJuegoMono); 
 zoomObjetivo = camara.orthographicSize; 
 enfoque_camara = 
GameObject.FindGameObjectWithTag("ObjetivoCamara").transform; 
 posicionObjetivoCamara  = new Vector3(0.5, 0.5, 10); 
 if(Application.loadedLevelName == "creditos"){ 




function Start () { 
 if(!creditos){ 




function LateUpdate () { 
 
 if(creditos || gjuego.GetEstado() != estadoJuego.menu){ 
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  if (!enfoque_camara) 
   return; 
  else{ 
   if(Mathf.Abs(zoomObjetivo - camara.orthographicSize) > 0.001){ 
    camara.orthographicSize = 
Mathf.MoveTowards(camara.orthographicSize, zoomObjetivo, Mathf.Max(5, 
5*Mathf.Sqrt(Mathf.Abs(camara.orthographicSize-
zoomObjetivo)))*Time.fixedDeltaTime); 
    if(camara.orthographicSize == 0){ 
     camara.orthographicSize = 
Mathf.MoveTowards(camara.orthographicSize, zoomObjetivo, Mathf.Max(5, 
5*Mathf.Sqrt(Mathf.Abs(camara.orthographicSize-
zoomObjetivo)))*Time.fixedDeltaTime); 
    } 
   } 
   if(moverObjetivo){ 




    if(enfoque_camara.localPosition == objetivo_camara){ 
     moverObjetivo = false; 
    } 
   } 
  } 
 
  var alturaActual = transform.position.y; 
  var puntoObjetivo : Vector3; 
  puntoObjetivo = enfoque_camara.position; 
  puntoObjetivo -= transform.forward * 10; 
 
  puntoObjetivo += (camara.ViewportToWorldPoint(new Vector3(0.5,0.5,10)) - 
camara.ViewportToWorldPoint(posicionObjetivoCamara)); 
 
  transform.position = puntoObjetivo; 






function setObjetivoInstantaneo(objeto : Transform){ 
 setObjetivoInstantaneo(objeto, Vector3.zero); 
} 
 
function setObjetivoInstantaneo(objeto : Transform, objetivo : Vector3){ 
 enfoque_camara.parent = objeto; 
 objetivo_camara = objetivo; 
 enfoque_camara.localPosition = objetivo_camara; 




function setObjetivoTransicion(objeto : Transform){ 
 setObjetivoTransicion(objeto, Vector3.zero); 
} 
 
 function setObjetivoTransicion(objeto : Transform, objetivo : Vector3){ 
 enfoque_camara.parent = objeto; 
 objetivo_camara = objetivo; 





 return enfoque_camara.parent; 
} 
 
function setZoom(valor : float){ 
 zoomObjetivo = valor; 
} 
 
function setZoomInstantaneo(valor : float){ 
 zoomObjetivo = valor; 
 camara.orthographicSize = valor; 
} 
 
function enfocarGrupo(grupo : Transform[]){ 
 //Posible mejora utilizando Cuaterniones 
 //Definir espacio vectorial de la proyección de la camara (ejes, distancia 
a plano y angulo respecto a la base canonica (X-Z-Y de Unity -> X'-Y'(-Z') 
nueva base)) 
 var X : Vector3= Vector3.ProjectOnPlane(transform.right, 
Vector3.up).normalized; 
 var Y : Vector3 = Vector3.ProjectOnPlane(transform.up, 
Vector3.up).normalized; 
 var VectorCamaraASuelo : Vector3 = 
transform.forward*(transform.position.y/(Mathf.Cos(Vector3.Angle(transform.fo
rward, -Vector3.up)*Mathf.Deg2Rad))); 
 var angulo : float = 360-Mathf.Deg2Rad*Vector3.Angle(X, 
Vector3.right);//Valida para la orientacin actual. Posibles fallos con 
cambios de cuadrante 
 //Expresar la posicion de cada objeto respecto al origen en la nueva base, 
y encontrar los valores extremos de (+-)x y (+-)y 
 var minValues : Vector2 = Vector2.zero; 
 var maxValues : Vector2 = Vector2.zero; 
 for (var i : int = 0; i < grupo.length; i++){ 
 
  var vectorBaseCanonica : Vector3 = (grupo[i].position - 
(camara.transform.position+VectorCamaraASuelo)); 
  vectorBaseCanonica.y = 0; 
  var vectorBaseCamara : Vector3 = new Vector3(Vector3.Dot(X, 
vectorBaseCanonica), 0, Vector3.Dot(Y, vectorBaseCanonica)); 
 
  if(i == 0){ 
   minValues.x = vectorBaseCanonica.x; 
   minValues.y = vectorBaseCanonica.z; 
  } 
  if(vectorBaseCamara.x > maxValues.x){ 
   maxValues.x = vectorBaseCamara.x; 
  } 
  if(vectorBaseCamara.z > maxValues.y){ 
   maxValues.y = vectorBaseCamara.z; 
  } 
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  if(vectorBaseCamara.x < minValues.x){ 
   minValues.x = vectorBaseCamara.x; 
  } 
  if(vectorBaseCamara.z < minValues.y){ 
   minValues.y = vectorBaseCamara.z; 
  } 
 } 
 //Situar el centro de la camara y encontrar el tamaño ortografico optimo 
de la camara 
 var nuevaPosicion : Vector3 = camara.transform.position + 
VectorCamaraASuelo + X*(maxValues.x + minValues.x)/2.0 + Y*(maxValues.y + 
minValues.y)/2.0+2*Y; 
 var size : float; 
 minValues.y *= (Mathf.Cos(Vector3.Angle(transform.up, Y)*Mathf.Deg2Rad)); 
 maxValues.y *= (Mathf.Cos(Vector3.Angle(transform.up, Y)*Mathf.Deg2Rad)); 
 minValues.x *= 1.0/camara.aspect; 
 maxValues.x *= 1.0/camara.aspect; 
 maxValues.x += 12; 
 maxValues.y += 12; 
 minValues.y -= 12; 
 minValues.x -= 12; 
 if((maxValues.x - minValues.x)/(2.0) > (maxValues.y - minValues.y)/(2.0)){ 
  size = (maxValues.x - minValues.x)/(2.0); 
 } 
 else{ 








//Ultima revisión: 17/07/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: --- 
Camara de minimapa 
*/ 
#pragma strict 
private var direccion : Vector3; 
private var gestorJuego : GestorJuegoMono; 
private var release : boolean = true; 
private var camara : Camera; 
function Start () { 
 transform.position = GestorJuego.Player.trans.position + 50*Vector3.up; 
 direccion = GestorJuego.Player.trans.position - transform.position; 
 gestorJuego = GameObject.FindObjectOfType(GestorJuegoMono); 
 camara = GetComponent(Camera); 
} 
function FixedUpdate () { 
 transform.position = GestorJuego.Player.trans.position - direccion; 
 if(gestorJuego.GetEstado() != estadoJuego.juego){ 
  camara.targetTexture.Release(); 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: - 
Tipo de acciones que se pueden realizar en una cinematica (Padre) 
*/ 
@System.Serializable 
class AccionCinematica extends ScriptableObject{ 
 var etapa : int = 0; 
 var tipo : int; 
 var nombre : String; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 




class AccionCinematica_Animacion extends AccionCinematica{ 
 var tipoVariable : String; 
 var nombreVariable : String; 
 var animator : Animator; 
 var valorInt : int; 
 var valorFloat : float; 
 var valorBool : boolean; 
 function setAccion(nombreAccion : String, variable : 
AnimatorControllerParameter, anim : Animator){ //Trigger 
  tipo = AccionesCinematica.Animacion; 
  nombre = nombreAccion; 
  tipoVariable = variable.type.ToString(); 
  nombreVariable = variable.name; 
  animator = anim; 
 } 
 function setAccion(nombreAccion : String, variable : 
AnimatorControllerParameter, anim : Animator, valor : int){ //Int 
  tipo = AccionesCinematica.Animacion; 
  nombre = nombreAccion; 
  tipoVariable = variable.type.ToString(); 
  nombreVariable = variable.name; 
  animator = anim; 
  valorInt = valor; 
 } 
 function setAccion(nombreAccion : String, variable : 
AnimatorControllerParameter, anim : Animator, valor : float){ //Float 
  tipo = AccionesCinematica.Animacion; 
  nombre = nombreAccion; 
  tipoVariable = variable.type.ToString(); 
  nombreVariable = variable.name; 
  animator = anim; 
  valorFloat = valor; 
 } 
 function setAccion(nombreAccion : String, variable : 
AnimatorControllerParameter, anim : Animator, valor : boolean){ //Boolean 
  tipo = AccionesCinematica.Animacion; 
  nombre = nombreAccion; 
  tipoVariable = variable.type.ToString(); 
  nombreVariable = variable.name; 
  animator = anim; 
  valorBool = valor; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, PaqueteIA 
Tipo de acciones que se pueden realizar en una cinematica (Cambiar de IA) 
*/ 
@System.Serializable 
class AccionCinematica_CambiarIA extends AccionCinematica{ 
 var listaNPC : NPC[]; 
 var IA : String; 
 var anadidos : int = 0; 
 function setAccion(nombreAccion : String, tamano : int, tipoIA : String){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.CambiarIA; 
  listaNPC = new NPC[tamano]; 
  IA = tipoIA; 
 } 
 function addNPC(npc : NPC){ 
  listaNPC[anadidos] = npc; 
  anadidos++; 
 } 
 function addNPC(){ 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, PaqueteIA 




class AccionCinematica_CambiarIAErrante extends AccionCinematica_CambiarIA{ 
 var centro : Transform[]; 
 var radio : float[]; 
 function setAccion(nombreAccion : String, tamano : int, tipoIA : String){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.CambiarIA; 
  listaNPC = new NPC[tamano]; 
  IA = tipoIA; 
  centro = new Transform[tamano]; 
  radio = new float[tamano]; 
 } 
 function addNPC(npc : NPC, trans : Transform, flo : float){ 
  listaNPC[anadidos] = npc; 
  centro[anadidos] = trans; 
  radio[anadidos] = flo; 
  anadidos++; 
 } 
 function addNPC(trans : Transform, flo : float){ 
  centro[anadidos] = trans; 
  radio[anadidos] = flo; 
  anadidos++; 
 } 
 function addNPC(flo : float){ 
  radio[anadidos] = flo; 
  anadidos++; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, PaqueteIA 




class AccionCinematica_CambiarIAPatrulla extends AccionCinematica_CambiarIA{ 
 var puntosPatrulla : Transform[]; 
 var longitudesCaminos : int[]; 
 var puntosAnadidos : int = 0; 
 function setAccion(nombreAccion : String, tamano : int, tipoIA : String, 
numeroPuntos : int){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.CambiarIA; 
  listaNPC = new NPC[tamano]; 
  IA = tipoIA; 
  longitudesCaminos = new int[tamano]; 
  puntosPatrulla = new Transform[numeroPuntos]; 
 } 
 function addNPC(npc : NPC, puntos : Transform[]){ 
  for(var i : int = 0; i < puntos.length; i++){ 
  puntosPatrulla[puntosAnadidos] = puntos[i]; 
  puntosAnadidos++; 
  } 
  longitudesCaminos[anadidos] = puntos.length; 
  listaNPC[anadidos] = npc; 
  anadidos++; 
 } 
 function addNPC(puntos : Transform[]){ 
  for(var i : int = 0; i < puntos.length; i++){ 
  puntosPatrulla[puntosAnadidos] = puntos[i]; 
  puntosAnadidos++; 
  } 
  longitudesCaminos[anadidos] = puntos.length; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, PaqueteIA 




class AccionCinematica_CambiarIASeguidor extends AccionCinematica_CambiarIA{ 
 var objetivos : NPC[]; 
 function setAccion(nombreAccion : String, tamano : int, tipoIA : String){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.CambiarIA; 
  listaNPC = new NPC[tamano]; 
  IA = tipoIA; 
  objetivos = new NPC[tamano]; 
 } 
 function addNPC(npc : NPC, npc2 : NPC){ 
  listaNPC[anadidos] = npc; 
  objetivos[anadidos] = npc2; 
  anadidos++; 
 } 
 function addNPC(npc : NPC, num : int){ 
  if(num == 0){ 
   listaNPC[anadidos] = npc; 
  } 
  else if(num == 1){ 
   objetivos[anadidos] = npc; 
  } 
  anadidos++; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 




class AccionCinematica_CambiarZoom extends AccionCinematica{ 
 var zoomObjetivo : float; 
 function setAccion(nombreAccion : String, zoom : float){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.CambiarZoom; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, NPC 
Tipo de acciones que se pueden realizar en una cinematica (Caminar) 
*/ 
@System.Serializable 
class AccionCinematica_Caminar extends AccionCinematica{ 
 var listaNPC : NPC[]; 
 var listaObjetivos : Transform[]; 
 var anadidos : int = 0; 
 function setAccion(nombreAccion : String, tamano : int){//tamano = numero 
de NPC 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.Caminar; 
  listaNPC = new NPC[tamano]; 
  listaObjetivos = new Transform[tamano]; 
 } 
 function addNPC(npc : NPC, objetivo : Transform){ 
  listaNPC[anadidos] = npc; 
  listaObjetivos[anadidos] = objetivo; 
  anadidos++; 
 } 
 function addNPC(objetivo : Transform){//Indica que es el Player 
  listaObjetivos[anadidos] = objetivo; 
  anadidos++; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 
Tipo de acciones que se pueden realizar en una cinematica (Espera) 
*/ 
@System.Serializable 
class AccionCinematica_Espera extends AccionCinematica{ 
 var tiempoEspera : float; 
 var tiempoIni : float; 
 function setAccion(nombreAccion : String, tiempo : float){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.Espera; 
  tiempoEspera = tiempo; 
 } 
 function iniciaEspera(){ 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 
Tipo de acciones que se pueden realizar en una cinematica (Fade) 
*/ 
@System.Serializable 
class AccionCinematica_Fade extends AccionCinematica{ 
 var tiempoFade : float; 
 var tiempoIni : float; 
 var soloOut : boolean = false; 
 var soloIn : boolean = false; 
 function setAccion(nombreAccion : String, tiempo : float, outBool : 
boolean, inBool){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.Fade; 
  tiempoFade = tiempo; 
  soloOut = outBool; 
  soloIn = inBool; 
 } 
 function iniciaFade(){ 
  tiempoIni = Time.timeSinceLevelLoad; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 
Tipo de acciones que se pueden realizar en una cinematica (FinNivel) 
*/ 
@System.Serializable 
class AccionCinematica_FinNivel extends AccionCinematica{ 
 function setAccion(nombreAccion : String){ 
  nombre = nombreAccion; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica, NPC 
Tipo de acciones que se pueden realizar en una cinematica (Hablar) 
*/ 
@System.Serializable 
class AccionCinematica_Hablar extends AccionCinematica{ 
 var dialogo : String; 
 var listaNPC : NPC[]; 
 var anadidos : int = 0; 
 function setAccion(nombreAccion : String, nombreDialogo : String, personas 
: int){//personas = numero de personas hablando 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.Hablar; 
  listaNPC = new NPC[personas]; 
  dialogo = nombreDialogo; 
 } 
 function addNPC(npc : NPC){ 
  listaNPC[anadidos] = npc; 
  anadidos++; 
 } 
 function addNPC(){ 
  anadidos++; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 
Tipo de acciones que se pueden realizar en una cinematica (IniciaCinematica) 
*/ 
@System.Serializable 
class AccionCinematica_IniciaCinematica extends AccionCinematica{ 
 function setAccion(nombreAccion : String){ 
  nombre = nombreAccion; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 




class AccionCinematica_ObjetivoCamara extends AccionCinematica{ 
 var objetivo : GameObject; 
 function setAccion(nombreAccion : String, ob : GameObject){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.ObjetivoCamara; 
  objetivo = ob; 
 } 
 function setAccion(nombreAccion : String){ 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.ObjetivoCamara; 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica 
Tipo de acciones que se pueden realizar en una cinematica (Teletransporte) 
*/ 
@System.Serializable 
class AccionCinematica_Teletransporte extends AccionCinematica{ 
 var listaNPC : NPC[]; 
 var listaObjetivos : Transform[]; 
 var anadidos : int = 0; 
 function setAccion(nombreAccion : String, tamano : int){//tamano = numero 
de personas que teleportan 
  nombre = nombreAccion; 
  tipo = AccionesCinematica.Teletransporte; 
  listaNPC = new NPC[tamano]; 
  listaObjetivos = new Transform[tamano]; 
 } 
 function addNPC(npc : NPC, objetivo : Transform){ 
  listaNPC[anadidos] = npc; 
  listaObjetivos[anadidos] = objetivo; 
  anadidos++; 
 } 
 function addNPC(objetivo : Transform){//Mover al Player 
  listaObjetivos[anadidos] = objetivo; 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: AccionCinematica (e hijos) 
Animaciones de entrada y salida de los niveles o dentro del propio nivel 
(comportamiento de pelicula) 
Bloquea los clicks 
*/ 
var cargarCinematica : boolean = false; 
var temporalInt : int = 0; //Variable temporal (ej. Para for) 
var acciones : AccionCinematica[]; 
var reproducir : boolean = false; 
var accionActual : int = 0; 
private var gJuego : GestorJuegoMono; //Gestor de juego correspondiente al 
nivel 
private var cinemGUI : Animator; 
private var fadeGUI : Animator; 
var onTrigger : boolean = false; 
var nombreOnTrigger : String = ; ""
var guardarEstado : boolean = true; 
var ejecutada : boolean = false; 
var saltarBool : boolean = false; 
var play : boolean = false; //Variable basura (para ejecutar desde editor) 
var nivel0 : boolean; 
var accionesEditorAnadidas : int; 
var id : String; 
var minimapa : GameObject; 
var accionesEjecutables : Array; 
var continuarEjecutando : boolean = true; 














function Awake () { 
 cinemGUI = 
GameObject.Find( ).GetComponent(Animator); "GUI/Cinematica/Cinematica_Barras"
 fadeGUI = GameObject.Find( ).GetComponent(Animator); "GUI/Cinematica/Fade"
 minimapa = GameObject.Find( ); "GUI/MiniMapa"
 gJuego = GameObject.FindWithTag( ).GetComponent(GestorJuegoMono); "Gestores"
 accionActual = 0; 
 guardar = guardarEstado; 
} 
function buscaEnLista(lista : Object[], elemento : Object) : int{ 
 for (var i : int = 0; i < lista.Length; i++){ 
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 if(lista[i] == elemento){ 







 ejecutada = true; 
 gJuego.GetGestor().cinematicasGuardar[id] = true; 
 reproducir = false; 









function puedoContinuar(tipoAccion : int){ 
 for (var i : int = 0; i < accionesEjecutables.length; i++){ 
 if(System.Convert.ToInt32(accionesEjecutables[i]) == tipoAccion){ 





function accionEjecutada(tipoAccion : int){ 
 switch(tipoAccion){ 
  case AccionesCinematica.IniciaCinematica: 
   break; 
  case AccionesCinematica.CambiarIA: 
   break; 
  case AccionesCinematica.Animacion: 
   break; 
  case AccionesCinematica.ObjetivoCamara: 
   break; 
  case AccionesCinematica.CambiarZoom: 
   break; 
  case AccionesCinematica.Teletransporte: 
   break; 
  default: 
   accionesEjecutables = new Array(); 













  accionesEjecutables.push(AccionesCinematica.Espera); 
 accionesEjecutables.push(AccionesCinematica.CambiarZoom); 
 accionesEjecutables.push(AccionesCinematica.FinNivel); 
 continuarEjecutando = true; 
} 
function FixedUpdate () { 
 if(cargarCinematica){ 
  cargarEjecutadaDelay(); 
  cargarCinematica = false; 
 } 
 if(saltarBool){ 
  saltar(); 
  saltarBool = false; 
 } 
 if(reproducir){ 
  crearArrayAcciones(); 
  if(accionActual == acciones.Length){ 
   acabaCinematica(); 
  } 
  else{ 
   while(continuarEjecutando && accionActual < acciones.length){ 
    var tipoAccion : int = acciones[accionActual].tipo; 
    if(puedoContinuar(tipoAccion)){ 
     switch (tipoAccion){ 
      //Acciones que se pueden ejecutar 
      case AccionesCinematica.IniciaCinematica: 
       IniciaCinematica(); 
       break; 
      case AccionesCinematica.Caminar: 
       Caminar(acciones[accionActual] as 
AccionCinematica_Caminar); 
       break; 
      case AccionesCinematica.Hablar: 
       Hablar(acciones[accionActual] as AccionCinematica_Hablar); 
       break; 
      case AccionesCinematica.Teletransporte: 
       Teletransporte(acciones[accionActual] as 
AccionCinematica_Teletransporte); 
       break; 
      case AccionesCinematica.Fade: 
       Fade(acciones[accionActual] as AccionCinematica_Fade); 
       break; 
      case AccionesCinematica.Animacion: 
       Animacion(acciones[accionActual] as 
AccionCinematica_Animacion); 
       break; 
      case AccionesCinematica.Espera: 
       Espera(acciones[accionActual] as AccionCinematica_Espera); 
       break; 
      case AccionesCinematica.CambiarZoom: 
       CambiarZoom(acciones[accionActual] as 
AccionCinematica_CambiarZoom); 
       break; 
      case AccionesCinematica.CambiarIA: 
       CambiarIA(acciones[accionActual] as 
AccionCinematica_CambiarIA); 
       break; 
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      case AccionesCinematica.ObjetivoCamara: 
       ObjetivoCamara(acciones[accionActual] as 
AccionCinematica_ObjetivoCamara); 
       break; 
      case AccionesCinematica.FinNivel: 
       FinNivel(acciones[accionActual] as 
AccionCinematica_FinNivel); 
       break; 
     } 
    } 
    else{ 
     continuarEjecutando = false; 
    } 
   } 




 reproducir = true; 
 gJuego.cambiarEstado(estadoJuego.cinematica); 
} 
function FinNivel(accion : AccionCinematica_FinNivel){ 
 GestorJuego.cargarEfectos( ); "ef_final_nivel"
 gJuego.GetGestor().lanzarMenuFinal = true; 
 guardar = false; 
 accionActual++; 
} 
 function CambiarIA(accion : AccionCinematica_CambiarIA){ 
  accionEjecutada(AccionesCinematica.CambiarIA); 
  switch(accion.IA){ 
   case : "patrulla"
    CambiarIAPatrulla(accion as AccionCinematica_CambiarIAPatrulla); 
    break; 
   case : "seguidor"
    CambiarIASeguidor(accion as AccionCinematica_CambiarIASeguidor); 
    break; 
   case : "errante"
    CambiarIAErrante(accion as AccionCinematica_CambiarIAErrante); 
    break; 
   case : "controlado"
    CambiarIAControlado(accion as AccionCinematica_CambiarIA); 
    break; 
   case : "jugador"
    CambiarIAJugador(accion as AccionCinematica_CambiarIA); 
    break; 
  } 
 } 
  function CambiarIAJugador(accion : AccionCinematica_CambiarIA){ 
   switch(accion.etapa){ 
    case 0: 
     for(var i : int = 0; i < accion.listaNPC.length; i++){ 
     for(var j : int = 0; j < accion.listaNPC[i].IANames.length; 
j++){ 
     if(accion.listaNPC[i].IANames[j] == ){ "jugador"
     (accion.listaNPC[i].IA[j] as Jugador).setIA(accion.listaNPC[i]); 
     accion.listaNPC[i].cambiaIA(j); 
     break; 
      } 
  } 
  } 
  accionActual++; 
  break; 
 } 
} 
function CambiarIAControlado(accion : AccionCinematica_CambiarIA){ 
 switch(accion.etapa){ 
  case 0: 
   for(var i : int = 0; i < accion.listaNPC.length; i++){ 
    for(var j : int = 0; j < accion.listaNPC[i].IANames.length; j++){ 
     if(accion.listaNPC[i].IANames[j] == ){ "controlado"
      (accion.listaNPC[i].IA[j] as 
Controlado).setIA(accion.listaNPC[i]); 
      accion.listaNPC[i].cambiaIA(j); 
      break; 
     } 
    } 
   } 
   accionActual++; 
   break; 
 } 
} 
function CambiarIAErrante(accion : AccionCinematica_CambiarIAErrante){ 
 switch(accion.etapa){ 
  case 0: 
   for(var i : int = 0; i < accion.listaNPC.length; i++){ 
    for(var j : int = 0; j < accion.listaNPC[i].IANames.length; j++){ 
     if(accion.listaNPC[i].IANames[j] == ){ "errante"
      (accion.listaNPC[i].IA[j] as 
Errante).setIA(accion.listaNPC[i], accion.centro[i].position, 
accion.radio[i]); 
      accion.listaNPC[i].cambiaIA(j); 
      break; 
     } 
    } 
   } 
   accionActual++; 
   break; 
 } 
} 
function CambiarIASeguidor(accion : AccionCinematica_CambiarIASeguidor){ 
 switch(accion.etapa){ 
  case 0: 
   for(var i : int = 0; i < accion.listaNPC.length; i++){ 
    for(var j : int = 0; j < accion.listaNPC[i].IANames.length; j++){ 
     if(accion.listaNPC[i].IANames[j] == ){ "seguidor"
      if(j != accion.listaNPC[i].IAActual){ 
         (accion.listaNPC[i].IA[j] as 
Seguidor).setIA(accion.objetivos[i], accion.listaNPC[i]); 
         accion.listaNPC[i].cambiaIA(j); 
      } 
      else{ 
       (accion.listaNPC[i].IA[accion.listaNPC[i].IAActual] as 
Seguidor).cambiarObjetivo(accion.objetivos[i]); 
      } 
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      break; 
     } 
    } 
   } 
   accionActual++; 
   break; 
 } 
} 
function CambiarIAPatrulla(accion : AccionCinematica_CambiarIAPatrulla){ 
 switch(accion.etapa){ 
  case 0: 
   var puntosMirados : int = 0; 
   for(var i : int = 0; i < accion.listaNPC.length; i++){ 
    var listaPuntos : Transform[] = new 
Transform[accion.longitudesCaminos[i]]; 
    for(var k : int = 0; k < accion.longitudesCaminos[i]; k++){ 
      listaPuntos[k] = accion.puntosPatrulla[k+puntosMirados]; 
    } 
    puntosMirados += accion.longitudesCaminos[i]; 
    for(var j : int = 0; j < accion.listaNPC[i].IANames.length; j++){ 
     if(accion.listaNPC[i].IANames[j] == ){ "patrulla"
      (accion.listaNPC[i].IA[j] as Patrulla).setIA(listaPuntos, 
accion.listaNPC[i], (accion.listaNPC[i].IA[j] as Patrulla).paradas); 
      accion.listaNPC[i].cambiaIA(j); 
      break; 
     } 
    } 
   } 
   accionActual++; 
   break; 
 } 
} 
function ObjetivoCamara(accion : AccionCinematica_ObjetivoCamara){ 
 accionEjecutada(AccionesCinematica.ObjetivoCamara); 
 switch (accion.etapa){ 
  case 0: 
   (Camera.main.gameObject.GetComponent(camara) as 
camara).setObjetivoTransicion(accion.objetivo.transform); 
   accionActual++; 
   break; 
 } 
} 
function CambiarZoom(accion : AccionCinematica_CambiarZoom){ 
 accionEjecutada(AccionesCinematica.CambiarZoom); 
 switch (accion.etapa){ 
  case 0: 
   (Camera.main.gameObject.GetComponent(camara) as 
camara).setZoom(accion.zoomObjetivo); 
   accionActual++; 
   break; 
 } 
} 
function Animacion(accion : AccionCinematica_Animacion){ 
 accionEjecutada(AccionesCinematica.Animacion); 
 switch (accion.etapa){ 
  case 0: 
   switch(accion.tipoVariable){ 
     case AnimatorControllerParameterType.Int.ToString(): 
     accion.animator.SetInteger(accion.nombreVariable, 
accion.valorInt); 
     break; 
    case AnimatorControllerParameterType.Float.ToString(): 
     accion.animator.SetFloat(accion.nombreVariable, 
accion.valorFloat); 
     break; 
    case AnimatorControllerParameterType.Bool.ToString(): 
     accion.animator.SetBool(accion.nombreVariable, 
accion.valorBool); 
     break; 
    case AnimatorControllerParameterType.Trigger.ToString(): 
     accion.animator.SetTrigger(accion.nombreVariable); 
     break; 
   } 
   accionActual++; 
   break; 
 } 
} 
function Espera(accion : AccionCinematica_Espera){ 
 accionEjecutada(AccionesCinematica.Espera); 
 switch(accion.etapa){ 
  case 0: 
   accion.etapa = 1; 
   accion.iniciaEspera(); 
   break; 
  case 1: 
   if(Time.timeSinceLevelLoad - accion.tiempoIni > accion.tiempoEspera){ 
    accion.etapa = 0; 
    accionActual++; 
   } 
   break; 
 } 
} 
function Fade(accion : AccionCinematica_Fade){ 
 accionEjecutada(AccionesCinematica.Fade); 
 switch(accion.etapa){ 
  case 0: 
   if(accion.soloOut){ 
    StartCoroutine(FadeCoroutine()); 
    accion.etapa = 0; 
    accionActual++; 
   } 
   else{ 
    fadeBool(true); 
    accion.etapa = 1; 
    accion.iniciaFade(); 
   } 
   break; 
  case 1: 
   if(Time.timeSinceLevelLoad - accion.tiempoIni > accion.tiempoFade){ 
    if(!accion.soloIn){ 
     StartCoroutine(FadeCoroutine()); 
    } 
    accion.etapa = 0; 
    accionActual++; 
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   } 




 yield WaitForSeconds(5*Time.fixedDeltaTime); 
 fadeBool(false); 
} 
function Caminar(accion : AccionCinematica_Caminar){ 
 //[accion, etapa, caminante, objetivo,...] 
 accionEjecutada(AccionesCinematica.Caminar); 
 var caminantesADestino : boolean = true; 
 switch(accion.etapa){ 
  case 0: //Dar el objetivo a los npc 
   for (temporalInt = 0; temporalInt < accion.listaNPC.length; 
temporalInt++){ 
    var npc : NPC = accion.listaNPC[temporalInt]; 
    var punto : Transform = accion.listaObjetivos[temporalInt]; 
    npc.IA[npc.IAActual].mover(punto.position); 
   } 
   accion.etapa = 1; 
   break; 
  case 1: //Comprobar si los npc han llegado 
   for (temporalInt = 0; temporalInt < accion.listaNPC.length; 
temporalInt++){ 
   
 if(Vector3.Distance(accion.listaNPC[temporalInt].transform.position, 
accion.listaObjetivos[temporalInt].position) > 2){ 
     caminantesADestino = false; 
     break; 
    } 
   } 
   if(caminantesADestino){ 
    accion.etapa = 0; 
    accionActual++; 
   } 
   break; 
 } 
} 
function Hablar(accion : AccionCinematica_Hablar){//Tipo, etapa, dialogo, 
npc0, npc1, npc2... 
 accionEjecutada(AccionesCinematica.Hablar); 
 switch(accion.etapa){ 
  case 0: 
   var datos : String = ; ""
   for (var i : int = 0; i < accion.listaNPC.length; i++){ 
    datos = datos + accion.listaNPC[i].nombre + + ";"
accion.listaNPC[i].imagenDialogos; 
    if(i < accion.listaNPC.length-1){ 
     datos = datos+ ; ";"
    } 
   } 
   accion.etapa = 1; 
   accion.listaNPC[0].iniciarDialogo(accion.dialogo, datos, 
accion.listaNPC); 
   break; 
  case 1: 
    if(accion.listaNPC[0].consultaEstado() != 
EstadoCaminante.conversando){ 
   accion.etapa = 0; 
   accionActual++; 
   } 
   break; 
 } 
} 
function Teletransporte(accion : AccionCinematica_Teletransporte){ //Tipo, 
etapa, NPC, Transform,... 
 accionEjecutada(AccionesCinematica.Teletransporte); 
 switch(accion.etapa){ 
  case 0: 
   for (var i : int = 0; i < accion.listaNPC.length; i++){ 
   accion.listaNPC[i].agente.Warp(accion.listaObjetivos[i].position); 
   } 
   accionActual++; 






 GestorJuego.Player.cambiaIA(1);//Cambiar IA del jugador a Controlado 
 accionActual++; 
 cinematicaBool(true); 
 for(var i : int = 0; i < acciones.length; i++){//Comprobar las acciones 
relativas a NPC para añadir el Player donde sea necesario (porqeu se 
instancia uan vez iniciada la partida) 
  if(acciones[i].tipo == AccionesCinematica.Caminar){ 
   for(var j : int = 0; j < (acciones[i] as 
AccionCinematica_Caminar).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Caminar).listaNPC[j] == null){ 
     (acciones[i] as AccionCinematica_Caminar).listaNPC[j] = 
GestorJuego.Player; 
    } 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.Teletransporte){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_Teletransporte).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Teletransporte).listaNPC[j] == 
null){ 
     (acciones[i] as AccionCinematica_Teletransporte).listaNPC[j] = 
GestorJuego.Player; 
    } 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.Hablar){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_Hablar).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Hablar).listaNPC[j] == null){ 
     (acciones[i] as AccionCinematica_Hablar).listaNPC[j] = 
GestorJuego.Player; 
    } 
   } 
  } 
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  if(acciones[i].tipo == AccionesCinematica.ObjetivoCamara){ 
   if((acciones[i] as AccionCinematica_ObjetivoCamara).objetivo == 
null){ 
    (acciones[i] as AccionCinematica_ObjetivoCamara).objetivo = 
GestorJuego.Player.gameObject; 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.CambiarIA){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_CambiarIA).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_CambiarIA).listaNPC[j] == 
null){ 
     (acciones[i] as AccionCinematica_CambiarIA).listaNPC[j] = 
GestorJuego.Player; 
    } 
    switch((acciones[i] as AccionCinematica_CambiarIA).IA){ 
     case : "seguidor"
      if((acciones[i] as 
AccionCinematica_CambiarIASeguidor).objetivos[j] == null){ 
       (acciones[i] as 
AccionCinematica_CambiarIASeguidor).objetivos[j] = GestorJuego.Player; 
      } 
      break; 
     case : "errante"
      if((acciones[i] as 
AccionCinematica_CambiarIAErrante).centro[j] == null){ 
       (acciones[i] as 
AccionCinematica_CambiarIAErrante).centro[j] = GestorJuego.Player.transform; 
      } 
      break; 
    } 
   } 





 for(var i : int = 0; i < acciones.length; i++){//Comprobar las acciones 
relativas a NPC para añadir el Player donde sea necesario (porqeu se 
instancia uan vez iniciada la partida) 
  if(acciones[i].tipo == AccionesCinematica.Caminar){ 
   for(var j : int = 0; j < (acciones[i] as 
AccionCinematica_Caminar).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Caminar).listaNPC[j] == null){ 
     (acciones[i] as AccionCinematica_Caminar).listaNPC[j] = 
GestorJuego.Player; 
    } 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.Teletransporte){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_Teletransporte).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Teletransporte).listaNPC[j] == 
null){ 
     (acciones[i] as AccionCinematica_Teletransporte).listaNPC[j] = 
GestorJuego.Player; 
    } 
    } 
  } 
  if(acciones[i].tipo == AccionesCinematica.Hablar){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_Hablar).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_Hablar).listaNPC[j] == null){ 
     (acciones[i] as AccionCinematica_Hablar).listaNPC[j] = 
GestorJuego.Player; 
    } 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.ObjetivoCamara){ 
   if((acciones[i] as AccionCinematica_ObjetivoCamara).objetivo == 
null){ 
    (acciones[i] as AccionCinematica_ObjetivoCamara).objetivo = 
GestorJuego.Player.gameObject; 
   } 
  } 
  if(acciones[i].tipo == AccionesCinematica.CambiarIA){ 
   for(j = 0; j < (acciones[i] as 
AccionCinematica_CambiarIA).listaNPC.length; j++){ 
    if((acciones[i] as AccionCinematica_CambiarIA).listaNPC[j] == 
null){ 
     (acciones[i] as AccionCinematica_CambiarIA).listaNPC[j] = 
GestorJuego.Player; 
    } 
    switch((acciones[i] as AccionCinematica_CambiarIA).IA){ 
     case : "seguidor"
      if((acciones[i] as 
AccionCinematica_CambiarIASeguidor).objetivos[j] == null){ 
       (acciones[i] as 
AccionCinematica_CambiarIASeguidor).objetivos[j] = GestorJuego.Player; 
      } 
      break; 
     case : "errante"
      if((acciones[i] as 
AccionCinematica_CambiarIAErrante).centro[j] == null){ 
       (acciones[i] as 
AccionCinematica_CambiarIAErrante).centro[j] = GestorJuego.Player.transform; 
      } 
      break; 
    } 
   } 




 for(var i : int = accionActual; i < acciones.Length; i++){ 
  var tipoAccion : int = acciones[i].tipo; 
  if(tipoAccion == AccionesCinematica.Hablar && tipoAccion == 
AccionesCinematica.Animacion){ 
   accionActual = i; 
   break; 
  } 
  acciones[i].etapa = 0; 
  var j : int; 
  switch(tipoAccion){ 
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   case AccionesCinematica.Caminar: 
    var accionCam : AccionCinematica_Caminar = acciones[i]; 
    for(j = 0; j < accionCam.listaNPC.length; j++){ 
    
 accionCam.listaNPC[j].agente.Warp(accionCam.listaObjetivos[j].position); 
    } 
    break; 
   case AccionesCinematica.Teletransporte: 
    var accionTel : AccionCinematica_Teletransporte = acciones[i]; 
    for(j = 0; j < accionTel.listaNPC.length; j++){ 
    
 accionTel.listaNPC[j].agente.Warp(accionTel.listaObjetivos[j].position); 
    } 
    break; 
   case AccionesCinematica.ObjetivoCamara: 
    var accionOb : AccionCinematica_ObjetivoCamara = acciones[i]; 
    (Camera.main.GetComponent(camara) as 
camara).setObjetivoInstantaneo(accionOb.objetivo.transform); 
    break; 
   case AccionesCinematica.CambiarZoom: 
    var accionZoom : AccionCinematica_CambiarZoom = acciones[i]; 
    (Camera.main.GetComponent(camara) as 
camara).setZoomInstantaneo(accionZoom.zoomObjetivo); 
    break; 
   case AccionesCinematica.CambiarIA: 
    var accionIA : AccionCinematica_CambiarIA = acciones[i]; 
    CambiarIA(accionIA); 
    break; 
   case AccionesCinematica.FinNivel: 
    var accionFin : AccionCinematica_FinNivel = acciones[i]; 
    FinNivel(accionFin); 
    break; 
  } 
 } 
 accionActual = i; 
} 
function cargarEjecutada(){ 
 cargarCinematica = true; 
} 
function cargarEjecutadaDelay(){ 
 for(var i : int = accionActual; i < acciones.Length; i++){ 
  var tipoAccion : int = acciones[i].tipo; 
  acciones[i].etapa = 0; 
  var j : int; 
  switch(tipoAccion){ 
   case AccionesCinematica.Caminar: 
    var accionCam : AccionCinematica_Caminar = acciones[i]; 
    for(j = 0; j < accionCam.listaNPC.length; j++){ 
     if(accionCam.listaNPC[j].gameObject.name != ){ "Player"
     
 accionCam.listaNPC[j].agente.Warp(accionCam.listaObjetivos[j].position); 
     } 
    } 
    break; 
   case AccionesCinematica.Teletransporte: 
    var accionTel : AccionCinematica_Teletransporte = acciones[i]; 
    for(j = 0; j < accionTel.listaNPC.length; j++){ 
      if(accionTel.listaNPC[j].gameObject.name != ){ "Player"
     
 accionTel.listaNPC[j].agente.Warp(accionTel.listaObjetivos[j].position); 
     } 
    } 
    break; 
   case AccionesCinematica.ObjetivoCamara: 
    var accionOb : AccionCinematica_ObjetivoCamara = acciones[i]; 
    (Camera.main.GetComponent(camara) as 
camara).setObjetivoInstantaneo(accionOb.objetivo.transform); 
    break; 
   case AccionesCinematica.CambiarZoom: 
    var accionZoom : AccionCinematica_CambiarZoom = acciones[i]; 
    (Camera.main.GetComponent(camara) as 
camara).setZoomInstantaneo(accionZoom.zoomObjetivo); 
    break; 
   case AccionesCinematica.CambiarIA: 
    var accionIA : AccionCinematica_CambiarIA = acciones[i]; 
    CambiarIA(accionIA); 
    break; 
   case AccionesCinematica.IniciaCinematica: 
    IniciaCinematicaCargar(); 
    break; 
  } 
 } 
 accionActual = 0; 
} 
function OnTriggerEnter(collider : Collider){ 
 if(collider.name == nombreOnTrigger && onTrigger && gJuego.GetEstado() == 
estadoJuego.juego){ 
  Play(); 
 } 
} 
function cinematicaBool(valor : boolean){ 
 if(valor){ 
  cinemGUI.SetBool( , true); "CineIn"
  cinemGUI.SetBool( , false); "CineOut"
 } 
 else{ 
  cinemGUI.SetBool( , false); "CineIn"
  cinemGUI.SetBool( , true); "CineOut"
 } 
} 
function fadeBool(valor : boolean){ 
 if(valor){ 
  fadeGUI.SetBool( ", true); "FadeIn
  fadeGUI.SetBool( , false); "FadeOut"
 } 
 else{ 
  fadeGUI.SetBool( , false); "FadeIn"
  fadeGUI.SetBool( , true); "FadeOut"
 } 
}















//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Controla la secuencia de creditos 
var logotipos : Sprite[]; 
private var logotipoAct : int = 0; 
var logotipo : Image; 
var texto : Text; 
var boton : Animator; 
var animatorNombres : Animator; 
function Awake () { 
 GestorJuego.cargarXMLResources(); 
 if(GestorJuego.Player != null){ 




function Update () { 
} 
function animacion(){ 
 if(logotipoAct < logotipos.length){ 
  logotipo.sprite = logotipos[logotipoAct]; 
  logotipoAct++; 
 } 
 else if(logotipoAct == logotipos.length){ 
  logotipoAct++; 
  if(logotipo != null){ 
   Destroy(logotipo.gameObject); 
   animatorNombres.enabled = true; 
  } 
 } 
 else{ 
  var nodo : XmlNode = 
GestorJuego.xmlCreditos.DocumentElement.SelectSingleNode("C"+((logotipoAct-
1)-logotipos.length).ToString()); 
  if(nodo == null){ 
   Destroy(texto.gameObject); 
   boton.Play("boton_creditos"); 
  } 
  else{ 
   texto.text = nodo.InnerText; 
  } 













//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: --- 





public class AnimacionesCSharp : MonoBehaviour 
{ 
 [HideInInspector] 
 public int personajeDialogos; 




ion = new Vector3(0, 0, 10); 
  GestorDialogos_.NPCDialogo[personajeDialogos].transform.localPosition = 
Vector3.zero; 








//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorDialogos_ 
Controla la barra de scroll en los dialogos y los clicks 
*/ 
public class scrollDialogos : MonoBehaviour 
{ 
 [HideInInspector] 
 public RectTransform flecha; 
 Scrollbar barra; 
 float altura; 
 [HideInInspector] 
 public float ancho; 
 int posicionFlecha = 0; 
 [HideInInspector] 
 public int posicionBarra; 
 Vector3 posicionFlechaIni; 
 GestorDialogos_ gDial; 
 bool recolocaFlecha = false; 
 RectTransform cajaDialogos; 
 // Use this for initialization 
 void Awake() 
 { 
  barra = GetComponent<Scrollbar>(); 
  float pctY; 
  float pctX; 
  RectTransform rect = 
(RectTransform)GameObject.Find("GUI/Dialogos/CajaTextos/Scroll").GetComponent
<RectTransform>(); 
  pctY = rect.anchorMax.y - rect.anchorMin.y; 
  rect = transform.parent.GetComponent<RectTransform>(); 
  pctY *= (rect.anchorMax.y - rect.anchorMin.y); 
  altura = Screen.height * pctY; 
  rect = 
(RectTransform)GameObject.Find("GUI/Dialogos/CajaTextos/Scrollbar").GetCompon
ent<RectTransform>(); 
  pctX = rect.anchorMax.x - rect.anchorMin.x; 
  rect = transform.parent.GetComponent<RectTransform>(); 
  pctX *= (rect.anchorMax.x - rect.anchorMin.x); 
  ancho = Screen.width * pctX; 
  posicionBarra = 0; 
  gDial = GameObject.FindObjectOfType<GestorDialogos_>(); 




 void Start() 
 { 
  if (Globales.plataforma != Plataforma.Movil) 
  { 
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   flecha = 
transform.parent.Find("FlechaPC").GetComponent<RectTransform>(); 
Destroy(transform.parent.Find("FlechaMovil").gameObject); 
   posicionFlechaIni = flecha.localPosition; 
  } 
  else 
  { 
   Destroy(transform.parent.Find("FlechaPC").gameObject); 
   flecha = 
transform.parent.Find("FlechaMovil").GetComponent<RectTransform>(); 
   Transform flechaTrans; 
   posicionFlechaIni = 
flecha.parent.InverseTransformPoint(flecha.GetChild(0).position); 
   for (int i = 0; i < flecha.childCount; i++) 
   { 
    flechaTrans = flecha.GetChild(i); 
    flechaTrans.localPosition = new 
Vector3(flechaTrans.localPosition.x, flechaTrans.localPosition.y - altura * 
(i / 3.0f), 0); 
   } 
  } 
 } 
 // Update is called once per frame 
 void FixedUpdate() 
 { 
  string[] opciones = gDial.GetStringArray("opciones"); 
  if (opciones != null && recolocaFlecha && Globales.plataforma != 
Plataforma.Movil) 
  { 
   float posicionMouse = transform.parent.InverseTransformPoint 
(Input.mousePosition).y; 
   switch (Mathf.FloorToInt((-posicionMouse + (altura / 6.0f) + 
posicionFlechaIni.y) / (altura / 3.0f))) 
   { 
    case (0): 
     if (opciones.Length > 0) 
     { 
      flecha.localPosition = posicionFlechaIni; 
      posicionFlecha = 0; 
     } 
     break; 
    case (1): 
     if (opciones.Length > 1) 
     { 
      flecha.localPosition = posicionFlechaIni - Vector3.up * 
(altura / 3.0f); 
      posicionFlecha = 1; 
     } 
     break; 
    case (2): 
     if (opciones.Length > 2) 
     { 
      flecha.localPosition = posicionFlechaIni - 2 * Vector3.up * 
(altura / 3.0f); 
      posicionFlecha = 2; 
     } 
     break; 
    } 
  } 
 } 
 public void scroll() 
 { 
  int barraActual = Mathf.Min(Mathf.FloorToInt(barra.numberOfSteps * (1 - 
barra.value)), barra.numberOfSteps - 1); 
  if (barraActual != posicionBarra) 
  { 
   if (Globales.plataforma != Plataforma.Movil) 
   { 
    if (posicionBarra < barraActual) //bajar 
    { 
     if (posicionFlecha > 0) 
     { 
      posicionFlecha--; 
      flecha.localPosition = flecha.localPosition + Vector3.up * 
(altura / 3.0f); 
     } 
    } 
    else//subir 
    { 
     if (posicionFlecha < 2) 
     { 
      posicionFlecha++; 
      flecha.localPosition = flecha.localPosition - Vector3.up * 
(altura / 3.0f); 
     } 
    } 
   } 
   posicionBarra = Mathf.Min(Mathf.FloorToInt(barra.numberOfSteps * (1 - 
barra.value)), barra.numberOfSteps - 1); 
  } 
 } 
 public void moverFlecha() 
 { 
  recolocaFlecha = true; 
 } 
 public void pararflecha() 
 { 
  recolocaFlecha = false; 
 } 
 public void reinicia() 
 { 
  barra.value = 1f; 
  posicionBarra = 0; 
  posicionFlecha = 0; 
  if (Globales.plataforma != Plataforma.Movil) 
  { 
   flecha.localPosition = posicionFlechaIni; 
  } 
 } 
 public void clickCuadroTexto() 
 { 
  if (Input.GetMouseButtonDown(0) || Globales.plataforma == 
Plataforma.Editor) 
  { 
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   if (gDial.GetStringArray("opciones") != null) 
   { 
    if (Globales.plataforma == Plataforma.Movil) 
    { 
     float posicionMouse = transform.InverseTransformPoint 
(Input.mousePosition).y; 
     int opcionSeleccionada = Mathf.FloorToInt((-posicionMouse + 
(altura / 6.0f) + posicionFlechaIni.y) / (altura / 3.0f)); if (posicionBarra 
+ opcionSeleccionada < gDial.GetStringArray("opciones").Length) 
//opcionSeleccionada (o posicionBarra) indican el valor de la primera opcion 
mostrada en pantalla. posicionMouse (o posicionFlecha) indican si la opcion 
escogida ha sido 0, 1 o 2 respecto a las mostradas en pantalla 
     { 
      gDial.elegirOpcion(posicionBarra + opcionSeleccionada); 
     } 
    } 
    else 
    { 
     gDial.elegirOpcion(posicionBarra + posicionFlecha); 
    } 
   } 
   else 
   { 
    if (gDial.escribiendo)//el texto se esta escribiendo. Muestra todo 
el texto de golpe 
    { 
     gDial.saltarTexto(); 
    } 
    else//el texto ha termindao de escribirse. Pasa al siguiente texto 
    { 
     gDial.continuarEscribiendo(); 
    } 
   } 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//guarda el valor de la tile seleccionada 
//kind, set, number. Ej: Hierba, Pradera, esquina derecha-superior 
var groundVector : Vector2 = Vector2.zero; 
var groundKind : KindOfGround = 0; 
enum KindOfGround { 
 nasa 
}








//Ultima revisión: 01/04/16 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorJuegoMono 
Funciones utilizadas para probar niveles 
*/ 
//Iniciar un nivel sin pasar por menu principal 
var inicioDirecto : boolean; 
var cinematicaInicial : boolean; 
var debugarEnCompilado : boolean; 
var movil : boolean = false; 
private var gJuego : GestorJuegoMono; 
@HideInInspector 
var texto : Text; 
function probarClick(){ 
 if(gameObject.GetComponent(gestorInputs).click){ 
  texto.text = "Click"; 
 } 
 else if(gameObject.GetComponent(gestorInputs).presionado){ 
  texto.text = "Presionado"; 
 } 
 else{ 
  texto.text = "No Input"; 
 } 
} 
function OLWLAlternativo(GJM : GestorJuegoMono){ // OnLevelWasLoaded 
Alternativo para el gestorJuegoMono 
 GestorJuego.gestorActual = GJM; 
 var nivel : int = System.Array.IndexOf (GestorJuego.nombresNiveles, 
Application.loadedLevelName); 
 GJM.SetGestor(GestorJuego.gestoresNiveles[nivel]); 
 if(GestorJuego.Player == null){ 
  var playerOB : GameObject = ((Resources.Load("Assets NPC/Player/Player", 
GameObject) as GameObject).GetComponent(NPC) as NPC).Instantiate(); 
  playerOB.name = "Player"; 
  GestorJuego.Player = playerOB.GetComponent(NPC); 
  GestorJuego.Player.cuerpo = GestorJuego.Player.transform.Find 
(GestorJuego.Player.name+" Modelo").gameObject; 
  for(var ia : int = 0; ia < GestorJuego.Player.IA.length; ia++){ 
  GestorJuego.Player.IA[ia].npc = GestorJuego.Player; 
  } 
 (GameObject.Find("GUI/Cinematica/Fade").GetComponent(Animator) as 
Animator).SetBool("FadeOut", true); 
} 








  playerMenu.name = "PlayerMenuNivel"; 
 var menuNivel : MenuSeleccionNivel = GameObject.FindObjectOfType 
(MenuSeleccionNivel); 
 playerMenu.transform.parent = menuNivel.transform; 





 if(GestorJuego.plataforma != Plataforma.Editor && !debugarEnCompilado){ 
  GameObject.Find("/GUI/Debug").SetActive(false); 
 } 
 gJuego = gameObject.GetComponent(GestorJuegoMono); 
 if(inicioDirecto){ 
  GestorJuego.IniciarJuego(); 
  if(movil){ 
   GestorJuego.plataforma = Plataforma.Movil; 
   Globales.plataforma = GestorJuego.plataforma; 
  } 
 } 
 if(GestorJuego.plataforma == Plataforma.Editor || debugarEnCompilado){ 
  if(inicioDirecto){ 
   GestorJuego.CargarMisionesXML(); 
   GestorJuego.CargarNivelesXML(); 
   GestorJuego.nivelActual = Application.loadedLevelName; 
   OLWLAlternativo((GetComponent(GestorJuegoMono) as GestorJuegoMono)); 
  } 
 } 
} 
function Start () { 
 if(GestorJuego.plataforma == Plataforma.Editor || debugarEnCompilado){ 
  if(inicioDirecto){ 
   cargarGestor(); 
  } 
  if(cinematicaInicial){ 
   cargarCinematicaInicial(); 









 var cine : cinematica = GameObject.Find (gJuego.GetGestor() 
.cinematicasIniciales 




 gJuego.GetGestor().nivelCompletado = true; 
}









//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: Dialoguer, Globales ubicado en Standard Assets 
Comunica dialoguer con el isometrico y muestra por pantalla los dialogos 
*LEER* Dialoguer viene en CSharp y el juego se ha montado en JavaScript. Para 
que la comunicación entre ambos sea posible, se creo en un script estatico 
'Globales' ubicado en Standard Assets, ya que esta se compila antes que 
Assets. Los eventos se acumulan aqui, y cada gestor de eventos (CS o JS) 
recoge los pertinetes y los ejecuta 
*/ 
public class GestorDialogos_ : MonoBehaviour 
{ 
 static public string IDDialogo = ; ""
 static public GameObject[] NPCDialogo; 
 static public int NPCActual = 0; 
 [HideInInspector] 
 public bool mostrarDialogo = false; 
 private string dialogo; 
 private string[] opciones; 
 private AnimacionesCSharp tapaDialogosScript; 
 private Animator tapaDialogos; 
 private GameObject GUI; 
 private Image avatar; 
 private Text nombreAvatar; 
 private Text textoDialogo; 
 private Scrollbar barraScroll; 
 private scrollDialogos scrollScript; 
 private RectTransform zonaScroll; 
 [HideInInspector] 
 public bool escribiendo = false; 
 private int letra = 0; //numero de letra del dialogo que esta siendo 
escrita (nº de caracter) 
 private float altura = 0; 
 private string[] nombres; 
 private Sprite[] avatares; 
 private float alturaEstandar; 
 private bool reajustarCamara = true; 
 void Awake() //La flecha de multichoice se escala en GestorjuegoMono. Se 
hace ahi porque GestorJuego, que contiene el factor de escala, es JavaScript 
e interesa que la flecha funcione en C# debido a Dialoguer. 
 { 
  Dialoguer.Initialize(); 
  GUI = GameObject.Find( ); "GUI/Dialogos"
  avatar = GUI.transform.Find( ).GetComponent<Image>(); "CajaAvatar/Imagen"
  nombreAvatar = GUI.transform.Find( ) "CajaNombre/Nombre"
.GetComponent<Text>(); 
  zonaScroll = GUI.transform.Find( ) "CajaTextos/Scroll"
.GetComponent<RectTransform>(); 
  textoDialogo = zonaScroll.Find( ).GetComponent<Text>(); "Conversacion"
   barraScroll = GUI.transform.Find( ) "CajaTextos/Scrollbar"
.GetComponent<Scrollbar>(); 
  scrollScript = barraScroll.gameObject.GetComponent<scrollDialogos>(); 
  tapaDialogos = GUI.transform.Find( ) "CajaAvatar/Tapa"
.gameObject.GetComponent<Animator>(); 
  tapaDialogosScript = GUI.transform.Find( ) "CajaAvatar/Tapa"
.gameObject.GetComponent<AnimacionesCSharp>(); 
 
  Camera camara = GameObject.Find( ) "CamaraDialogos"
.GetComponent<Camera>(); 
  RawImage fondo = GameObject.Find( ) "GUI/Dialogos/CajaAvatar/Imagen"
.GetComponent<RawImage>(); 
  camara.targetTexture = (RenderTexture)fondo.texture; 
 } 
  
 void Start() 
 { 
  Dialoguer.events.onStarted += onStarted; 
  Dialoguer.events.onEnded += onEnded; 
  Dialoguer.events.onTextPhase += onTextPhase; 
  Dialoguer.events.onWindowClose += onWindowClose; 
  Dialoguer.events.onMessageEvent += onMessageEvent; 
  int tamano = 0; 
  textoDialogo.text = ; "\n\n"
  textoDialogo.fontSize = tamano; 
  while (textoDialogo.preferredHeight <= textoDialogo.GetComponent 
<RectTransform>().rect.height) 
  { 
   textoDialogo.fontSize = tamano; 
   tamano++; 
  } 
  if (textoDialogo.fontSize > 0) 
   textoDialogo.fontSize--; 
  alturaEstandar = textoDialogo.preferredHeight; 
  textoDialogo.text = string.Empty; 
 } 
 void FixedUpdate() 
 { 
  if (mostrarDialogo) 
  { 
   if (!GUI.activeSelf) 
   { 
    GUI.SetActive(true); 
   } 
   if (escribiendo) 
   { 
    if (opciones == null) 
    { 
     if (letra < dialogo.Length) 
     { 
      textoDialogo.text = textoDialogo.text + dialogo[letra]; 
      altura = textoDialogo.preferredHeight; 
      if (dialogo[letra] ==  || dialogo[letra] == ) ' ' '\n'
      { 
       string textoOriginal = textoDialogo.text; 
       string siguientePalabra = buscarPalabra(letra + 1, 
dialogo); 
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       textoDialogo.text = textoDialogo.text + siguientePalabra; 
       if (textoDialogo.preferredHeight != altura) 
       { 
        textoOriginal = textoOriginal + ; '\n'
       } 
       if (textoDialogo.preferredHeight > 
textoDialogo.GetComponent<RectTransform>().rect.height) { 
        escribiendo = false; 
        //sonido 
        cargarEfectos( ); "ef_maquina_escribir"
       } 
       textoDialogo.text = textoOriginal; 
      } 
      letra++; 
     } 
     else 
     { 
      //sonido 
      cargarEfectos( ); "ef_maquina_escribir"
      escribiendo = false; 
     } 
    } 
    else 
    { 
     for (int i = 0; i < opciones.Length; i++) 
     { 
      textoDialogo.text += opciones[i]; 
      if (i != opciones.Length - 1) 
      { 
       textoDialogo.text += ; '\n'
      } 
     } 
     if (textoDialogo.preferredHeight > alturaEstandar) 
     { 
     
 ((RectTransform)textoDialogo.GetComponent<RectTransform>()).offsetMin = 
new Vector2(0, alturaEstandar - textoDialogo.preferredHeight); 
     } 
     escribiendo = false; 
     //sonido 
     cargarEfectos( ); "ef_maquina_escribir"
    } 
   } 
    
  } 
  else if (GUI.activeSelf) 
  { 
   GUI.SetActive(false); 
  } 
 } 
 void onStarted() 
 { 
  mostrarDialogo = true; 
  GestorEventosCSharp.CrearMensaje( , , , "EmpiezaDialogo" "" "JavaScript"
null); 
  tiempoIni = Time.timeSinceLevelLoad; 
 } 
  void onEnded() 
 { 
  mostrarDialogo = false; 
  GestorEventosCSharp.CrearMensaje( , , , "AcabaDialogo" "" "JavaScript"
null); 
 } 
 void onWaitComplete() 
 { 
  Dialoguer.ContinueDialogue(); 
 } 
 void onTextPhase(DialoguerTextData datos) 
 { 
  System.Collections.Generic.Dictionary<string, bool> variables = new 
System.Collections.Generic.Dictionary<string, bool>(); 
  string[] metadatos = datos.metadata.Split( ); ';'
  for (int i = 0; i < metadatos.Length; i++) 
  { 
   if (metadatos[i].Contains( ) && "="
!variables.ContainsKey(metadatos[i].Split( )[0])) '='
   { 
    variables.Add(metadatos[i].Split( )[0], '='
System.Convert.ToBoolean(metadatos[i].Split( )[1])); '='
   } 
  } 
  if (datos.name == ) "Player"
  { 
   nombreAvatar.text = nombres[0]; 
  } 
  else 
  { 
   try 
   { 
    int indice = int.Parse(datos.name); 
    nombreAvatar.text = nombres[indice]; 
   } 
   catch 
   { 
    nombreAvatar.text = datos.name; 
   } 
  } 
  if (datos.portrait == string.Empty) 
  { 
   if (datos.name == ) "Player"
   { 
    tapaDialogosScript.personajeDialogos = 0; 
    NPCDialogo[NPCActual].transform.localPosition = new Vector3(0, 0, 
10); 
    NPCDialogo[0].transform.localPosition = Vector3.zero; 
   } 
   else 
   { 
    tapaDialogosScript.personajeDialogos = int.Parse(datos.name); 
    NPCDialogo[NPCActual].transform.localPosition = new Vector3(0, 0, 
10); 
    NPCDialogo[int.Parse(datos.name)].transform.localPosition = 
Vector3.zero; 
   } 
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   tapaDialogos.SetTrigger( ); "cambiar"
  } 
  dialogo = datos.text; 
  opciones = datos.choices; 
  RectTransform rect = textoDialogo.GetComponent<RectTransform>(); 
  scrollDialogos scriptScroll = 
(scrollDialogos)barraScroll.GetComponent<scrollDialogos>(); 
  if (datos.choices != null)//Caso en que haya opciones (multichoice) 
  { 
   scriptScroll.reinicia();//reinicia el scroll para tomar lso valores 
adecuados al numero de opciones disponibles 
   barraScroll.numberOfSteps = Mathf.Max(datos.choices.Length - 2, 1); 
   rect.anchorMin = new Vector2(0.145f, rect.anchorMin.y); 
   if (opciones.Length > 3) 
   { 
    zonaScroll.offsetMax = new Vector2(scrollScript.ancho, 0); 
    barraScroll.GetComponent<Image>().enabled = true; 
   
 barraScroll.transform.GetChild(0).GetChild(0).GetComponent<Image>().enable
d = true; 
    barraScroll.enabled = true; 
    if (Globales.plataforma == Plataforma.Movil) 
    { 
     for (int i = 0; i < scriptScroll.flecha.childCount; i++) 
     { 
      scriptScroll.flecha.GetChild(i).gameObject.SetActive(true); 
     } 
    } 
   } 
   else 
   { 
    zonaScroll.offsetMax = new Vector2(0, 0); 
    barraScroll.GetComponent<Image>().enabled = false; 
   
 barraScroll.transform.GetChild(0).GetChild(0).GetComponent<Image>().enable
d = false; 
    barraScroll.enabled = false; 
    if (Globales.plataforma == Plataforma.Movil) 
    { 
     for (int i = 0; i < scriptScroll.flecha.childCount; i++) 
     { 
      if (i < opciones.Length) 
      { 
       scriptScroll.flecha.GetChild(i).gameObject.SetActive(true); 
      } 
      else 
      { 
      
 scriptScroll.flecha.GetChild(i).gameObject.SetActive(false); 
      } 
     } 
    } 
   } 
   scriptScroll.flecha.gameObject.SetActive(true); 
  } 
  else{ 
   barraScroll.GetComponent<Image>().enabled = false; 
    barraScroll.transform.GetChild(0).GetChild(0).GetComponent<Image>() 
.enabled = false; 
   barraScroll.enabled = false; 
   scriptScroll.flecha.gameObject.SetActive(false); 
   rect.anchorMin = new Vector2(0.088f, rect.anchorMin.y); 
   zonaScroll.offsetMax = new Vector2(scrollScript.ancho, 0); 
  } 
  ((RectTransform)textoDialogo.GetComponent<RectTransform>()).offsetMin = 
new Vector2(0, 0); 
  ((RectTransform)textoDialogo.GetComponent<RectTransform>()).offsetMax = 
new Vector2(0, 0); 
  escribiendo = true; 
  if (!variables.ContainsKey ( ) || !variables[ ]) { "zoomManual" "zoomManual"
   GestorEventosCSharp.CrearMensaje ( ,  + "Enfocar Personaje" "10;"
datos.name, , null); "JavaScript"
  } 
 } 
 void onWindowClose() 
 { 
  if (reajustarCamara) 
  { 
   GestorEventosCSharp.CrearMensaje( , , "Enfocar Personaje" "25;Player"
, null); "JavaScript"
  } 
  reajustarCamara = true; 
 } 
 void onMessageEvent(string evento, string metadata) 
 { 
  string[] param; 
  switch (evento) 
  { 
   case ( ): "Variables Dialogo"
    param = metadata.Split( ); ';'
    for (int i = 0; i < param.Length; i++) 
    { 
     string[] variable = param[i].Split( ); ':'
     switch (variable[0]) 
     { 
      case : "Reajustar Camara"
       reajustarCamara = System.Convert.ToBoolean(variable[1]); 
       break; 
     } 
    } 
    break; 
   default: 
    GestorEventosCSharp.CrearMensaje(evento, metadata, , "JavaScript"
this.gameObject); 
    break; 
  } 
 } 
 public static void EmpezarDialogo(int i) 
 { 
  Dialoguer.StartDialogue(i); 
 } 
 public string buscarPalabra(int i, string texto) 
 { 
  string palabra = string.Empty; 
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  for (int index = i; index < texto.Length; index++) 
  { 
   if (texto[index] !=  && texto[index] != ) ' ' '\n'
   { 
    palabra = palabra + texto[index]; 
   } 
   else 
   { 
    break; 
   } 
  } 
  return palabra; 
 } 
 public void elegirOpcion(int opcion) 
 { 
  textoDialogo.text = ; ""
  letra = 0; 
  Dialoguer.ContinueDialogue(opcion); 
  //sonido 
  cargarEfectos( ); "ef_clicar_respuestas"
 } 
 public void continuarEscribiendo() 
 { 
  textoDialogo.text = ; ""
  if (letra < dialogo.Length) 
  { 
   escribiendo = true; 
  } 
  else 
  { 
   letra = 0; 
   Dialoguer.ContinueDialogue(); 
  } 
 } 
 public void saltarTexto() 
 { //Posible mejora, pintar palabra por palabra en vez de todo de golpe 
  escribiendo = false; 
  while (textoDialogo.preferredHeight < 
textoDialogo.GetComponent<RectTransform>().rect.height) 
  { 
   textoDialogo.text = textoDialogo.text + dialogo[letra]; 
   altura = textoDialogo.preferredHeight; 
   if (dialogo[letra] ==  || dialogo[letra] == ) ' ' '\n'
   { 
    string textoOriginal = textoDialogo.text; 
    string siguientePalabra = buscarPalabra(letra + 1, dialogo); 
    textoDialogo.text = textoDialogo.text + siguientePalabra; 
    if (textoDialogo.preferredHeight != altura) 
    { 
     textoOriginal = textoOriginal + ; '\n'
    } 
    textoDialogo.text = textoOriginal; 
   } 
   letra++; 
   if (letra >= dialogo.Length) 
   { 
    break; 
    } 
  } 
 } 
 public void setDatos(string[] datos) 
 { 
  nombres = new string[datos.Length / 2]; 
  avatares = new Sprite[nombres.Length]; 
  NPCDialogo = new GameObject[nombres.Length]; 
  for (int i = 0; i < nombres.Length; i++) 
  { 
   nombres[i] = datos[i * 2]; 
   NPCDialogo[i] = GameObject.Find(  + i.ToString()); "Fotocol/NPC/"
  } 
  for (int i = 0; i < nombres.Length; i++) 
  { 
   avatares[i] = (Sprite)Resources.Load(  + datos[(i "Texturas/Avatares/"
* 2) + 1], typeof(Sprite)); 
  } 
 } 
 public string[] GetStringArray(string nombre) 
 { 
  switch (nombre) 
  { 
   case ( ): "opciones"
    return opciones; 
    break; 
  } 
  return new string[0]; 
 } 
 void OnDestroy() 
 { 
  Dialoguer.events.onStarted -= onStarted; 
  Dialoguer.events.onEnded -= onEnded; 
  Dialoguer.events.onTextPhase -= onTextPhase; 
  Dialoguer.events.onWindowClose -= onWindowClose; 
  Dialoguer.events.onMessageEvent -= onMessageEvent; 
 } 
//Carga un audio y lo destruye al finalizar 
 void cargarEfectos(string nombre) 
 { 
  AudioClip musica = Resources.Load(  + nombre) as AudioClip; "efectos/"
  if(musica != null) {  
   GameObject prefab = Instantiate(Resources.Load("Prefabs/ 
)) as GameObject; prefab_musica"
   AudioSource fuente = prefab.GetComponent<AudioSource>(); 
   fuente.clip = musica; 
   fuente.volume = 10; 
   fuente.Play(); 
   Destroy(prefab, fuente.clip.length); 
  } 
 } 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: Globales ubicado en Standard Assets 
Comunica dialoguer con el isometrico y muestra por pantalla los dialogos 
*LEER* Dialoguer viene en CSharp y el juego se ha montado en JavaScript. Para 
que la comunicación entre ambos sea posible, se creo en un script estatico 
'Globales' ubicado en Standard Assets, ya que esta se compila antes que 
Assets. Los eventos se acumulan aqui, y cada gestor de eventos (CS o JS) 
recoge los pertinetes y los ejecuta 
*/ 
private static var fotocol : Transform; 
private static var ObjetoEventoDialogo:GameObject; 
private static var pathObjetoInteraccion : String; 
private static var ultimoDialogo : String; 
public static var confgCombate : String; 
public static var prevCombate:boolean=false; 
private var param : String[]; 
static public var obteniendo:boolean; 
static public var getboolean:boolean; 
private var gJuegoMono : GestorJuegoMono; 
private var estadoJuegoAnterior : int = 0; 
private static var npcConversando : NPC[]; 
private static var miniMapa : GameObject; 
public function Start(){ 
 gJuegoMono = GetComponent(GestorJuegoMono); 
 miniMapa = GameObject.Find("MiniMapa"); 
 fotocol = GameObject.Find("Fotocol/NPC").transform; 
} 




public function GestionarEventos(){ 
 while(Globales.EventosJava.length !=0){ 




public function TratarEvento(evento:String){ 
 var N:JSONNode = new JSONNode.Parse(evento); 
 var i : int = 0; 
 var parametros : String[]; 
 switch(N["ID"].Value){ 
  case "GuardarPartida": 
   (GetComponent(guardarPartida) as guardarPartida).guardarXMLPartida(); 
   break; 
 
  case "EmpiezaDialogo": 
   estadoJuegoAnterior = gJuegoMono.GetEstado(); 
   gJuegoMono.cambiarEstado(estadoJuego.dialogo); 
   miniMapa.SetActive(false); 
   break; 
  case "AcabaDialogo": 
    gJuegoMono.cambiarEstado(estadoJuegoAnterior); 
   for (i = 0; i < npcConversando.length; i++){ 
    GestorEventos.npcConversando[i].finalizarConversacion(); 
    Destroy(fotocol.Find(i.ToString()).gameObject); 
   } 
   if(estadoJuegoAnterior == estadoJuego.juego){ 
    miniMapa.SetActive(true); 
   } 
   (GetComponent(guardarPartida) as guardarPartida).guardarXMLPartida(); 
   break; 
  case "Cambiar Etapa": 
   parametros=N["Parametros"].Value.Split(";"[0]); 
   for(var j: int = 0; j < parametros.length;) { 
   
 GestorJuego.misiones[parametros[j]].completarEtapa(parseInt(parametros[j+1
])); 
    j=j+2; 
   } 
   break; 
  case "Cinematica": 
   parametros=N["Parametros"].Value.Split(";"[0]); 
   (GameObject.Find(parametros[0]).GetComponent(cinematica) as 
cinematica ).Play(); 
   break; 
  case "Enfocar Personaje": 
   parametros=N["Parametros"].Value.Split(";"[0]); 
   var cam : camara = Camera.main.GetComponent(camara) as camara; 
   cam.setZoom(System.Convert.ToSingle(parametros[0])); 
   try{ 
   
 cam.setObjetivoTransicion(npcConversando[System.Convert.ToInt32(parametros
[1])].transform); 
   } 
   catch(Err){ 
   
 cam.setObjetivoTransicion(GameObject.Find(parametros[1]).transform); 
   } 
   break; 
  case "Enfocar Grupo": 
   parametros=N["Parametros"].Value.Split(";"[0]); 
   var cam2 : camara = Camera.main.GetComponent(camara) as camara; 
   var objetivos : Transform[] = new Transform[parametros.Length]; 
   for (i = 0; i < parametros.Length; i++){ 
    try{ 
     objetivos[i] = 
npcConversando[System.Convert.ToInt32(parametros[i])].transform; 
    } 
    catch(Err){ 
     objetivos[i] = GameObject.Find(parametros[i]).transform; 
    } 
   } 
   cam2.enfocarGrupo(objetivos); 
   break; 
  case "cambiar estado dialogo": 
   parametros=N["Parametros"].Value.Split(";"[0]); 
   npcConversando[parseInt(parametros[0])].conversacion = 
"true"==parametros[1]; 
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public static function crearNPCDialogos(GO : GameObject, numero : int){ 
 var newGO : GameObject = Instantiate(GO); 
 newGO.transform.parent = fotocol; 
 newGO.transform.localPosition = Vector3.zero; 
 newGO.transform.localPosition.z = 10; 
 newGO.name = numero.ToString(); 
} 
public static function 
CrearMensaje(Identificador:String,Parametros:String,Version:String,objeto:Gam
eObject, datos : Array){ 
 var N:JSONClass = new JSONClass(); 
 var i : int = 0; 
 N["ID"] = Identificador; 
 N["Parametros"] = Parametros; 
 if(Version == "JavaScript") Globales.EventosJava.Push( N.ToString()); 
 else Globales.EventosCSharp.Push( N.ToString()); 
 switch(Identificador){ 
  case "EmpezarDialogo": 
   var parametrosA : String[] = Parametros.Split(";"[0]); 
   GestorEventos.npcConversando = new NPC[datos.length]; 
   for (i = 0; i < datos.length; i++){ 
    GestorEventos.npcConversando[i] = datos[i] as NPC; 
    crearNPCDialogos(GestorEventos.npcConversando[i].cuerpo, i); 
   } 
   break; 
  case "Fin Combate": 
   break; 
 } 
} 
public static function 
CrearMensaje(Identificador:String,Parametros:String,Version:String,objeto:Gam
eObject){ 








//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: gestorDialogos, Dialoguer, Globales ubicado en Standard 
Assets 
Comunica dialoguer con el isometrico y muestra por pantalla los dialogos 
*LEER* Dialoguer viene en CSharp y el juego se ha montado en JavaScript. Para 
que la comunicación entre ambos sea posible, se creo en un script estatico 
'Globales' ubicado en Standard Assets, ya que esta se compila antes que 
Assets. Los eventos se acumulan aqui, y cada gestor de eventos (CS o JS) 
recoge los pertinetes y los ejecuta 
*/ 
public class GestorEventosCSharp : MonoBehaviour 
{ 
 static ultimoDialogo; int 
 GestorDialogos_ gDial; 
 public void Start() 
 { 
  Dialoguer.Initialize(); 
  gDial = GetComponent<GestorDialogos_>(); 
 } 
 public void FixedUpdate() 
 { 
  GestionarEventos(); 
 } 
 public void GestionarEventos() 
 { 
  while (Globales.EventosCSharp.length != 0) 
  { 
   TratarEventos(( )Globales.EventosCSharp.Shift()); string
  } 
 } 
 public void TratarEventos( Evento) string 
 { 
  JSONNode N = JSONNode.Parse(Evento); 
  switch (N["ID"].Value) 
  { 
   case "ContinuaDialogo": 
    gDial = GetComponent<GestorDialogos_>(); 
    if (!gDial.escribiendo) 
    { 
     gDial.continuarEscribiendo(); 
    } 
    else 
    { 
     gDial.saltarTexto(); 
    } 
    break; 
   case "Fin Combate": 
    victoria = N["Parametros"].Value.Split(';')[0]; string 
    Dialoguer.SetGlobalBoolean(0, System.Convert.ToBoolean(victoria)); 
    gDial.mostrarDialogo = true; 
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    Dialoguer.ContinueDialogue(); 
    break; 
   case "EmpezarDialogo": 
    [] param0 = N["Parametros"].Value.Split(';'); ultimoDialogo = string
( )System.Enum.Parse( (DialoguerDialogues), param0[0]); int typeof
    [] datos = new [param0.Length - 1]; string string
    for ( i = 1; i < param0.Length; i++) int 
    { 
     datos[i - 1] = param0[i]; 
    } 
    gDial.setDatos(datos); 
    GestorDialogos_.EmpezarDialogo(ultimoDialogo); 
    GestorDialogos_.IDDialogo = param0[0]; 
    break; 
   case "BoolDialoguer": 
    [] param = N["Parametros"].Value.Split(','); string
    booleanId = .Parse(param[0]); int int
    booleanValue = param[1] == "True"; bool 
    Dialoguer.SetGlobalBoolean(booleanId, booleanValue); 
    break; 
   case "ReiniciaDialoguer": 
    for ( i = 0; i < 14; i++) int 
    { 
     Dialoguer.SetGlobalBoolean(i, false); 
    } 
    break; 
   case "SetReputacion": 
    Dialoguer.SetGlobalFloat(0, .Parse(N["Parametros"].Value)); int
    break; 
   case "GetB": 
    [] param2 = N["Parametros"].Value.Split(','); string
    booleanId2 = .Parse(param2[0]); int int
    CrearMensaje("GetBoolean", "" + 
Dialoguer.GetGlobalBoolean(booleanId2), "JavaScript", null); 
    break; 
  } 
 } 
 
 public static void CrearMensaje( Identificador, Parametros, string string 
Version, GameObject original) string 
 { 
  JSONClass N = new JSONClass(); 
  N.Add("ID", Identificador); 
  N.Add("Parametros", Parametros); 
  if (Version == "JavaScript") Globales.EventosJava.Push(N.ToString()); 
  else Globales.EventosCSharp.Push(N.ToString()); 
  switch (Identificador) 
  { 
   case "EmpezarDialogo": 
    break; 
   case "Fin Combate": 
    break; 








//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: InputManager 
Ruta InputManager: Edit -> Project Settings -> Input 
Detectar y enviar clicks del jugador 
*/ 
@HideInInspector 
var click : boolean = false; 
@HideInInspector 
var presionado : boolean = false; 
var capasInteractuables : LayerMask; 
static var listaHoverMouseUI : 
System.Collections.Generic.List.<UnityEngine.EventSystems.RaycastResult>; 
static var hoverMouse : GameObject; 
static var raycastInfo : RaycastHit; 
private var cursorSobreGUI : boolean = false; 
private var gestorJuego : GestorJuegoMono; 
function Start () { 
 gestorJuego = 
GameObject.FindWithTag("Gestores").GetComponent(GestorJuegoMono); 
} 
function Update () { 
 if(!comprobarHoverUI()){ 
  comprobarHover(); 
  if(hoverMouse != null){ 
   gestorJuego.procesaHover(); 
  } 
  if(gestorJuego.GetEstado() != estadoJuego.menu && 
gestorJuego.GetEstado() != estadoJuego.dialogo){ 
   if(Input.GetAxis("Mouse")){ 
    if(!click && !presionado){ 
     click = true; 
    } 
    else if(click){ 
     presionado = true; 
     click = false; 
    } 
   } 
   else{ 
    click = false; 
    presionado = false; 
   } 
   if(click){ 
    gestorJuego.ProcesaClick(); 
   } 




 if((Input.mousePosition.x < Screen.width && Input.mousePosition.x > 0) || 
(Input.mousePosition.y < Screen.height && Input.mousePosition.y > 0)){ 
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  var origen : Vector3; 
  origen = Input.mousePosition; 
  origen = Camera.main.ScreenToWorldPoint(origen); 
  Physics.Raycast(origen, Camera.main.transform.forward, raycastInfo, 
Mathf.Infinity, capasInteractuables); 
  if(hoverMouse != null && hoverMouse.transform != raycastInfo.transform){ 
   var objeto : ObjetoInteraccion = 
(hoverMouse.GetComponent(ObjetoInteraccion) as ObjetoInteraccion); 
   if(objeto != null){ 
    objeto.hoverOff(); 
   } 
  } 
  if(raycastInfo.transform != null && listaHoverMouseUI.Count == 0){ 
   hoverMouse = raycastInfo.transform.gameObject; 
  } 
  else{ 
   hoverMouse = null; 
  } 
 } 
 else{ 
  if(hoverMouse != null){ 
   var objetoMouse : ObjetoInteraccion = 
(hoverMouse.GetComponent(ObjetoInteraccion) as ObjetoInteraccion); 
   if(objetoMouse != null){ 
    objetoMouse.hoverOff(); 
   } 
  } 
  hoverMouse = null; 
 } 
} 
static function comprobarHoverUI(){ 
 var system : EventSystem = EventSystem.current; 
 listaHoverMouseUI = new 
System.Collections.Generic.List.<UnityEngine.EventSystems.RaycastResult>(); 
 var pointer : PointerEventData = new PointerEventData(system); 
 pointer.position = Input.mousePosition; 
 system.RaycastAll(pointer, listaHoverMouseUI); 
 if(listaHoverMouseUI.Count > 0){ 
  if(hoverMouse != null){ 
   var hover : ObjetoInteraccion = 
(hoverMouse.GetComponent(ObjetoInteraccion) as ObjetoInteraccion); 
   if(hover != null){hover.hoverOff(); 
   } 
   hoverMouse = null; 
  } 
  return true; 
 } 
 return false; 
} 
static function raycastUI(tipo : System.Type) : Array{ 
 var resultado : Array = new Array(); 
 for(var i : int = 0; i < listaHoverMouseUI.Count; i++){ 
  if(listaHoverMouseUI[i].gameObject.GetComponent(tipo) != null){ 
   resultado.push(listaHoverMouseUI[i].gameObject.GetComponent(tipo)); 
  } 
 } 
 return resultado; 
 } 
static function encontrarTouch(id : int) : Touch{ 
 for (var i : int = 0; i < Input.touchCount; i++){ 
  if(Input.GetTouch(i).fingerId == id){ 
   return Input.GetTouch(i); 
  } 
 } 
} 
static function reconocerTouch(objeto : Graphic, filtro : TouchPhase) : int{ 
 for (var i : int = 0; i < Input.touchCount; i++){ 
  var touch : Touch = Input.GetTouch(i); 
  if(touch.phase == filtro){ 
   if (objeto.Raycast(touch.position, Camera.main)){ 
    return touch.fingerId; 
   } 
  } 
 } 
} 
static function reconocerTouch(objeto : Graphic) : int{ 
 for (var i : int = 0; i < Input.touchCount; i++){ 
  var touch : Touch = Input.GetTouch(i); 
  if (objeto.Raycast(touch.position, Camera.main)){ 
   return touch.fingerId; 




 cursorSobreGUI = true; 
} 
function GUIout(){ 
 cursorSobreGUI = false; 
} 
//funcion para cambiar el estado de los triggers. Cada una de las funciones 
responde llamadas con distintos tipos de parametros 
static function cambiaEstadoEventTrigger(trigger : EventTrigger, tipoEvento : 
EventTriggerType, nombreFuncion : String, nuevoEstado : UnityEventCallState){ 
 for (var i : int = 0; i < trigger.triggers.Count; i++) { 
  var Trigger : EventTrigger.Entry = trigger.triggers[i]; 
  var llamada : EventTrigger.TriggerEvent = Trigger.callback; 
  for (var j : int = 0; j < llamada.GetPersistentEventCount(); j++) { 
   if (llamada.GetPersistentMethodName(j) == nombreFuncion && 
Trigger.eventID == tipoEvento){ 
    llamada.SetPersistentListenerState(j, nuevoEstado); 
   } 
  } 
 } 
} 
static function cambiaEstadoEventTrigger(trigger : EventTrigger, tipoEvento : 
EventTriggerType, nuevoEstado : UnityEventCallState){ 
 for (var i : int = 0; i < trigger.triggers.Count; i++) { 
  var Trigger : EventTrigger.Entry = trigger.triggers[i]; 
  var llamada : EventTrigger.TriggerEvent = Trigger.callback; 
  for (var j : int = 0; j < llamada.GetPersistentEventCount(); j++) { 
   if (Trigger.eventID == tipoEvento){ 
    llamada.SetPersistentListenerState(j, nuevoEstado); 
   } 
  } 





static function cambiaEstadoEventTrigger(trigger : EventTrigger, 
nombreFuncion : String, nuevoEstado : UnityEventCallState){ 
 for (var i : int = 0; i < trigger.triggers.Count; i++) { 
  var Trigger : EventTrigger.Entry = trigger.triggers[i]; 
  var llamada : EventTrigger.TriggerEvent = Trigger.callback; 
  for (var j : int = 0; j < llamada.GetPersistentEventCount(); j++) { 
   if (llamada.GetPersistentMethodName(j) == nombreFuncion){ 
    llamada.SetPersistentListenerState(j, nuevoEstado); 
   } 
  } 
 } 
} 
static function cambiaEstadoEventTrigger(trigger : EventTrigger, nuevoEstado 
: UnityEventCallState){ 
 for (var i : int = 0; i < trigger.triggers.Count; i++) { 
  var Trigger : EventTrigger.Entry = trigger.triggers[i]; 
  var llamada : EventTrigger.TriggerEvent = Trigger.callback; 
  for (var j : int = 0; j < llamada.GetPersistentEventCount(); j++) { 
   llamada.SetPersistentListenerState(j, nuevoEstado); 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: --- 
Almacén misiones 
Plataforma de ejecución (editor, móvil, web) 




static var gestoresNiveles : GestorJuegoIndividual[]; 
static var nombresNiveles : String[]; 
static var misiones : Dictionary.<String, mision>; 
static var plataforma : Plataforma; 
static var nivelActual : String; 
static var gestorActual : GestorJuegoMono; 
static var factoresXY : float[]; //Multiplicadores de los ejes X e Y par 
adaptar a nueva resolucion (resolucion base 793x446) 
static var factor : float; //Multiplicador para adaptar a nueva resolucion 
(en casos que no quiera perderse la proporcion 
static var Player : NPC; 
static var id_partida : String; 
static var id_usuario : String; 
//XML 
static var xmlTextos : XmlDocument; 
static var xmlNombres : XmlDocument; 
static var xmlMisiones : XmlDocument; 
static var xmlNiveles : XmlDocument; 
static var xmlFichas : XmlDocument; 
static var xmlCreditos : XmlDocument; 
static var xmlPartidaCargada : XmlDocument; 
static var nivelAsync : AsyncOperation; 
static var godMode : boolean = true; 
static function cargarXMLResources(){ 
 xmlTextos = new XmlDocument(); 
 var xml : TextAsset = Resources.Load("Xml/Mensajes&Textos", 
typeof(TextAsset)); 
 xmlTextos.Load(new StringReader(xml.text)); 
 xmlNombres = new XmlDocument(); 
 xml = Resources.Load("Xml/Nombres", typeof(TextAsset)); 
 xmlNombres.Load(new StringReader(xml.text)); 
 xmlCreditos = new XmlDocument(); 
 xml = Resources.Load("Xml/Creditos", typeof(TextAsset)); 
 xmlCreditos.Load(new StringReader(xml.text)); 
} 
static function IniciarJuego(){ //Sucede al iniciar el juego (menu inicial) 
 switch(Application.platform){ 
  case RuntimePlatform.OSXEditor: 
  case RuntimePlatform.WindowsEditor: 
   plataforma = Plataforma.Editor; 
   break; 
  case RuntimePlatform.OSXWebPlayer: 
  case RuntimePlatform.WindowsWebPlayer: 
  case RuntimePlatform.WebGLPlayer: 
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   plataforma = Plataforma.Web; 
   break; 
  case RuntimePlatform.Android: 
  case RuntimePlatform.IPhonePlayer: 
   plataforma = Plataforma.Movil; 
   break; 
  default: 
   plataforma = Plataforma.Web; 
   break; 
 } 
 Globales.plataforma = plataforma; 
 factoresXY = new float[2]; 
 factoresXY[0] = Screen.width/793.0; 
 factoresXY[1] = Screen.height/446.0; 





static function CargarNivel(nivelACargar : String){ 
 if(nivelACargar != "creditos" && nivelACargar != "MenuInicial"){ 
  var gestor : GestorJuegoIndividual = 
gestoresNiveles[System.Array.IndexOf(nombresNiveles, nivelACargar)]; 
 } 
 if(GestorJuego.Player != null){ 
  DontDestroyOnLoad(GestorJuego.Player.transform.gameObject); 
 } 
 nivelActual = nivelACargar; 
 var async : AsyncOperation = Application.LoadLevelAsync(nivelACargar); 
 async.allowSceneActivation = true; 
} 
static function CargarNivel(nivelACargar : String, cinem : int){ 
 try{ 
  if(nivelACargar != "creditos" && nivelACargar != "MenuInicial"){ 
   var gestor : GestorJuegoIndividual = 
gestoresNiveles[System.Array.IndexOf(nombresNiveles, nivelACargar)]; 
  } 
  gestor.cineInicial = cinem; 
  CargarNivel(nivelACargar); 
 } 
 catch(Err){ 
  var texto : Text = GameObject.FindObjectOfType(menuIni).texto; 




static function CargarNivelesXML(){ 
 var temporalInt : int; 
 var xml : TextAsset; 
 //Carga el XML Niveles 
 try{ 
  xmlNiveles = new XmlDocument(); 
  xml = Resources.Load("Xml/Niveles", typeof(TextAsset)); 
  xmlNiveles.Load(new StringReader(xml.text)); 
  //Lista de nodos "nivel" 
  var listaNiveles : XmlNodeList = 
(xmlNiveles.DocumentElement).ChildNodes; 
   gestoresNiveles = new GestorJuegoIndividual[listaNiveles.Count]; 
  nombresNiveles = new String[listaNiveles.Count]; 
  //Crea los gestores, carga el respectivo nivel, y lo añade a la lista 
  for (var nuevoNivel : XmlNode in listaNiveles){ 
   var gestorNivel : GestorJuegoIndividual = new 
GestorJuegoIndividual(); 
   gestorNivel.cargarNivel(nuevoNivel.Name); 
   gestoresNiveles[gestorNivel.nivel] = gestorNivel; 
   nombresNiveles[gestorNivel.nivel] = gestorNivel.nombre; 
  } 
 } 
 catch(Err){ 
  Debug.LogError(Err.Message); 
 } 
} 
static function CargarMisionesXML(){ 
 var temporalInt : int; 
 var xml : TextAsset; 
 try{ 
  //Carga el XML Misiones 
  xmlMisiones = new XmlDocument(); 
  xml = Resources.Load("Xml/Misiones", typeof(TextAsset)); 
  xmlMisiones.Load(new StringReader(xml.text)); 
  //Lista de nodos "mision" 
  var listaMisiones : XmlNodeList = 
(xmlMisiones.DocumentElement).ChildNodes; 
  misiones = new Dictionary.<String, mision>(); 
  //Crea la mision y carga sus valores 
  for (var nodoMision : XmlNode in (listaMisiones)){ 
   misiones.Add(nodoMision.Name, new mision(nodoMision.Name)); 
  } 
 } 
 catch(Err){ 
  Debug.LogError(Err.Message); 
 } 
} 
static function imagenAGris(textura : Texture2D) : Texture2D{ 
 return imagenAGris(textura, 0, textura.GetPixels().Length); 
} 
static function imagenAGris(textura : Texture2D, inicio : int, fin : int) : 
Texture2D{ 
 var texturaOriginal : Color[] = textura.GetPixels(); 
 var texturaFinal : Texture2D = new Texture2D(textura.width, 
textura.height); 
 for (var x : int = inicio; x < Mathf.Min(texturaOriginal.Length, fin); 
x++){ 










//Carga un audio y lo destruye al finalizar 
Sistema para el desarrollo y gestión de videojuegos en Unity3D 
 
Pág. 197 
static function cargarEfectos(nombre : String){ 
 var musica : AudioClip = Resources.Load("efectos/" + nombre) as AudioClip; 
 if(musica != null){ 
  var prefab : GameObject = 
Instantiate(Resources.Load("Prefabs/prefab_musica")) as GameObject; 
  var fuente : AudioSource = prefab.GetComponent(AudioSource); 
  fuente.clip = musica; 
  fuente.volume = 10; 
  fuente.Play(); 
  Destroy(prefab, fuente.clip.length); 
 } 
} 
static function segundosFormatoTiempo(tiempo : float){ 
 var minutos : int; 
 var horas : int; 
 var segundos : int; 
 horas = Mathf.FloorToInt(tiempo/3600); 
 minutos = Mathf.FloorToInt((tiempo-horas*3600)/60); 
 segundos = Mathf.FloorToInt(tiempo-horas*3600-minutos*60); 
 return horas.ToString("D2") + ":" + minutos.ToString("D2") + ":" + 
segundos.ToString("D2"); 
} 
static function tiempoASegundos(tiempo : String){ 
 var tiempoA : String[] = tiempo.Split(":"[0]); 
 var minutos : int = System.Convert.ToInt32(tiempoA[1]); 
 var horas : int = System.Convert.ToInt32(tiempoA[0]); 
 var segundos : int = System.Convert.ToInt32(tiempoA[2]); 
 return segundos + minutos*60 + horas*3600; 
} 
static function FechaActual(){ 
 return System.DateTime.Now.Year.ToString("D4") + "-" + 
System.DateTime.Now.Month.ToString("D2") + "-" + 
System.DateTime.Now.Day.ToString("D2") + " " + 
System.DateTime.Now.Hour.ToString("D2") + ":" + 
System.DateTime.Now.Minute.ToString("D2") + ":" + 
System.DateTime.Now.Second.ToString("D2"); 
} 
static function xml2String(xml : XmlDocument) : String{ 
 var stringWriter : StringWriter = new StringWriter(); 
 var xmlTextWriter : XmlTextWriter = new XmlTextWriter(stringWriter); 
 xml.WriteTo(xmlTextWriter); 
 return stringWriter.ToString(); 
} 
static function xml2String(xml : XmlNode) : String{ 
 var stringWriter : StringWriter = new StringWriter(); 
 var xmlTextWriter : XmlTextWriter = new XmlTextWriter(stringWriter); 
 xml.WriteTo(xmlTextWriter); 
 return stringWriter.ToString(); 
} 
static function xml2String(xml : XmlElement) : String{ 
 var stringWriter : StringWriter = new StringWriter(); 
 var xmlTextWriter : XmlTextWriter = new XmlTextWriter(stringWriter); 
 xml.WriteTo(xmlTextWriter); 
 return stringWriter.ToString(); 
} 
static function string2Xml(string : String) : XmlDocument{ 
 var xml : XmlDocument = new XmlDocument(); 
  xml.Load(new StringReader(string.Trim())); 
 return xml; 
} 
static function anadirElementoXML(nombre : String, valor : String, padre : 
XmlElement, xml : XmlDocument){ 
 var elem : XmlElement; 
 elem = xml.CreateElement(nombre); 
 elem.InnerText = valor; 
 padre.AppendChild(elem); 
} 
static function funcionNormal(media : float, desviacion : float){ 
 var x : float = Random.value; 
 var y : float = Random.value; 
 var t : float = Mathf.Sqrt(-2*Mathf.Log(x))*Mathf.Sin(2*Mathf.PI*y); 
 return media + desviacion*t; 
}






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorJuego 




public class GestorJuegoIndividual { 
 var temporalInt : int; 
 var misiones : mision[]; //Misiones necesarias para pasar el nivel 
 var misionActual : int = 0; 
 var nivelCompletado : boolean = false; 
 var nivel : int = 1; //Cargado de XML 
 var nombre : String = "pruebaU5"; //Cargado de XML 
 var nombreEnPantalla : String; 
 var siguienteNivel : String; 
 var cinematicasIniciales : String[]; //Lista de nombres de cinematicas que 
podemos ejecutar para inicar el nivel 
 var cineInicial : int = 0; //Seteado al cargar el nivel 
 var cinematicasGuardar : Dictionary.<String, System.Boolean>; 
 var continuarPartida : boolean = false; 
 var posicionInicial : Vector3; 
 var menuSeleccion : MenuSeleccionNivel; 
 var lanzarMenuFinal : boolean = false; 
 var flashBack : boolean = false; //Determina si estás jugando el nivel 
despues de habertelo pasado 
 var lanzarCinematicaFinal : boolean = false; 
 function GestorJuegoIndividual(){ 
  cinematicasGuardar = new Dictionary.<String, System.Boolean>(); 
 } 
 function actualiza () { 
  //Si la mision actual se ha completado, coge la siguiente 
  lanzarCinematicaFinal = false; 
  if(!nivelCompletado){ 
   if(misiones[misionActual].completada){ 
    misionActual++; 
    //Si no hay mas misiones, hemos acabado el nivel 
    if(misionActual == misiones.Length){ 
     nivelCompletado = true; 
     lanzarCinematicaFinal = true; 
    } 
   } 
  } 
  //Si hemos acabdo el nivel, pasamos al siguiente 
  if(lanzarMenuFinal){ 
   lanzarMenuFinal = false; 
   menuSeleccion.StartCoroutine(FinalizaNivel()); 
  } 
 } 
 function IniciaNivel(){ //Se llama en OnLevelWasLoaded del GestorJuegoMono 
  flashBack = nivelCompletado; 
  var cinematicasScriptGuardar : cinematica[] = 
GameObject.FindObjectsOfType(cinematica); 
   var cinematicasBorrar : Array = new Array(); 
  if(cinematicasGuardar.Keys.Count == 0){ 
   for (var i : int = 0; i < cinematicasScriptGuardar.length; i++){ 
    if(cinematicasScriptGuardar[i].guardarEstado){ 
     cinematicasGuardar.Add(cinematicasScriptGuardar[i].id, 
cinematicasScriptGuardar[i].ejecutada); 
    } 
   } 
  } 
  else{ 
   for(var key : String in cinematicasGuardar.Keys){ 
    if(cinematicasGuardar[key]){ 
     for(var j : int = 0; j < cinematicasScriptGuardar.length; j++){ 
      if(cinematicasScriptGuardar[j].id == key){ 
       if(cinematicasScriptGuardar[j].guardarEstado){ 
        cinematicasScriptGuardar[j].cargarEjecutada(); 
       } 
       else{ 
        cinematicasBorrar.Add(cinematicasScriptGuardar[j].id); 
       } 
       break; 
      } 
     } 
    } 
   } 
   for (var k : int = 0; k < cinematicasBorrar.length; k++){ 
    cinematicasGuardar.Remove(cinematicasBorrar[k] as String); 
   } 
  } 
  if(nivel+1 < GestorJuego.gestoresNiveles.Length){ 
   siguienteNivel = GestorJuego.gestoresNiveles[nivel+1].nombre; 
  } 
  else{ 
   siguienteNivel = "Creditos"; 
  } 
 } 
 function FinalizaNivel(){//Al finalizar un nivel se carga el menu de 
seleccion de nivel 
  var listaCinematicas : cinematica[] = 
GameObject.FindObjectsOfType(cinematica); 
  for(var i : int = 0; i < listaCinematicas.length; i++){ 
   if(listaCinematicas[i].guardarEstado && 
!cinematicasGuardar.ContainsKey (listaCinematicas[i].id)){ 
    cinematicasGuardar.Add(listaCinematicas[i].id, 
listaCinematicas[i].ejecutada); 
   } 
  } 
  //sonido 
  GestorJuego.cargarEfectos("ef_final_nivel"); 
  yield WaitForSeconds(3); 
  menuSeleccion.pasarDeNivel(); 
 } 
 //Importa los datos referentes al gestor de una partida guardada 
 function cargarNivel(nivel : XmlNode){ 
  var arquitectura : XmlNode = nivel.SelectSingleNode("ARQUITECTURA"); 
  misionActual = parseInt (arquitectura.SelectSingleNode 
("MISIONACTUAL").InnerText); 
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  nivelCompletado = System.Boolean.Parse (arquitectura.SelectSingleNode 
("COMPLETADO").InnerText); 
  cinematicasGuardar = new Dictionary.<String, System.Boolean>(); 
  for (var cin : XmlNode in arquitectura){ 
  } 
  for (var cinematica : XmlNode in 
arquitectura.SelectSingleNode("CINEMATICAS")){ 
   cinematicasGuardar.Add(cinematica.SelectSingleNode("ID").InnerText, 
System.Boolean.Parse(cinematica.SelectSingleNode("EJECUTADO").InnerText)); 
  } 
 } 
 //Importa los datos del XML generador en el editor 
 function cargarNivel(nombreNivel : String){ 
  nombre = nombreNivel; 
  //Si no esta cargado el XML, cargalo 
  if (GestorJuego.xmlNiveles == null){ 
   GestorJuego.xmlNiveles = new XmlDocument(); 
   if(GestorJuego.plataforma == Plataforma.Editor){ 
    GestorJuego.xmlNiveles.Load (Application.dataPath + 
"/Resources/XML/Niveles.xml"); 
   } 
  } 
  var nodoNivel : XmlNode; 
  var valorNodo : String[]; 
  //Coge el nodo de nombre "nombre" 
  nodoNivel = GestorJuego.xmlNiveles.DocumentElement.GetElementsByTagName 
(nombre)[0]; 
  for (var caracteristica : XmlNode in (nodoNivel as XmlNode)){ 
   //añade las misiones 
   if(caracteristica.Name == "MISIONES"){ 
    valorNodo = caracteristica.InnerText.Split(","[0]) as String[]; 
    misiones = new mision[valorNodo.Length]; 
    for (temporalInt = 0; temporalInt < valorNodo.Length; 
temporalInt++){ 
     misiones[temporalInt] = GestorJuego.misiones [valorNodo 
[temporalInt]]; 
    } 
   } 
   //añade los nombres de las cinematicas 
   else if(caracteristica.Name == "CINEMATICAS"){ 
    valorNodo = caracteristica.InnerText.Split(","[0]) as String[]; 
    cinematicasIniciales = valorNodo; 
   } 
   //añade el numero de nivel 
   else if(caracteristica.Name == "NIVEL"){ 
    nivel = parseInt(caracteristica.InnerText); 
   } 
   else if (caracteristica.Name == "NOMBRE"){ 
    nombreEnPantalla = caracteristica.InnerText; 
   } 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorJuego, GestorJuegoIndividual 
Junto con GestorJuego, gestion del nivel (Componente) 
*/ 








private var estado : int = 0; 
private var puntoClickado : Vector3; //Punto de pantalla que recibe un click 
private var nuevoPunto : boolean; //Define si se acaba de recibir un click o 
no 
private var tiempoPunto : float; 
@HideInInspector 
var cinematicaFinal : cinematica; 
@HideInInspector 
var menuSeleccion : MenuSeleccionNivel; 
@HideInInspector 
var pausa : boolean = false; 
@HideInInspector 
var barrasCinematica : RectTransform; 
@HideInInspector 
var animatorCinematica : Animator; 
@HideInInspector 
var comprobarClick : boolean = true; 
//guardar 
@HideInInspector 
var tiempoGuardado : float = 0; 
@HideInInspector 
var inicioMenu : float = 0; 
function cambiarEstado(nuevoEstado : int){ 
 switch(nuevoEstado){ 
  case estadoJuego.juego: 
   pausa = false; 
   estado = nuevoEstado; 
   break; 
  case estadoJuego.cinematica: 
   pausa = false; 
   estado = nuevoEstado; 
   break; 
  case estadoJuego.menu: 
  case estadoJuego.menuNivel: 
   pausa = true; 
   estado = nuevoEstado; 
   break; 
  case estadoJuego.dialogo: 
   pausa = true; 
   comprobarClick = false; 
Sistema para el desarrollo y gestión de videojuegos en Unity3D 
 
Pág. 203 
   estado = nuevoEstado; 
   break; 
 } 
} 
 function Awake(){barrasCinematica = GameObject.Find 
("/GUI/Cinematica/Cinematica_Barras/Cinem1").GetComponent (RectTransform) as 
RectTransform; 
  animatorCinematica = 
barrasCinematica.parent.gameObject.GetComponent(Animator) as Animator; 
  var rect : RectTransform; 
  if(GestorJuego.plataforma == Plataforma.Movil){ 
   rect = GameObject.Find 
("GUI/Dialogos/CajaTextos/FlechaMovil").GetComponent (RectTransform) as 
RectTransform; 
   var rect2 : RectTransform; 
   for(var i : int = 0; i < rect.childCount; i++){ 
   rect2 = rect.GetChild(i).GetComponent(RectTransform); 
   rect2.sizeDelta = new Vector2(rect2.rect.width, rect2.rect.height) * 
GestorJuego.factor; 
   rect2.localPosition = new Vector3 (rect2.localPosition.x * 
GestorJuego.factoresXY[0], rect2.localPosition.y*GestorJuego.factoresXY[1], 
0); 
   } 
 } 
else{ 
rect = GameObject.Find ("GUI/Dialogos/CajaTextos/FlechaPC").GetComponent 
(RectTransform) as RectTransform; 
rect.sizeDelta = new Vector2 (rect.rect.width, rect.rect.height) * 
GestorJuego.factor; 
 rect.localPosition.x = rect.localPosition.x*GestorJuego.factoresXY[0]; 
 rect.localPosition.y = rect.localPosition.y*GestorJuego.factoresXY[1]; 









function GetEstado() : int{ 
 return estado; 
} 
 function GetGestor() : GestorJuegoIndividual{ 
  return gestor; 
 } 
  function SetGestor(nuevoGestor : GestorJuegoIndividual){ 
   gestor = nuevoGestor; 
   gestor.menuSeleccion = 
GameObject.FindObjectOfType(MenuSeleccionNivel); 
  } 
   function FixedUpdate () { 
    if(gestor.lanzarCinematicaFinal){ 
     FinNivel(); 
    } 
 
    if(nuevoPunto){ 
      tiempoPunto += Time.fixedDeltaTime; 
     if(tiempoPunto > 1){ 
      nuevoPunto = false; 
     } 
    } 
    if(gestor != null){ 
     gestor.actualiza(); //Funcion que ejecuta el equivalente a 
FixedUpdate en GestorJuegoIndividual 
    } 
    if(barrasCinematica.anchorMin.y < 0.95 && !animatorCinematica. 
GetCurrentAnimatorStateInfo(0).IsName("cinematicaOUT") && estado == 
estadoJuego.juego){ 
     animatorCinematica.Play("cinematicaOUT"); 
    } 
   } 
   function OnLevelWasLoaded(){ //Ejecutado entre Awake y Start 
    //Cojo el gestor correspondiente al nivel 
    tiempoGuardado = 0; 
    GestorJuego.gestorActual = this; 
    var nivel : int = System.Array.IndexOf (GestorJuego.nombresNiveles, 
Application.loadedLevelName); 
    SetGestor(GestorJuego.gestoresNiveles[nivel]); 
    if(GestorJuego.Player == null){ 
     var playerOB : GameObject = Instantiate(Resources.Load("Assets 
NPC/Player/Player", GameObject)); 
     playerOB.name = "Player"; 
     GestorJuego.Player = playerOB.GetComponent(NPC); 
     GestorJuego.Player.cuerpo = GestorJuego.Player.transform.Find 
(GestorJuego.Player.name + " Modelo").gameObject; 
     for(var ia : int = 0; ia < GestorJuego.Player.IA.length; ia++){ 
     switch(GestorJuego.Player.IA[ia].tipo){ 
     case NPC.TipoIA.Jugador: 
     (GestorJuego.Player.IA[ia] as 
Jugador).setIA(GestorJuego.Player); 
     break; 
     case NPC.TipoIA.Errante: 
     (GestorJuego.Player.IA[ia] as Errante).setIA(GestorJuego.Player, 
(GestorJuego.Player.IA[ia] as Errante).origen, (GestorJuego.Player.IA[ia] as 
Errante).radio); 
     break; 
     case NPC.TipoIA.Controlado: 
     (GestorJuego.Player.IA[ia] as Controlado).setIA 
(GestorJuego.Player); 
     break; 
     case NPC.TipoIA.Patrulla: 
     (GestorJuego.Player.IA [ia] as Patrulla).setIA ( 
(GestorJuego.Player.IA[ia] as Patrulla).puntosDeControl, GestorJuego.Player, 
(GestorJuego.Player.IA[ia] as Patrulla).paradas); 
     break; 
     } 
   } 
  } 
 else{ 
  GestorJuego.Player.gMono = GameObject.FindObjectOfType(GestorJuegoMono); 
  (GestorJuego.Player.IA[0] as Jugador).gJuego = GestorJuego.Player.gMono; 
 } 
 gestor.IniciaNivel(); 
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 GestorJuego.Player.transform.parent = GameObject.Find("Escena").transform; 
 if(gestor.continuarPartida){ 
  GestorJuego.Player.agente.Warp(gestor.posicionInicial);//Funcion para 
mover NavMeshAgents 
  gestor.continuarPartida = false; 




  GestorJuego.Player.agente.Warp (GameObject.Find 
("PosIniPlayer").transform.position); 
  //Cojo la cinematica correspondiente y la ejecuto 
  Debug.Log(gestor.cinematicasIniciales [gestor.cineInicial]); 
  var cine : cinematica = GameObject.Find (gestor.cinematicasIniciales 
[gestor.cineInicial]).GetComponent(cinematica) as cinematica; 
  cine.Awake(); 
  cine.Play(); 
 } 




 playerMenu.name = "PlayerMenuNivel"; 
 var menuNivel : MenuSeleccionNivel = GameObject.FindObjectOfType 
(MenuSeleccionNivel); 
 playerMenu.transform.parent = menuNivel.transform; 
 menuNivel.GetComponent(MenuSeleccionNivel).player = 
playerMenu.GetComponent (NPCMenu); 
} 
//Convierte el click en una nueva accion 
function ProcesaClick(){ 
 if(comprobarClick){ 
  switch (estado){ 
   case estadoJuego.juego: 
   case estadoJuego.menuNivel: 
   case estadoJuego.cinematica: 
    if(gestorInputs.hoverMouse != null){ 
     switch(LayerMask.LayerToName(gestorInputs.hoverMouse.layer)){ 
      //Contiene todos los objetos con los que podemos interactuar 
      case("Suelo"): 
       puntoClickado = gestorInputs.raycastInfo.point; 
       nuevoPunto = true; 
       tiempoPunto = 0; 
       break; 
      case ("Interactuable"): 
       (gestorInputs.hoverMouse.GetComponent(Objeto) as 
Objeto).interaccion(); 
       break; 
     } 
    } 
    break; 
   case estadoJuego.dialogo: 
    GestorEventos.CrearMensaje("ContinuaDialogo", "", "CSharp", null); 
    break; 
  } 
 } 
 else{ 




//Devuelve si hay un nuevo click no procesado. Util para evitar perder inputs 
debido a ralentizacion del juego 
function hayNuevoPunto(){ 
 if(nuevoPunto){ 
  nuevoPunto = false; 
  return true; 
 } 
 return false; 
} 
//Devuelve el ultimo punto de destino 
function compruebaNuevoPunto(){ 
 return puntoClickado; 
}







public var ndivisiones =32; 
public var pintarRejilla:boolean= true; 
var suelo : GameObject; 
 
 
private var MaxPoint:Vector3; 
private var MinPoint:Vector3; 
private var lista_renderer:Component[]; 
private var lista_renderer_skinned:Component[]; 
private var lista_particles:Component[]; 
private var lista_particles_renderer:Component[]; 
 
private var lista_moviles:Array; 
private var lista_nocuadrados:Array; 
private var escena:GameObject; 
 
private var const1:float; 
private var const2:float; 
private var const3:float; 
 
// Orden de pintado 
// Background 1000 
// Geometry 2000 
// AlphaTest 2450 
// Transparent 3000 
// Nuertro juego de 4000 a 7000 




function get_position(mr:Renderer,  i:int):Vector3{ 
 
 if(i==0){ 
  return mr.transform.parent.position + mr.GetComponent <Renderer>() 
.bounds.min; 
 }else { 





function get_queue(qps : Vector3) : int 
{ 
  return 7000 -((qps.x+qps.z)-const1)*const3/(const2); 
} 
 
function Start () { 
 escena = GameObject.FindWithTag("Escena"); 
 suelo = GameObject.FindWithTag("Suelo"); 
 MaxPoint = suelo.GetComponent.<Renderer>().bounds.max; 
 MinPoint = suelo.GetComponent.<Renderer>().bounds.min; 
 const1 = MinPoint.x+MinPoint.z; 
 const2 = MaxPoint.x+MaxPoint.z-MinPoint.x-MinPoint.z; 
  const3 = 1000; 
  
 lista_renderer = escena.GetComponentsInChildren(MeshRenderer); 
 lista_renderer_skinned = 
escena.GetComponentsInChildren(SkinnedMeshRenderer); 
 lista_moviles = new Array(); 
   lista_nocuadrados = new Array(); 
    
   lista_particles = escena.GetComponentsInChildren(ParticleSystem); 
   lista_particles_renderer = 
escena.GetComponentsInChildren(ParticleRenderer); 
   for(var ps:ParticleSystem in lista_particles) 
   { 
    var qps:Vector3 = ps.transform.position; 
 
    ps.GetComponent.<Renderer>().material.renderQueue = 
Mathf.Floor(7001 -((qps.x+qps.z)-const1)*const3/(const2)); 
   } 
   for(var pr:ParticleRenderer in lista_particles_renderer) 
   { 
    var qpr:Vector3 = pr.transform.position; 
 
    pr.GetComponent.<Renderer>().material.renderQueue = 
Mathf.Floor(7001 -((qpr.x+qpr.z)-const1)*const3/(const2)); 
   } 
    
   for (var  mr:MeshRenderer in lista_renderer) 
   {  
    
     if(mr.transform.name == "Imagen"){ 
       var centro:Transform = 
mr.transform.parent.FindChild("CentroPintado"); 
        
       
       if(centro.localScale.x  != centro.localScale.z){ 
       //No es base cuadrada 
    
        lista_nocuadrados.Add(mr.transform.gameObject); 
       } 
        mr.material.renderQueue =  Mathf.Floor((7000-
((centro.position.x+centro.position.z)-const1)*const3/(const2))); 
                    
     }else if(mr.transform.name == "Suelo"){ 
      var b2:Bounds = 
mr.transform.GetComponent.<Renderer>().bounds; 
        mr.material.renderQueue = 6900- 
((mr.transform.position.x+mr.transform.position.z)-const1)*const3/(const2); 
                      
     }else{ 
      var q:Vector3 = mr.transform.position; 
       mr.material.renderQueue = Mathf.Floor(7000 -((q.x+q.z)-
const1)*const3/(const2)); 
  
      if(!mr.transform.gameObject.isStatic){ 
       lista_moviles.Add(mr.transform.gameObject); 
      } 
     }  
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   } 
   for (var  mr:SkinnedMeshRenderer in lista_renderer_skinned) 
   { 
     if(!mr.transform.gameObject.isStatic){ 
      lista_moviles.Add(mr.transform.gameObject); 
     }else{ 
      var q3:Vector3 = mr.transform.position; 
      mr.material.renderQueue = Mathf.Floor(7001 -((q3.x+q3.z)-
const1)*const3/const2);     
     } 
   } 
    
    
   StartCoroutine("repintar"); 
    
} 
 




  for (var  mr:GameObject in lista_moviles) 
  {   
   if(mr != null) 
   {  
      var b2:Vector3 = mr.transform.position; 
      for(var m:Material in mr.GetComponent.<Renderer>().materials) 
      {  
      m.renderQueue = Mathf.Ceil( 7000-((b2.x+b2.z)-
const1)*const3/(const2)); 
     } 
   } 
  } 
  yield; 


















function OnDrawGizmos( ){ 
 MaxPoint = 
GameObject.FindWithTag("Suelo").GetComponent.<Renderer>().bounds.max; 
  MinPoint = 
GameObject.FindWithTag("Suelo").GetComponent.<Renderer>().bounds.min; 
 if(pintarRejilla){ 
  for(var i=0;i <ndivisiones; i++){ 
    Gizmos.color = Color(999,1,0,1.0); 




   } 
  for(var j=0; j < ndivisiones;j++){ 
    Gizmos.color = Color(999,1,0,1.0); 
    Gizmos.DrawLine(Vector3(MinPoint.x+ (MaxPoint.x-
MinPoint.x)*j/ndivisiones,MaxPoint.y,MaxPoint.z ),Vector3(MinPoint.x+ 
(MaxPoint.x-MinPoint.x)*j/ndivisiones,MaxPoint.y,MinPoint.z)); 
  } 
 } 
} 






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: 
Guardar la partida en un XML 
*/ 
@HideInInspector 
var gJuego : GestorJuegoMono; 
function Awake () { 
 gJuego = GetComponent(GestorJuegoMono); 
} 
function Update () { 
} 
function guardarXMLPartida(){ 
 if(gJuego.GetEstado() == estadoJuego.juego){ 
  //actualizarDatos 
  gJuego.tiempoGuardado = Time.timeSinceLevelLoad; 
  var xmlPartida : XmlDocument = new XmlDocument(); 
  //Nodo JOANORÓ 
  var padre : XmlElement = xmlPartida.CreateElement("JOANORÓ"); 
  GestorJuego.anadirElementoXML("ID_USUARIO", GestorJuego.id_usuario, 
padre, xmlPartida); 
  //Nodo PARTIDA 
  var partida : XmlElement = xmlPartida.CreateElement("PARTIDA"); 
  GestorJuego.anadirElementoXML("ID", GestorJuego.id_partida, partida, 
xmlPartida); 
  GestorJuego.anadirElementoXML("NOMBREJUEGO", "Joan Oró", partida, 
xmlPartida); 
  GestorJuego.anadirElementoXML("VERSION", Application.version, partida, 
xmlPartida); 
  //Nodo NIVELES 
  var niveles : XmlElement = xmlPartida.CreateElement("NIVELES"); 
  var nivel : XmlElement; 
  var arquitectura : XmlElement; 
  var datos : XmlElement; 
  var temporalElement : XmlElement; 
  //Para cada nivel 
  for (var i : int = 0; i < GestorJuego.nombresNiveles.length; i++){ 
   nivel = xmlPartida.CreateElement("NIVEL"); 
    //Arquitectura 
   arquitectura = xmlPartida.CreateElement("ARQUITECTURA"); 
   GestorJuego.anadirElementoXML("ID", GestorJuego.nombresNiveles[i], 
arquitectura, xmlPartida); 
   GestorJuego.anadirElementoXML("MISIONACTUAL", 
GestorJuego.gestoresNiveles[i].misionActual.ToString(), arquitectura, 
xmlPartida); 
   GestorJuego.anadirElementoXML("COMPLETADO", 
GestorJuego.gestoresNiveles[i].nivelCompletado.ToString(), arquitectura, 
xmlPartida); 
    //Cinematicas 
   var cinematicas : XmlElement = 
xmlPartida.CreateElement("CINEMATICAS"); 
   for(var key : String in 
GestorJuego.gestoresNiveles[i].cinematicasGuardar.Keys){ 
     temporalElement = xmlPartida.CreateElement("CINEMATICA"); 
    GestorJuego.anadirElementoXML("ID", key, temporalElement, 
xmlPartida); 
    GestorJuego.anadirElementoXML("EJECUTADO", 
GestorJuego.gestoresNiveles[i].cinematicasGuardar[key].ToString(), 
temporalElement, xmlPartida); 
    cinematicas.AppendChild(temporalElement); 
   } 
   arquitectura.AppendChild(cinematicas); 
   nivel.AppendChild(arquitectura); 
   niveles.AppendChild(nivel); 
  } 
  //Nodo MISIONES 
  var misiones : XmlElement = xmlPartida.CreateElement("MISIONES"); 
  var mision : XmlElement; 
  //Para cada mision 
  var misionesLista : String[] = new 
String[GestorJuego.misiones.Keys.Count]; 
  GestorJuego.misiones.Keys.CopyTo(misionesLista, 0); 
 
  var obMision : mision; 
  for (i = 0; i < GestorJuego.misiones.Keys.Count; i++){ 
   obMision = GestorJuego.misiones[misionesLista[i]]; 
   mision = xmlPartida.CreateElement("MISION"); 
   //Arquitectura 
   arquitectura = xmlPartida.CreateElement("ARQUITECTURA"); 
   GestorJuego.anadirElementoXML("ID", obMision.ID, arquitectura, 
xmlPartida); 
   GestorJuego.anadirElementoXML("MISIONCOMPLETADA", 
obMision.completada.ToString(), arquitectura, xmlPartida); 
   GestorJuego.anadirElementoXML("ETAPAACTUAL", 
obMision.getEtapa().ToString(), arquitectura, xmlPartida); 
   var etapas : XmlElement = xmlPartida.CreateElement("ETAPAS"); 
   var etapa : XmlElement; 
   var etapasLista : int[] = new 
int[obMision.etapasCompletadas.Keys.Count]; 
   obMision.etapasCompletadas.Keys.CopyTo(etapasLista, 0); 
   //Etapas 
   for (var j : int = 0; j < obMision.etapasCompletadas.Keys.Count; 
j++){ 
    etapa = xmlPartida.CreateElement("ETAPA"); 
    GestorJuego.anadirElementoXML("NUMERO", etapasLista[j].ToString(), 
etapa, xmlPartida); 
    GestorJuego.anadirElementoXML("COMPLETADA", 
obMision.etapasCompletadas[etapasLista[j]].ToString(), etapa, xmlPartida); 
    GestorJuego.anadirElementoXML("SUCESO", "", etapa, xmlPartida); 
    etapas.AppendChild(etapa); 
   } 
   arquitectura.AppendChild(etapas); 
   mision.AppendChild(arquitectura); 
   misiones.AppendChild(mision); 
  } 
  //Nodo JUGADOR 
  var jugador : XmlElement= xmlPartida.CreateElement("JUGADOR"); 
  GestorJuego.anadirElementoXML("ULTIMONIVELJUGADO", 
GestorJuego.nivelActual, jugador, xmlPartida); 
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  partida.AppendChild(niveles); 
  partida.AppendChild(misiones); 
  partida.AppendChild(jugador); 
  padre.AppendChild(partida); 
  xmlPartida.AppendChild(padre); 
  var url : String = "escribir_partida.php"; 
  if(GestorJuego.plataforma == Plataforma.Editor){ 
   xmlPartida.Save(Application.dataPath+"/Resources/XML/Partida1.xml"); 
   url = "http://www.personatgesenjoc.cat/joanOró/"+url; 
  } 
  var form : WWWForm = new WWWForm(); 
  form.AddField("xml", GestorJuego.xml2String(xmlPartida)); 
  var www : WWW = new WWW(url, form); 




function guardarPartidaCoroutine(www : WWW){ 
 yield www; 
 // check for errors 
 if (www.error == null) 
 { 
  Debug.Log(www.text); 
 } else { 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: gestorInputs, MenuSeleccionNivel 
Llamar funciones de otros prefabs. Utilizable en prefabs con eventos que 
llamen a funciones localizadas fuera del prefab 
*/ 
private var gInputs : gestorInputs; 
private var menuNivel : MenuSeleccionNivel; 
function Awake(){ 
 gInputs = GameObject.FindObjectOfType(gestorInputs); 




























//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: NPC, PaqueteIA 
Define el movimiento del NPC controlado externamente. 
*/ 
//Movimientos controlados externamente 
@System.Serializable 
public class Controlado extends PaqueteIA{ 
 function setIA(personaje : NPC){ 
  super(personaje); 
  tipo = NPC.TipoIA.Controlado; 
 } 
 override function activaIA(){ 
  super(); 
  npc.agente.ResetPath(); 
 } 
 override function ejecutaIA(){ 
  if(!pausado){ 
   compruebaSiQuieto(); 
  } 
  npc.agente.speed = Mathf.Min (20,Mathf.Max 
(npc.agente.remainingDistance/2,5)); 
  super(); 
 } 
 override function clonar(){ 
  var IA : Controlado = ScriptableObject.CreateInstance(Controlado); 
  IA.setIA(npc); 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: NPC, PaqueteIA 
//NPC de movimiento libre 
@System.Serializable 
public class Errante extends PaqueteIA{ 
 var origen : Vector3; 
 var radio : float; 
 function setIA(personaje : NPC, rad : float){ 
  tipo = NPC.TipoIA.Errante; 
  (this as PaqueteIA).setIA(personaje); 
  origen = personaje.transform.position; 
  radio = rad; 
 } 
 function setIA(personaje : NPC, posIni : Vector3, rad : float){ 
  tipo = NPC.TipoIA.Errante; 
  (this as PaqueteIA).setIA(personaje); 
  origen = posIni; 
  radio = rad; 
 } 
 override function ejecutaIA(){ 
  if(!pausado){ 
   compruebaSiQuieto(); 
   if(!npc.quieto){ 
    if(npc.agente.remainingDistance < 0.5f){ 
     siguientePunto(); 
    } 
   } 
  } 
 } 
 override function activaIA(){ 
  super(); 
  npc.agente.ResetPath(); 
  mover(npc.transform.position+npc.transform.forward*2); 
 } 
 function siguientePunto(){ 
  var posicion : Vector3 = npc.transform.position - origen; 
  posicion.y = 0; 
  if(posicion == Vector3.zero){ 
   posicion = npc.transform.forward; 
  } 
  //Calculamos la desviacion angular del movimiento segun lo cerca que 
estamos de la frontera ∈[0;180] 
  var fase : float = (Mathf.Pow(posicion.magnitude/radio, 2))*180; 
  //Calculamos un angulo aleatorio segun una distribucion normal (fase, 
30) 
  var P1 : float = Random.value; 
  var P2 : float = Random.value; 
  var angulo : float = Mathf.Sqrt(-2*Mathf.Log (P1)) * 
Mathf.Cos(2*Mathf.PI*P2)*30 + fase; 
  //Calculamos otro angulo aleatorio segun una distribucion normal (-fase, 
30) 
  var N1 : float = Random.value; 
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  var N2 : float = Random.value; 
  var angulo2 : float = Mathf.Sqrt(-2*Mathf.Log(N1)) * 
Mathf.Cos(2*Mathf.PI*N2)*30 - fase; 
  //Nos quedamos con uno de los dos angulos al azar y determinamos el 
vector movimiento 
  var vectorMovimiento : Vector3; 
  if(Random.Range(0,2) == 0){ 
   vectorMovimiento = (Quaternion.Euler(0, -angulo, 0)*posicion); 
  } 
  else{ 
   vectorMovimiento = (Quaternion.Euler(0, -angulo2, 0)*posicion); 
  } 
  vectorMovimiento = vectorMovimiento.normalized * 
Random.Range(0,distanciaHastaFrontera(vectorMovimiento)); 
  mover(npc.transform.position+vectorMovimiento); 
 } 
 function distanciaHastaFrontera(vector : Vector3){ 
  var diferencia = Mathf.Infinity; 
  var max : float = 2*radio; 
  var min : float = 0; 
  var iter : int = 0; 
  var posicion : Vector3 = npc.transform.position-origen; 
  var a : float = posicion.magnitude; 
  var angulo : float = Vector3.Angle(-posicion, vector)*Mathf.Deg2Rad; 
  return a*Mathf.Cos(angulo)+Mathf.Sqrt(Mathf.Pow(a, 
2)*(Mathf.Pow(Mathf.Cos(angulo), 2) - 1)+Mathf.Pow(radio, 2)); 
 } 
 override function clonar(){ 
  var IA : Errante = ScriptableObject.CreateInstance(Errante); 
  IA.setIA(npc, origen, radio); 





//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: --- 
//Crea posiciones en una formación concreta detrás de un GameObject 
public class PosicionSeguidor{ 
 var lider : NPC; 
 var padreSeguidor : GameObject; 
 var tipo : String; 
 var posiciones : Array; 
 var personajes : Array; 
 function PosicionSeguidor(personaje : NPC){ 
  lider = personaje; 
  padreSeguidor = new GameObject(); 
  padreSeguidor.name = "Seguidores"; 
  padreSeguidor.transform.parent = lider.gameObject.transform; 
  padreSeguidor.transform.localPosition = Vector3.zero; 
  padreSeguidor.transform.localEulerAngles = Vector3.zero; 
  lider.seguidores = this; 
  posiciones = new Array(); 
  personajes = new Array(); 
 } 
 function anadePunto(npc : Seguidor){ 
  return -1; 
 } 
 function anadePunto(npc : Seguidor, posicion : int){ 
  return -1; 
 } 
 function quitaPunto(num : int){ 
 } 
} 
public class PosicionTriangular extends PosicionSeguidor{ 
 var fila : int; 
 var numero : int; 
 var filaY : float; 
 var filaX : float; 
 //var nuevaPosicion : Vector3; 
 function PosicionTriangular(personaje : NPC){ 
  super(personaje); 
  tipo = "Triangular"; 
  fila = 0; 
  numero = 0; 
  filaY = 0; 
  filaX = 0; 
 } 
 override function anadePunto(npc : Seguidor){ 
  var nuevoSeguidor : GameObject = new GameObject(); 
  var nuevaPosicion : Vector3 = Vector3.zero; 
  if(fila == numero){ 
   fila++; 
   numero = 0; 
   filaX = -Mathf.RoundToInt((fila-1)/2); 
   if (fila%2 == 0){ 
    filaX -= 0.5; 
   } 
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   filaY += 0.5; 
  } 
  nuevaPosicion.x = filaX + numero; 
  nuevaPosicion.y = 0; 
  nuevaPosicion.z = -filaY; 
  nuevoSeguidor.transform.parent = padreSeguidor.transform; 
  nuevoSeguidor.name = "Seguidor_"+posiciones.length.ToString("D2"); 
  nuevoSeguidor.transform.localPosition = nuevaPosicion*5; 
  posiciones.push(nuevoSeguidor); 
  personajes.push(npc); 
  numero++; 
  return posiciones.length-1; 
 } 
 override function anadePunto(npc : Seguidor, posicion : int){ 
  var posicionAct : int = posiciones.length; 
  while(true){ 
   if(posicion < posicionAct){ 
    if(personajes[posicion] != null){ 
     posicion++; 
    } 
    else{ 
     personajes[posicion] = npc; 
     return posicion; 
    } 
   } 
   else if(posicion == posicionAct){ 
    var nuevoSeguidor : GameObject = new GameObject(); 
    var nuevaPosicion : Vector3 = Vector3.zero; 
    if(fila == numero){ 
     fila++; 
     numero = 0; 
     filaX = -Mathf.RoundToInt((fila-1)/2); 
     if (fila%2 == 0){ 
      filaX -= 0.5; 
     } 
     filaY += 0.5; 
    } 
    nuevaPosicion.x = filaX + numero; 
    nuevaPosicion.y = 0; 
    nuevaPosicion.z = -filaY; 
    nuevoSeguidor.transform.parent = padreSeguidor.transform; 
    nuevoSeguidor.name = "Seguidor_"+posiciones.length.ToString("D2"); 
    nuevoSeguidor.transform.localPosition = nuevaPosicion*5; 
    posiciones.push(nuevoSeguidor); 
    personajes.push(npc); 
    numero++; 
    return posicion; 
   } 
   else{ 
    var nuevoSeguidor2 : GameObject = new GameObject(); 
    var nuevaPosicion2 : Vector3 = Vector3.zero; 
    if(fila == numero){ 
     fila++; 
     numero = 0; 
     filaX = -Mathf.RoundToInt((fila-1)/2); 
     if (fila%2 == 0){ 
      filaX -= 0.5; 
      } 
     filaY += 0.5; 
    } 
    nuevaPosicion2.x = filaX + numero; 
    nuevaPosicion2.y = 0; 
    nuevaPosicion2.z = -filaY; 
    nuevoSeguidor2.transform.parent = padreSeguidor.transform; 
    nuevoSeguidor2.name = "Seguidor_"+posiciones.length.ToString("D2"); 
    nuevoSeguidor2.transform.localPosition = nuevaPosicion2*5; 
    posiciones.push(nuevoSeguidor2); 
    personajes.push(null); 
    numero++; 
    posicionAct++; 
   } 
  } 
 } 
 override function quitaPunto(num : int){ 
  for(var i : int = num+1; i < posiciones.length; i++){ 
  (posiciones[i] as GameObject).transform.position = (posiciones[i-1] as 
GameObject).transform.position; 
  (personajes[i] as Seguidor).nSeguidor = i-1; 
  } 
  posiciones.splice(num, 1); 
  personajes.splice(num, 1); 
  if(numero == 0){ 
   fila--; 
   filaX = -Mathf.RoundToInt((fila-1)/2); 
   if (fila%2 == 0){ 
    filaX -= 0.5; 
   } 
   filaY += 0.5; 
   numero = fila; 
  } 
  numero = Mathf.Max(0, numero-1); 
 } 
}






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: NPC, PaqueteIA 
//NPC controlado por clicks del jugador 
@System.Serializable 
public class Jugador extends Controlado{ 
 var gJuego : GestorJuegoMono; 
 function setIA(personaje : NPC){ 
  super(personaje); 
  gJuego = 
GameObject.FindWithTag("Gestores").GetComponent(GestorJuegoMono); 
  tipo = NPC.TipoIA.Jugador; 
 } 
 override function activaIA(){ 
  super(); 
  npc.agente.ResetPath(); 
 } 
 override function ejecutaIA(){ 
  if(!pausado){ 
   if(gJuego.hayNuevoPunto()){ 
    mover(gJuego.compruebaNuevoPunto()); 
   } 
   npc.agente.speed = Mathf.Min (20,Mathf.Max 
(npc.agente.remainingDistance/2,5)); 
  } 
  super(); 
 } 
 override function clonar(){ 
  var IA : Jugador = ScriptableObject.CreateInstance(Jugador); 
  IA.setIA(npc); 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: NPC 
//Define el movimiento del NPC 
@System.Serializable 
public class PaqueteIA extends ScriptableObject{ 
 //var objetivo : Vector3; 
 var npc : NPC; 
 var pausado : boolean; 
 //variables de estar quieto 
 //Podria darse el caso de que la pausa global entrara en conflicto con la 
corutina de espera de la IA. Para evitarlo, se mata la corutina, se guardan 
los valores, y se retoma cuando reactivamos el juego 
 var coroutine : Coroutine; //Corutina de espera 
 var fin : float; //Momento en que deberia acabar la espera 
 var tiempoRestante : float = 0; //Tiempo que queda de espera 
 var tipo : int; 
 //Setea la IA. Elementos comunes a todas las IA 
 function setIA(personaje : NPC){ 
  npc = personaje; 
 } 
 function pausa(){ 
  pausado = true; 
  npc.agente.Stop(); 
  npc.GetAnimator().speed = 0; 
  if (coroutine != null){ 
   npc.StopCoroutine(coroutine); 
   tiempoRestante = fin-Time.timeSinceLevelLoad; 
  } 
 } 
 function reanuda(){ 
  pausado = false; 
  npc.agente.Resume(); 
  npc.GetAnimator().speed = 1; 
  if(tiempoRestante > 0){ 
   npc.parar(tiempoRestante, false); 
  } 
 } 
 function activaIA(){ 
  parar(Time.fixedDeltaTime, false); 
 } 
 function desactivaIA(){} 
 function ejecutaIA(){} 
  //Para al npc por "tiempo" segundos. Si se decide hacer el tiempo 
aleatorio, el rango es 50%-150% 
 function parar(tiempo : float, aleatorizar : boolean){ 
  var tiempoQuieto : float = tiempo; 
  if(aleatorizar){ 
   tiempoQuieto = Random.Range(tiempo*0.5, tiempo*1.5); 
  } 
  fin = Time.timeSinceLevelLoad + tiempoQuieto; 
  npc.agente.Stop(); 
  npc.cambiaEstado(EstadoCaminante.quieto); 
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  npc.quieto = true; 
  yield WaitForSeconds(tiempoQuieto); 
  npc.agente.Resume(); 
  npc.cambiaEstado(EstadoCaminante.caminando); 
  npc.quieto = false; 
  fin = 0; 
 } 
 //Identica a parar(float, bool) pero con rango determinado 
 function parar(rango : int[]){ 
  npc.agente.Stop(); 
  npc.cambiaEstado(EstadoCaminante.quieto); 
  npc.quieto = true; 
  var tiempoQuieto : float = Random.Range(rango[0], rango[1]); 
  fin = Time.timeSinceLevelLoad + tiempoQuieto; 
  yield WaitForSeconds(tiempoQuieto); 
  npc.agente.Resume(); 
  npc.cambiaEstado(EstadoCaminante.caminando); 
  npc.quieto = false; 
  fin = 0; 
 } 
 function mover(objetivo : Vector3){ 
  var camino : UnityEngine.AI.NavMeshPath = new 
UnityEngine.AI.NavMeshPath(); 
  var puntoInfo : UnityEngine.AI.NavMeshHit; 
  UnityEngine.AI.NavMesh.SamplePosition(objetivo, puntoInfo, 15, 
npc.agente.areaMask); 
  if(puntoInfo.position.y > 100000000000000){ 
   puntoInfo.position = npc.trans.position; 
  } 
  if(UnityEngine.AI.NavMesh.CalculatePath(npc.trans.position, 
puntoInfo.position, npc.agente.areaMask, camino)){ 
   npc.agente.ResetPath(); 
   npc.agente.SetPath(camino); 
  } 
 } 
 function compruebaSiQuieto(){ 
  if(!npc.quieto && npc.agente.velocity.magnitude < 0.05){ 
   npc.cambiaEstado(EstadoCaminante.quieto); 
   npc.quieto = true; 
  } 
  if(npc.quieto && npc.agente.velocity.magnitude > 0.05){ 
   npc.quieto = false; 
   npc.cambiaEstado(EstadoCaminante.caminando); 
  } 
 } 
 function clonar(){ 
  var IA : PaqueteIA = ScriptableObject.CreateInstance(PaqueteIA); 
  IA.setIA(npc); 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: NPC, PaqueteIA 
//Recorre en ciclo un camino de puntos de controles 
@System.Serializable 
class Patrulla extends PaqueteIA{ 
 var puntosDeControl : Transform[]; 
 var destino : int; 
 var paradas : float = 0; 
 function setIA(camino : Transform[], personaje : NPC, tiempoParada : 
float){ 
  (this as PaqueteIA).setIA(personaje); 
  tipo = NPC.TipoIA.Patrulla; 
  destino = 0; 
  puntosDeControl = camino; 
  paradas = tiempoParada; 
 } 
 override function activaIA(){ 
  super(); 
  npc.agente.ResetPath(); 
  npc.quieto = false; 
  siguientePunto(); 
 } 
 //Funcion "Update" de la IA. Propia de cada paquete 
 override function ejecutaIA(){ 
  if(!pausado){ 
   if(!npc.quieto){ 
    if(npc.agente.remainingDistance < 0.5f){ 
     destino = (destino + 1) % puntosDeControl.Length; 
     siguientePunto(); 
     npc.parar(paradas, true); 
    } 
   } 
  } 
  super(); 
 } 
 //Si hay camino, coge el punto actual 
 function siguientePunto(){ 
  if(puntosDeControl.Length == 0){ 
   return; 
  } 
  npc.cambiaEstado(EstadoCaminante.caminando); 
  npc.agente.destination = puntosDeControl[destino].position; 
 } 
 override function clonar(){ 
  var IA : Patrulla = ScriptableObject.CreateInstance(Patrulla); 
  IA.setIA(puntosDeControl, npc, paradas); 
  return IA; 
 } 
}






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
//Dependencias: NPC, PaqueteIA 
//Sigue al objetivo 
@System.Serializable 
public class Seguidor extends PaqueteIA{ 
 var lider : NPC; 
 var posicionSeguidor : Transform; 
 var distanciaAObjetivo : float; 
 var distanciaALider : float; 
 var nSeguidor : int; 
 function setIA(personaSeguida : NPC, personaje : NPC){ 
  (this as PaqueteIA).setIA(personaje); 
  lider = personaSeguida; 
  tipo = NPC.TipoIA.Seguidor; 
 } 
 function setIA(personaje : NPC){ 
  super(personaje); 
  tipo = NPC.TipoIA.Seguidor; 
 } 
 override function activaIA(){ 
  super(); 
  if (lider == null) 
   lider = GestorJuego.Player; 
  if (lider.trans.Find("Seguidores") == null){ 
   lider.seguidores = new PosicionTriangular(lider); 
  } 
  if(npc.posicionSeguidor == -1){ 
   nSeguidor = lider.seguidores.anadePunto(this); 
  } 
  else{ 
   nSeguidor = lider.seguidores.anadePunto(this, npc.posicionSeguidor); 
  } 
  posicionSeguidor = (lider.seguidores.posiciones[nSeguidor] as 
GameObject).transform; 
  npc.agente.ResetPath(); 
 } 
 override function desactivaIA(){ 
  lider.seguidores.quitaPunto(nSeguidor); 
 } 
 override function ejecutaIA(){ 
  if (!pausado){ 
   distanciaAObjetivo = Vector3.Distance(npc.agente.destination, 
posicionSeguidor.position); 
   distanciaALider = npc.agente.remainingDistance; 
   npc.agente.speed = Mathf.RoundToInt (Mathf.Max (Mathf.Min 
(distanciaALider/3+6, 15), 6)/6)*6;//velocidad entre 6 y 15. EL valor 
concreto lo determina la distancia al objetivo 
   if (distanciaAObjetivo > 0.5){ 
    npc.agente.speed = Mathf.Max(npc.agente.speed, 
lider.agente.speed+4); 
   } 
   if(distanciaAObjetivo > 0.1){ 
     var hitInfo : UnityEngine.AI.NavMeshHit; 
    UnityEngine.AI.NavMesh.SamplePosition(posicionSeguidor.position, 
hitInfo, 15, npc.agente.areaMask); 
    if(Vector3.Distance(npc.agente.destination, hitInfo.position) > 
0.6){ 
     mover(posicionSeguidor.position); 
    } 
   } 
   compruebaSiQuieto(); 
   if(npc.quieto && lider.trans.forward != npc.trans.forward){ 
    npc.trans.forward = lider.trans.forward; 
   } 
  } 
  super(); 
 } 
 function cambiarObjetivo(nuevoObjetivo : NPC){ 
  lider.seguidores.quitaPunto(nSeguidor); 
  lider = nuevoObjetivo; 
  activaIA(); 
 } 
 override function clonar(){ 
  var IA : Seguidor = ScriptableObject.CreateInstance(Seguidor); 
  if(lider != null){ 
   IA.setIA(lider, npc); 
  } 
  else{ 
   IA.setIA(npc); 
  } 
  return IA; 
 } 
}






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: Objeto, ObjetoInteraccion 
Dota de funciones de movimiento e interaccion al personaje 
*/ 
public class NPC extends Objeto{ 
 var id : String; 
 //variables Editor de NPC 
 var nombreAnimator : String = "Assets/Animaciones/Animators/ 
NPC_Generico.controller"; 
 var nombreCuerpo : String = "Personas/Abuela"; 
 var nombreCuerpoMaterial : String = "Personas/Abuela"; 
 var nombreCaraMaterial : String = "Personas/Abuela/Abuela_feliz"; 
 var nombrePelo : String = "Personas/Abuela"; 
 var nombrePeloMaterial : String = "Personas/Abuela"; 
 var nombreColorPelo : String = "Personas/Abuela/Abuela_Castano"; 
 //variables NPC 
 var agente : UnityEngine.AI.NavMeshAgent; 
 var IANames : String[]; //IA que tienen el personaje. Consideracion de 
eliminar variabe y añadirlas todas 
 var camino : Transform[]; //Camino referente a IA Patrulla 
 var IAActual : int; //Ia en ejecucion de la lista IANames 
 var trans : Transform; 
 protected var estado : int = 1; 
 protected var animador : Animator; 
 var IA : PaqueteIA[]; 
 var seguidor : NPC;//Referente a IA Seguidor 
 var posicionSeguidor : int = -1; 
 var seguidores : PosicionTriangular;//Referente a IA Seguidor 
 var radio : float;//Referente a IA Errante 
 var origen : Vector3;//Referente a IA Errante 
 var sexo : int; 
 var nombre : String; 
 var tiempoParada : float = 5; 
 var cuerpo : GameObject; 
 var velocidad : Vector3;//Variable debug 
 private var estadoAnterior : int;//Estado anterior al actual en el momento 
de cambio 
 protected var ejecutarIA : boolean = true;//Pausa del NPC 
 var quieto : boolean = true;//Deteccion de si el NPC esta parado 
 //Variable Dialogos 
 var conversacion : boolean = false; 
 var dialogo : String; 
 var imagenDialogos : String; 
 //variable cinematica 
 var cinematica : boolean; 
 var cinematicaScript : cinematica; 
 var nombrePropio : boolean = false; 
 private var prefabTexto : GameObject; 
 enum TipoIA{ 
  Patrulla, 
  Controlado, 
  Seguidor, 
   Jugador, 
  Errante 
 } 
 function GetAnimator() : Animator{ 
  return animador; 
 } 
 function pausa(){ 
  ejecutarIA = false; 
  IA[IAActual].pausa(); 
 } 
 function reanuda(){ 
  ejecutarIA = true; 
  IA[IAActual].reanuda(); 
 } 
 function mover(objetivo : Vector3){ 
  IA[IAActual].mover(objetivo); 
 } 
 function Awake(){ 
  super(); 
  trans = transform; 
  agente = gameObject.GetComponent(UnityEngine.AI.NavMeshAgent); 
  animador = transform.GetChild(0).gameObject.GetComponent(Animator); 
  prefabTexto = Resources.Load("Prefabs/Isometrico/CajaDinero"); 
  if(tipoInteraccion == Objeto.TipoDeInteraccion.dialogo){ 
   setDialogo(dialogo); 
  } 
  else if(tipoInteraccion == Objeto.TipoDeInteraccion.cinematica){ 
   setInteraccion(); 
  } 
  animaciones(); 
 } 
 function setDialogo(dialogoID : String){ 
  dialogo = dialogoID; 
  setInteraccion(); 
 } 
 function quitaDialogo(){ 
  quitaInteraccion(); 
  dialogo = ""; 
 } 
 function Start(){ 
  if(IA.length == 0){ 
   IA = new PaqueteIA[1]; 
   IA[0] = ScriptableObject.CreateInstance("Errante"); 
   (IA[0] as Errante).setIA(this, 20); 
   IAActual = 0; 
  } 
  IA[IAActual].activaIA(); 
 } 
 function cambiaIA(numeroIA : int){ 
  IA[IAActual].desactivaIA(); 
  IAActual = numeroIA; 
  IA[IAActual].activaIA(); 
 } 
 function FixedUpdate(){ 
  //colorFlecha(Color.yellow); 
  if(IA.Length != 0 && ejecutarIA){ 
   IA[IAActual].ejecutaIA(); 
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  } 
  animaciones(); 
  velocidad = agente.velocity; 
  super(); 
 } 
 function consultaEstado() : int{ 
  return estado; 
 } 
 function cambiaEstado(nuevoEstado : int){ 
  switch(nuevoEstado){ 
   case(EstadoCaminante.quieto): 
    quieto = true; 
    break; 
   case (EstadoCaminante.caminando): 
    quieto = false; 
    break; 
  } 
  estado = nuevoEstado; 
 } 
 function animaciones () { 
  if(animador != null && !animador.IsInTransition(0)){ 
   animador.SetInteger("estadoAnt", animador.GetInteger("estado")); 
   if(estado != animador.GetInteger("estado")){ 
    animador.SetInteger("estado", estado); 
   } 
   if(animador.GetInteger("estado") == 
animador.GetInteger("estadoAnt")){ 
    switch(animador.GetInteger("estado")){ 
     case EstadoCaminante.conversando: 
      if(!animador.GetCurrentAnimatorStateInfo(0).IsName 
("Base.conversando")){ 
       animador.Play("conversando", 0, 1); 
      } 
      break; 
     case EstadoCaminante.caminando: 
      if(!(animador.GetCurrentAnimatorStateInfo(0) 
.IsName("Base.Camina") || animador.GetCurrentAnimatorStateInfo(0) 
.IsName("Base.corriendo"))){ 
       animador.Play("Camina", 0, 6); 
      } 
      break; 
     case EstadoCaminante.quieto: 
      if(!animador.GetCurrentAnimatorStateInfo(0) 
.IsName("Base.Quieto")){ 
       animador.Play("Quieto", 0, 1); 
      } 
      break; 
    } 
   } 
   animador.SetFloat("velocidad", agente.velocity.magnitude); 
  } 
 } 
 function parar(tiempo : float, aleatorizar : boolean){ 
  IA[IAActual].coroutine = StartCoroutine(IA[IAActual].parar(tiempo, 
aleatorizar)); 
 } 
 function parar(rango : int[]){ 
   IA[IAActual].coroutine = StartCoroutine(IA[IAActual].parar(rango)); 
 } 
 function interaccion(){ 
  super(); 
  var direccion : Vector3 = GestorJuego.Player.trans.position - 
trans.position; 
  var hitInfo : RaycastHit; 
  if(Vector3.Distance(this.transform.position, 
GestorJuego.Player.transform.position) < distanciaDeActivacion && 
!Physics.Raycast(trans.position, direccion, hitInfo, direccion.magnitude, 
~((1 << LayerMask.NameToLayer("Ignore Raycast")) | (1 << 
LayerMask.NameToLayer ("Interactuable"))))){ 
   if(tipoInteraccion == Objeto.TipoDeInteraccion.cinematica){ 
    cinematicaScript.Play(); 
   } 
   else if(tipoInteraccion == Objeto.TipoDeInteraccion.dialogo){ 
    iniciarDialogo(dialogo); 
   } 
  } 
 } 
 function iniciarDialogo(dialogoID : String){ 
  if(estado != EstadoCaminante.conversando){ 
   var npc = new NPC[2]; 
   npc[0] = GestorJuego.Player; 
   npc[1] = this; 
   iniciarDialogo(dialogoID, 
GestorJuego.Player.nombre+";"+GestorJuego.Player.imagenDialogos+";"+nombre+";
"+imagenDialogos, npc); 
  } 
 } 
 function iniciarDialogo(dialogoID : String, datos : String, npc : NPC[]){ 
//datos = nombreNPC_0 + nombreImagenNPC_0 + nombreNPC_1 + ... 
  if(estado != EstadoCaminante.conversando){ 
   var lista : Array = new Array(); 
   for (var i : int = 0; i < npc.length; i++){ 
    npc[i].iniciarConversacion(); 
    lista.push(npc[i]); 
   } 
   GestorEventos.CrearMensaje("EmpezarDialogo", dialogoID+";"+datos, 
"CSharp", this.gameObject, lista); 
  } 
 } 
 function iniciarConversacion(){ 
  agente.Stop(); 
  quieto = true; 
  ejecutarIA = false; 
  if(name != "Player"){ 
   estadoAnterior = estado; 
  } 
  else{ 
   estadoAnterior = EstadoCaminante.quieto; 
   agente.ResetPath(); 
  } 
  estado = EstadoCaminante.conversando; 
 } 
 function finalizarConversacion(){ 
  agente.Resume(); 
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  ejecutarIA = true; 
  estado = estadoAnterior; 
  estadoAnterior = -1; 
 } 
 function GetString(variable : String) : String{ 
  switch(variable){ 
   case "dialogo": 
    return dialogo; 
    break; 
   default: 
    return ""; 
    break; 
  } 
 } 
 function Instantiate(){ 
  var newGO : GameObject = Instantiate(this.gameObject); 
  var newNPC : NPC = newGO.GetComponent(NPC); 
  var iaNpc : PaqueteIA; 
  for(var i : int = 0; i < IA.length; i++){ 
   iaNpc = IA[i]; 
   switch(iaNpc.tipo){ 
    case TipoIA.Patrulla: 
    break; 
    case TipoIA.Controlado: 
    break; 
    case TipoIA.Seguidor: 
    break; 
    case TipoIA.Jugador: 
    var nuevaIAJugador : Jugador = (iaNpc as Jugador).clonar(); 
    nuevaIAJugador.npc = newNPC; 
    nuevaIAJugador.gJuego = 
GameObject.FindWithTag("Gestores").GetComponent(GestorJuegoMono); 
    newNPC.IA[i] = nuevaIAJugador; 
    break; 
    case TipoIA.Errante: 
    break; 
   } 
  } 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: ObjetoInteraccion 
Objeto existente en el mundo isometrico 
*/ 
class Objeto extends ObjetoInteraccion{ 
 var gMono : GestorJuegoMono; 
 protected var pausado : boolean = false; 
 protected var creditos : boolean = false; 
 protected var flecha : GameObject; 
 protected var marcadorMapa : GameObject; 
 protected var marcadorImage : SpriteRenderer; 
 var distanciaDeActivacion : float = 13; 
 var tipoInteraccion : int = 0; 






  function Awake(){ 
   gMono = GameObject.FindObjectOfType(GestorJuegoMono); 
   creditos = Application.loadedLevelName == "creditos"; 
  } 
  function pausa(){ //Estas funciones se definenen la clase hija 
  } 
  function reanuda(){ 
  } 
  function interaccion(){ 
   if (Vector3.Distance(this.transform.position, 
GestorJuego.Player.transform.position) < 10){ 
    //sonido 
    GestorJuego.cargarEfectos("ef_interaccon_con_personaje"); 
   } 
  } 
  function hover(){ 
   super(); 
  } 
  function hoverOff(){ 
   super(); 
  } 
  function FixedUpdate(){ 
   if(!creditos){if(!pausado && gMono.pausa){ 
    pausa(); 
    pausado = true; 
   } 
   else if(pausado && !gMono.pausa){ 
    reanuda(); 
    pausado = false; 
   } 
    switch(tipoInteraccion){ 
     case TipoDeInteraccion.dialogo: 
      colorFlecha(Color.yellow); 
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      break; 
     case TipoDeInteraccion.cinematica: 
      colorFlecha(Color.red); 
      break; 
     case TipoDeInteraccion.ficha: 
      colorFlecha(Color.green); 
      break; 
    } 
   } 
  } 
  function setInteraccion(){ 
   if(flecha == null){ 
    flecha = GameObject.Instantiate (Resources.Load 
("Prefabs/Isometrico/Flecha_Interaccion", GameObject)); 
    flecha.transform.parent = transform; 
    var renderer : Renderer; 
    var renderers : Component[] = gameObject.GetComponentsInChildren 
(Renderer); 
    for(var i : int = 0; i < renderers.length; i++){ 
    if((renderers[i] as Renderer).enabled){ 
    renderer = renderers[i]; 
    break; 
    } 
  } 
  flecha.transform.localPosition = new Vector3(0, 
(2*renderer.bounds.extents.y+(flecha.GetComponentInChildren(SkinnedMeshRender
er) as SkinnedMeshRenderer).bounds.extents.y+0.5+1.0)/transform.lossyScale.y, 
0); 
  flecha.transform.localEulerAngles = Vector3.up*90; 
  flecha.name = "Flecha_Interaccion"; 
 } 
 if(marcadorMapa == null){ 
  marcadorMapa = GameObject.Instantiate(Resources.Load 
("Prefabs/Isometrico/marcadorMiniMapa", GameObject)); 
  marcadorMapa.transform.parent = transform; 
  marcadorMapa.transform.localPosition = Vector3.zero; 
  marcadorImage = marcadorMapa.GetComponent(Renderer); 
 } 
 } 
 function quitaInteraccion(){ 
  Destroy(flecha); 
  Destroy(marcadorMapa); 
  tipoInteraccion = TipoDeInteraccion.nada; 
 } 
 function colorFlecha(colorFlecha : Color){ 
  if(flecha != null){ 
   var direccion : Vector3 = GestorJuego.Player.trans.position - 
transform.position; 
   var color : Color = 
(flecha.GetComponentInChildren(SkinnedMeshRenderer) as 
SkinnedMeshRenderer).material.GetColor("_EmissionColor"); 
   if(color == Color.gray){ 
    if (Vector3.Distance (this.transform.position, 
GestorJuego.Player.transform.position) < distanciaDeActivacion && 
!Physics.Raycast(transform.position, direccion, direccion.magnitude, ~((1 << 
LayerMask.NameToLayer("Ignore Raycast")) | (1 << LayerMask.NameToLayer 
("Interactuable"))))){ 
      (flecha.GetComponentInChildren(SkinnedMeshRenderer) as 
SkinnedMeshRenderer).material.SetColor("_EmissionColor", colorFlecha); 
    } 
   } 
   else{ 
    if (Vector3.Distance (this.transform.position, 
GestorJuego.Player.transform.position)>distanciaDeActivacion || 
Physics.Raycast(transform.position, direccion, direccion.magnitude, ~((1 << 
LayerMask.NameToLayer("Ignore Raycast")) | (1 << 
LayerMask.NameToLayer("Interactuable"))))){ 
     (flecha.GetComponentInChildren(SkinnedMeshRenderer) as 
SkinnedMeshRenderer).material.SetColor("_EmissionColor",Color.gray); 
    } 
   } 
   marcadorImage.color = colorFlecha; 
  } 
 } 
}






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: --- 
Objeto capaz de recibir un clic de ratón 
*/ 
@HideInInspector 
var hoverOn : boolean = false; 
@HideInInspector 
var hoverActivo : boolean = true; 
@HideInInspector 















//Ultima revisión: 17/07/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorJuego 
Menu de entrada: inicia carga el juego 
Enciende o apaga el sonido (FX/Musica) 
Continua partida 
*/ 
private var cartasGris : boolean = false; 
var texto : Text; 
//textos 
//menus 
var menu_ppal : RectTransform; 
var menu_login : RectTransform; 
var menu_registro : RectTransform; 
var menu_config : RectTransform; 
////ppal 
var partida_nueva : Text; 
var continuar_partida : Text; 
var creditos : Text; 
//config 
var musica : Text; 
var dificultad : Text; 
var config : Text; 
var slider_dificultad : Slider; 
var slider_volumen : Slider; 
var facil : Text; 
var normal : Text; 
var dificil: Text; 
var musica_baja : Text; 
var musica_alta : Text; 
////Login 
var usuario_login : Text; 
var contrasena_login : Text; 
var identificacion_login : Text; 
var cuenta_login : Text; 
var entrar_login : Text; 
var registro_login : Text; 
var usuarioInput_login : InputField; 
var contrasenaInput_login : InputField; 
////Registro 
var registro_registro : Text; 
var usuario_registro : Text; 
var usuarioInput : InputField; 
var contrasena1_registro : Text; 
var contrasena1Input_registro : InputField; 
var contrasena2_registro : Text; 
var contrasena2Input_registro : InputField; 
var email_registro : Text; 
var emailInput_login : InputField; 
var registrar_registro : Text; 
var coroutineTemp : Coroutine; 
var entrarButton : Button; 
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private var loadLevel : boolean = false; 
@HideInInspector 
var continuarPartida : boolean = false; 
@HideInInspector 
var nivelACargar : String = ""; 
@HideInInspector 
var ocultarContrasena : boolean = true; 
@HideInInspector 
var menuActual : String = "principal"; 
var menuIni : XmlElement; 
 





 menuIni = GestorJuego.xmlTextos.DocumentElement.GetElementsByTagName 
("MENUINICIAL")[0]; 
 partida_nueva.text = menuIni.GetElementsByTagName 
("PARTIDANUEVA")[0].InnerText; 
 continuar_partida.text = menuIni.GetElementsByTagName 
("CONTINUARPARTIDA")[0].InnerText; 
 creditos.text = menuIni.GetElementsByTagName("CREDITOS")[0].InnerText; 
 config.text = menuIni.GetElementsByTagName("CONFIGURACION")[0].InnerText; 
 musica.text = menuIni.GetElementsByTagName("VOLUMEN")[0].InnerText; 
 dificultad.text = menuIni.GetElementsByTagName("DIFICULTAD")[0].InnerText; 
 usuario_login.text = menuIni.GetElementsByTagName("USUARIO")[0].InnerText; 
 contrasena_login.text = 
menuIni.GetElementsByTagName("CONTRASENA")[0].InnerText; 
 identificacion_login.text = menuIni.GetElementsByTagName 
("IDENTIFICACION")[0].InnerText; 
 cuenta_login.text = menuIni.GetElementsByTagName("CUENTA")[0].InnerText; 
 entrar_login.text = 
GestorJuego.xmlTextos.DocumentElement.GetElementsByTagName 
("ACEPTAR")[0].InnerText; 
 registro_login.text = 
menuIni.GetElementsByTagName("REGISTRATE")[0].InnerText; 
 registro_registro.text = 
menuIni.GetElementsByTagName("REGISTRO")[0].InnerText; 
 usuario_registro.text = 
menuIni.GetElementsByTagName("NOMBREUSUARIO")[0].InnerText; 
 contrasena1_registro.text = 
menuIni.GetElementsByTagName("ELIGECONTRASENA")[0].InnerText; 
 contrasena2_registro.text = 
menuIni.GetElementsByTagName("REPITECONTRASENA")[0].InnerText; 
 email_registro.text = menuIni.GetElementsByTagName("EMAIL")[0].InnerText; 
 registrar_registro.text = menuIni.GetElementsByTagName 
("REGISTRATE")[0].InnerText; 
 facil.text = menuIni.GetElementsByTagName("FACIL")[0].InnerText; 
 normal.text = menuIni.GetElementsByTagName("NORMAL")[0].InnerText; 
 dificil.text = menuIni.GetElementsByTagName("DIFICIL")[0].InnerText; 
 musica_baja.text = menuIni.GetElementsByTagName("MENOS")[0].InnerText; 
 musica_alta.text = menuIni.GetElementsByTagName("MAS")[0].InnerText; 
 slider_volumen.value = 0.75; 
 slider_dificultad.value = 1; 
 slider_volumen.onValueChanged.AddListener(function(volume : float){ 
  cambia_volumen(volume); 
  }); 




 if(loadLevel){//Controla cuando debe pasar al juego 
  if(coroutineTemp != null) 
   StopCoroutine(coroutineTemp); 
  iniciaJuego(); 




 ocultarContrasena = !ocultarContrasena; 
 if(!ocultarContrasena){ 
  contrasenaInput_login.contentType = UI.InputField.ContentType.Standard; 
 } 
 else{ 






  if(continuarPartida){ 
   GestorJuego.CargarNivel(nivelACargar); 
  } 
  else{ 
   GestorJuego.CargarNivel(GestorJuego.nombresNiveles[0], 1); 
  } 
 } 
 catch(Err){ 
















  var usuario : String = usuarioInput_login.text; 
  var cont : String = contrasenaInput_login.text; 
  entrarButton.interactable = false; 
  var url : String = "leer_usuario.php";//Para que la conexion con la web 
funcione en el WebPlayer se debe trabajar con la URL local, mientras que en 
el editor se debe trabajar con la URL global 
  if(GestorJuego.plataforma == Plataforma.Editor){ 
   url = "http://www.personatgesenjoc.cat/joanOró/"+url; 
  } 
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  var form : WWWForm = new WWWForm(); 
  form.AddField("text_user", usuario); 
  form.AddField("text_pass", cont); 
  form.AddField("continuarPartida", continuarPartida.ToString()); 
  var www : WWW = new WWW(url, form); 
  coroutineTemp = StartCoroutine(validarUsuarioCoroutine(www)); 
 } 
 else{ 
  loadLevel = true; 
 } 
} 
function crearUsuarioCoroutine(www : WWW){ 
 yield www; 
 // check for errors 
 if (www.error == null){ 
  var respuesta : XmlDocument = GestorJuego.string2Xml(www.text); 
  switch(respuesta.DocumentElement.GetElementsByTagName("RESPUESTA")[0]. 
InnerText){ 
   case("Usuario"): 
    usuarioInput.ActivateInputField(); 
    break; 
   case("Nuevo Usuario"): 
    fueraMenu("registro"); 
    break; 
  } 
 } else { 




function validarUsuarioCoroutine(www : WWW){ 
 yield www; 
 // check for errors 
 if (www.error == null){ 
  var xmlJugador : XmlDocument = GestorJuego.string2Xml(www.text); 
  switch(xmlJugador.DocumentElement.GetElementsByTagName("RESPUESTA")[0] 
.InnerText){ 
   case("Error Usuario"): 
    usuarioInput_login.ActivateInputField(); 
    break; 
   case("Error Password"): 
    contrasenaInput_login.ActivateInputField(); 
    break; 
   case("OK"): 
    if(GestorJuego.plataforma == Plataforma.Editor){ 
     xmlJugador.Save(Application.dataPath + 
"/Resources/XML/XmlServidor.xml"); 
    } 
    loadLevel = cargarPartida(xmlJugador); 
    break; 
  } 
 } else { 
  texto.text = "WWW Error: "+ www.error; 
 } 
 entrarButton.interactable = true; 
} 
function CrearUsuario(){ 
  var usuario : String = usuarioInput.text; 
 var cont1 : String = contrasena1Input_registro.text; 
 var cont2 : String = contrasena2Input_registro.text; 
 var email : String = emailInput_login.text; 
 if(cont1 == cont2){ 
  var url : String = "inscribir_usuario.php"; 
  if(GestorJuego.plataforma == Plataforma.Editor){ 
   url = "http://www.personatgesenjoc.cat/joanOró/"+url; 
  } 
  var form : WWWForm = new WWWForm(); 
  form.AddField("text_user", usuario); 
  form.AddField("text_pass", cont1); 
  form.AddField("text_email", email); 
  var www : WWW = new WWW(url, form); 
  coroutineTemp = StartCoroutine(crearUsuarioCoroutine(www)); 
 } 
 else{ 
  contrasena2Input_registro.ActivateInputField(); 
 } 
} 
function dentroMenu(menu : String){ 
 switch(menu){ 
  case "principal": 
   (menu_ppal.GetComponent(Animator) as Animator).SetBool("visible", 
true); 
   break; 
  case "login": 
   (menu_login.GetComponent(Animator) as Animator).SetBool("visible", 
true); 
   break; 
  case "registro": 
   (menu_registro.GetComponent(Animator) as Animator).SetBool("visible", 
true); 
   break; 
  case "config": 
   (menu_config.GetComponent(Animator) as Animator).SetBool("visible", 
true); 
   break; 
 } 
 if(menuActual != menu){ 
  var str : String = menuActual; 
  menuActual = menu; 
  fueraMenu(str); 
 } 
} 
function fueraMenu(menu : String){ 
 switch(menu){ 
  case "principal": 
   (menu_ppal.GetComponent(Animator) as Animator).SetBool("visible", 
false); 
   break; 
  case "login": 
   (menu_login.GetComponent(Animator) as Animator).SetBool("visible", 
false); 
   if(menuActual == menu){ 
    menuActual = "principal"; 
    dentroMenu("principal"); 
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   } 
   break; 
  case "registro": 
   (menu_registro.GetComponent(Animator) as Animator).SetBool("visible", 
false); 
   if(menuActual == menu){ 
    menuActual = "login"; 
    dentroMenu("login"); 
   } 
   break; 
  case "config": 
   (menu_config.GetComponent(Animator) as Animator).SetBool("visible", 
false); 
   if(menuActual == menu){ 
    menuActual = "principal"; 
    dentroMenu("principal"); 
   } 
   break; 
 } 
} 
function cargarPartida(xml : XmlDocument) : boolean{ 
 try{ 
  GestorJuego.id_partida = xml.DocumentElement.GetElementsByTagName 
("PARTIDA")[0].SelectSingleNode("ID").InnerText; 
  GestorJuego.id_usuario = xml.DocumentElement.GetElementsByTagName 
("ID_USUARIO")[0].InnerText; 
  if(continuarPartida){ 
   var nodoPartida : XmlNode = xml.DocumentElement.SelectSingleNode 
("PARTIDA"); 
   var raiz : XmlNode = nodoPartida.SelectSingleNode("MISIONES"); 
   for(var i : int = 0; i < raiz.ChildNodes.Count; i++){ 
    var id : String = 
raiz.ChildNodes[i].SelectSingleNode("ARQUITECTURA") 
.SelectSingleNode("ID").InnerText; 
    GestorJuego.misiones[id].cargarMision(raiz.ChildNodes[i]); 
   } 
   raiz = nodoPartida.SelectSingleNode("NIVELES"); 
   for(i = 0; i < raiz.ChildNodes.Count; i++){ 
    var nivel_id : String = raiz.ChildNodes[i].SelectSingleNode 
("ARQUITECTURA").SelectSingleNode("ID").InnerText; 
    GestorJuego.gestoresNiveles [System.Array.IndexOf 
(GestorJuego.nombresNiveles, 
nivel_id)].cargarNivel(raiz.ChildNodes[i]);//Error 
   } 
   raiz = nodoPartida.SelectSingleNode("JUGADOR"); 
   nivelACargar = raiz.SelectSingleNode("ULTIMONIVELJUGADO").InnerText; 
   var nivel : GestorJuegoIndividual = GestorJuego.gestoresNiveles 
[System.Array.IndexOf(GestorJuego.nombresNiveles, nivelACargar)]; 
   nivel.continuarPartida = true; 
    
   var vector : String[] = raiz.SelectSingleNode("POSICIONENNIVEL") 
.InnerText.Split(";"[0]); 
   nivel.posicionInicial = new Vector3(parseFloat(vector[0]), 
parseFloat(vector[1]), parseFloat(vector[2])); 
   GestorJuego.xmlPartidaCargada = xml; 
  } 
  return true; 
  } 
 catch(Err){ 
  texto.text = "menuIni.cargarPartida() "+Err.Message; 
  return false; 
 } 
} 
function cambia_volumen(volum : float){ 












//Ultima modificacion: 01/04/16  
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oro 
 
/*Dependencias: NPCMenu, GestorJuegoMono, nivelMenu 
Control del menu de seleccion de nivel 
*/ 
@HideInInspector 
var player : NPCMenu; 
@HideInInspector 
var gMono : GestorJuegoMono; 
var niveles : nivelMenu[]; 
@HideInInspector 
var nivel : nivelMenu; 
@HideInInspector 
var enNivel : boolean = false; 
private var GUI_ : GameObject; 
private var minimapa : GameObject; 
@HideInInspector 
var botonJugar : Button; 
@HideInInspector 
var nombreNivel : Text; 
@HideInInspector 
var fechaNivel : Text; 
private var mandarASiguienteNivel : boolean = false; 
private var temporizadorMover : float = 0; 
 
 
function Start () { 
 gMono = GameObject.FindObjectOfType(GestorJuegoMono); 
 player.agente.Warp(niveles[gMono.GetGestor().nivel].transform.position); 
 GUI_ = GameObject.Find("GUI/MenuNivel"); 
 GUI_.SetActive(false); 
 minimapa = GameObject.Find("GUI/MiniMapa"); 
 botonJugar = GUI_.transform.Find("Jugar").gameObject.GetComponent(Button); 
 nombreNivel = 
GUI_.transform.Find("nombreNivel").gameObject.GetComponent(Text); 
 fechaNivel = GUI_.transform.Find("año").gameObject.GetComponent(Text); 
} 
 
function FixedUpdate () { 
 if(mandarASiguienteNivel){ 
  temporizadorMover += Time.fixedDeltaTime; 
  if(temporizadorMover >= 0.5){ 
   temporizadorMover = 0; 
   mandarASiguienteNivel = false; 
   player.mover(niveles[gMono.GetGestor().nivel+1].transform.position); 





 if(gMono.GetEstado() != estadoJuego.menuNivel){ 






  gMono.cambiarEstado(estadoJuego.menuNivel); 
  GUI_.SetActive(true); 
  for(var i : int = 0; i < niveles.length; i++){ 
   if(niveles[i] != null) 
   niveles[i].puertas(); 
  } 
 minimapa.SetActive(false); 










 if(gMono.GetEstado() == estadoJuego.menuNivel){ 
  Camera.main.gameObject.GetComponent(camara).altura += 
GestorJuego.Player.trans.position.y - player.trans.position.y; 
  Camera.main.gameObject.GetComponent(camara).setObjetivoInstantaneo 
(GestorJuego.Player.trans); 
  gMono.cambiarEstado(estadoJuego.juego); 
  GUI_.SetActive(false); 





 GestorJuego.Player.transform.parent = null; 
 if(nivel.nombreNivel == Application.loadedLevelName){ 
  acabaMenu(); 
 }else{ 














//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: GestorJuegoIndividual, MenuSeleccionNivel 
Control de cada uno de los niveles dentro de la seleccion de nivel 
individualmente 
*/ 
var nombreNivel : String; 
var puerta : Animator; 
@HideInInspector 
var gestorJuego : GestorJuegoIndividual; 
var menu : MenuSeleccionNivel; 
@HideInInspector 
var completado : boolean = false; 
function Start () { 
 menu = GameObject.FindObjectOfType(MenuSeleccionNivel); 
 if(nombreNivel != "creditos"){ 
  Debug.Log(System.Array.IndexOf(GestorJuego.nombresNiveles, 
nombreNivel)); 
  Debug.Log(nombreNivel); 
  gestorJuego = 
GestorJuego.gestoresNiveles[System.Array.IndexOf(GestorJuego.nombresNiveles, 
nombreNivel)]; 




 if(puerta != null && nombreNivel != "creditos"){//Puertas que dan acceso 
al nivel. El ultimo nivel no tiene puerta porque despues de este no hay nada 
  if(gestorJuego.nivelCompletado){ 
   if(completado){ 
    puerta.SetTrigger("abrirAuto"); 
   } 
   else{ 
    puerta.SetTrigger("abrir"); 
    completado = true; 
   } 
   (puerta.gameObject.GetComponent(UnityEngine.AI.NavMeshObstacle) as 
UnityEngine.AI.NavMeshObstacle).enabled = false; 
  } 
 } 
} 
function FixedUpdate () { 
} 
function OnTriggerEnter(ob : Collider){ 
 menu.nivel = this; 
 menu.enNivel = true; 
 menu.botonJugar.interactable = true; 
 if(nombreNivel != "creditos"){ 
  var nombre : String[] = gestorJuego.nombreEnPantalla.Split("#"[0]); 
  menu.nombreNivel.text = nombre[0]; 
  menu.fechaNivel.text = nombre[1]; 
 } 
 else{ 
   menu.nombreNivel.text = "Crèdits"; 
  menu.fechaNivel.text = ""; 
 } 
} 
function OnTriggerExit(ob : Collider){ 
 menu.enNivel = false; 
 menu.botonJugar.interactable = false; 
}






//Ultima revisión: 18/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: NPC, Objeto, ObjetoInteraccion 
NPC que se mueve por el menu de seleccion de nivel 
*/ 
public class NPCMenu extends NPC{ 
 var camara : Camera; 
 override function Awake(){ 
  trans = transform; 
  agente = gameObject.GetComponent(UnityEngine.AI.NavMeshAgent); 
  animador = transform.GetChild(0).gameObject.GetComponent(Animator); 
  IAActual = 0; 
  IA = new PaqueteIA[1]; 
  IA[0] = ScriptableObject.CreateInstance(Jugador); 
  IA[0].setIA(this); 
  gMono = GameObject.FindObjectOfType(GestorJuegoMono); 
  camara = Camera.main; 
  animaciones(); 
 } 
 override function FixedUpdate(){ 
  //Igual que NPC normal 
  if(IA.Length != 0 && ejecutarIA){ 
   IA[IAActual].ejecutaIA(); 
   if(quieto){ 
    trans.forward = Vector3.ProjectOnPlane(-camara.transform.forward, 
Vector3.up); 
   } 
  } 
  animaciones(); 
  //Cuando el juego esta en marcha el NPC esta pausado, y viceversa 
  if(pausado && gMono.pausa){ 
   if(gMono.GetEstado() == estadoJuego.menuNivel){ 
    reanuda(); 
    pausado = false; 
   } 
  } 
  else if(!pausado && !gMono.pausa){ 
   pausa(); 
   pausado = true; 






//Ultima revisión: 17/06/17 
//Dani (daguga.dani@gmail.com) 
//Proyectos: Joan Oró 
/*Dependencias: --- 
Estado de cada mision. Permite el guardado*/ 
 
import System.Collections.Generic; 
public class mision { 
 var nombre : String; //Carga de XML 
 var ID : String; //Carga de XML 
 private var etapa : int; 
 var completada : boolean; 
 var descripcion : Dictionary.<int, String> = new Dictionary.<int, 
String>(); 
 private var transcurso : Dictionary.<int, int[]> = new Dictionary.<int, 
int[]>(); //Conexiones entre etapas 
 var etapasCompletadas : Dictionary.<int, boolean> = new Dictionary.<int, 
boolean>(); 
 function mision(cargarID : String){ 
  cargarMision(cargarID); 
 } 
 function getEtapa() : int{ 
  return etapa; 
 } 
 function setEtapa(num : int){ 
  (GameObject.Find("/Gestores").GetComponent(guardarPartida) as 
guardarPartida).guardarXMLPartida(); 
  if (num == -1){ 
   completada = true; 
  } 
  else{ 
   etapa = num; 
  } 
 } 
 function completarEtapa(num : int){ 
  completarEtapa(num, 0); 
 } 
 function completarEtapa(num : int, siguiente : int){ 
  if(etapasCompletadas.ContainsKey(num)){ 
   if(!etapasCompletadas[num] || etapa <= num){ 
    etapasCompletadas[num] = true; 
    if(transcurso[num].length > siguiente){ 
     setEtapa(transcurso[num][siguiente]); } 
    else{ 
     setEtapa(transcurso[num][0]); 
    } 
   } 
  } 
 } 
//Carga los valores modificados de la mision correspondientes a una partida 
 function cargarMision(nodo : XmlNode){ 
  var etapas : XmlNode = 
nodo.SelectSingleNode("ARQUITECTURA").SelectSingleNode("ETAPAS"); 
  for (var i : int = 0; i < etapas.ChildNodes.Count; i++){ 
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   etapasCompletadas [parseInt (etapas.ChildNodes [i].SelectSingleNode 
("NUMERO").InnerText)] = System.Boolean.Parse (etapas.ChildNodes 
[i].SelectSingleNode ("COMPLETADA").InnerText); 
  } 
  etapa = parseInt (nodo.SelectSingleNode 
("ARQUITECTURA").SelectSingleNode ("ETAPAACTUAL").InnerText); 
  completada = System.Boolean.Parse (nodo.SelectSingleNode 
("ARQUITECTURA").SelectSingleNode ("MISIONCOMPLETADA").InnerText); 
 }  
 function cargarMision(cargarID : String){ 
  ID = cargarID; 
  if (GestorJuego.xmlMisiones == null){ 
   GestorJuego.xmlMisiones = new XmlDocument(); 
   if(GestorJuego.plataforma == Plataforma.Editor) 
    GestorJuego.xmlMisiones.Load(Application.dataPath + 
"/Resources/XML/Misiones.xml"); 
  } 
  var nodoMision : XmlNode; 
  var valorNodo : String[]; 
  var temporalString : String; 
  var temporalInt : int; 
  var etapaInicial : boolean = false; 
  nodoMision = GestorJuego.xmlMisiones.DocumentElement 
.GetElementsByTagName (ID)[0]; 
  etapa = int.MaxValue; 
  for (var caracteristica : XmlNode in (nodoMision as 
System.Xml.XmlNode)){ 
   switch(caracteristica.Name){ 
    case("ETAPA"): 
     var etapaAct : int = parseInt (caracteristica.SelectSingleNode 
("ETAPAACTUAL").InnerText); 
     if(etapaAct < etapa){ 
      etapa = etapaAct; 
     } 
     descripcion[etapaAct] = caracteristica.SelectSingleNode 
("DESCRIPCION").InnerText; 
     etapasCompletadas[etapaAct] = false; 
     try{ 
      var etapas : String[] = caracteristica.SelectSingleNode 
("SIGUIENTEETAPA").InnerText.Split(";"[0]) as String[]; 
      transcurso[etapaAct] = new int[etapas.length]; 
      for(var i : int = 0; i < etapas.length; i++){ 
       transcurso[etapaAct][i] = parseInt(etapas[i]); 
      } 
     } 
     catch(err){ 
      transcurso[etapaAct] = new int[1]; 
      transcurso[etapaAct][0] = -1; 
     } 
     break; 
    case ("NOMBRE"): 
     nombre = caracteristica.InnerText; 
     break; 
   } 
  } 
 } 
}
  
