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1. Вступ
Дві основні парадигми обчислень конкурують у 
світі комп’ютерних систем – системи обчислень з ке-
руванням потоком інструкцій (instructions control flow) 
та системи обчислень з керуванням потоком даних 
(data flow) [1]. Кожна з них має свої переваги і ши-
роко застосовувалась протягом останніх десятиліть. 
Проте з розвитком різноманітних підходів до інфор-
маційних систем та широким використанням SOA 
актуальним стає використання парадигми обчислень 
з керуванням потоками даних. Такий підхід органічно 
відображає взаємодію компонентів SOA та полегшує 
процес розробки архітектури складних інформацій-
них систем, дозволяє спеціалістам в предметній галузі 
брати більш широку участь у розробці програмних 
систем. На базі парадигми керування потоків даних 
розроблялись і використовуються потужні комплекси 
програмування [2].
Використання графічного представлення архітек-
тури інформаційних систем і програм з об’єктно-орі-
єнтованою моделлю протягом майже двох десятиріч 
застосовується в UML. Такий підхід має свої переваги 
що до побудови архітектури об’єктно-орієнтованих 
систем, але часом ускладнює процес розробки і утво-
рює громіздку внутрішню побудову часом навіть для 
простих взаємозв’язків між невеликою кількістю сут-
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механізми для повного автоматичного транслювання 
графічного представлення архітектури в програмний 
код, який є повністю функціональним.
Ще задовго до появи об’єктно-орієнтованого про-
грамування було запропоновано графічний метод 
опису алгоритмів на основі парадигми керування по-
токами даних [3–5]. Переваги такого методу опису 
структури інформаційних систем дали поштовх по-
дальшому розвитку методології графічного представ-
лення архітектури програмних продуктів, і врешті до 
виникнення стандарту UML. 
Запропонована у [6, 7] система графічного зобра-
ження коду програми у вигляді Р-схеми (стандарт 
ISO/IEC 8631) наочно, ясно та компактно описує алго-
ритми та їх реалізацію на різних мовах програмування 
за допомогою парадигми керування потоком команд. 
Але Р-схема не дозволяє відобразити потік даних між 
компонентами SOA системи, тому що вона орієнтована 
на керування потоком інструкцій.
В компонентах SOA дані передаються від ком-
поненти до компоненти у вигляді REST або WSDL 
запитів, тому досить складно відобразити роботу ін-
формаційної системи керуючись парадигмою потоку 
інструкцій.
Візуальне представлення програмного коду успіш-
но використовувалось в графічних мовах програму-
вання «Дракон», де використовувалася парадигма ке-
рування потоком даних. Існують реалізації систем 
розробки програмного забезпечення мови програму-
вання «Дракон» в програмний код [8].
Системи програмування з використанням пара-
дигми керування потоками даних набирають актуаль-
ність для сервіс-орієнтованої архітектури, а особливу 
увагу заслуговують методи графічного представлен-
ня для наочного відображення взаємодії компонентів 
складних інформаційних комплексів.
2. Аналіз літератури та постановка проблеми
У [9, 10] описанo підхід до графічного представлен-
ня архітектури сервіс-орієнтованих систем за допо-
могою шаблонів проектування (SOA Design Patterns). 
Викладена методика дозволяє описувати SOA інфор-
маційні системи, але цей стандарт є дещо громіздким 
та ускладнює компіляцію графічного представлення 
системи у програмний код.
Графічне представлення архі-
тектури сервіс-орієнтованих систем 
дозволяє описувати структуру та 
взаємодію складових частин інфор-
маційних систем, аналогічно до UML, 
з більшою деталізацією аспектів сер-
вісних функцій та методів організації 
SOA [11]. Недоліком такого підходу 
є застосування UML стандарту, що 
приводить до великої кількості діа-
грам різних видів для повноти опису 
функціонування системи.
У [12] описаний фреймворк NoFlo 
для роботи на основі парадигми ке-
рування потоками даних, який може 
широко застосовуватися для рішен-
ня задач у інформаційних системах. 
Але даний фреймворк орієнтований на використання 
мови JavaScript, що призводить до певних обмежень 
використання.
Постановка проблеми полягає у створенні простого 
та інтуїтивно зрозумілого представлення систем, що 
керуються потоками даних.
Метою дослідження є опис простого та інтуїтивно 
зрозумілого графічного представлення сервіс-орієнто-
ваної архітектури інформаційних систем з можливістю 
компіляції в робочий програмний код на об’єктно-орі-
єнтованих мовах програмування.
Задачі дослідження полягають у створенні графіч-
ного представлення SOA з такими основними принци-
пами:
– наочність схематичного представлення компонен-
тів системи, мотивація користувача створювати ієрар-
хічні складові загальної системи, використання методів 
розробки архітектури зверху-вниз та знизу-вверх;
– незалежність реалізації від мови програмування і 
можливість використання різних мов програмування в 
різних складових частинах SOA, забезпечення сумісно-
сті на рівні запитів REST або WSDL;
– сумісність з об’єктно орієнтованою моделлю та 
об’єктно орієнтованими мовами програмування, як з 
парадигмами контролю потоків команд, так і з парадиг-
мами потоків даних;
– можливість агрегації потоків даних, де одне з’єд-
нання між компонентами системи відповідає певній 
множині даних, що передаються;
– швидке виявлення несумісності входів та виходів 
системи на рівні графічного редактору (аналог з’єднан-
ня «пазлів»);
– можливість унікальної ідентифікації компонентів 
SOA для повторного використання;
– можливість застосування коду програм в хмарних 
системах типу IAAS та PAAS.
3. Представлення основних складових діаграм з 
керуванням потоками даних в SOA
Пропонується проста та загальна система зобра-
ження компонентів системи керування потоками да-
них, в яких вхідна інформація зображується зверху 
прямокутника, а вихідна інформація зображується 
внизу прямокутника (рис. 1, а, б). 
а                                                        б
Рис. 1. Представлення діаграми керування потоками даних в SOA: 
а – загальна діаграма використання модуля керування потоками даних; 
б – розгорнута схема модуля керування потоками даних
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Така нотація дозволяє легко читати схе-
му потоків даних (рис. 2).
Використання логічних змінних як вхід-
них параметрів компоненти зображено на 
рис. 3, а, б.
Рис. 2. Загальний вигляд компоненти діаграми керування 
потоками даних в SOA
а                                          б
Рис. 3. Використання логічних змінних як вхідних 
параметрів компоненти: а – код виконується тільки 
тоді, коли на вході компоненти змінна
дорівнює True; б – код виконується тільки тоді, 
коли на вході компоненти змінна дорівнює False
Код компоненти обробки даних виконуєть-
ся лише при наявності всіх вхідних даних. Ви-
хідні дані компоненти генеруються одночасно.
Процес обробки даних компонентою може по-
чати обробляти наступні дані тільки після того, 
як виконано обробку теперішніх даних (без кон- 
веєра).
4. Валідація вхідних даних
Для полегшення керування потоками даних 
та зменшенню кількості компонентів пропо-
нується можливість задавати валідатори да-
них, тобто код програми, який буде перевіря-
ти вхідні дані на відповідність певним умовам 
(рис. 4, а). 
Якщо умова перевірки даних не виконуєть-
ся, відповідно код компоненти за даних обста-
вин виконуватися не буде (рис. 4, б).
Механізм валідаторів та інвертних валі-
даторів дозволяє гнучко керувати потоками 
даних, спрощувати загальний вигляд діаграми, 
однозначно інтерпретувати логіку потоків да-
них, просто зображати діаграми потоків даних 
як за допомогою графічних програм, так і на 
ескізах.
5. Область видимості даних
У блок-схемах (рис. 5, а) та R-схемах (рис. 5, б) ра-
ніше було запропоновано візуальних підхід для опису 
алгоритмів за допомогою потоку команд.
З метою полегшення процесу читання діаграми 
потоку даних компонентів SOA пропонується вико-
ристовувати область видимості на рівні опису ком-
понента. 
Всі вхідні параметри батьківського класу мають 
бути доступними на вході компонентів нащадків, тіль-
ки на 1 рівень нижче. 
а                                                        б
Рис. 4. Валідація вхідних даних в компонентах; 
а – позитивний валідатор, якщо умова виконується, дані потрапляють 
на вхід компонента; б – інвертний валідатор, дані потрапляють на вхід 
компонента, якщо умова валідатора не виконується
в                                  г                                    д
Рис. 5. Приклад використання області видимості даних: а – блок-
схема потоку команд для простого алгоритму; б – відповідна 
R-схема; в – приклад компоненти діаграми керування потоками 
та відповідний код програми; г – код програми з позитивним та 
інверсним валідатором; д – спрощене представлення компонентів 
з урахуванням області видимості вхідних змінних
а                                 б
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Такий метод дає можливість уникнути зображення 
зайвих з’єднань між вхідними даними батьківської 
компоненти, що значно спрощує структуру діаграми та 
підвищує її наочність (наприклад рис. 5, в, г). Суттєве 
спрощення представлення компонентів з урахуванням 
області видимості вхідних змінних можна спостеріга-
ти при використанні валідаторів та області видимості 
даних (рис. 5, д).
Таким чином, за допомогою визначення області ви-
димості можливо значно зменшити кількість з’єднань 
та створювати прості, демонстративні і легко зрозумілі 
системи опису SOA в інформаційних системах. 
6. Компіляція програмного коду в SOA з керуванням 
потоками даних
Процес компіляції програмного коду з діаграми 
керування потоками даних можливо чітко формалі-
зувати та реалізувати в достатньо компактній формі. 
Архітектура системи компіляції коду зображена на 
рис. 6.
Для пояснення процесу компіляції коду з діаграм 
потоків даних розглянемо наступний приклад – алго-
ритм вирішення квадратного рівняння у вигляді ком-
понента SOA (рис. 7).
Рис. 6. Етапи компіляції діаграми керування потоками даних в програмний код з графічного опису 
компоненти SOA
Рис. 7. Діаграма реалізації компоненти SOA для рішення квадратного рівняння
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Як готовий компонент в інших діаграмах потоків 
даних можливо використовувати зображення ком-
понента вирішення квадратного рівняння у вигляді 
прямокутника з відповідними входами та виходами 
(рис. 8).
Рис. 8. Відповідне зображення діаграми використання 
компоненти SOA для рішення квадратного рівняння
Лістинг 1. Представлення реалізації компоненти 
для вирішення квадратного рівняння у вигляді XML.
<xml>
   <name>Quadratic equation solver</name>
    <input>
      <param>double:a</param>
      <param>double:b</param>
      <param>double:c</param>
  </input>
  <output>
    <param>double:x1</param>
    <param>double:x2</param>
    <param>bool:no_real_roots</param>
  </output>
  <nodelist>
    <node>double:d</node>
  <node>bool:sign</node>
  </nodelist>
    <componentlist>
    <component>
      <name>determinant</name>
      <intput>a, b, c<input>
      <output>d</output>
    </component>
    <component>
      <name>check_sign</name>
      <input>d</input>
      <output>sign</output>
     </component>
    <component>
      <name>first_root</name>
      <intput>a, b, c<input>
      <input>d</input>
      <input>sign</input>
      <output>x1</output>
      </component>
    <component>
      <name>second_root</name>
      <intput>a, b, c<input>
      <input>sign</input>
      <input>d</input>
      <output>x2</output>
    </component>
    <component>
      <name>there_are_no_roots</name>
      <intput>sign<input>
      <output>x1</output>
    </component>
    </componentlist> 
</xml>
Лістинг 2. Приклад опису реалізації компоненту 
determinant у вигляді XML.
<xml>
  <name>determinant</name>
    <input>
      <param>double:a</param>
      <param>double:b</param>
      <param>double:c</param>
  </input>
  <output>
    <param>double:d</param>
   </output>
  <code>
    d = b* b - 4 * a * c;
  </code> 
</xml>
Лістинг 3. Приклад реалізації компоненти рішення 
квадратного рівняння у вигляді коду на мові програ-
мування С.
Quadratic_equation_solver (double a, double b, double 
c, double &x1, double &x2, boolean &no_roots)
{
  double d;
  determinant (a, b, c, double &d);
  bool sign; 
  check_sign (d, &sign);
  first_root (a, b, c, *d, sign, x1);
  second_root (a, b, c, *d, sign, x2);
  there_are_no_real_roots (!sign, no_results);
}
determinant (double a, double b, double c, double &d) 
{
  *d = b * b - 4*a*c;
}
check_sign (double d, boolean &sign)
{
  sign = d >= 0 ? True : False;
}
first_root (double a, double b, double c, double d, boolean 
sign, double *x1)
{
  if (sign)
    *x1 = (-b + sqrt (d)) / (2 * a);
  else
    *x1 = null;
}
second_root (double a, double b, double c, double d, boo-




  if (sign)
    *x2 = (-b - sqrt (d)) / (2 * a);
  else
    *x2 = null;
}
there_are_no_real_roots (boolean sign, boolean &no_
roots)
{
  printf (“%s”, “there are no real roots”);
  *no_roots = ! sign;
}
Лістинг 4. Приклад опису REST запиту для компо-
ненти рішення квадратного рівняння.
http://localhost/Quadratic_equation_solver




    “a”: 4.0,
    “b”: 5.0,
    “c”: 1.0
} ]
Server Reply with JSON:
Content-Type: application/json
[ {
    “x1”: -0.25,
    “x2”: -1.0,
    “no+real_roots”: false
} ]
7. Представлення циклів обробки даних компонентів та 
паралельне виконання коду
В парадигмі програмування керування потоками 
даних в цілому застосування циклів не заохочується 
[13, 14]. 
а                                            б
Рис 9. Представлення циклів: а – метод представлення 
циклу обробки даних в коді компонента б – метод 
представлення циклу за допомогою валідатора 
В постановці задачі використання сервіс-орієнто-
ваної архітектури в запиті виконання певної компо-
ненти SOA має використовуватися принцип REST про 
відсутність збереження даних у клієнтській частині. 
Таким чином, використання циклів буде призводити 
до збільшення кількості запитів до компоненти. Але в 
окремих випадках існує необхідність представлення 
коду компоненти у вигляді циклів, тому для цього про-
понується використання нотації циклів на відповідній 
мові програмування (рис. 9, а), або використання 
валідатора (рис. 9, б) з позначенням циклу, що буде 
доданий перед кодом компоненти. Відповідний код на 
мові Python представлений на Лістингу 5.
Лістинг 5. Представлення циклів, відповідний код 
програми на мові Python
def SumArray(A):
  sum = “”
    for a in A:
  sum += a
  return sum
Аналогічно можна зображувати потоки даних, в 
процесі обробки яких виникає необхідність викори-
стовувати рекурсію. Наприклад, у алгоритмі обчис-
лення факторіалу можна викликати рекурсивну ком-
поненту (рис. 10).
Рис. 10. Використання рекурсії для обробки потоку даних
За своєю природою системи з керуванням пото-
ками даних легко та інтуїтивно дозволяють виділити 
компоненти, які можна виконувати паралельно [15]. 
Це дозволяє генерувати код програми, в яких вико-
нання паралельних модулів відбувається у потоках в 
рамках одного компоненту, або системи передачі по-
відомлень між компонентами SOA (рис. 11).
Рис. 11. Ілюстрація паралельного виконання коду 
компонентів в системі керування потоками даних
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Для зображення паралельного виконання коду 
пропонується з’єднання паралельних модулів на ді-
аграмі за допомогою лінії з ліва або з права від ком-
поненту.
8. Тестування систем з керуванням потоками даних
Пропонується використовувати механізм спові-
щення про нештатні ситуації в роботі компонентів 
за допомогою системи Assertion, аналогічно як це 
відбувається в сучасних мовах програмування Java, 
C# та ін. (рис. 12).
Поєднання системи модульних (unit) тестів та 
системи керування потоками даних можливо на рів-
ні Integrated Development Environment (IDE), коли за 
допомогою інтерфейсу користувача розробник може 
натиснути на зображенні компоненти і перейти до 
іншого рівня ієрархії, на якому буде зображено певну 
кількість модульних тестів, також у вигляді діаграми 
керування потоками (рис. 13).
Рис. 12. Використання механізму сповіщення про 
виникнення нештатної ситуації в роботі компоненти за 
допомогою Accertion
Рис. 13. Система модульного тестування для компонентів 
SOA
Практичне застосування системи модульних те-
стів з використанням графічного представлення по-
токів даних, разом з інтеграцією в IDE та ієрархічним 
представленням системи тестів дозволить ефектив-
но та наочно проводити пошук помилок та несправ-
ностей в SOA інформаційних системах.
9. Висновки
Переваги використання запропонованого методу 
зображення діаграм потоків даних для розробки ін-
формаційних систем, в тому числі з використанням 
SOA, полягають у:
– поєднанні процесу створення архітектури інфор-
маційної системи та процесу її реалізації у вигляді 
програмного коду окремих компонентів;
– ієрархічній побудові архітектури інформаційних 
систем, можливості вкладеного опису діаграми з керу-
ванням потоками даних;
– можливості використання процесу розробки, що 
керується тестами (Test Driven Development);
– простому графічному зображенні потоків даних, 
яке дозволяє відображати інтуїтивно зрозумілу логіку 
роботи системи, можливість простого відображення у 
векторних графічних редакторах загального призна-
чення (Visio, Dia, Inkscape і т.д.);
– швидкості зображення діаграм потоків даних на 
ескізах за допомогою олівця без спеціальних навиків 
креслення;
– можливості використанні високопотужних си-
стем і парадигм обчислювань, таких як map-reduce, за 
допомогою паралельного виконання компонентів.
Розроблено метод зображення діаграм керування 
потоками даних SOA, досліджено його застосування 
для відображення рекурсії, циклів, складних алгорит-
мів керування потоками даних. Розглянуто метод ком-
піляції діаграм керування потоками даних в об’єктно-
орієнтовані мови програмування, розроблені формати 
XML для опису діаграм керування потоками даних. 
Запропоновано метод відображення на діаграмі валі-
дації даних та метод відображення модульних тестів у 
системах з керуванням потоками даних.
Запропонований метод зображення діаграм по-
токів даних можливо використовувати в основних 
галузях: інформаційні системи корпоративного рівня 
з використанням сервіс-орієнтованої архітектури, си-
стеми цифрової обробки сигналів, системи обробки 
зображень, системи керування, аналіз великих даних, 
робототехніка.
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УДК 531.383В статті розглянуто похибки вимірювання тем-
ператури біологічного палива, що здійснюється на 
основі використання термоелектричного перетво-
рювача у термоанемометричному витратомірі 
(ТАВ). Представлено основні вимоги до витрато-
мірів біологічного палива, що впливають на підви-
щення точності вимірювання та швидкодію ТАВ. 
Розглянуто складові частини похибки з урахуван-
ням робочих умов використання витратоміра. 
Виконано експериментальні дослідження похибок 
витратоміра біологічного палива
Ключові слова: біологічне паливо, термоанемо-
метр, тахометр, електроперетворювачі, термо-
перетворювач, дифманометр, трубопровід, лічиль-
ник, датчик
В статье рассмотрены погрешности измерения 
температуры биологического топлива осуществля-
ется на основе использования термоэлектрического 
преобразователя в термоанемометрические расхо-
домере (ТАВ ). Представлены основные требования к 
расходомеров биологического топлива, влияющие на 
повышение точности измерения и быстродействие 
ТАВ. Рассмотрены составные части погрешности 
с учетом рабочих условий использования расходо-
мера. Выполнены экспериментальные исследования 
погрешностей расходомера биологического топлива
Ключевые слова: биологическое топливо, термо-
анемометр, дифманометр, электропреобразовате-
ли, термопреобразователь, манометр, трубопро-
вод, счетчик, датчик
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1. Вступ
Активне заміщення біопаливом традиційних на-
фтопродуктів спостерігається в багатьох країнах світу. 
В ЄС у 2008 р. працювало більше 40 потужних заво-
дів, які виробили майже 2 млн т біодизеля, зокрема 
1000 т. у Німеччині, 350 т. – у Франції, 320 т. – в Італії, 
160 т. – у Данії, 60 тис т. – у Чехії. У 2010 р. заплано-
вано виробити близько 6 млн т. біодизельного палива. 
При цьому потреба ЄС у ріпаковому насінні становить 
12 млн т, із них левову частину за сприятливих умов 
може поставити Дванадцять мільйонів тонн ріпаку – 
потреба Європи, левову частину з яких Україна разом з 
Росією за сприятливих умов цілком здатні забезпечити.
