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Tokamak ITER je konstruiran za tvorjenje fuzijsko-relevantnih plazem v trajanju od
nekaj sto do tisocˇ sekund. Ti dolgi cˇasi zahtevajo aktivno hlajenje prve stene, ki
je direktno izpostavljena plazmi. Zasˇcˇita stene iz berilija (Be) je plazmi izpostavljena
komponenta (PFC) za katero veljajo stroge omejitve gostote toplotnega toka na zunanji
povrsˇini, da se izognemo kriticˇnim vrednostim toplotnega toka v povezanih hladilnih
kanalih. Zato je zelo pomembno vnaprej podati oceno verjetnih toplotnih obremenitev
in prenos toplote znotraj Be sˇcˇita za vpeljavo nadzornih algoritmov plazme v realnem
cˇasu.
Cilj magistrskega dela je izdelava dodatka za okolje SMITER, ki omogocˇa sledenje del-
cev magnetnim silnicam v fuzijskem reaktorju. Uporabite metodo koncˇnih elementov
in izdelajte dodatek, ki bo omogocˇal izracˇun temperature na hlajeni prvi steni reak-
torja na podlagi porazdelitev toplotnih tokov, ki jih izracˇuna SMITER. Prenos toplote
obravnavajte kot stacionaren. Izracˇunana porazdelitev temperatur na sˇcˇitu naj bo upo-
rabljena za izdelavo sineticˇnih diagnosticˇnih signalov za testiranje odziva ITER-jevih
infrardecˇih diagnosticˇnih sistemov in kot vhod za nadzorne algoritme. Rezultate tega
vmesnika na koncu primerjajte z izracˇuni temperatur, ki jih bo predlozˇila organizacija
ITER.
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The ITER tokamak is designed to produce fusion grade plasmas for durations of hun-
dreds to thousands of seconds. These long durations require active cooling of the wall
armour directly facing the plasma. Such actively cooled plasma-facing components
(PFCs) have strict limits on the surface heat flux densities in order to avoid critical
heat fluxes at interfaces with the cooling channels. These flux densities are lower for
the 700m2 of beryllium (Be) main chamber PFCs than for the tungsten divertor tar-
gets and must be carefully monitored from the beginning of ITER operations, when
the Be panels will be used for plasma start-up. It is thus extremely important to
provide assessments of likely heat loading and thermal transfer within the Be armour
for incorporation into real time plasma control algorithms. This thesis aims to make
a contribution in this area by providing a plugin to the SMITER magnetic field line
following code framework for finite element calculations in first wall panels subject to
heat flux distributions on the front surface computed by SMITER. The primary ou-
tput of this new module will be stationary surface temperature distributions allowing
xi
production of synthetic diagnostic signals for testing the response of ITER infra-red
diagnostic systems and as input to control algorithms. Results from the interface de-
veloped in this work will be benchmarked against specific existing thermal calculations
provided by the ITER organisation.
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1 Uvod
1.1. Ozadje problema
ITER je mednarodni projekt, cˇigar cilj je gradnja eksperimentalnega fuzijskega reak-
torja tipa tokamak, ki bo zmozˇen generiranja plazme v obdobju od 100 do vecˇ 1000
sekund. Glavna komponenta fuzijskega reaktorja je tokamak. Tokamak je naprava, ki
bo zajemala energijo, nastalo v procesu fuzije. Komponente tokamaka so tako direktno
izpostavljene plazmi in tvorijo vakuumsko posodo. Te komponente se imenujejo plazmi
izpostavljene komponente (ang. plasma facing components - PFC). V grobem lahko
komponente razdelimo na dva dela - glavna kletka, ki je obdana z berilijevim sˇcˇitom,
ter divertor, ki se nahaja na dnu vakuumske posode in je obdan z volframom. Obe
komponenti sta izpostavljeni velikim termicˇnim obremenitvam v obliki toplotnega toka
in nevtronskega sevanja. Te termicˇne obremenitve, ki se pojavijo na plazmi izpostavlje-
nim komponentam, so pomemben del inzˇenirske analize pri zasnovi in konstruiranju
vakuumske posode in fuzijskega reaktorja, saj imajo neposreden vpliv na obstojnost
in stabilnost delovanja fuzijskega reaktorja. Zato je potrebno natancˇno poznavanje in
spremljanje termalnih obremenitev od zacˇetka delovanja reaktorja.
Za izracˇun toplotnih tokov na prvi steni komponent, direktno izpostavljenih plazmi, je
bil v programskem jeziku Fortran napisan racˇunalniˇski program Smardda, ki izracˇuna
toplotne tokove na podlagi magnetnih silnic, ki usmerjajo gibanje plazme. Ta program
je bil integriran v programsko okolje, imenovano Smiter. Programsko okolje Smiter za-
jema vecˇ razlicˇnih modulov, med drugim modul GEOM za modeliranje CAD modelov,
SMESH modul za pripravo mrezˇe in modul za vizualizacijo reultatov Paraview. Re-
zultati pri izracˇunu toplotnih tokov v okolju Smiter se shranijo v datoteki s formatom
vtk, ki vsebuje podatke o mrezˇi modela ter rezultate toplotnih tokov na tej mrezˇi za
vsak koncˇni element. Datoteko vtk z vsemi rezultati lahko nato uvozimo v Paraview,
kjer lahko prikazˇemo rezultate in jih po potrebi tudi obdelamo.
1.2. Cilji in metodolosˇki pristop
Ta magistrska naloga izhaja iz potrebe po izracˇunu temperatur na povrsˇini komponent,
izpostavljenih plazmi. V ta namen je bila razvita programska koda, ki na podlagi
toplotnih tokov, ki jih izracˇuna Smiter, izracˇuna temperature na povrsˇini prve stene
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tokamaka. Rezultat programske kode so staticˇne temperature na povrsˇini prve stene
plazmi izpostavljenih komponent, ki bodo sluzˇili kot umetni diagnosticˇni signali za
izracˇun odziva infra-rdecˇih diagnosticˇnih sistemov.
Prvi cilj magistrske naloge je definicija 3D CAD modela, na katerem bomo definirali
robne pogoje. Obstajata dva tipa panelov, ki tvorita plazmi izpostavljene komponente:
• EHF panel (ang. Enhanced Heat Flux Panel) Najvecˇja toplotna obremenitev je
4.7MW/m2. Del EHF panela, ki je direktno izpostavljen plazmi, je komponenta,
imenovana hipervapotron, ki je sestavljena iz nerjavecˇega jekla. pod povrsˇino, iz-
postavljeno plazmi, je berilijeva prevleka. Med berilijevo prevleko in komponento
iz nerjavecˇega jekla pa je podporna komponenta iz bakrene zlitine CuCrZr. Med
podporno komponento CuCrZr in komponento iz nerjavecˇega jekla je hladilni kanal,
po katerem tecˇe voda.
• NHF panel (ang. Normal Heat Flux Panel) NHF panel ima manjˇso termicˇno odpor-
nost kot EHF panel. Najvecˇja toplotna obremenitev nanj je 2MW/m2. NHF panel
ima podobno strukturo kot EHF, le da ima tri hladilne kanale. Dva se nahajata
v podpori iz CuCrZr komponente, tretji, najvecˇji pa v komponenti iz nerjavecˇega
jekla.
Za oba tipa panela sta bili izdelani sˇtudiji toplotne obremenitve, ki jih je ITER orga-
nizacija predlozˇila laobratoriju LECAD. EHF panel je bil analiziran v programskem
okolju Abaqus CAE, NHF panel pa v programskem okolju Ansys. Na podlagi obeh
sˇtudij je bilo potrebno dolocˇiti poenostavljen 3D model hipervapotrona, mehanske
lastnosti materialov in robne pogoje. Naslednji korak je bila izbira primernega odprto-
kodnega programa, ki izracˇuna fizikalne probleme prevoda toplote s pomocˇjo metode
koncˇnih elementov. Izbrani programski paket je Elmer FEM. Za dobljeni poenosta-
vljeni toplotni model je poptrebno s tem programom izracˇunati temperature in jih
primerjati z rezultati v obeh sˇtudijah. S tem zˇelimo potrditi ustreznost uporabljenega
odprtokodnega programskega paketa za kompleksnejˇse izracˇune z razlicˇno distribucijo
toplotnih tokov, ki jih podaja Smiter. Naslednji cilj je zapis programa, ki bo prebral
izhodno datoteko Smiter programa. Prebrane koordinate in vrednosti toplotnih tokov
bomo nato transformirali in rotirali tako, da bodo poravnane z nasˇim poenostavlje-
nim 3D modelom. Nato bomo interpolirali vrednosti toplotnega toka, izracˇunanega s
programom Smiter, na povrsˇino nasˇega poenostavljenega modela. Te vrednosti bodo
definirale robni pogoj za nasˇ model. Nato bomo s programom Elmer FEM izracˇunali
porazdelitev temperature na poenostavljenem modelu.
1.3. Vsebina magistrske naloge
Ta magistrska naloga vsebuje naslednja poglavja in podpoglavja: Poglavje 2 je raz-
deljeno na tri dele. V prvem delu je opisan mednarodni projekt ITER in princip
delovanja fuzijskega reaktorja. Nato je opisan program Smiter in princip racˇunanja
toplotnih tokov na panelih, ki so temelj obravnave te magistrske naloge. Nato je pred-
stavljen teoreticˇni del izracˇuna temperatur. V poglavju 3 je podan termicˇni model
izracˇuna temperatur. Podrobo, korak za korakom je popisan celoten postopek od pri-
prave CAD model do koncˇnega izracˇuna temperatur. Podani so opisi programskih kod
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in datotek, ki so pomembne za izracˇun. V poglavju 4 je podan opis in uporaba upo-
rabniˇskega vmesnika, s katerim izracˇunamo temperaturo. Poglavje 5 opisuje rezultate
temperatur na petih panelih v reaktorju. V poglavju 6 je podan komentar rezultatov
in predlog resˇevanja zastavljenih problemov s podrocˇja izracˇuna temperatur na panelu.
V zakljucˇku je podan opis dela in zakljucˇni komentar magistrske naloge. Poglavje 7
vsebuje podatke o uporabljeni literaturi. V 9 poglavju so podane kljucˇne datoteke,
uporabljene pri izracˇunu, in programska koda.
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2 Teoreticˇne osnove
2.1. Opis delovanja fuzijskega reaktorja
ITER je okrajˇsava za mednarodni termonuklearni eksperimentalni reaktor (ang. Inter-
national Thermonuclear Experimental Reactor [1]). Po koncˇani gradnji bo prvi fuzijski
reaktor v zgodovini cˇlovesˇtva, ki bo ustvaril vecˇ energije, kot je bo potrebne za zagon in
obratovanje reaktorja. Hkrati bo tudi prvi reaktor, ki bo sposoben daljˇsega obratovanja
v trajanju vecˇ 1000 sekund. Eden izmed glavnih namenov eksperimentalnega reaktorja
ITER bo testiranje vgrajenih tehnologij, materialov in rezˇimov delovanja plazme, ki je
nujno potrebno za prihodnjo komercialno gradnjo fuzijskih reaktorjev.
2.2. Proces fuzije
Fuzija je jedrski proces, pri katerem se dva atoma vodika zdruzˇita v helijev atom.
Pri tem nastanejo razlicˇni stranski delci. Ta proces je vir energije Sonca in ostalih
zvezd v vesolju. V jedru zvezd, kjer sta prisotna ogromen tlak in toplota, se vodikovi
atomi gibljejo z veliko hitrostjo. Pri tem trcˇijo drug z drugim, pri cˇemer se zdruzˇijo v
tezˇji helijev atom. Pri zdruzˇitvi se sprostijo ogromne kolicˇine energije v obliki toplote.
Najbolj ucˇinkovita fuzijska reakcija je med dvema izotopoma vodika, imenovanima tritij
in devterij. Pri devterij-tritij fuzijski reakciji se sprosti najvecˇ energije pri najnizˇjih
temperaturah plazme. Za to, da dosezˇemo proces fuzije,morajo biti izpolnjeni trije
osnovni pogoji:
• Visoka temperatura: Potrebujemo zelo visoko temperaturo plazme, ki mora znasˇati
okrog 150000000C◦. V jedru Sonca, kjer se izvaja ta proces, je temperatura precej
nizˇja, vendar je zaradi sile gravitacije prisoten zelo visok tlak, ki stiska atome vodika
drug proti drugemu.
• Visoka gostota delcev v plazmi: Pri tako visokih temperaturah kot v reaktorju
ITER se elektroni locˇijo od atomov, kar pomeni, da se plin pretvori v plazmo. Zato
je potrebno zagotoviti tudi dovolj visoko gostoto delcev v plazmi, da se povecˇa ver-
jetnost trka atomov v fuzijskem reaktorju.
• Cˇas delovanja reaktorja: Za zadostno sˇtevilo trkov, iz katerih pridobivamo ener-
gijo, je potreben dolocˇen cˇas obratovanja reaktorja, da se plazmo z magneti zadrzˇi
v srediˇscˇu tlacˇne posode in preprecˇi njeno sˇiritev proti prvim stenam reaktorja, s
cˇimer bi bila toplotna obremenitev na reaktor prevelika.
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2.3. Definicija tokamaka
Tokamak je eksperimentalna naprava, katere namen je pridobitev energije, ki se sprosti
med procesom fuzije. Proces fuzije poteka znotraj tokamaka. prve stene tlacˇne posode
tokamaka (ang. Vessel) absorbirajo energijo, ki se v obliki toplote sprosti pri fuzijski
reakciji. Fuzijski reaktor nato uporabi to toploto da pretvori vodo v paro, ki jo potem
vodi na turbine, ki proizvedejo elektriko. Glavna komponenta tokamaka je vakuumska
kletka v obliki torusa. V vakuumski kletki se zaradi visokih temperatur plin, poln
vodikovih atomov, spremeni v plazmo. Plazma je naelektren plin, kjer se vodikovi atomi
zdruzˇijo v procesu fuzije, kjer se sprosˇcˇa toplota. Gibanje nabitih delcev v plazmi je
nadzorovano z mocˇnimi magnetnimi tuljavami, ki so namesˇcˇene okoli vakuumske kletke.
Magnetne tuljave so pomembne komponente tokamaka, ker zadrzˇujejo vrocˇo plazmo
v srediˇscˇu vakuumske kletke in s tem preprecˇujejo plazmi, da bi se sˇirila proti prvim
stenam vakuumske kletke, kar bi povzrocˇilo toplotno preobremenitev reaktorja.
2.3.1. Glavne komponente reaktorja ITER
Glavne komponente, ki sestavljajo fuzijski reaktor, so:
• Magnetne tuljave
• Vakuumska kletka
• Odeja (ang. Blanket)
• Divertor
• Kriostat
Slika 2.1: Reaktor ITER.
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2.3.1.1. Magnetne tuljave
Slika 2.2: CAD model
magnetnega sistema. Z
zeleno barvo so oznacˇene
toridalne magnetne
tuljave, z rdecˇo pa
poloidalne.
Skupna magnetna energija magnetnih tuljav je 51 Giga-
joulov. Magnetni sistem bo ustvaril magnetno polje, ki
bo nadzorovalo in omejevalo gibanje plazme. Glavna se-
stavna materiala sta niobij-kositer in niobij-titan. Magneti
bodo med zagonom reaktorja ohlajeni na −270C◦ s su-
perkriticˇnim helijevim plinom. Zmozˇnost superprevodno-
sti magnetov pomeni vecˇji elektricˇni tok, ki bo tekel skozi
magnete, kar pomeni mocˇnejˇse magnetno polje kot kon-
vencionalni magnetni sistemi. Magnetne tuljave bodo po-
rabile manj mocˇi in bodo tako cenejˇse. Ti superprevodni
magneti so edina mozˇnost za ITER-jev ogromen magnetni
sistem. ITER bo tako uporabljal supreprevodnike z notra-
njim hlajenjem, kjer so superprevodna vlakna speta skupaj
z vlakni bakra in ovita v jeklen plasˇcˇ. Dva razlicˇna magne-
tna polja bosta generirana s pomocˇjo magnetnega sistema,
toroidalno in poloidalno magnetno polje.
Toroidalno Magnetno Polje Okoli vakuumske kletke bo 18
toroidalnih magnetnih tuljav v obliki cˇrke D. Cilj toroi-
dalnega magnetnega polja je omejiti gibanje delcev v plazmi. Mocˇ toroidalnega ma-
gnetnega polja bo 11.8T. Tezˇa vsake tuljave je 318ton in merijo 9x17m. Toroidalne
magnetne tuljave so obdane z jeklenim ovojem in s skupno tezˇo 3400t predstavljajo
velik zalogaj pri izdelavi.
Poloidalno Magnetno polje Na zunanji strani toroidalnih tuljav je sˇest poloidalnih
tuljav v obliki obrocˇa. Namen poloidalnega magnetnega polja je ohranjevati primerno
obliko plazme in prispevati k njeni stabilnosti na nacˇin, da se ne priblizˇa prvi steni
vakuumske kletke. Premer najvecˇje poloidalne tuljave je 24m, tezˇa pa 400t. Poloidalni
magnetni sistem bo ustvaril magnetno polje energije 4 gigajoule in jakosti magnetnega
polja 6T. Poloidalni obrocˇi bodo izdelani iz niobij-titanovega superprevodnika.
2.3.1.2. Obloga
Slika 2.3: CAD model
obloge.
Stene vakuumske kletke so obdane s 440 moduli, ki tvorijo
odejo oziroma oblogo. Njihov namen je zavarovanje jeklene
strukture in supreprevodnega magnetnega sistema pred to-
ploto in visokoenergijskimi nevtroni, proizvedeni v procesu
fuzije. Ko nevtroni zadenejo module, se njihova kineticˇna
energija pretvori v toploto, ki segreje hladilno tekocˇino ozi-
roma vodo. Tako bo energija uporabljena za proizvodnjo
elektricˇne energije. Vsak modul ima dimenzije okoli 1x1.5
m in theta okoli 4.6 ton. Obstaja okoli 180 razlicˇnih vrst
modulov, ki so odvisne od pozicije modula v vakuumski
kletki. Vsak modul ima snemljivo prvo steno, ki je v nepo-
srednem kontaktu s plazmo in je izpostavljena toplotnim
obremenitvam plazme. Vsi moduli vsebujejo prehode za
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diagnosticˇne, merilne in hladilne sisteme. Celotna odeja ima povrsˇino okrog 600m2 in
je najbolj kriticˇna in tehnicˇno zahtevna komponenta v reaktorju. Komponente odeje
in divertorja so v direktnem stiku s plazmo in tako prejmejo najvecˇjo termicˇno obreme-
nitev. Prva stena modulov je sestavljena iz berilija, ki ima izjemne termicˇne lastnosti.
Ostale komponente modulov so zgrajene iz nerjavecˇega jekla in zlitine CuCrZr. ITER
bo prvi fuzijski reaktor, ki bo imel aktivno hlajenje. Hladilna tekocˇina oziroma voda
bo bila vbrizgana v hladilne cevi pod tlakom MPa pri temperaturi 70C◦. Odstranila
bo okrog 736MW termicˇne energije.
2.3.1.3. Divertor
Slika 2.4: CAD model
divertorja.
Divertor se nahaja na dnu vakuumske kletke. Glavna na-
loga divertorja je odstranitev necˇistocˇ in toplote, nastale
pri fuzijski reakciji. Zmanjˇsa necˇistocˇo plazme in zavaruje
sosednje stene pred termicˇnimi in nevtronskimi obremeni-
tvami. V vakuumski kletki je 54 divertorjevih kaset. Vsaka
kaseta ima tri plazmi izpostavljene komponente - notranja
in zunanja vertikalna tarcˇa ter kupola. Notranja in zunanja
vertikalna tarcˇa sta locirani na sticˇiˇscˇu magnetnih silnic,
kjer se nahaja veliko visokoenergijskih delcev. Ko ti delci
zadenejo tarcˇi, se kineticˇna energija pretvori v toploto, ki
jo z ohlajanjem odstranimo iz divertorja. V divertorju se
nahaja tudi veliko merilnih in diagnosticˇnih sistemov. Toplotni tok, ki se nahaja na
vertikalnih tarcˇah, je ocenjen na 10MW/m2 v stacionarnem stanju in na 20MW/m2
v pocˇasnem cˇasovnem stanju. Sˇcˇit divertorja je iz volframa, ki ima najviˇsjo talilno
temperaturo od vseh poznanih materialov.
2.3.1.4. Kriostat
Slika 2.5: CAD model
kriostata.
Kriostat je jeklena posoda, ki zagotavlja vakuum in ohla-
jeno okolje za vakuumsko kletko in supreprevodne magnete.
Notranji premer kriostata je okoli 28m in je bil dolocˇen na
podlagi najvecˇje notranje komponente - poloidalnih magne-
tnih tuljav. Zgrajen je iz nerjavecˇega jekla in tehta okrog
3500ton. Kriostat ima 23 lukenj, ki omogocˇajo dostop me-
rilnim in hladilnim sistemom do vakuumske kletke. Krio-
stat bo odporen na vakuumski tlak do viˇsine 1x10−4Pa.
2.3.1.5. Vakuumska kletka
Vakuumska kletka je nepredusˇno zaprta jeklena posoda, ki
omejuje plazmo in s tem varuje ostale, termicˇno manj od-
porne komponente pred toplotnimi obremenitvami. Ima
obliko torusa. Plazemski delci krozˇijo po torusu, ne da bi
trcˇili v stene vakuumske kletke. Vakuumska kletka tako
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zagotavlja varovanje pred nevtronskim sevanjem in skrbi za stabilnost plazme. Pred-
stavlja glavni sˇcˇit pred sevanjem in zagotavlja podporo za plazmi izpostavljene kom-
ponente divertor in odejo. Hladilna tekocˇina bo ves cˇas delovanja reaktorja krozˇila
skozi jeklene stene vakuumske kletke in skrbela za odvod toplote. Vakuumska kletka
ima ravno tako kot kriostat 44 lukenj, preko katerih je omogocˇen dostop merilnim,
hladilnim in ostalim sistemom.
2.4. Paneli prve stene reaktorja
Paneli prve stene v reaktorju so snemljive, plazmi izpostavljene komponente, ki se na-
hajajo na vsakem modulu na odeji. Zasnovane so tako, da zdrzˇijo termicˇne obremenitve
s strani vrocˇe plazme. Paneli so zgrajeni iz berilijevega sˇcˇita, ki je pripet na podporo
iz bakrene zlitine (CuCrZr), ki je pripeta na podkomponento iz nerjavecˇega jekla. Ob-
stajata dva razlicˇna tipa panelov, ki sta rezultat dolgoletnih raziskav in konstruiranja.
Normalni panel toplotnega toka (NHF - ang. Normal heat flux panel) zdrzˇi toplotne
obremenitve do 2MW/m2 ter izboljˇsani panel toplotnega toka (EHF - ang. Enhanced
heat flux panel), ki zdrzˇi toplotne obremenitve do 4.7MW/m2. Na sliki 2.6 je prikaz
poloidalnega preseka panela, na katerem je 18 panelov. Paneli 3,4,5,7,8,9,14,15,16,17
so EHF paneli, paneli 12,6,10,11,12,13,18 pa NHF paneli. Na desni strani je prikazan
primer NHF panela. Osnovna struktura je nosilec, na katero so pripeti prsti.
Slika 2.6: Na levi strani je prikazan toroidalni presek tlacˇne posode, v kateri je v
poloidalni smeri 18 razlicˇnih panelov, od tega so paneli 3,4,5,7,8,9,14,15,16,17 EHF
paneli, paneli 12,6,10,11,12,13,18 pa NHF paneli. Na desni strani je prikazan primer
NHF panela. Osnovna struktura je nosilec, na katero so pripeti prsti.
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2.5. Pregled primernih odprtokodnih programov
Za izracˇun temperaturne porazdelitve z metodo koncˇnih elementov obstaja veliko odpr-
tokodnih programov, ki omogocˇajo resˇevanje parcialnih diferencialnih enacˇb z metodo
koncˇnih elementov. Za zahtevano noalogo je v preglednici podanih sˇest programskih
paketov, ki omogocˇajo resˇevanje termicˇnih modelov z metodo koncˇnih elementov.
• Code Aster: Odprtokodni programski paket, razvit s strani francoskega podjetja
za distribucijo elektricˇne energije EDF. Primeren za resˇevanje problemov s podrocˇja
strukturne dinamike. V code aster-ju je tezˇko definirati nelinearni robni pogoj v
problemu prenosa tolpote, sˇe posebej za temperaturno odvisen koeficient prenosa
toplote.
• JuliaFEM: Paket za resˇevanje z metodo koncˇnih elementov. Ima pomanljkljivo
dokumentacijo, tako da je uporabnik omejen na izvorno kodo, ki se nahaja na spletni
strani Github.
• Parafem: Paket za paralelno programiranje algoritmov z metodo koncˇnoh elemen-
tov. Omogocˇa racˇunanje problemov za prevod toplote. Koda je napisana v Fortranu.
Ima pomanljkljivo dokumentacijo.
• Deal ii: Knjizˇnica, napisana v C++ in omogocˇa racˇunanje z metodo koncˇnih ele-
mentov. Omogocˇa pisanje rezultatov v formatu vtk.
• Elmerfem: Programski paket za resˇevanje fizikalnih problemov z metodo koncˇnih
elementov. Omogocˇa definiranje nelinearnih robnih pogojev za temperaturne odvisne
termicˇne spremenljivke, kot so koeficient toplotne prevodnosti in koeficient prevoda
toplote z vhodnimi skriptami, napisanimi v programskem jeziku Fortran. Dokumen-
tacija za Elmer FEM je obsezˇna in ima podporo s strni uporabnikov. Razvil ga je
finski insˇtitut CSC.
• Fenics Project: Racˇunska platforma za resˇevanje parcialnih diferencialnih enacˇb z
metodo koncˇnih elementov. Omogocˇa pisanje skript v Pythonu. Ne omogocˇa izvoza
podatkov v formatu .vtk.
Ta magistrska naloga zahteva poznavanje procesa prenosa toplote. Na odlocˇitev za
izbiro programskega paketa je vplivala ustrezna dokumentacija in sˇtevilo uporabni-
kov. Pri resˇevanju ustreznih tezˇav in izbiri pravega pristopa se je najlazˇje obrniti na
izkusˇenejˇse uporabnike kot pa brskanje po izvorni kodi, kar lahko vzame veliko cˇasa.
Poleg tega cilj magistrske naloge ni sˇtudij posameznih programskih paketov, temvecˇ
pravilna uporaba le teh za izracˇun zˇeljenih temperatur. Idelano bi bilo tudi, da bi lahko
izbran programski paket brez tezˇav prebral in shranil podatke v primernem formatu.
Glede na zgoraj opisane razloge bo uporabljen programski paket Elmer FEM.
2.6. Opis programa Smiter
Koda za sledenje magnetnim silnicam Smiter omogocˇa simulacije in izracˇun poraz-
delitve toplotnega toka za plazmi izpostavljene komponente prvo steno in divertor.
Graficˇni vmesnik Smiterja omogocˇa modeliranje geometrijskih objektov, mrezˇenje ge-
ometrijskih objektov, vizualizacijo podatkov in shranjevanje podatkovnih struktur v
hierarhicˇnem podatkovnem formatu HDF (ang. Hierarhical data structure [2]). Smiter
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uporablja programsko kodo SMARDDA, napisano v programskem jeziku Fortran, ki
racˇuna sledenje delcev magnetnim silnicam. Koda SMARDDA je bila primerjana in te-
stirana s starejˇsim programskim paketom za sledenje magnetnim silnicam PFCFLUX,
ki ga je razvil francoski urad za jedrsko energijo. Tehnicˇne lastnosti Smiterja so:
• Natancˇen popis magnetnih silnic, ki vkljucˇuje nastavljivo toleranco za preverjanje
konvergence s strani uporabnika. Podana je mozˇnost uporabe tokovnih koordinat za
vecˇjo hitrost in natancˇnost racˇunanja ter kubicˇna interpolacija zlepkov za definicijo
magnetnega polja.
• Lokalni ali globalni izracˇun za divertor ali prvo steno.
• Uposˇtevanje ciklicˇne simetrije reaktorja, kar omogocˇa uporabo le 1/18 geometrije
reaktorja.
Za natancˇen izracˇun Smiter potrebuje natancˇno vhodno mrezˇo in natancˇen popis rav-
notezˇja magnetnega polja. Graficˇni vmesnik je bil razvit z namenom omogocˇiti upo-
rabniku lazˇjo uporabo programskih orodij Smiterja. Aplikacija Smiter GUI je inte-
grirana v odprtokodno okolje SALOME, ki omogocˇa integracijo poljubne programske
kode. Smiter GUI omogocˇa enostavno pripravo sˇtudije za izracˇun toplotnih tokov na
povrsˇini prvih sten in divertorja v tokamaku. Vmesnik omogocˇa enostavno pripravo
in izbiro tarcˇne ter sencˇne geometrije ter dolocˇitev magnetnega ravnovesja. Graficˇni
vmesnik omogocˇa, da je celoten potek sˇtudije mozˇen znotraj okolja Smiter, od priprave
geometrije preko mrezˇenja geometrije do definicije sˇtudije ter vizualizacije rezultatov
toplotnih tokov. Preko modula Paraview omogocˇa tudi uporabo razlicˇnih orodij za
analizo rezultatov.
Smiter koda omogocˇa modifikacijo sˇtevilnih spremenljivk, ki vplivajo na izracˇun toplo-
tnega toka in so v uporabniˇskem vmesniku enostavno nastavljivi. Uporabniˇski vmesnik
preko modulov omogocˇa branje razlicˇnih CAD in mrezˇnih datotek. Omogocˇa tudi bra-
nje datoteke formata eqdsk, ki vsebuje podatke o magnetnih silnicah. Najpogosteje
uporabljani moduli Smiterja so:
• GEOM modul: GEOM modul je modul za modeliranje geometrijskih objektov.
Omogocˇa modeliranje kompleksnih povrsˇin in 3D modelov, na voljo pa ima tudi
bralnik razlicˇnih CAD datotek, kot so STEP, IGES ali STL formati.
• SMESH modul: SMESH modul omogocˇa mrezˇenje CAD modelov. Omogocˇa tudi
vnos razlicˇnih mrezˇnih datotek kot so STL, UNV ali MED formati.
• SMITER modul: V SMITER modulu definiramo sˇtudijo za izracˇun toplotnih
tokov. Tu definiramo sencˇno in tarcˇno mrezˇo ter magnetno polje. Modul omogocˇa
tudi nastavitev razlicˇnih spremenljivk za izracˇun toplotnega toka.
• Paraview: Modul za vizualizacijo rezultatov. Omogocˇa branje in prikaz formata
vtk ter uporabo sˇtevilnih orodij za obdelavo rezultatov.
Sˇtudija v Smiter okolju se shrani kot hierarhicˇni podatkovni format (HDF5), v katerem
so vse potrebne informacije za ponovitev sˇtudije.
2.7. Model izracˇuna toplotnega toka
Smiter dolocˇi toplotni tok na tarcˇni mrezˇi na podlagi profila gostote toplotnega toka
postrgane plazme (ang. Scrape-off layer), ki se giblje v smeri magnetnih silnic proti
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plazmi izpostavljenim komponentam. Pot magnetnih silnic je racˇunana vse dokler
silnica ne seka povrsˇine, ki predstavlja prvo steno ali divertor. Povrsˇino predstavlja
mrezˇa, ki ima visoko gostot trikotnikov. V splosˇnem Smiter racˇuna pot silnice od triko-
tnika do postrgane plazme, torej v obratni smeri kot v resnici, pri tem uposˇteva polje
magnetnega toka in gostoto toplotnega toka, ki pride iz obmocˇja postrgane plazme.
Tako sledenje magnetnim silnicam uposˇteva tudi sosednjo geometrijo od geometrije,
za katero racˇunamo magnetne silnice. S tem zagotovimo, da silnice ne trcˇijo v katero
izmed sosednjih struktur. Cˇe za dolocˇen trikotnik silnica trcˇi v sosednjo strukturo,
pomeni, da je toplotni tok na tem trikotniku 0, saj je silnica trcˇila v sosednjo strukturo
in se tam koncˇa. Recˇemo, da sosednja struktura sencˇi obravnavano tarcˇno geometrijo.
Algoritmi programske kode Smiter omogocˇajo izracˇun za primer prve stene in za primer
divertorja. Vhodna geometrija je tarcˇna geometrija, za katero nas zanima porazdeli-
tev toplotnega toka, in sencˇna geometrija, ki sencˇi tarcˇno geometrijo pred magnetnimi
silnicami.
Magnetno ravnovesje je podano v datoteki s formatom eqdsk. Podatki v datoteki
poleg magnetnega polja vsebujejo tudi dolzˇino razpada delca λq ||[mm], ki predstavlja
dolzˇino, pri kateri delec izgubi vso energijo in s tem hitrost. Izguba mocˇi Ploss ali
PSOL pa je celotna vhodna mocˇ plazme in je definirana v [W]. Toplotni tok na plazmi
izpostavljenim komponentam je definiran kot
q∥(r) = q∥omp exp(−(r − rsep)/λq) (2.1)
pri cˇemer je q∥omp enak
q∥omp = PSOL/(4πRompλq(Bθ/BΦ)omp) (2.2)
Odlaganje mocˇi je potem definirano kot
q∥PFC = q∥(r)Romp/RPFC (2.3)
Zgornje enacˇbe se nanasˇajo na tok, ki je vzporeden magnetnim silnicam ter ne na
tok ki je pravokoten na trikotnike v mrezˇi. Zato moramo komponento vzporednega
toplotnega toka projicirati na povrsˇin trikotnika. To storimo s sledecˇo enacˇbo:
q⊥ = q∥ sinα (2.4)
Toplotni tok je izracˇunan z matematicˇnim modelom tokovne tube, ki je pojasnjen na
sliki 2.7. Tokovna tuba povezˇe srednjo ravnino tokamaka (ang. tokamak midplane) s
povrsˇino prve stene velikosti A1. Predpostavljeno je, da vhodna mocˇ sledi magnetnim
silnicam od srednje ravnine tokamaka skozi tokovno tubo do povrsˇine prve stene in da
tem silnicam sledijo tudi delci. Mocˇ na vrhu tube se z radialno razdaljo eksponentno
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Slika 2.7: Tokovna tuba.
zmanjˇsuje s parametrom λm iz zadnje zaprte tokovne povrsˇine (ang. last closed flux
surface), ki je podana kot ψ = ψm, kjer je ψm vrednost poloidalnega toka na mestu,
kjer se geometrija dotika plazme. Gostota mocˇi je definirana kot
Q = Cstd ·B · n · exp(− ψ − ψm
λmRmBpm
) (2.5)
kjer je ψ funkcija toka na srednji ravnini tokamaka, B magnetno polje, n normala na
povrsˇino A1, Bpm poloidalna komponenta magnetnega polja na srednji ravnini toka-
maka in Rm glavni radij iz izhodiˇscˇa koordinatnega sistema, ki se nahaja v sredini
tokamaka.
2.8. Teoreticˇno ozadje izracˇuna temperatur
2.8.1. Fourierjev zakon prevoda toplote
Toplota se pretaka iz obmocˇja z viˇsjo temperaturo na obmocˇje z nizˇjo temperaturo.
Kolicˇina toplote, ki gre skozi dolocˇeno obmocˇje, se izrazi kot
Q = k
A(Ta − Tb)t
d
(2.6)
pri cˇemer je k toplotna prevodnost obmocˇja, skozi katerega gre toplota, A je presek
telesa, skozi katerega gra toplota, d je debelina telesa, t je cˇas in Ta in Tb sta dani
temperaturi (slika 2.8). Iz enacˇbe toplote lahko izrazimo toplotni tok, ki je definiran
kot kolicˇina toplote na enoto povrsˇine in cˇasa.
q =
Q
At
= k
(Ta − Tb)t
d
(2.7)
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Slika 2.8: Primer prenosa toplote skozi steno s presekom A.
Za model vzdolzˇ x-koordinate lahko zapiˇsemo splosˇno enacˇbo, ki je
q =
T (x)− T (x+△x)
△x = −
T (x+△x)− T (x)
△x (2.8)
Oziroma za infinitezimalno majhno spremembo vzdolzˇ x-koordinate
q = q(x) = −kdT (x)
dx
(2.9)
Enacˇba 2.9 predstavlja Fourierjev zakon o prevajanju toplote [3], ki jo lahko razsˇirimo
na tridimenzionalni prostor.
q(r, t) = −k∇T (r, t) (2.10)
s komponentami
qx = −kx∂T (x, y, z, t)
∂x
(2.11)
qy = −ky ∂T (x, y, z, t)
∂y
(2.12)
qz = −kz ∂T (x, y, z, t)
∂z
(2.13)
pri cˇemer so kx,ky in kz toplotne prevodnosti v x, y in z smereh. Za izotropicˇne
materiale je k = kx = ky = kz. Rezultanta vseh treh komponent je enaka
q(x, y, z, t) =
√
q2x + q
2
y + q
2
z (2.14)
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2.8.2. Prevod toplote v trdninah
Telo je podano v kartezicˇnem koordinatnem sistemu. Toplotni tokovi, ki delujejo na
telo, so q1,q2,q3, itd. V notranjosti telesa se generira toplota Q(x, y, z) na enoto vo-
lumna in cˇasa. Zaradi obeh toplotnih obremenitev na telo se spremeni temperatura
telesa, ki ima svojo distribucijo po telesu T (x, y, z). Enacˇba prenosa toplote je izpeljana
iz Fourierjevega zakona o prevodu toplote in iz zakona o ohranitvi energije [3].
−
(
∂qx
∂x
+
∂qy
∂y
+
∂qz
∂z
)
+Q = ρc
∂T
∂t
(2.15)
Cˇe izrazimo toplotne tokove z enacˇbo 2.9, dobimo
∂
∂x
(
k
∂T (x, y, z, t)
∂x
)
+
∂
∂y
(
k
∂T (x, y, z, t)
∂y
)
+
∂
∂y
(
k
∂T (x, y, z, t)
∂z
)
+Q(x, y, z, t) = ρc
∂T (x, y, z, t)
∂t
(2.16)
Zgornja enacˇba 2.16 je enacˇba prevoda toplote za trdna telesa, pri cˇemer sta ρ gostota
telesa in c specificˇna toplota materiala. Za cˇasovno neodvisen prevod toplote lahko
enacˇbo 2.16 zapiˇsemo kot
∂
∂x
(
k
∂T (x, y, z, t)
∂x
)
+
∂
∂y
(
k
∂T (x, y, z, t)
∂y
)
+
∂
∂y
(
k
∂T (x, y, z, t)
∂z
)
+Q(x, y, z, t) = 0
(2.17)
Vnaprej predpisani robni pogoji so lahko
• Vnaprej dolocˇena temperatura na povrsˇini S1 obravnavanega telesa
Ts = T1(x, y, z, t) (2.18)
• Vnaprej podan toplotni tok na povrsˇini S2 obravnavanega telesa
qxnx + qznz + qznz = −qs (2.19)
• Vnaprej podana temperatura fluida in koeficienta prenosa toplote na povrsˇini S3
obravnavanega telesa
qxnx + qznz + qznz = h(Ts − Tf ) (2.20)
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Slika 2.9: Na levi strani je prikazan primer realnega fizikalnega problema. Na desni
strani je prikazana mrezˇa realnega modela. Na rob modela deluje termicˇna
obremenitev v obliki toplotnega toka, v notranjosti pa se generira toplota.
2.8.3. Formulacija metode koncˇnih elementov
Neznana velicˇina pri resˇevanju problema prevoda toplote je temperatura v vozliˇscˇih.
Po definiranju elementov in vozliˇscˇ v mrezˇi lahko definiramo interpolacijsko funkcijo
ψ(x, y, z) [4]. Interpolacijska funkcija mora izpolnjevati nekatere osnovne zahteve.
• Interpolacijska funkcija ima toliko monomov, kot ima koncˇni element vozliˇscˇ. Mo-
nome dolocˇimo glede na Pascalov tetraeder.
• Interpolacijska funkcija zagotavlja zvezni prehod polja primarne spremelnjivke preko
ograje koncˇnega elementa, v posebnih primerih pa tudi zvezni prehod njenih odvo-
dov.
• Monomi interpolacijske funkcije so med seboj neodvisni.
Slika 2.10: Primer tetraedricˇnega koncˇnega elementa z vozliˇscˇi Tm, Ti, Tj in Tk.
V nasˇem primeru imamo opravka s tetraedricˇnimi koncˇnimi elementi, zato ima inter-
polacijska funkcija obliko
ψ(x, y, z) = C11 + C2x+ C3y + C4z (2.21)
Za vsako vozliˇscˇe moramo definirati interpolacijsko funkcijo, kar pomeni, da ima posa-
mezen koncˇni element sˇtiri interpolacijske funkcije. Posamezna interpolacijska funkcija
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ψi ima v vozliˇscˇih koncˇnega elementa s koordinatami (xi, yi, zi) vrednosti
ψi(xi, yi, zi) =
{
1 j = i
0 j ̸= i i, j = 1, .., N (2.22)
Zaradi zagotavljanja mozˇnosti popisa konstante vrednosti temperature pa mora biti
vsota vseh interpolacijskih funkcij v dani tocˇki enaka 1.
N∑
j=1
ψj(x, y, z) = 1 (2.23)
Gradiente temperatur v elementu lahko izrazimo kot
⎧⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎩
∂T (x, y, z, t)
∂x
∂T (x, y, z, t)
∂y
∂T (x, y, z, t)
∂z
⎫⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎭
=
⎡⎢⎢⎢⎢⎢⎢⎢⎣
∂ψi
∂x
∂ψj
∂x
∂ψm
∂x
∂ψk
∂x
∂ψi
∂y
∂ψj
∂y
∂ψm
∂y
∂ψk
∂y
∂ψi
∂z
∂ψj
∂z
∂ψm
∂z
∂ψk
∂z
⎤⎥⎥⎥⎥⎥⎥⎥⎦
T = [B]T (2.24)
2.8.4. Galerkinova metoda
Galerkinova metoda (poimenovana po ruskem matematiku Borisu Galerkinu) predvi-
deva, da je poljubna utezˇna funkcija enaka interpolacijski funkciji. Diferencialna enacˇba
obravnavanega problema je D(ϕ) za volumen V, robni pogoj diferencialne enacˇbe pa
B(ϕ) za povrsˇino S. Matematicˇni model je
∫
V
W1D(ϕ)dv +
∫
V
W2B(ϕ)ds = 0 (2.25)
Pri cˇemer sta W1 in W2 utezˇni funkciji. Model diskteriziramo na koncˇne elemente
in dobimo aproksimirano resˇitev z diferencialno enacˇbo D(ψ(r)ϕ) za koncˇni element
volumna V in robni pogoj B(ψ(r)ϕ) na robu koncˇnega elementa. Aproksimativni model
izrazimo kot
∫
V
W1jD(
∑
ψi(r)ϕi)dv +
∫
S
W2jB(
∑
ψi(r)ϕi)ds = R (2.26)
Pri cˇemer sta W1j in W2j utezˇni funkciji koncˇnega elementa. Galerkinova metoda
predpostavlja, da sta utezˇni funkciji koncˇnega elementa enaki interpolacijski funkciji
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ter da je R→ 0, kar pomeni, da staW1j = ψ(r) inW2j = ψ(r). Z uporabo Galerkinove
metode lahko ponovno zapiˇsemo osnovno enacˇbo prevoda toplote
∫
V
(
∂qx
x
+
∂qy
y
+
∂qz
z
)
ψidv = 0 (2.27)
Z vpeljavo robnih pogojev, definiranih v enacˇbah 2.18,2.19 in 2.20, dobimo enacˇbe
koncˇnega elementa z definiranim toplotnim tokom in porazdelitvijo temperature v vo-
zliˇscˇih v enacˇbi
∫
V
ρc
∂T (x, y, z, t)
∂t
ϕidv −
∫
V
(
∂ψi
∂x
∂ψi
∂y
∂ψi
∂z
)
qdv =∫
v
Qψidv −
∫
s1
qTnψids−
∫
s2
qsψids−
∫
s3
h(T − Tf )ψids
(2.28)
pri cˇemer je toplotni tok po povrsˇini qT = qxqyqz in normala na povrsˇino n
T = nxnynz.
Toplotno ravnovesje v enacˇbi 2.28 lahko zapiˇsemo kot
[C](˙T ) + (Kc + [Kh])T = Rt +Rq +Rh (2.29)
pri cˇemer so matrike koeficientov
• Matrika toplotne kapacitete [C]
[C] =
∫
v
ρc[N ]T [N ]dv (2.30)
• Prevodnostna matrika [Kc]
[Kc] =
∫
v
k[B]T [B]dv (2.31)
• Konvekcijska matrika [Kh]
[Kh] =
∫
S3
h[N ]T [N ]ds (2.32)
Vrednosti v vozliˇscˇih so podane kot
• Temperatura po povrsˇini S1
RT = −
∫
S1
qTn[N ]Tds (2.33)
• Generacija toplote v notranjosti obravnavanega telesa
RQ =
∫
v
Q[N ]Tdv (2.34)
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• Toplotni tok po povrsˇini S2
Rq =
∫
S2
qs[N ]
Tds (2.35)
• Konvekcijski toplotni tok po povrsˇini S3
Rh =
∫
S3
hTf [N ]
Tds (2.36)
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20
3 Termicˇni model panela
Shema poteka priprave sˇtudije je podana na sliki 3.1. Postopek je sestavljen iz sledecˇih
korakov.
• Priprava geometrije: Glede na izbran tip panela je potrebno modelirati poenosta-
vljen 3D model izbranega panela. Panel je lahko tipa NHF ali EHF. Za vsak panel
pripravimo geometrijo s pomocˇjo GEOM modula v Smiter okolju.
• Mrezˇenje panela: Po dobljenem geometrijskem modelu panela je potrebno panel
pomrezˇiti. Geometrijski model mrezˇimo s pomocˇjo modula SMESH, ki je na voljo v
okolju Smiter. Nato je potrebno mrezˇo pretvoriti v unv format, nato pa sˇe v format
ElmerGrid. Program Elmer namrecˇ uporablja ta format, da prebere vse koordinate
vozliˇscˇ elementov.
• Izbira Smiter panela: Ko je mrezˇa poenostavljenega modela dolocˇena, lahko upo-
rabnik dodatka izbere panel, ki ga zˇeli pomrezˇiti. Mrezˇa ima trikotne koncˇne ele-
mente in je zapisana v formatu vtk. Podane so tudi vrednosti toplotnega toka na
elementih.
• Transformacija panela v prostoru: Panel s pomocˇjo Euler-Rodriguesove formule
zasukamo in premaknemo v prostoru tako, da povrsˇina panela sovpada s povrsˇino
poenostavljenega modela.
• Interpolacija toplotnih tokov: Ko povrsˇini sovpadata, lahko toplotne tokove in-
terpoliramo na poenostavljen tridimenzionalni model in jih zapiˇsemo v sif datoteko.
• Izracˇun temperatur: S programom Elmer, ki sprejme sif datoteko, nato izracˇunamo
temperature.
Pri pripravi geometrije je potrebno poznavanje GEOM modula in Pythonove knjizˇnice,
s katero zapiˇsemo najprej dvodimenzionalni presek prsta, nato pa ta presek izvlecˇemo
v prostor s pomocˇjo krivulje, ki popisuje ukrivljenost EHF panela v toroidalni smeri.
Tocˇke, ki dolocˇajo omenjeno krivuljo, so podane v primerjalni Abaqus sˇtudiji. Iz
Abaqusa smo jih shranili v tekstovno datoteko in jih uvozili v Python, kjer smo nato
generirali prst. Podoben princip je izveden tudi za NHF panel, pri cˇemer smo ukri-
vljenost panela v toroidalni smeri dobili iz Ansys sˇtudije. Nato geometrijski model
pomrezˇimo s tetraedri v Smiterjevem modulu SMESH. Od tam ga izvozimo v unv
format, nato pa ga pretvorimo v format ElmerGrid. Pri pretvorbi iz unv formata v
ElmerGrid se generira sˇtiri tekstovne datoteke, ki vsaka zase definirajo identifikacij-
ske sˇtevilke vozliˇscˇ in njim pripadajocˇe koordinate, identifikacijske sˇtevilke trikotnikov
in definicije teles ter robnih povrsˇin. Te datoteke program Elmer prebere in nato na
podlagi dolocˇenih robnih pogojev in materialnih lastnosti, ki so podani v posebej za to
namenjeni datoteki sif izracˇuna porazdelitev temperature.
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Slika 3.1: Prikazan je potek izracˇuna temperatur. Najprej je potrebno dobiti mrezˇo
poenostavljenega modela prsta in jo pretvoriti v ustrezen format. Nato izbrani panel
transformiramo tako, da je poravnan s poenostavljenim modelom prsta. Nato
interpoliramo toplotne tokove na povrsˇino poenostavljenega modela prsta. Na koncu
izracˇunamo temperature.
Izbrani panel iz Smiterja nato zasukamo v prostoru tako, da njegova povrsˇina cˇimbolj
sovpada z izbranim poenostavljenim modelom panela. Tako lahko bolj natancˇno inter-
poliramo toplotne tokove na povrsˇino poenostavljenega modela panela, izpostavljene
plazmi. Toplotni tok interpoliramo s pomocˇjo radialne bazne funkcije. Na koncu do-
bimo rezultate za vsak prst posebej. Cˇe uposˇtevamo, da imamo na primer pri panelu
EHF sˇtirideset prstov, to pomeni sˇtirideset datotek z rezultati za vsak panel posebej.
Te datoteke zdruzˇimo v eno datoteko formata vtk, kjer so potem zbrani vsi rezultati
za celoten panel.
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3.1. Mrezˇne datoteke
Paket Elmer FEM vkljucˇuje vecˇ programskih kod, ki omogocˇajo resˇevanje z metodo
koncˇnih elementov. Ukaz ElmerGrid vzame kot argument mrezˇo, ki je lahko podana v
vecˇ razlicˇnih formatih in jo pretvori v zˇeljen nov format. Nekateri izmed vhodnih for-
matov so abaqusov vhodni format inp ter ansysov vhodni format ansys. SMESH mo-
dul okolja Smiter, v katerem je pripravljena mrezˇa poenostavljenega modela, omogocˇa
izvoz mrezˇe v format unv, ki ga z ukazom ElmerGrid lahko pretvorimo v ustrezen El-
merjev format. To podaja naslednji argument, torej v kaksˇen format zˇelimo pretvoriti
mrezˇo. Format za ukaz ElmerSolver, ki izvede izracˇun, se imenuje .mesh.* format.
Zapis ukaza v terminalu operacijskega sistema Linux izgleda
ElmerGrid 8 2 imeDatoteke.unv
Po izvedbi ukaza dobimo datotekemesh.boundary,mesh.elements,mesh.header,mesh.names
in mesh.nodes [5].
3.1.1. Datoteka mesh.header
Datoteka Mesh.header je datoteka, ki vsebuje podatke o tem, koliko vozliˇscˇ in ele-
mentov je v mrezˇi. Struktura formata je prikazana spodaj. V prvi vrstici je sˇtevilo
vozliˇscˇ, elementov in elementov, ki se nahajajo na robovih. V drugi vrstici je sˇtevilka,
ki podaja sˇtevilo razlicˇnih elementov, uporabljenih v mrezˇi. Vrstice, ki sledijo za drugo,
podajajo tip elementa in sˇtevilo tovrstnih elementov v mrezˇi.
300 261 76
2
404 261
202 76
Iz zgornjega primera ugotovimo, da ima mrezˇa 300 vozliˇscˇ, 261 elementov in 76 ele-
mentov, ki se nahajajo na robu. Imamo dva razlicˇna tipa elementov. 261 elementov
je oznake 404 (sˇtirivozliˇscˇni koncˇni element) in 76 elementov oznake 202 (linijski kocˇni
element).
3.1.2. Datoteka mesh.node
Datoteka mesh.node je datoteka, ki podaja identifikacijsko sˇtevilko vozliˇscˇ in njihove
koordinate. Vsaka vrstica se zacˇne z dvema sˇteviloma tipa integer, ki ponazarjata iden-
tifikacijsko sˇtevilko vozliˇscˇa in paralelni indeks. Elmer paralelnega indeksa ne uposˇteva
v primeru, da problema ne racˇunamo paralelno. Zadnja tri sˇtevila so tipa float in
predstavljajo koordinate vozliˇscˇ x, y in z, kot je prikazano spodaj
n1 p x y z
n2 p x y z
...
nn p x y z
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3.1.3. Datoteka mesh.element
Datoteka mesh.element je datoteka, ki vsebuje podatke o elementih v mrezˇi. Vsaka
vrstica se zacˇne s sˇtevilom tipa integer, ki ponazarja identifikacijsko sˇtevilo elementa.
Druga sˇtevilka ponazarja sˇtevilo telesa oziroma odseka, kateremu posamezen element
pripada. Nato je podan tip koncˇnega elementa. Nato je podan tip koncˇnega elementa,
nato pa identifikacijske sˇtevilke vozliˇscˇ, ki pripadajo posameznemu elementu.
e1 telo tip n1 ... nn
e2 telo tip n1 ... nn
...
en telo tip n1 ... nn
3.1.4. Datoteka mesh.boundary
Datoteka mesh.boundary je datoteka, ki vsebuje podatke o elemenith, ki tvorijo robove
obravnavanega problema. Prvo sˇtevilo je ponovno identifikacijska sˇtevilka elementa,
nato sledi sˇtevilka, ki oznacˇuje rob obravnavanega problem. Robne povrsˇine, ki se med
seboj razlikujejo po nacˇinu in velikosti termicˇne obremenitve, imajo svojo identifika-
cijsko sˇtevilko, tako kot vozliˇscˇa, elementi in telesa obravnavanega problema. Vsaka
povrsˇina tridimenzinalnega koncˇnega elementa je v osnovi podelement dveh tridimen-
zionalnih koncˇnih elementov. Na tretjem in cˇetrtem mestu sta tako podani identifika-
cijki sˇtevilki elementov iz datoteke mesh.element, katerima pripada obravnavana robna
povrsˇina. Cˇe je ta povrsˇina elementa na robu, pomeni, da pripada le enemu elementu,
zato je eno izmed teh sˇtevil 0, kar pomeni, da pripada le enemu elementu. Nato sledi
tip elementa, nato pa sˇe identifikacijske sˇtevilke pripadajocˇih vozliˇscˇ.
e1 rob p1 p2 tip n1 ... nn
e2 rob p1 p2 tip n1 ... nn
...
en rob p1 p2 tip n1 ... nn
3.2. Datoteka SIF
Po pretvorbi mrezˇe iz unv formata v berljiv format za programsko kodo Elmer FEM
lahko definiramo robne pogoje, materialne lastnosti in ostale parametre, ki vplivajo na
izracˇun. Ta format ima koncˇnico sif [6]in vanj zapiˇsemo vse robne pogoje. Struktura
vhodne datoteke je razdeljena na vecˇ podpoglavij.
Header
Simulation
Constants
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Body n
Material n
Body Force n
Equation n
Solver n
Boundary Condition n
Initial Condition n
Component n
Cˇrka n predstavlja identifikacijsko sˇtevilko posameznega poglavja, ki definira npr. robni
pogoj. Cˇe imamo vecˇ robnih pogojev, Elmer preko identifikacijke sˇtevilke locˇuje med
razlicˇnimi robnimi pogoji.
3.2.1. Glava
V glavi definiramo imenik, v katerem so shranjene datoteke, ki popisujejo mrezˇo, ter
imenik, v katerega se shranijo rezultati. V spodnjem primeru so rezultati shranjeni v
imeniku ”mreza”.
Header
Mesh DB "." "mreza"
End
3.2.2. Simulacija
V poglavju Simulacija so parametri, ki se nanasˇajo na model parcialnih diferencialnih
enacˇb, ki ga resˇujemo. Podane so informacije o tem, ali je obravnavani sistem cˇasovno
neodvisen ali odvisen, definirana sta koordinatni sistem in izhodna datoteka z rezultati.
Spodaj je podano poglavje Simulacija za primer EHF panela.
Simulation
Max Output Level = 5
Coordinate System = Cartesian
Coordinate Mapping(3) = 1 2 3
Simulation Type = Steady state
Steady State Max Iterations = 1
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Output Intervals = 1
Timestepping Method = BDF
BDF Order = 1
Solver Input File = case.sif
Post File = case.vtu
End
3.2.3. Konstante
V tem podpoglavju so podane konstante, ki se uporabljajo pri izracˇunu. Spodaj je
podan primer za EHF panel. Pri EHF panelu ne uporabljamo nobene izmed zapisanih
konstant, zato lahko to polje pustimo tudi prazno.
Constants
Gravity(4) = 0 -1 0 9.82
Stefan Boltzmann = 5.67e-08
End
3.2.4. Definiranje teles in materialnih lastnosti
Elmerjeve datoteke, ki definirajo mrezˇo, vsebujejo tudi podatke o racˇunskem obnocˇju,
ki je razdeljeno v razlicˇne regije, ki se imenujejo telesa. Vsako telo ima definirane
svoje enacˇbe, ki jih je potrebno resˇiti, materialne lastnosti, prostorske obremenitve ter
zacˇetne pogoje. V podpoglavju Telo (ang. body) tako podamo identifikacijske sˇtevilke
zgoraj omenjenih lastnosti, ki pripadajo posameznim telesom. Spodaj je primer za
komponento iz berilijevega sˇcˇita, kateremu pripada ta enacˇba 1 in material 1.
Body 1
Target Bodies(1) = 3
Name = "shieldBody"
Equation = 1
Material = 1
End
V podpoglavju material imamo podane posamezne lastnosti materialov. Materialne
lastnosti so lahko temperaturno odvisne spremenljivke. Odvisnosti posameznih spre-
menljivk v materialnih lastnostih ali robnih pogojih lahko zapiˇsemo v sif datoteko
v obliki tabele. To lahko storimo le, kadar je temperaturno odvisnost mocˇ izraziti z
enostavno linearno interpolacijo. Za zahtevnejˇse definiranje materialnih lastnosti ali
robnih pogojev lahko napiˇsemo lastne programske funkcije z uporabo programskega
jezika Fortran. Spodaj je primer za definiranje mehanskih lastnosti berilijevega sˇcˇita
na EHF panelu.
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Material 1
Name = "Beryllium"
Heat Conductivity = Variable Temperature
Real
20 200
100 169
200 144
300 127
400 116
500 107
600 100
700 91
End
End
Definiranje mehanskih lastnosti materiala je odvisno od matematicˇnega modela, ki ga
obravnavamo.
3.2.5. Definiranje enacˇbe in solverja
V tem podpoglavju definiramo solverje glede na nasˇ fizikalni model. S solverjem de-
finiramo fizikalni model, ki ga zˇelimo resˇevati. Cˇe definiramo vecˇ solverjev, lahko
obravnavamo vecˇ razlicˇnih fizikalnih pojavov, ki se pojavijo v nasˇem modelu. Za vsak
solver lahko dolocˇimo sˇtevilo iteracij, toleranco konvergence, postopek resˇevanja neli-
nearnih modelov in rezultirajocˇih linearnih enacˇb ter ostale parametre. S solverjem
lahko tudi definiramo zapis dolocˇenih spremenljivk ali rezultatov za posamezno telo ali
povrsˇino v tekstovno datoteko. Spodaj je podan primer za resˇevanje modela prenosa
toplote za EHF panel
Solver 1
Equation = Heat Equation
Procedure = "HeatSolve" "HeatSolver"
Variable 1 = Temperature
Exec Solver = Always
Stabilize = True
Bubbles = False
Lumped Mass Matrix = False
Optimize Bandwidth = True
Steady State Convergence Tolerance = 1.0e-10
Nonlinear System Convergence Tolerance = 1.0e-20
Nonlinear System Max Iterations = 20
Nonlinear System Newton After Iterations = 3
Nonlinear System Newton After Tolerance = 1.0e-20
Nonlinear System Relaxation Factor = 0.2
Linear System Solver = Direct
Linear System Direct Method = Banded
End
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3.2.6. Definiranje robnih pogojev
V tem podpoglavju definiramo robne pogoje. Elmerjeve datoteke, ki definirajo mrezˇo,
podajajo tudi informacije o oznakah teles in robov obravnavanega problema z dolcˇenimi
identifikacijskimi sˇtevilkami. Z njihovo pomocˇjo definiramo tudi robne pogoje na ro-
bovih obravnavanega modela.
Boundary Condition 1
Target Boundaries(1) = 11
Name = "adiabaticBC"
Heat Flux = 0.001
End
Zgoraj je podan primer definicije robnega pogoja za model EHF panela. V prvi vrstici
je podana identifikacijska sˇtevilka roba, na katerem je definiran robni pogoj. Nato
sledi ime robnega pogoja in nato definicija robnega pogoja. Mozˇno je definirati tudi
vecˇ robov. V primeru dveh razlicˇnih povrsˇin, ki imata isti robni pogoj, je potrebno
spremeniti spremenljivko Target Boundaries(1) = rob1 v Target Boundaries(2)
= rob1 rob2.
3.3. Priprava modela
3.3.1. Panel EHF
EHF panel je panel, ki prenese toplotne obremenitve do velikost 4.7MW/m2. Je osnosi-
metricˇen panel, ki ima na vsaki strani 20 prstov (ang. finger). Na vrhu prsta je kompo-
nenta imenovana hipervapotron. Hipervapotron vsebuje cevni sestav, po katerem tecˇe
hladilna tekocˇina, ki hladi celoten panel in s tem preprecˇuje preveliko termicˇno obre-
menitev panela. V hipervapotronu pri EHF panelu v grobem obstajata dva razlicˇna
preseka. Na levi strani je prikazana tudi kanal, skozi katerega dovajamo vodo v hi-
pervapotron skozi nosilec, ki je namesˇcˇen pod prsti. Kanala hipervapotrona in dotoka
vode se na koncu prsta zdruzˇita. Na desni strani je prikazan presek brez dotocˇnega
kanala vode. Primer dveh prstov je prikazan na sliki 3.2. Pri definiranju poenostavlje-
nega modela vsebuje presek prsta le en hladilni kanal. V reaktorju bo po nacˇrtih 176
EHF panelov, ki jih bo izdelala Ruska federacija. Podana primerjalna Abaqus sˇtudija
predpostavlja konstantno obremenitev 350000W/m2 po celotnem panelu, na enem od-
seku pa je predpostavljena najvecˇja mozˇna obremenitev, ki znasˇa 4700000W/m2. Ta
obremenitev se v realnem primeru ne bo nikdar pojavila, namen primerjalne sˇtudije je
bil le preveriti, kaksˇen je odziv panela na najvecˇjo mozˇno obremenitev.
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Slika 3.2: V hipervapotronu pri EHF panelu v grobem obstajata dva razlicˇna preseka.
Na levi strani je prikazana tudi kanal, skozi katerega dovajamo vodo v hipervapotron
skozi nosilec, ki je namesˇcˇen pod prsti. Kanala hipervapotrona in dokota vode se na
koncu prsta zdruzˇita. Na desni strani je prikazan presek brez dotocˇnega kanala vode.
Nasˇ namen je pripraviti poenostavljen 3D model, ki bi bil predvsem na steni, ki je
izpostavljena plazmi, cˇimbolj podoben realni strukturi. Zato se je potrebno osredotocˇiti
na hipervapotron. Presek prsta in poenostavljenega modela je prikazan na spodnji sliki
3.3.
Na vrhu modela so pozicionirane tri komponente iz berilija. Na zgornji povrsˇini be-
rilija se nalaga toplotni tok. Pod berilijem je podana komponenta iz bakrove zlitine
s primesmi kroma in cirkonija (CuCrZr). Spodnji komponenti, imenovani podpora in
baza pa sta iz nerjavecˇega jekla z oznako SS316. Vmes je cev, skozi katero tecˇe voda.
Dimenzije preseka poenostavljenega modela so prikazane na sliki 3.3
Slika 3.3: Na levi sliki je prikazan presek hipervapotrona z vsemi potrebnimi
dimenzijami. Na desni strani pa so oznacˇene posamezne podkomponente
hipervapotrona.
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Program, ki generira omenjeni presek, je napisan v Pythonu ter razvit s pomocˇjo
knjizˇnic modula GEOM. GEOM modul za generiranje geometrije omogocˇa skriptno
programiranje v Pythonu. Na podlagi podane geometrije se najprej v Pythonu zapiˇsejo
tocˇke, nato robovi, nato pa sledi sˇe povrsˇina. GEOM modul programa Smiter omogocˇa
pisanje skript v programu Python, v katerem lahko definiramo vse osnovne geometrijske
entitete, na podlagi katerih potem sestavimo predlagan model. Najprej je potrebno v
program uvoziti knjizˇnice. To storimo s spodaj prikazano skripto
1 ...
2 # inicializacija studije v salome
3 salome.salome_init()
4 # uvoz knjiznice GEOM
5 import GEOM
6 # Uvoz razreda geomBuilder
7 from salome.geom import geomBuilder
8 # Definiranje objekta geompy razreda geomBuilder
9 geompy = geomBuilder.New(salome.myStudy)
10 ...
V skripti smo definirali objekt geompy razreda geombuilder, ki nam omogocˇa izdelavo
razlicˇnih entitet. Ta objekt vsebuje metode, kot so MakeVertex, MakeEdge, MakeFace
in sˇtevilne druge, ki omogocaju kreiranje geometrijskih objektov v GEOM modulu.
Koraki za izdelavo primernega modela so podani v preglednici (PREGLEDNICA),
zraven pa je prilozˇen tudi enostaven model za boljˇse razumevanje.
• Definicija tocˇk (ang. vertex): Najprej je potrebno dolocˇiti tocˇke, ki omejujejo
nase obmocˇje obravnave oziroma nasˇ model. To storimo z metodo geompy.MakeVertex.
1 ...
2 # Definicija tock za prvi zicni model
3 pt1 = geompy.MakeVertex(0,0,0)
4 pt2 = geompy.MakeVertex(0,10,0)
5 pt3 = geompy.MakeVertex(10,10,0)
6 pt4 = geompy.MakeVertex(10,0,0)
7 # Definicija tock za drugi zicni model
8 pt5 = geompy.MakeVertex(2,2,0)
9 pt6 = geompy.MakeVertex(2,8,0)
10 pt7 = geompy.MakeVertex(8,8,0)
11 pt8 = geompy.MakeVertex(8,2,0)
• Definicija robov (ang. edge): Prej definirane tocke je potrebno povezati v robove.
Robovi so lahko ravne crte ter izseki kroznic, elips in ostalih krivulj. S tem je nas
model v 2D prostoru ze bolj definiran, saj ga omejujejo crte. Robove definiramo z
metodo geompy.MakeEdge.
1 ...
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Slika 3.4: Primer definicije tocˇk v GEOM modulu.
2 # Definicija robov za prvi zicni model
3 e1 = geompy.MakeEdge(pt1,pt2)
4 e2 = geompy.MakeEdge(pt2,pt3)
5 e3 = geompy.MakeEdge(pt3,pt4)
6 e4 = geompy.MakeEdge(pt4,pt1)
7 # Definicija robov za drugi zicni model
8 e5 = geompy.MakeEdge(pt5,pt6)
9 e6 = geompy.MakeEdge(pt6,pt7)
10 e7 = geompy.MakeEdge(pt7,pt8)
11 e8 = geompy.MakeEdge(pt8,pt5)
12 ...
Slika 3.5: Primer definicije robov v GEOM modulu.
• zˇicˇni model (ang. wire): Definirane robove lahko zdruzˇimo v zˇicˇni model. zˇicˇni
model predstavlja mnozˇico robov in krivulj, ki definirajo neko obmocˇje. V osnovi
je to zaprto obmocˇje, lahko pa je tudi odprto. Zˇicˇno obmocˇje definiramo z metodo
MakeWire.
1 ...
2 # Definicija obeh zicnih modelov
3 w1 = geompy.MakeWire([e1,e2,e3,e4])
4 w2 = geompy.MakeWire([e5,e6,e7,e8])
5 ...
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• Definicija povrsˇinskega modela (ang. face). Ko imamo definiran zˇicˇni model, ki
omejuje obravnavnano obmocˇje, lahko na zaprtem obmocˇju naredimo povrsˇino. Tako
dobimo povrsˇinski model, ki je pripravljen za nadaljno obravnavo. Povrsˇinski model
definiramo z metodo MakeFace, ki definira povrsˇinski model znotraj definiranega
zˇicˇnega modela, ter z metodo MakeFaceWires, ki definira povrsˇinski model, ki ga
omejujeta dva zˇicˇna modela.
1 ...
2 # Zdruzitev zicnih modelov v povrsinski model
3 compound = geompy.MakeFaceWires([w1,w2])
4 ...
Slika 3.6: Primer povrsˇinskega modela v GEOM modulu.
• Definicija particije na povrsˇinskemmodelu (ang. partition): Particija povrsˇinskega
modela pomeni, da imamo znotraj povrsˇinskega modela vecˇ manjˇsih povrsˇinskih
modelov, ki vsak zase definirajo dolocˇeno znacˇilnost obravnavanega obmocˇja (npr.
en povrsˇinski model predstavlja berilijev sˇcˇit, drugi pa podporo iz nerjavecˇega je-
kla). To lahko storimo tako, da zˇe vnaprej dolocˇimo posamezna podobmocˇja, ki
jih nato zdruzˇimo v povrsˇinski model. Druga mozˇnost pa je razdelitev zˇe defini-
ranega povrsˇinskega modela na podobmocˇja. To storimo tako, da definiramo rob,
ki seka obravnavano povrsˇinsko obmocˇje na dva ali vecˇ delov, s katerim lahko raz-
delimo model na vecˇ podobmocij. Metoda, ki omogocˇa tako particije, se imenuje
MakePartition.
1 ...
2 # Definicija robova, s katerim razdelimo povrsinski model
3 e_partition = geompy.MakeEdge(pt1,pt3)
4 # Particija povrsinskega modela
5 partition = geompy.MakePartition([compound],[e_partition])
6 ...
Po izdelavi preseka prsta EHF panela je potrebno presek izvlecˇi v prostor vzdolzˇ kri-
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Slika 3.7: Primer particije povrsˇinskega modela.
vulje, ki popisuje ukrivljenost prsta v toroidalni smeri magnetnega polja. Tocˇke, ki
popisujejo krivuljo, so podane v sˇtudiji Abaqus FEM, ki obravnava odziv EHF panela
na maksimalne termicˇne obremenitve. Tocˇke, ki se nahajajo na desnem zgornjem robu
berilijevega sˇcˇita, shranimo v tekstovno datoteko in jo nato preberemo s Pythonom.
Koordinate tocˇk shranimo v krivuljo. Nato 2D presek nasˇega poenostavljenega modela
transformiramo v prostoru, da zgornja desna tocˇka sovpada z zacˇetno tocˇko krivulje
ter da je povrsˇina preseka pravokotna na tangento krivulje v dani tocˇki. Nato lahko
izvlecˇemo presek v prostor vzdolzˇ dane krivulje. Tako dobimo poenostavljen 3D model.
Nato je potrebno model pomrezˇiti. To storimo s knjizˇnico modula SMESH v Smiterju,
ki omogocˇa mrezˇenje 3D geometrijskih modelov. SMESH modul prav tako kot GEOM
omogoca pisanje Pythonovih skript, s pomocjo katerih lako pomrezimo obravnavan
geometrijski model. Zato je v Python potrebno uvoziti zahtevano knjiznico.
1 ...
2 # uvoz knjiznice salome
3 import salome
4 # inicializacija programa salome
5 salome.salome_init()
6 # Uvoz knjiznice smeshBuilder
7 from salome.smesh import smeshBuilder
8 # Definicija objekta smesh razreda smeshBuilder
9 smesh = smeshBuilder.New(salome.myStudy)
10 ...
Uporabimo trikotniˇsko nestrukturirano mrezˇo. Za vsako dimenzijo je potrebno defini-
rati lasten algoritem.
1 ...
2 # Definicija mreze iz izbrane geometrije
3 tetramesh = smesh.Mesh(geometry, "geometry")
4 # Definicija 1D algoritma
5 algo1D = tetramesh.Segment()
6 # Dolocitev povprecne zeljene dolzine daljice tetraedra
7 algo1D.LocalLength(1.0/100.0)
33
Termicˇni model panela
8 # Definicija 2D algoritma
9 algo2D = tetramesh.Triangle()
10 algo2D.LengthFromEdges()
11 # Definicija 3D algoritma
12 algo3D = tetramesh.Tetrahedron()
13 # Izracun mreze
14 ret = tetramesh.Compute()
15 ...
V uvodu je potrebno najprej definirati geometrijo, ki jo zˇelimo pomrezˇiti. Nato sledi
definicija algoritma. Obstaja vecˇ vrst algoritmov, ki jih lahko uporabimo za mrezenje.
SMESH omogocˇa uporabo sˇtevilnih hipotez, kot so sˇtevilo segmentov, najvecˇja mozˇna
povrsˇina trikotnikov, povprecˇna dolzˇina robov elementa, najvecˇja mozˇna dolzˇina roba,
itd. V nasˇem primeru se odlocˇimo za definicijo povprecˇne dolzˇine roba. To v praksi
pomeni, da bo po izracˇunani mrezi povprecˇna dolzˇina vseh robov taka, kot smo jo
dolocˇili v Python skripti. Hipotezi v dvo- in tridimenzionalnem prostoru izhajata iz
hipoteze dolzˇine robu in temu primerno generirata trikotnike in tetrahedre. Ko imamo
pomrezˇen model, lahko predpiˇsemo sˇe podobmocˇja posameznih elementov, ki se nato
prenesejo v unv datoteko in nato v ElmerGrid datoteko.
3.3.2. Panel NHL
Panel NHF je panel prve stene tokamakanjegova predpisana obremenitev pa je 2MW/m2.
Tako kot EHF panel je tudi ta panel simetricˇen in ima na povrsˇini, ki je izpostavljena
plazmi, podane komponente imenovane prsti, ki pa imajo drugacˇen presek kot EHF
paneli. Komponente NHF panela so prikazane na sliki 3.8. Na vrhu panela je berilijev
sˇcˇit, ki nosi najvecˇjo termicˇno obremenitev. Pod njim je podpora iz CuC1, nato pa
sledi zlitina CuCrZr, ki vsebuje dva pretocˇna kanala. Oba kanala vsebujeta ovoj iz
nerjavecˇega jekla. Premer ovoja je le en milimeter. Tu se pojavi tezˇava, saj za pri-
meren popis geometrije ovojev z vozliˇscˇi, ki definirajo mrezˇo, potrebujemo zelo gosto
mrezˇo oziroma zelo majhne tetrahedrone, kar pomeni veliko vozliˇscˇ. V primeru poe-
nostavitve modela moramo uposˇtevati tudi velikost gostote mrezˇenja, saj gosta mrezˇa
mocˇno vpliva na cˇas racˇunanja porazdelitve temperatur. Vpliv jeklenega ovoja kanala
na izracˇun temperatur na povrsˇini je majhen, zato ga lahko izpustimo. Nato sledi
struktura iz nerjavecˇega jekla, ki je pripeta na nosilec. Vseh NHF panelov je 215, za
njihov razvoj pa je zadolzˇena Evropska Unija. Obstaja 13 razlicˇic NHF panela, ki se
razlikujejo po dolzˇini in sˇirini panela glede na postavitev v prostoru. Presek prstov se
ne spreminja. Presek prsta na NHF panelu je podan na sliki 3.9. Postopek priprave
geometrije in mrezˇenja je isti kot pri NHF panelu. Geometrijo je bila pripravljena v
modulu GEOM s pomocˇjo Python skript, mrezˇo pa v modulu SMESH.
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Slika 3.8: Komponente NHF panela.
Slika 3.9: Na levi strani je podan presek NHF prsta z merami, na desni strani pa
robni pogoji in podkomponente na NHF prstu.
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3.3.3. Dolocˇitev robnih pogojev
Na sliki 3.3 je prikazan model prenosa toplote za poenostavljen model prsta EHF
panela. Berilijev sˇcˇit je izpostavljen toplotnemu toku plazme. Podatke o toplotnem
toku plazme podaja vhodna datoteka iz programa Smiter, ki vsebuje toplotne tokove,
ki so definiran na trikotnikih. Ti trikotniki definirajo povrsˇino, izpostavljeno plazmi.
Na ostalih zunanjih povrsˇinah predpostavimo adiabaten robni pogoj. V notranjosti
cevi pa je podana temperatura vode in koeficient prenosa toplote, ki je odvisen od
temperature.
Voda, ki pritecˇe v prst, ima temperaturo 80C◦. Koeficient prenosa toplote je tem-
peraturno odvisen. Graf koeficienta prenosa toplote v odvisnosti od temperature je
prikazan na spodnji sliki.
Slika 3.10: Graf koeficienta prenosa toplote v odvisnosti od temperature.
Koeficient prenosa toplote je za temperature nizˇje od 270 C◦ skoraj konstanten, nato
pa zelo hitro narasˇcˇa. Pri NHF panel je koeficient prenosa toplote konstanten in znasˇa
3000W/m2K.
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Slika 3.11: Prestop toplote na povrsˇini dveh prstov v Abaqus sˇtudiji. Prestop toplote
na sliki je podan v [MW/m2].
3.4. Primerjalna sˇtudija
Primerjalna sˇtudija za EHF panel je bila podana v okolju Abaqus CAE. Obravnavana
sta bila dva prsta. V tej sˇtudiji je bilo obravnavano tudi toplotno sevanje s strani
delcev, ki priletijo na strukturo, in je bilo podano v obliki notranjega vira toplote. V
nasˇem primeru smo notranjo generacijo toplote zanemarili. Toplotni tok na povrsˇini
obeh prstov je bil konstanten in je znasˇal 350000MW/m2. Na enem izmed prstov je
bila kot toplotna obremenitev podan tudi najvecˇji predpisan toplotni tok, ki znasˇa
4.7MW/m2. Toplotna obremenitev prstov je prikazana na sliki 3.11. Levi prst, ki nosi
konstantno toplotno obremenitvijo 350000MW/m2, je imenovan tudi vhodni prst, saj
vanj pritecˇe voda iz nosilca in strukture pod njim. Sosednji, desni prsta pa je imenovan
tudi izhodni prst, saj voda pritecˇe ven iz njega nazaj v notranjo strukturo panela. S
primerjalno sˇtudijo zˇelimo izracˇunati temperature na EHF panelu in s tem prikazati
primernostu uporabe programa za izracˇun temperatur po metodi koncˇnih elementov
Elmer FEM. Kljucˇno vprasˇanje je, kako na cˇimbolj enostaven in preprost nacˇin sesta-
viti enostaven fizikalni model, ki vkljucˇuje geometrijo, mrezˇo in ustrezne materialne
lastnosti ter robne pogoje in bo primerljiv s podano Abaqus sˇtudijo. Pri tem je po-
trebno uposˇtevati, da se presek prsta v poloidalni smeri spreminja. Zanima nas tudi cˇas
racˇunanja, ki je odvisen tudi od sˇtevila vozliˇscˇ v poenostavljenem modelu. Vecˇja kot
je gostota trikotnikov, dlje traja izracˇun. Ca racˇunanja je odvisen tudi od najvecˇjega
sˇtevila korakov pri teracijski metodi oziroma tolerance napake med dvema sosednjima
korakoma pri iteracijski metodi. Oba parametra lahko dolocˇimo v programu Elmer
FEM. Obravnavali bomo le en presek, ki se vzdolzˇ toroidalne smeri ne bo spreminjal.
Nacˇeloma lahko prst EHF panela razdelimo na dva razlicˇna preseka, za katera bomo
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v primerjalni sˇtudiji za dvodimenzionalni model izracˇunali poorazdelitev temperature.
Nato bomo obravnavali sˇtiri tocˇke, ki so definirane na povrsˇini preseka in so podane
na sliki 3.12. Na podlagi analize teh rezultatov se bomo odlocˇili za ustrezen presek.
Poraja se vprasˇanje, kako odpraviti razliko v rezultatih na delu prsta, ki ima drugacˇen
presek kot nasˇ poenostavljen model in koliksˇen je vpliv razlike v geometriji. Ena iz-
med resˇitev je, da spreminjamo koeficient prenosa toplote za fluid v pretocˇnem kanalu,
dokler se ne priblizˇamo ustreznemu rezultatu.
• 2D nacˇin: Posamezen prst lahko razbijemo na vecˇ presekov. Obravnavamo vsak
presek posebej, pri cˇemer je potrebno izracˇunati temperaturo fluida in jo podati v
naslednji presek.
• 3D nacˇin: Za poljuben presek izdelamo 3D model in nanj interpoliramo toplotni
tok.
Slika 3.12: Prikaz obravnavanih tocˇk na 2D preseku.
3.4.1. Primerjava z 2D modelom
Najprej bomo obravnavali 2D model, ki predstavlja le presek prsta. Na njem defi-
niramo robne pogoje, kot so definirani na poljubnem preseku prsta. Nato rezultate
primerjamo z rezultati na 3D modelu prsta. Odlocˇimo se za dva razlicˇna preseka, ki
ju bomo obravnavali na prstu s konstantno toplotno obremenitvijo in na drugem prstu
z najvecˇjim predpisanim toplotnim tokom. V EHF panelu hladilni kanal potuje skozi
dva prsta, nato pa je speljan nazaj v nosilec. Za oba razlicˇna preseka na obeh prstih
je bila izdelana sˇtudija v Elmerju in sˇe dodatna sˇtudija v Abaqusu. Rezultate iz pro-
gramskega okolja Elmer smo nato primerjali s podano sˇtudijo v Abaqusi iz organizacije
ITER ter z lastno sˇtudijo, izdelano v programu Abaqus CAE.
Najprej je podana slika, ki prikazˇe porazdelitev temperatur na obmocˇju preseka. Nato
so za sˇtiri poljubno definirane tocˇke na preseku (slika 3.12) podani rezultati in primer-
java rezultatov v procentih. Napako smo izracˇunali z enacˇbo
abs
(
1− Telmer
Tabaqus
)
∗ 100 (3.1)
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3.4.1.1. Izhodni prst brez odtocˇnega kanala
Slika 3.13: Izhodni prst brez odtocˇnega kanala. Na levi je prikaz temperatur Abaqus
sˇtudije za tridimenzionalni model. Sˇtudija vkljucˇuje tudi notranjo generacijo toplote.
Na sredini je sˇtudija poenostavljenega 2D modela v Abaqusu, desno pa v Elmerju.
Preglednica 3.1: Rezultati za izhodni prst brez odtocˇnega kanala.
Abaqus 3D [°C] Abaqus 2D [°C] Elmer 2D [°C]
T1 637.29 607.43 613.53
T2 608.51 592.70 599.46
T3 320.00 336.40 327.30
T4 255.90 271.39 279.20
Preglednica 3.2: Razlike za izhodni prst brez odtocˇnega kanala.
Napaka Elmer 2D vs. Abaqus 3D [%] Napaka Elmer 2D vs. Abaqus 2D [%]
T1 3.8 1.0
T2 1.5 1.1
T3 2.1 2.7
T4 8.3 2.9
Presek izhodnega prsta se nahaja tocˇno pod najvecˇjo obremenitvijo na tem prstu,
torej 4.7MW/m2. Tu temperatura na povrsˇju dosega okrog 630C◦. Prisotna je tudi
generacija toplote zaradi sevanja nevtronov in ostalih delcev, vendar je njen vpliv v
primerjavi z ogromnim toplotnim tokom pa povrsˇini berilijevega sˇcˇita, kar je razvidno
tudi iz slike 3.13, kjer vidimo, da temperatura s pomikanjem proti notranjosti pada.
Najvecˇji padec se zgodi ravno na berilijevem sˇcˇitu in podpori iz CuCrZr, ki nosita
najvecˇjo termicˇno obremenitev.
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3.4.1.2. Vhodni prst brez dotocˇnega kanala
Slika 3.14: Vhodni prst brez dotocˇnega kanala. Na levi je prikaz temperatur Abaqus
sˇtudije za tridimenzionalni model. Sˇtudija vkljucˇuje tudi notranjo generacijo toplote.
Na sredini je sˇtudija poenostavljenega 2D modela v Abaqusu, desno pa v Elmerju.
Preglednica 3.3: Vhodni prst brez odtocˇnega kanala.
Abaqus 3D [°C] Abaqus 2D [°C] Elmer 2D [°C]
T1 123.15 124.15 123.97
T2 119.60 123.78 123.61
T3 103.89 109.26 109.14
T4 97.79 105.40 105.32
Preglednica 3.4: Razlike za vhodni prst brez dotocˇnega kanala.
Napaka Elmer 2D vs. Abaqus 3D [%] Napaka Elmer 2D vs. Abaqus 2D [%]
T1 0.7 0.1
T2 3.2 0.1
T3 4.8 0.1
T4 7.1 0.1
Omenjeni obravnavani presek brez dotocˇnega kanala se nahaja direktno nad ostalimi
komponentami in nosilcem. Tu je se generira vecˇ toplote, ki je posledica sevanja nevtro-
nov in ostalih delcev iz plazme v tokamaku. Cˇe primerjamo porazdelitev temperature
z izhodnim prstom, opazimo, da temperatura proti notranjosti komponent narasˇcˇa. To
je posledica nizkega toplotnega toka na povrsˇini berilijevega sˇcˇita. Kot je razvidno iz
rezultatov, do najmanjˇse napake pride ravno na povrsˇini berilijevega sˇcˇita, ki je prvi
izpostavljen plazmi. Ta del nas najbolj zanima.
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3.4.1.3. Izhodni prst z dotocˇnim kanalom
Slika 3.15: Izhodni prst z dotocˇnim kanalom. Na levi je prikaz temperatur Abaqus
sˇtudije za tridimenzionalni model. Sˇtudija vkljucˇuje tudi notranjo generacijo toplote.
Na sredini je sˇtudija poenostavljenega 2D modela v Abaqusu, desno pa v Elmerju.
Preglednica 3.5: Rezultati za izhodni prst z dotocˇnim kanalom.
Abaqus 3D [°C] Abaqus 2D [°C] Elmer 2D [°C]
T1 137.30 139.00 141.29
T2 133.80 138.61 140.80
T3 117.827 122.30 123.50
T4 112.23 118.575 119.40
Preglednica 3.6: Napake v procentih za izhodni prst z dotocˇnim kanalom.
Napaka Elmer 2D vs. Abaqus 3D [%] Napaka Elmer 2D vs. Abaqus 2D [%]
T1 2.8 1.5
T2 4.9 1.5
T3 4.6 0.9
T4 6.0 0.7
Obravnavani presek se nahaja na robu panela. Dotocˇni kanal iz nosilca preide pod prst,
na robu prsta pa se zdruzˇi s kanalom iz hipervapotrona. Razlika med tridimenzionalnim
Abaqusovim modelom in poenostavljenim Elmerjevim modelom znasˇa malo pod 3%.
Na tem delu prsta je toplotni tok na povrsˇini berilijevega sˇcˇita precej manjˇsi in znasˇa
350000MW/m2. Iz porazdelitve temperature na tridimenzionalnem modelu iz Abaqusa
na sliki 3.15 je razviden majhen vpliv toplotnega toka plazme na termicˇno obremenitev
prsta.
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3.4.1.4. Vhodni prst z dotocˇnim kanalom
Slika 3.16: Vhodni prst z dotocˇnim kanalom. Na levi je prikaz temperatur Abaqus
sˇtudije za tridimenzionalni model. Sˇtudija vkljucˇuje tudi notranjo generacijo toplote.
Na sredini je sˇtudija poenostavljenega 2D modela v Abaqusu, desno pa v Elmerju.
Preglednica 3.7: Rezultati za vhodni prst z dotocˇnim kanalom.
Abaqus 3D [°C] Abaqus 2D [°C] Elmer 2D [°C]
T1 123.22 125.44 129.35
T2 119.70 125.12 128.19
T3 101.50 109.20 111.16
T4 97.92 105.40 107.14
Preglednica 3.8: Napake v procentih za vhodni prst z dotocˇnim kanalom.
Napaka Elmer 2D vs. Abaqus 3D [%] Napaka Elmer 2D vs. Abaqus 2D [%]
T1 4.7 3.0
T2 6.6 2.3
T3 8.7 1.6
T4 8.6 1.6
Toplotni tok na vhodnem prstu se ne spreminja in je vseskozi enak 350000MW/m2.
Tudi temperatura na povrsˇini berilijevega sˇcˇita in v notranjosti prsta je v toroidalni
smeri skoraj enaka ne glede na dejstvo, da se geometrija in presek prsta v toroidalni
smeri zaradi dotocˇnega kanala in vpetja na nosilec spreminjata. Opazimo lahko, da
je napaka izracˇuna temperature s programom Elmer FEM pri preseku z dotocˇnim
kanalom vecˇja kot pri preseku brez dotocˇnega kanala.
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3.4.2. Primerjava s 3D modelom
Nato primerjamo sˇe temperature na povrsˇini tridimenzionalnega modela. Toplotni tok
je konstanten v poloidalni smeri, spreminja pa se v toroidalni smeri, kar je razvidno
iz slike 3.11. Temperatura tok na robu povrsˇine prsta v odvisnosti od pomika vzdolzˇ
toroidalne smeri je prikazana na slikah 3.17 in 3.18.
Slika 3.17: Na sliki je prikaz primerjave porazdelitve temperatur na povrsˇini prsta
sˇtudije iz Abaqusa ter sˇtudije iz Elmerja. Cˇrni krivulji predstavljata rob prsta.
Temperature na tej krivulji so prikazane na grafu na sliki . Enota temperature je
podana v [C◦].
Iz programa Abaqus izpiˇsemo vredosti toplotni tokov in temperatur na povrsˇini in jih
shranimo v tekstovno datoteko. Nato s paketom Elmer pripravimo sˇtudijo, v katero
zapiˇsemo prebrane robne pogoje. V sif datoteko zapiˇsemo tudi novi solver, ki bo tem-
perature, ki jih bomo primerjali z Abaqusovim modelom, shranil v tekstovno datoteko.
Omenjen solver je definiran spodaj.
Solver 2
Exec Solver = After All
Equation = SaveLine
Procedure = "SaveData" "SaveLine"
Filename = "temperatures.dat"
Variable 1 = Coordinate 1
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Variable 2 = Coordinate 2
Variable 3 = Coordinate 3
Variable 4 = Temperature
End
Poleg tega moramo solver definirati na povrsˇini, za katero zˇelimo izpis temperatur. To
je povrsˇina, izpostavljena plazmi, ki je definirana z robnim pogojem.
Boundary Condition 1
Target Boundaries(1) = 6
Name = "plasmaBC"
Save Line = Logical True ! Tu je klican solver SaveLine
Heat Flux = Variable Coordinate 2
Real
y1 q1
y2 q2
...
yn qn
End
End
Po koncˇanem izracˇunu dobimo datoteko, v kateri imamo shranjene temperature za
povrsˇino na prstu. Sedaj lahko izriˇsemo grafa temperatur za Abaqusovo in Elmerjevo
sˇtudijo na robu prsta. Graf je prikazan na sliki 3.18.
Slika 3.18: Primerjava temperatur na robu prsta za EHF panel.
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3.5. Transformacija panela
Cˇe zˇelimo interpolirati vrednosti toplotnega toka s povrsˇine panela, izracˇunanega s pro-
gramom Smiter, na poenostavljen model, moramo panel transformrati v tridimenzio-
nalnem prostoru in ga pozicionirati tako, da bo poravnan s poenostavljenim modelom.
V poloidalni smeri imamo 18 panelov - od tega so paneli 3,4,5,7,8,9,14,15,16,17 EHF
paneli, paneli 12,6,10,11,12,13,18 pa NHF paneli (slika 2.6). Poenostavljen model smo
pozicionirali v srediˇscˇe koordinatnega sistema. Lazˇje je, cˇe namesto kartezijevega ko-
ordinatnega sistema uporabimo polarni koordinatni sistem. Vsi paneli imajo v osnovi
enak radij teziˇscˇa r in viˇsino tezˇiˇscˇa z, spreminja se le kot zasuka φ. Najprej je potrebno
s programskim jezikom Python prebrati izhodno datoteko programa Smiter, ki vsebuje
podatke o elementih, vozliˇscˇih in toplotnih tokovih. Pri tem je pomembo poznavanje
zapisa tovrstnih podatkov v strukturo vtk (okrajˇsava za ang. Visualization ToolKit).
Slika 3.19: Na sliki je prikazan primer postavitve panela v prostoru.
3.5.1. Struktura datoteke VTK
Format vtk (ang. Visualization Toolkit [7]) omogocˇa strukturiran zapis razlicˇnih tipov
podatkov in zagotavlja enostavno branje podatkov za izmenjavo med programskimi ko-
dami. Obstajata dva razlicˇna nacˇina zapisa podatkov vtk. Eden je zapisan v osnovni
tekstovni obliki in je enostaven za branje in zapis podatkov, drugi nacˇin pa temelji na
programskem jeziku XML (ang. Extensible Markup Language [8]), formatu za opisova-
nje strukturiranih podatkov. Program Smiter zapisuje podatke v tekstovnem nacˇinu.
# vtk DataFile Version 2.0 [1]
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Naslov [2]
ASCII | BINARY [3]
DATASET tip [4]
...
POINT_DATA [5]
n
...
CELL_DATA
n
V prvi vrstici je definirana glava datoteke. V njej je podana verzija vtk formata.
Ta vrstica je vedno enaka, razlicˇne so lahko samo sˇtevilke, ki definirajo verzijo vtk
formata. V drugi vrstici je definiran naslov, ki je lahko dolg 256 znakov. Kar je
daljˇse od 256 znakov, bralniki vtk formatov ignorirajo.V tretji vrstici je definiran
nacˇin zapisa, ki je lahko tekstovni (v ASCII formatu) ali binarni. Nato sledi zapis
tipa podatkov, ki so shranjeni v datoteki. Obstaja sˇest razlicnih tipov podatkov, ki
so STRUCTURED POINTS, STRUCTURED GRID, UNSTRUCTURED GRID, PO-
LYDATA, RECTILINEAR FIELD in FIELD. Smiter zapisuje podatke v nestruktu-
rirani mrezˇi, torej UNSTRUCTURED GRID. Nato sledi zapis tocˇk in celic. Najprej
zapiˇsemo kljucˇno besedo POINTS, nato zapiˇsemo sˇtevilo tocˇk in nato tip zapisa po-
datka (ponavadi float). Nestrukturiran tip mrezˇe pomeni, da lahko v vtk datoteko
shranimo katerikoli tip celic. Pri seznamu celic najprej definiramo kljucˇno besedo
CELLS, nato definiramo sˇtevilo celic in nato sˇtevilo podatkov v seznamu (vsota vseh
integer vrednosti v seznamu). V naslednjih vrsticah najprej definiramo sˇtevilo identi-
fikacijskih sˇtevil vozliˇscˇ in nato vsa identifikacijska sˇtevila vozliˇscˇ. Npr. za trikotnik,
ki ima tri vozliˇscˇa, zapiˇsemo 3 id1 id2 id3. Nato sledi sˇe zapis seznama tipa celic.
Najprej zapiˇsemo kljucˇno besedo CELL TYPES in nato sˇtevilo vseh celic. V nasle-
dnjih vrsticah zapiˇsemo tip elementa. Npr. vtk identifikacijska sˇtevilka za trikotnik je
5. Nato lahko zapiˇsemo seznam skalarnih vrednosti, ki pripadajo vsaki celici. Smiter
zapiˇse toplotne tokove v normiranih vrednostih, torej kot skalarne vrednosti. Najprej
zapisemo kljucˇno besedo CELL DATA in nato sˇtevilo celic. V naslednji vrstici sledi
kljucˇna beseda SCALARS, nato sledi ime, tip zapisa podatka (ponavadi float) in nato
sˇtevilo podatkov v posamezni celici (ponavadi 1). Naslednja vrstica je vedno enaka
LOOKUP TABLE default. Nato sledi zapis skalarnih vrednosti. Pri Smiterju so to
toplotni tokovi.
DATASET UNSTRUCTURED_GRID
POINTS np float
px1 py1 pz1
px2 py2 pz2
...
pxn pyn pzn
CELLS nc 4*nc
3 pID1 pID2 pID3
3 pID4 pID5 pID6
...
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3 pIDk pIDm pIDn
CELL_TYPES nc
5
5
...
5
CELL_DATA nc
SCALARS ime float 1
LOOKUP_TABLE default
q1
q2
...
qn
S programskim jezikom preberemo vtk datoteko, ki vsebuje toplotne tokove. Predpo-
stavimo, da je toplotni tok, ki ga poda program Smiter, definiran v srediˇscˇu trikotnika.
Glede na podane podatke identifikacijskih vozliˇscˇ trikotnikov in njim pripradajocˇih
vrednosti koordinat v kartezijevem koordinatnem sistemu x, y, z izracˇunamo srediˇscˇe
trikotnikov z vozliˇscˇi i, j in k s formulo
Tc =
(
xi + xj + xk
3
,
yi + yj + yk
3
,
zi + zj + zk
3
)
(3.2)
Dobljene podatke shranimo v seznam tipa numpy.array() in jih prevtorimo v polarne
koordinate. Sedaj je potrebno dolocˇiti teziˇscˇe panela na podlagi pridobljenih koordinat.
S pomocˇjo funkcije numpy.amax in numpy.amin izracˇunamo minimalne in maksimalne
vrednosti koordinat r, φ in z. Na podlagi teh vrednosti lahko izracunamo koordinate
tezˇiˇscˇne tocˇke Tt.
Tt =
(
rmin +
rmax − rmin
2
, zmin +
zmax − zmin
2
, φmin +
φmax − φmin
2
)
(3.3)
Druga mozˇnost za izracˇun tezˇiˇscˇne tocˇke mrezˇe je tudi kvocijent vsote vseh koordinat
s sˇtevilom vseh vozliˇscˇ. Vendar je tukaj natancˇnost izracˇuna tezˇiˇscˇne tocˇke odvisna od
gostote mrezˇe. Sedaj je potrebno panel zasukati v srediˇscˇe koordinatnega sistema, da
bo sovpadal s poenostavljenim 3D modelom. Najprej ga za kot φc zasucˇemo okoli z osi
tako, da tezˇiˇscˇna tocˇka lezˇi na ravnini xy. Nato panel pomaknemo tako, da je tezˇiˇscˇna
tocˇka v srediˇscˇu koordinatnega sistema. Sedaj panel zasukamo okoli osi y tako, da je
vektor tolotnega toka na panel pravokoten na ravnino xy. Ta kot je vnaprej dolocˇen za
vsakega izmed osemnajstih panelov v poloidalni smeri, saj ima vsak izmed teh panelov
svoj nagib. Skripto, ki zasuka in premika vozliˇscˇa, zapiˇsemo v programskem jeziku
Python, temelji pa na Euler-Rodriguesovi formuli.
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3.5.2. Euler-Rodriguesova formula
Euler-Rodriguezova formula [9] popisuje zasuk objektov (vozliˇscˇ, vektorjev, povrsˇin,
volumskih teles,...). Zasuk je popisan s sˇtirimi Eulerjevimi parametri, imenovanimi
po sˇvicarskem matematiku Leonhardu Eulerju. Rodriguesova formula (poimenovana
po francoskem matematiku Olinde Rodriguesu) pa je metoda za izracˇun koordinat
zasukane tocˇke in se uporablja tudi v drugih racˇunalniskih aplikacijah. Vsak zasuk
objekta v tridimenzionalnem prostoru je tocˇno definiran s kotom zasuka in enotskim
vektorjem osi, okoli katere sucˇemo objekt. Eulerjevi parametri za tako rotacijo so
a = cos
φ
2
(3.4)
b = kx sin
φ
2
(3.5)
c = ky sin
φ
2
(3.6)
d = kz sin
φ
2
(3.7)
Opazimo lahko, da argumenti sinusa in kosinusa narastejo za polovico v primerjavi s
kotom zasuka φ. Cˇe je φ = 360◦, so rezultirajocˇi parametri zrcalno nasprotje originalnih
parametrov (−a,−b,−c,−d), kar pomeni, da predstavljajo isto rotacijo. Cˇe zasukamo
objekt za kot φ = 0, so vrednosti Eulerjevih sˇtevil (a, b, c, d) = (±1, 0, 0, 0). Zasuk za
180◦ rezultira v a = 0. Znacˇilnost Eulerjevih parametrov je tudi, da je vsota kvadratov
vseh sˇtirih parametrov enaka 1.
a2 + b2 + c2 + d2 = 1 (3.8)
Tocˇko zasucˇemo okoli izbrane osi za poljuben kot s formulo
x⃗′ =
⎛⎝a2 + b2 − c2 − d2 2(bc− ad) 2(bd+ ac)2(bc+ ad) a2 − b2 + c2 − d2 2(cd− ab)
2(bd− ac) 2(cd+ ab) a2 − b2 − c2 + d2
⎞⎠ = x⃗ (3.9)
Eulerjev parameter a je skalarni parameter, medtem ko so ω⃗ = (b, c, d) vektorski pa-
rametri. V standardnem vektorskem zapisu ima vektorska formulacija Rodriguesove
formule obliko
x⃗′ = x⃗+ 2a(ω⃗ × x⃗) + 2(ω⃗ × (ω⃗ × x⃗)) (3.10)
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Dva zasuka okoli dveh razlicˇnih osi lahko zdruzˇimo v kompozicijo. Eulerjevi parame-
tri dveh rotacij so (a1, b1, c1, d1) in (a2, b2, c2, d2). Eulerjevi parametri kompozicije
(najprej zasuk1 in nato zasuk 2) so
a = a1a2− b1b2− c1c2− d1d2 (3.11)
b = a1b2 + b1a2− c1d2 + d1c2 (3.12)
c = a1c2 + c1a2− d1b2 + b1d2 (3.13)
d = a1d2 + d1a2− b1c2 + c1b2 (3.14)
Slika 3.20: Primer sovpadanja panela s poenostavljenim 3D modelom prsta.
3.6. Interpolacija toplotnih tokov na povrsˇino poe-
nostavljenega modela
Ko povrsˇina panela, podana v vtk formatu iz Smiterja in povrsˇina poenostavljenega
modela, na kateri nalega toplotni tok plazme, sovpadata, moramo interpolirati vredno-
sti toplotnega toka iz vtk datoteke na poenostavljen model. Tekom razvoja reaktorja
ITER so bili in bodo bili testirani razlicˇni EHF in NHF paneli z razlicˇno ukrivljenostjo
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povrsˇine, ki je izpostavljena plazmi. Zato je tezˇko tocˇno popisati povrsˇino poenosta-
vljenega modela, ki je izpostavljena plazmi. Za interpolacijo uporabimo radialno bazno
funkcijo. V Pythonu jo uporabimo s pomocjo scipy knjizˇnice. Radialna bazna funk-
cija je aproksimativna funkcija, ki podaja vrednosti na dolocˇeni razdalji od srediˇscˇne
tocˇke. Pri interpolaciji na poenostavljen model obstajata dva principa. Eden je, da
izracˇunamo eno interpolacijsko funkcijo, v katero kot argument vstavimo vsa vozliˇscˇa
vhodne vtk datoteke. Tezˇava omenjenega principa je, da je pri velikem sˇtevilu vozliˇscˇ
interpolacija neuspesˇna, saj lahko izracˇun radialne bazne funkcije potrebuje ogromno
delovnega spomina racˇunalnika, ki ga nimamo na voljo v neomejenih kolicˇinah. Drug
princip je, da izracunamo radialno bazno funkcijo za vsak prst posebej in pri tem upo-
stevamo le vozliˇscˇa, ki se nahajajo na na obmocˇju posameznega prsta. Tezˇava tega
principa je, da imamo lahko pri mrezˇi z manjˇso gostoto na voljo zelo malo vozliˇscˇ za
izracˇun radialne bazne funkcije, kar se odrazˇa v slabi aproksimaciji. Glede na to, da je
eden izmed pogojev za natancˇnost rezultatov toplotnih tokov pri Smiterju tudi dovolj
gosta mrezˇa, se odlocˇimo za izracˇun bazne funkcije za vsak prst posebej.
Slika 3.21: Primer interpolacije toplotnih tokov na poenostavljenem modelu. Na levi
strani je povrsˇina iz SMITER okolja, na desni pa poenostavljen model prstov z
interpoliranimi toplotnimi tokovi.
Po izracˇunu radialne bazne funkcije lahko izracˇunamo vrednosti toplotnega toka za
vsako vozliˇscˇe, ki se nahaja na povrsˇini, izpostavljeni plazemskemu toplotnemu toku na
prstu. Nato moramo te vrednost zapisati v sif datoteko. Sif datoteka omogocˇa zapis
prostorsko odvisnih robnih pogojev, vendar morajo biti vrednosti podane v tabelni
obliki. Poleg tega morajo vrednosti, ki podajajo koordinate abscisne osi, narasˇcˇati.
Tak osnoven zapis prostorske odvisnosti v nasˇem primeru ni ustrezen. Elmer FEM za
kompleksnejˇse definicije robnih in zacˇetnih pogojev in materialnih lastnosti omogocˇa
pisanje skript v programskem jeziku Fortran90 [10]. Fortranovo skripto podamo kot
argument v sif datoteko, od koder jo program Elmer klicˇe. Elmer FEM ponuja svoj
compiler za Fortran90, imenovan elmerf90. V Fortran90 lahko uvozimo celotno
mrezˇo, robne pogoje in materialne lastnosti in tam definiramo kompleksnejˇse odvisnosti
in izracˇune. Izhodiˇscˇe skripte, ki uvozi model v Fortran, je prikazano spodaj.
1 ...
2 ! Definicija funkcije z vhodnimi parametri Model , n in f ter
izhodnim parametrom g
3 FUNCTION funkcija(Model , n, f) RESULT(g)
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4 USE DefUtils
5 ! Definicija spremenljivk
6 TYPE(Model_t) :: Model
7 INTEGER :: n
8 REAL(KIND=dp) :: f, g
9 ! koda , ki izracuna g
10 END FUNCTION funkcija
11 ...
Definirana je funkcija funkcija, katere vhodni argumenti so Model, n in f. Model je
objekt razreda Model t in vsebuje vse podatke o mrezˇi, robnih pogojih in materialnih
lastnostih, do katerih dostopamo preko tega objekta. Parameter f definira cˇasovni
korak, parameter n pa predstavlja identifikacijsko sˇtevilko vozliˇscˇa. Ko program El-
mer bere parametre vozliˇscˇ, poklicˇe Fortranovo skripto in kot vhodni argument posˇlje
identifikacijsko sˇtevilko vozliˇscˇa. Primer dostopa do koordinat posameznega vozliˇscˇa je
prikazan spodaj
1 ...
2 ! Definicija spremenljivk
3 REAL(KIND=dp) :: x, y, z
4 ! Branje koordinat x, y in z
5 x = Model \% Nodes \% x(n)
6 y = Model \% Nodes \% y(n)
7 z = Model \% Nodes \% z(n)
8 ...
Fortranova skripta izracˇuna vse potrebne parametre in jih vrne v izhodnem parametru
g. V nasˇem primeru kot vhodni argument podamo tudi tesktovno datoteko, v katero
smo shranili vrednosti toplotnega toka za vsako vozliˇscˇe posebej. Omenjeno datoteko
preberemo v Fortranu in nato shranimo identifikacijske sˇtevilke ter pripadajocˇi toplotni
tok v seznam. Ko Elmer iˇscˇe toplotni tok za vozliˇscˇe n, naredi iteracijo skozi seznam
in v izhodni argument g zapiˇse pripadajocˇi toplotni tok. Osnova postopka je prikazana
spodaj
1 ...
2 ! Odprtje datoteke , definicija enote datoteke , ki je poljubno
stevilo tipa integer , nacin dostopa do podatkov in definicija
dostopa do podatkov. V nasem primeru datoteko samo preberemo ,
zato ’read ’
3 open (unit=15, file="toplotnitok.dat", status=’old’, &
4 access=’sequential ’, form=’formatted ’, action=’read’ )
5 ! Dolocitev velikosti matrike , v katero shranimo podatke iz
datoteke
6 allocate(seznam(dolzina_seznama ,2))
7 ! Iteracija skozi datoteko , pri vsaki iteraciji shranimo podatek v
fortranovo matriko
8 do i=1, dolzina_seznama
9 read (15,*) seznam(i,1), seznam(i,2)
10 enddo
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11 ! Potem ko preberemo vse podatke iz datoteke , jo lahko zapremo
12 close(15)
13 ! Sledi nova iteracija skozi fortranovo matriko. Ce je
identifikacijska stevilka vozlisca enaka vhodni
identifikacijski stevilki , zapisemo toplotni tok v parameter g
in prekinemo izvajanje iteracije
14 do i = 1,dolzina_seznama
15 id_vozlisca = seznam(i,1)
16 tok = seznam(i,2)
17 if (n == id_vozlisca) THEN
18 g = tok
19 end if
20 enddo
21 ...
Elmer ima tako za vsako vozliˇscˇe na povrsˇini prsta, ki je izpostavljena toplotnemu toku,
podan toplotni tok. Ostali robni pogoji in materialne lastnosti imajo enostavne pro-
storske odvisnosti, zato jih lahko piˇsemo v sif datoteko v obliki tabele. Robni pogoji,
materialni lastnosti in mrezˇa so pri vseh prstih enaki, razlikujejo se le toplotni tokovi
na povrsˇini prsta. Pythonova glavna skripta, iz katere klicˇemo Elmerjeve ukaze, racˇuna
temperature za vsak panel posebej. Na koncu za vsak panel dobimo vtk datoteko, ki
vsebuje porazdelitev temperature na vozliˇscˇu.
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4 Uporaba racˇunskega okolja
Koncˇni cilj magistrske naloge je vgraditi kodo v programsko okolje Smiter, ki zajema
celoten proces od izdelave geometrijskih modelov preko mrezˇenja do izracˇuna toplotnih
tokov na povrsˇini panela s pomocˇjo modula Smiter. Po koncˇanem izracˇunu toplotnih
tokov lahko uporabnik odpre dodaten modul z imenom Elmer, v katerega smo shranili
programsko kodo, do katere uporabnik lahko enostavno dostopa preko dialoga, ki je bil
programiran v ta namen. Uporabniˇski vmesnik je bil napisan v programskem jeziku
Python s pomocˇjo knjizˇnice PyQt. Knjizˇnica PyQt temelji na c++ modulu Qt, katerega
namen je izdelava programskih orodij za razvoj graficˇnih uporabniˇskih vmesnikov na
razlicˇnih racˇunalniˇskih platformah kot so Windows, Mac OS in Linux. Qt je zasebno
podjetje, ki sluzˇi z razvojem tovrstnih graficˇnih modulov in podporo pri njihovi upo-
rabi. Knjizˇnica PyQt je namenjena programskemu jeziku Python in je odprtokodna.
Njene funkcije so identicˇne tistim v c++ in je eno izmed mocˇnejˇsih Pythonovih oro-
dij za izdelavo graficˇnih vmesnikov. Omogocˇa izbiro sˇtevilnih orodij za enostavno in
ucˇinkovitp pripravo graficˇnih vmesnikov, kot so gumbi, urejevalniki teksta, slikovni pri-
kazi ipd. Omogocˇa ustvarjanje dodatnih podprocesov, znotraj katerih se lahko izvajajo
posamezni dialogi. Tak podprocess je bil uporabljen tudi v primeru nasˇega dialoga.
Kot recˇeno ima Smiter ogromno modulov, na katerih lahko delamo. Cˇe pozˇenemo
izracˇun temperatur znotraj istega procesa, v katerem tecˇe celotno okolje Smiter, nam
celotno okolje zamrzne, dokler se izracˇun ne koncˇa. Cˇas izracˇuna je odvisen od zmo-
gljivosti racˇunalnika, vendar lahko traja tudi kaksˇno uro. Ves ta cˇas znotraj okolja
Smiter ne moremo pocˇeti nicˇesar, zato je uporaba dodatnega procesa nujno potrebna.
V knjizˇnici PyQt so temu namenjeni objekti razredov QThread in QProcess.
4.1. Uporaba dialoga za izracˇun
Dialog je prikazan na sliki 4.1. Uporaba je enostavna in uporabniku ni potrebno po-
globljeno razumevanje kode in postopka izracˇuna.
Cilj je razviti preprost dialog, v katerem bo uporabnik dolocˇil tri osnovne informacije,
nujno potrebne za izracˇun temperature.
• Vtk datoteka: Uporabnik mora najprej izbrati vtk datoteko, ki vsebuje podatke
o toplotnih tokovih na mrezˇi. Format datoteke je nestrukturirana mrezˇa, datoteka
pa mora popisovati samo en panel iz reaktorja ITER. Funkcija knjizˇnice PyQt, ki
omogocˇa izbiro datoteke, se imenuje Dialog.addLineEdit().
53
Uporaba racˇunskega okolja
Slika 4.1: Prikaz graficˇnega vmesnika z vsemi mozˇnimi izbirami za uporabnika.
• Tip panela: Uporabnik mora dolocˇiti tudi tip panela. Mozˇna sta dva razlicˇna tipa
panelov, EHF in NHF panel. Za oba panela podamo funkcijo Dialog.addCheckBox().
Omenjena funkcija podaja mozˇnost izbire ali neizbire dolocˇenega panela. V kolikor
je eden izmed tipov panela izbran, drugega ne moremo izbrati.
• Polozˇaj panela: V poloidalni smeri je mozˇnih 18 razlicˇnih polozˇajev panela, ki so
prikazani na sliki 2.6. Vsak izmed osemnajstih panelov ima svoj nagib, ki je vna-
prej dolocˇen. Uporabni izbere obravnavani panel in s tem zagotovi ustrezen zasuk
panela tako, da lahko vrednosti toplotnih tokov pravilno interpoliramo na poenosta-
vljen model prstov. Funkcija knjizˇnice PyQt se imenuje Dialog.addDropdown(), ki
omogocˇa izbiro med osemnajstimi paneli.
Cilj uporabiˇskega vmesnika je uporabniku cˇimbolj poenostaviti uporabo vmesnika in
s tem izracˇun temperatur. Pri izbiri vtk datoteke je dodan gumb z ikono aktovke, ki
odpre dialog, s katerim lahko brskamo po imeniku in tako izberemo ustrezno datoteko.
Podane so tudi omejitve pri izbiri polozˇaja panela, kjer je uporabnik omejen na izbiro
in mu ni potrebno vstavljati sˇtevilke panela, kar lahko vodi do napak v kodi (npr.
uporabnik vstavi sˇtevilo 19, za katero ne obstaja noben panel). Uporabnik se mora
zavedati, da mora vhodna datoteka vsebovati le en panel ter da mora biti v vtk formatu
podana nestrukturirana mrezˇa, ki predstavlja le povrsˇino panela, izpostavljeno plazmi.
4.2. Uporaba Elmer modula
Na slikah 4.2 in 4.3 je prikazana slika Elmer modula znotraj okolja Smiter. V okolju
Smiter imamo vecˇ modulov, najpogosteje uporabljani pa so GEOM, SMESH, Smiter in
Paraview. Med razlicˇnimi moduli preklapljamo z ikonami nad prikazovalnikom mrezˇ
in CAD modelov (slika 4.3). Tam lahko aktiviramo tudi modul Elmer. Cˇe zˇelimo
izracˇunati temperaturo, najprej kliknemo na gumb Elmer na vrhu okna v okolju Smi-
ter (slika 4.3). Prikazˇe se zacˇasno okno (ang. popup window), v katerem izberemo
gumb Sˇtudija (ang. Case) in nato Ustvari Elmer Sˇtudijo (ang. Create ELMER case).
Nato se odpre dialog za izracˇun temperatur na povrsˇini poenostavljenega modela. PO
predhodno opisanem postopku dolocˇimo vse tri potrebne parametre (vtk datoteko, tip
panela in polozˇaj panela). Nato kliknemo Sprejmi (ang. Apply). Natavitve, dolocˇene
v dialogu s strani uporabnika, se shranijo v sˇtudijo. Prvi del nastavitve sˇtudije je tu
koncˇan, saj smo vse potrebno podatke shranili v Elmer sˇtudijo.
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Slika 4.2: Slika modula Elmer z GEOM prikazovalnikom v okolju Salome med
uporabo. V zgornji vrstici vidimo gumb, s katerim aktiviramo modul Elmer in kjer
lahko odpremo dialog za izracˇun temperatur. Na sliki je prikazan tudi CAD model
panela ter dialog za izracˇun temperatur.
Tako se lahko lotimo kakega drugega opravila, saj so podatki shranjeni v sˇtudiji. Ko
zˇelimo dokoncˇno izracˇunati temperature, gremo v brskalnik objektov, ki se nahaja na
levi strani okna. V brskalniku objektov so definirani vsi moduli, ki so bili aktivirani
tekom uporabe Smiter okolja. V drevesni strukturi so nato podani objekti posame-
znih modulov. Na primer, v modulu Geometry (GEOM) sta podana dva razlicˇna
panela, ki sta bila predhodno definirana v modulu GEOM. Kljub temo lahko enega
izmed panelov prikazˇemo v modulu Elmer, saj se prikazovalnik geometrijskih objektov
po potrebi lahko prikazˇe tudi v Elmer modulu. Podobno velja za mrezˇne objekte iz
moodula SMESH. Tudi v modulu Mesh (SMESH) je podan mrezˇni objekt, ki je bil
predhodno definiran v modulu SMESH (v nasˇem primeru je to eden izmed panelov).
Gometrijske in mrezˇne objekte lahko v prikazovalniku objektov z razlicˇnimi funkcijami
premikamo, povecˇamo, sucˇemo itd. Mozˇna je tudi sprememba nacˇina prikaza objekta.
V primeru mrezˇe lahko prikazˇemo le vozliˇscˇa mrezˇe ali pa samo stranice trikotnikov v
mrezˇi. Mozˇna je tudi razlicˇna uporaba barv za ozadje, povrsˇine, vozliˇscˇa, robove itd.
V brskalniku objektov vidimo tudi oznako modula Elmer. V drevesni strukturi pod
modulom Elmer vidimo objekt z oznako case1. To je ime nasˇe sˇtudije, ki smo jo pred-
hodno definirali v dialogu za izracˇun temperatur. Z desnim klikom na omenjeni gumb
se prikazˇe zacˇasno okno (ang. popup window), v katerem klknemo na Pozˇeni sˇtudijo
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Slika 4.3: Slika modula Elmer z vtk prikazovalnikom v okolju Salome med uporabo.
Na sliki ja prikazan brskalnik objektov, ki vsebuje vse aktivirane module. Podana je
tudi interaktivna konzola programskega jezika Python, kjer lahko programsko
dostopamo do knjizˇnic razlicˇnih modulov. Prikazan je tudi dialog za izracˇun
temperatur.
(ang. Compute case). S klikom na ta gumb se dejansko pozˇene izracˇun temperatur.
Tu stecˇe postopek, ki je opisan v poglavju 3. Cˇas izracˇuna je odvisen od zmogljivosti
racˇunalnika. Za Smiterjevo mrezˇo z okrog 250000 vozliˇscˇi, ki predstavlja panel EHF,
je izracˇun na racˇunalniku s sˇtirijedrnim procesorjem in velikostjo bralno-pisalnega po-
mnilnika 16 GB trajal okoli 40 minut. S klikom na ta gumb se dejansko pozˇene izracˇun
temperatur. Tu stecˇe postopek, ki je opisan v poglavju 3. Cˇas izracˇuna je odvisen
od zmogljivosti racˇunalnika. Za Smiterjevo mrezˇo z okrog 250000 vozliˇscˇi, ki pred-
stavlja panel EHF, je izracˇun na racˇunalniku s sˇtirijedrnim procesorjem in velikostjo
bralno-pisalnega pomnilnika 16 GB trajal okoli 40 minut. Pomemben element modu-
lov v Smiterj je tuid Python konzola, ki omogocˇa programski dostop in modifikacijo
objektov, prikazanih v brskalniku objektov.
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Namen izdelanega dodatka je branje razlicˇnih testnih ITER-jevih panelov. Zato je
potrebno testirati razlicˇne panele na razlicˇnih polozˇajih, ki so razlicˇno pozicionirani v
prostoru. Testirali smo NHF panele 1, 18 in 12 ter EHF panele 4 in 7. Paneli so bili v
prostoru razlicˇno pozicionirani, s cˇimer smo testirali tudi rotacijske funkcije.
Slika 5.1: Paneli, uporabljeni za izracˇun.
Na sliki 5.1 je prikazano izhodiˇscˇe koordinatnega sistema in odsek odeje z razlicˇnimi
paneli. Paneli uporabljeni za testiranje, so obarvani s svetlejˇso modro barvo. Paneli so
na razlicˇni polozˇajih, prav tako imajo razlicˇno gostoto mrezˇ. Vsak izmed panelov ima
tudi nekiliko razlicˇno ukrivljenost, kar je odvisno od njegovega polozˇaja v poloidalni
smeri.
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5.1. Panel 18
Slika 5.2: Rezultati temperatur na panelu 18.
Panel 18 se nahaja na dnu zunanje strani odeje in ima nagib okrog 40C◦. Zato ima
obliko narobe obrnjenega trapeza. Najvecˇji toplotni tok znasˇa okrog q = 1.6e6W/m2,
najvecˇja izracˇunana temperatura na panelu pa je okrog 510C◦. Mrezˇa Smiterjevega
panela ima 18258 trikotnikov.
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5.2. Panel 12
Slika 5.3: Rezultati temperatur na panelu 12.
Panel 12 se nahaja v zgornjem delu odeje. Najvecˇji toplotni tok znasˇa okrog q =
11W/m2, najvecˇja izracˇunana temperatura na panelu pa je okrog 90C◦. Toplotni tok
na panelu je zelo majhen, saj smo plazmo pomaknili procˇ od panela. Celotni toplotni
tok okoli poenostavljenega modela je enak 0, zato je tudi temperatura priblizˇno enaka
temperaturi vode. Mrezˇa Smiterjevega panela ima 5708 trikotnikov.
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5.3. Panel 1
Slika 5.4: Rezultati temperatur na panelu 1.
Panel 1 se nahaja v zgornjem delu odeje. Najvecˇji toplotni tok znasˇa okrog q =
650W/m2, najvecˇja izracˇunana temperatura na panelu pa je okrog 90C◦. Opazimo
lahko, da je pri panelu 12 toplotni tok priblizˇno petdesetkrat manjˇsi, temperatura pa
je priblizˇno enaka. Mrezˇa Smiterjevega panela ima 9778 trikotnikov.
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5.4. Panel 7
Slika 5.5: Rezultati temperatur na panelu 7.
Na panelu 7 se najvecˇji toplotni tok pojavi na zgornjem delu panela in znasˇa okrog
q = 2.5MW/m2, najvecˇja izracˇunana temperatura na panelu pa je okrog 300C◦. Mrezˇa
Smiterjevega panela ima 8945 trikotnikov.
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5.5. Panel 4
Slika 5.6: Rezultati temperatur na panelu 4.
Najvecˇja temperatura na panelu 4 je 260C◦. Najmanjˇsi toplotni tok se pojavi na
sredini obeh polovic panela 4 [11]. Cˇe se pomikamo od sredine proti robu, toplotni
tok naraste in najvecˇjo vrednost dosezˇe v yadnjem trikotniku, ki ni sencˇen. Na vseh
ostalih trikotnikih je toplotni tok 0.
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6 Diskusija
Namen magistrske naloge je uporabniku programskega okolja Smiter, katerega primarni
cilj je izracˇun toplotnih tokov na povrsˇini, ki je direktno izpostavljena plazmi, podati
oceno temperatur na povrsˇini stene na podlagi prej izracˇunanih toplotnih tokov. V
nadaljevanju bi lahko rezultati temperatur sluzˇili kot vhod za nadzorne algoritme, ki
nadzirajo gibanje plazme s spreminjanjem jakosti in smeri magnetnega polja ali pa za
izdelavo umetnih diagnosticˇnih signalov za testiranje odziva ITER-jevih diagnosticˇnih
sistemov. Pri vprasˇanju natancˇnosti rezultatov temperatur z realnim stanjem v reak-
torju je potrebno uposˇtevati dolocˇena dejstva. V magistrski nalogi je uposˇtevan samo
toplotni tok, ki je posledica ogromnih temperatur v plazmi v srediˇscˇu tokamaka. V
resnici bo stanje v rekatorju ITER precej bolj kaoticˇno, saj se v tokamaku poleg to-
plotnega toka pojavi sˇe toplotna obremenitev v obliki sevanja. To sevanje je posledica
nevtronov, ki so stranski produkt fuzijske reakcije, ter ostalih delcev necˇistocˇ in pri-
mesi, ki se nahajajo v plazmi. Kot recˇeno, program Smiter kot vhodne podatke vzame
podatke o jakosti in smeri magnetnega polja v tokamaku ter tarcˇno in sencˇno mrezˇo
obravnavanih panelov. Zˇe tu se pojavi vprasˇanje, kako tocˇni so podatki o jakosti in
smeri magnetenih silnic. Ti podatki so pridobljeni s simulacijo magnetnega polja tako
v poloidalni kot v toroidalni smeri. Magnetno polje v reaktorju je najmocˇnejˇsi ma-
gnetni tok, ki ga je cˇlovek kadarkoli ustvaril, zato je motnje iz okolice, kot je Zemljino
magnetno polje ali magnetno polje merilnih komponent v reaktorju, mozˇno izkljucˇiti
oziroma je njihov vpliv zanemarljivo majhen. Na rezultat toplotnih tokov v Smiterju
vpliva tudi postavitev mrezˇe panelov v prostoru. Zˇe pomik mrezˇe za samo 1 milime-
ter proti srediˇscˇu plazme lahko mocˇno povecˇa toplotno obremenitev na panel, saj je
temperatura v srediˇscˇu plazme okrog 100000000C◦. Vprasˇanje je tudi, kako tocˇno je
popisana geometrija in ukrivljenost povrsˇine, ki je izpostavljena plazmi. Leta raziskav
na podrocˇju fuzije in elektromagnetizma so podala teoreticˇno ukrivljenost panelov,
pri kateri naj bi bila termicˇna obremenitev najmanjˇsa. V realnosti pa je izdelava in
proizvodnja predlagane teoreticˇne povrsˇine, ki je izpostavljena plazmi, zelo draga in
tehnolosˇko zahtevna, tako da je tudi tu prihajalo do poenostavitev. Tudi pri izracˇunu
toplotnih tokov s programom Smiter se pojavi napaka. Tako je na mestu vprasˇanje,
kako tocˇni so zˇe sami vhodni podatki, ki jih prebere dodatek, izdelan v magistrski
nalogi. Vprasˇljiva je tudi priprava poenostavljenega modela. Uporabljen princip kazˇe,
da je najbolj primerna uporaba modela prsta brez dodatnega kanala, ki dovaja vodo v
prst. Do napake pride tudi pri interpolaciji toplotnih tokov na poenostavljen model pr-
sta. Kljucˇna tezˇava pri izdelavi programa je pozicioniranje panelov in poenostavljenih
modelov prstov tako, da se povrsˇini povsem prekrivata. Potem je interpolacija toplo-
tnih tokov bolj natancˇna, poleg tega pa lahko z gotovostjo trdimo, da je nasˇ model
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prstov v prostoru pozicioniran na istem mestu kot povrsˇina, iz katere smo interpolirali
toplotne tokove. To je precej pomembno, saj, kot zˇe omenjeno, pomik panelov za samo
1 milimeter zˇe lahko mocˇno vpliva na rezultat. Nasˇ dodatek pa testira razlicˇne povrsˇine
z razlicˇnimi ukrivljenostmi. Izpostaviti je potrebno, da je zˇe ukrivljenost panelov EHF
in NHF v dostavljenih sˇtudijah v Abaqusu CAE in Ansysu drugacˇna od testnih prime-
rov, ki so podani za program Smiter. Poleg tega so se zˇe v samih testnih in primerjalnih
sˇtudijah za program Smiter, v katerih se je testiralo rezultate Smiterja v primerjavi s
podobnim programom PFCFLUX, pojavljale razlike med obravnavanimi paneli, kar je
otezˇilo delo na samih sˇtudijah.
V koncˇni fazi je potrebno izracˇunane rezultate temperatur primerjati z infrardecˇimi
diagnosticˇnimi sistemi. V taki sˇtudiji bi se lahko bolj natancˇno dolocˇila tocˇnost rezul-
tatov. Inzˇenirji, zaposleni pri organizaciji ITER ter partnerskih podjetij, ki so opravljali
termicˇne analize, nacˇeloma niso nikdar obravnavali realnih primerov toplotne obreme-
nitve. V realnosti je porazdelitev toplotnih tokov na panelu zelo podobna porazdelitvi,
prikazani na sliki 3.21. Inzˇenirji predpiˇsejo standarde najvecˇje dovoljene obremeni-
tve na panelu, nato pa si izmislijo preprosto umetno porazdelitev toplotnih tokov na
povrsˇini, kot je prikazano na sliki 3.11. Kvadratna porazdelitev tokov, kot je dolocˇena
v sˇtudiji v programu Abaqus, se v realnosti ne bo nikdar pojavila na panelu. Po do-
stopnih podatkih simulacijske sˇtudije, ki bi izracˇunala temperature na podlagi realne
porazdelitve toplotnih tokov, ni. Ta magistrska naloga je eden izmed redkih poskusov
izracˇunati realne temperature na povrsˇini modela za realno porazdelitev tokov.
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V tej magistrski nalogi je izdelan dodatek, ki izracˇuna porazdelitev temperatur na
povrsˇini prve stene tokamaka, ki je izpostavljena mocˇnim obremenitvam plazme v
srediˇscˇu tokamaka. Pri tem je bil uporabljen odprtokodni racˇunalniˇski program Elmer
FEM, s katerim se lahko obravnava sˇtevilne fizikalne probleme z metodo koncˇnih ele-
mentov. V magistrski nalogi je podrobno razlozˇena uporaba tega programa, ki zajema
razlago priprave mrezˇe in izracˇuna sˇtudije s programom Elmer. Natancˇno so popisani
formati kljucˇnih datotek, ki so potrebni za definicijo vozliˇscˇ, elementov, robov in osta-
lih podatkov, potrebnih za generacijo mrezˇe. Podan je tudi podroben opis datoteke, iz
katere Elmer prebere robne pogoje, materialne lastnosti in ostale parametre, potrebne
za izracˇun. Opisan je tudi postopek zapisa Fortranove skripte, ki je nujno potrebna, v
kolikor je definicija robnih pogojev, materialnih lastnosti in ostalih parametrov kom-
pleksnejˇsa in je ne moremo zapisati na enostaven nacˇin. Magistrska naloga obravnava
tudi uporabo modulov programa Smiter, katerih namen je modeliranje geometrijskih
objektov (modul GEOM) in mrezˇenje geometrijskih objektov (modul SMESH). Z eno-
stavnim primerom je podrobno predstavljeno programsko modeliranje geometrijskih
objektov s programskim jezikom Python v modulu GEOM. Primer prikazuje uporabo
kljucˇnih funkcij, ki so bile uporabljene tudi pri izdelavi poenostavljenih modelov prstov.
Predstavljeno je tudi osnovno mrezˇenje geometrijskih objektov z modulom SMESH.
SMESH omogocˇa uporabo sˇtevilnih algoritmov za mrezˇenje. V tej magistrski nalogi
je zapisana le uporaba najenostavnejˇsega algoritma, s katerim smo tudi pomrezˇili oba
nasˇa modela. V uvodu je predstavljeno programsko okolje Smiter, katerega rezultati so
temelj te magistrske naloge. Opisan je postopek izracˇuna toplotnih tokov na povrsˇini
prve stene tokamaka. Podan je tudi podroben opis formata datoteke, v katero Smiter
zapisuje koordinate vozliˇscˇ, oznake trikotnikov in njim pripadajocˇe toplotne tokove. V
uvodu je predstavljena teorija prenosa toplote, po kateri Elmer FEM izracˇuna poreaz-
delitev temperature na povrsˇini prve stene, izpostavljene plazmi. Opisan je postopek
uporabe koncˇnih elementov in Galerkinove metode. Narejena je bila primerjalna sˇtudija
programa Elmer FEM s sˇtudijo, izdelano v komercialnem programskem okolju Abaqus
CAE. Z njo smo primerjali uporabnost in primernost odprtokodnega programa Elmer
FEM za izracˇun porazdelitev temperatur.
Omenjena magistrska naloga je zahtevala poznavanje in uporabo programov Smiter,
Abaqus CAE, Ansys in Elmer FEM. Uporabljena programska jezika, s katerima smo
napisali program, sta Python in Fortran90. Potrebno je bilo tudi osnovno poznavanje
ukazov v terminalu operacijskega sistema Linux. Vecˇina dela je zajemala programiranje
v programskem jeziku Python. Programe Abaqus CAE in Ansys smo uporabili za
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branje dimenzij panela, fizikalnih lastnosti materialov in robnih pogojev na panelu.
Potrebno je bilo tudi poznavanje formatov razlicˇnih nacˇinov zapisa podatkov, kot so
vozliˇscˇa, koordinate vozliˇscˇ in elementov, kot so tetrahedroni in trikotniki. Nacˇin dela
je zahteval branje omenjenih datotek in shranjevanje ter obdelavo podatkov v Pythonu.
Rezultati in uporabniˇski vmesnik, izdelan v magistrski nalogi, bodo v pomocˇ uporabni-
kom programa Smiter pri oceni temperatur na povrsˇini prve stene reaktorja. Izracˇunane
temperature lahko predstavljajo izhodiˇscˇe za generacijo sinteticˇnih signalov za simu-
lacijske programe, ki obravnavajo odziv ITER-jevih diagnosticˇnih sistemov. Nadzorni
algoritmi v ITER-ju, ki s spreminjanem magnetnega polja v reaktorju nadzirajo gi-
banje plazme, temeljijo ravno na merjenju temperatur na posameznih mestih v re-
aktorju. Cˇe se temperatura na dolocˇenem panelu reaktorja povecˇa, to pomeni, da se
plazma priblizˇuje temu panelu, zato nadzorni algoritmi s spremembo magnetnega polja
preusmerijo plazmo drugam. Omenjeni rezultati temperatur bi se lahko uporabilipri
simulacijah tovrstnega gibanja plazme.
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9 Priloge
A Lastnosti materialov
A1. Berilij
Berilij
Toplotna prevo-
dnost
[
W/mK
] Specificˇna to-
plota
[
J/kgK
] Gostota[
kg/m3
] Temperatura[◦
C
]
200 1807 1830 20
169 2046 1825 100
144 2295 1817 200
127 2497 1808 300
116 2660 1799 400
107 2791 1789 500
100 2998 1779 600
91 2998 1770 700
80 3071 1760 800
A2. Zlitina CuCrZr
Zlitina CuCrZr
Toplotna prevo-
dnost
[
W/mK
] Specificˇna to-
plota
[
J/kgK
] Gostota[
kg/m3
] Temperatura[◦
C
]
318 390 8900 20
324 393 8886 50
333 398 8863 100
339 402 8840 150
343 407 8816 200
345 412 8791 250
346 417 8767 300
347 422 8742 350
347 427 8716 400
346 432 8691 450
346 437 8665 500
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A3. Jeklo SS316-LN
Jeklo SS316-LN
Toplotna prevo-
dnost
[
W/mK
] Specificˇna to-
plota
[
J/kgK
] Gostota[
kg/m3
] Temperatura[◦
C
]
14.28 472 7930 20
14.73 485 7919 50
15.48 501 7899 100
16.23 512 7879 150
16.98 522 7858 200
17.74 530 7837 250
18.49 538 7815 300
19.24 546 7793 350
19.99 556 7770 400
21.49 578 7724 500
A4. Zlitina CuC1
Zlitina CuC1
Toplotna prevo-
dnost
[
W/mK
] Gostota[
kg/m3
] Temperatura[◦
C
]
401 8940 20
398 8926 50
395 8903 100
388 8854 200
381 8802 300
374 8744 400
367 8681 500
360 8612 600
354 8536 700
347 8453 900
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B Datoteka SIF - EHF
prst
Header
CHECK KEYWORDS Warn
Mesh DB "." "."
Include Path ""
Results Directory ""
End
Simulation
Max Output Level = 5
Coordinate System = Cartesian
Coordinate Mapping(3) = 1 2 3
Simulation Type = Steady state
Steady State Max Iterations = 1
Output Intervals = 1
Timestepping Method = BDF
BDF Order = 1
Solver Input File = case.sif
Post File = case.vtu
End
Constants
Gravity(4) = 0 -1 0 9.82
Stefan Boltzmann = 5.67e-08
Permittivity of Vacuum = 8.8542e-12
Boltzmann Constant = 1.3807e-23
Unit Charge = 1.602e-19
End
Body 1
Target Bodies(1) = 3
Name = "shieldBody"
Equation = 1
Material = 1
End
Body 2
Target Bodies(1) = 5
Name = "topBody"
Equation = 1
Material = 2
End
Body 3
Target Bodies(1) = 7
Name = "supportBody"
Equation = 1
Material = 3
End
Body 4
Target Bodies(1) = 9
Name = "baseBody"
Equation = 1
Material = 3
End
Solver 1
Equation = Heat Equation
Procedure = "HeatSolve" "HeatSolver"
Variable 1 = Temperature
Exec Solver = Always
Stabilize = True
Bubbles = False
Lumped Mass Matrix = False
Optimize Bandwidth = True
Steady State Convergence Tolerance = 1.0e-10
Nonlinear System Convergence Tolerance = 1.0e-20
Nonlinear System Max Iterations = 20
Nonlinear System Newton After Iterations = 3
Nonlinear System Newton After Tolerance = 1.0e-20
Nonlinear System Relaxation Factor = 0.2
Linear System Solver = Direct
Linear System Direct Method = Banded
End
Solver 2
Exec Solver = After All
Equation = SaveLine
Procedure = "SaveData" "SaveLine"
Filename = "temperatures.dat"
Variable 1 = Coordinate 1
Variable 2 = Coordinate 2
Variable 3 = Coordinate 3
Variable 4 = Temperature
End
Solver 3
Exec Solver = after timestep
Equation = String SaveScalars
Procedure = File "SaveData" "SaveScalars"
Filename = File "minmax.dat"
Variable 1 = String Temperature
Operator 1 = String max
Variable 2 = String Temperature
Operator 2 = String min
End
Equation 1
Name = "HeatTransfer"
Active Solvers(3) = 1 2 3
End
Material 1
Name = "Beryllium"
Heat Conductivity = Variable Temperature
Real
20 200
100 169
200 144
300 127
400 116
500 107
600 100
700 91
End
Density = Variable Temperature
Real
20 1830
100 1825
200 1817
300 1808
400 1799
500 1789
600 1779
700 1770
End
End
Material 2
Name = "CuCrZr"
Heat Conductivity = Variable Temperature
Real
20 318
50 324
100 333
150 339
200 343
250 345
300 346
350 347
400 348
450 349
500 350
End
Density = Variable Temperature!
Real
20 8900
50 8886
100 8863
150 8840
200 8816
250 8791
300 8767
350 8742
400 8716
450 8691
500 8665
End
End
Material 3
Name = "SS316"
Heat Conductivity = Variable Temperature
Real
20 14.28
50 14.73
100 15.48
150 16.23
200 16.98
250 17.74
300 18.49
350 19.24
400 19.99
500 21.49
550 22.24
600 22.99
650 23.74
700 24.49
750 25.25
800 26
End
Density = Variable Temperature
Real
20 7930
50 7919
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100 7899
150 7879
200 7858
250 7837
300 7815
350 7793
400 7770
450 7747
500 7724
550 7701
600 7677
650 7654
700 7630
750 7606
800 7582
End
End
Boundary Condition 1
Target Boundaries(1) = 11
Name = "adiabaticBC"
Heat Flux = 0.001
End
Boundary Condition 2
Target Boundaries(1) = 19
Name = "htcBC"
Heat Transfer Coefficient = Variable Temperature
Real
50 12405.0
51 12434.0
52 12463.0
53 12491.0
54 12519.0
55 12547.0
56 12575.0
57 12603.0
58 12630.0
59 12657.0
60 12684.0
61 12710.0
62 12737.0
63 12763.0
64 12789.0
65 12815.0
66 12840.0
67 12866.0
68 12891.0
69 12916.0
70 12941.0
71 12965.0
72 12990.0
73 13014.0
74 13038.0
75 13062.0
76 13086.0
77 13110.0
78 13133.0
79 13156.0
80 13179.0
81 13202.0
82 13225.0
83 13247.0
84 13270.0
85 13292.0
86 13314.0
87 13336.0
88 13358.0
89 13379.0
90 13401.0
91 13422.0
92 13443.0
93 13464.0
94 13485.0
95 13506.0
96 13527.0
97 13547.0
98 13567.0
99 13588.0
100 13608.0
101 13628.0
102 13647.0
103 13667.0
104 13686.0
105 13706.0
106 13725.0
107 13744.0
108 13763.0
109 13782.0
110 13801.0
111 13819.0
112 13838.0
113 13856.0
114 13874.0
115 13892.0
116 13910.0
117 13928.0
118 13946.0
119 13964.0
120 13981.0
121 13999.0
122 14016.0
123 14033.0
124 14050.0
125 14067.0
126 14084.0
127 14101.0
128 14117.0
129 14134.0
130 14150.0
131 14167.0
132 14183.0
133 14199.0
134 14215.0
135 14231.0
136 14247.0
137 14263.0
138 14278.0
139 14294.0
140 14309.0
141 14325.0
142 14340.0
143 14355.0
144 14370.0
145 14385.0
146 14400.0
147 14415.0
148 14430.0
149 14444.0
150 14459.0
151 14473.0
152 14488.0
153 14502.0
154 14516.0
155 14530.0
156 14544.0
157 14558.0
158 14572.0
159 14586.0
160 14600.0
161 14613.0
162 14627.0
163 14640.0
164 14654.0
165 14667.0
166 14680.0
167 14693.0
168 14707.0
169 14720.0
170 14733.0
171 14746.0
172 14758.0
173 14771.0
174 14784.0
175 14796.0
176 14809.0
177 14822.0
178 14834.0
179 14846.0
180 14859.0
181 14871.0
182 14883.0
183 14895.0
184 14907.0
185 14919.0
186 14931.0
187 14943.0
188 14955.0
189 14967.0
190 14979.0
191 14990.0
192 15002.0
193 15013.0
194 15025.0
195 15036.0
196 15048.0
197 15059.0
198 15070.0
199 15082.0
200 15093.0
201 15104.0
202 15115.0
203 15126.0
204 15137.0
205 15148.0
206 15159.0
207 15170.0
208 15181.0
209 15192.0
210 15203.0
211 15213.0
212 15224.0
213 15235.0
214 15245.0
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215 15256.0
216 15266.0
217 15277.0
218 15287.0
219 15298.0
220 15308.0
221 15319.0
222 15329.0
223 15339.0
224 15350.0
225 15360.0
226 15370.0
227 15380.0
228 15390.0
229 15401.0
230 15411.0
231 15421.0
232 15431.0
233 15441.0
234 15451.0
235 15461.0
236 15471.0
237 15481.0
238 15491.0
239 15501.0
240 15511.0
241 15521.0
242 15530.0
243 15540.0
244 15550.0
245 15560.0
246 15570.0
247 15580.0
248 15590.0
249 15599.0
250 15609.0
251 15619.0
252 15629.0
253 15639.0
254 15650.0
255 15664.0
256 15682.0
257 15709.0
258 15749.0
259 15811.0
260 15904.0
261 16040.0
262 16234.0
263 16503.0
264 16866.0
265 17343.0
266 17955.0
267 18721.0
268 19660.0
269 20785.0
270 22111.0
271 23646.0
272 25396.0
273 27366.0
274 29558.0
275 31974.0
276 34614.0
277 37479.0
278 40569.0
279 43883.0
280 47422.0
281 51186.0
282 55175.0
283 59391.0
284 63833.0
285 68504.0
286 73403.0
287 78533.0
End
External Temperature = 80
End
Boundary Condition 3
Target Boundaries(1) = 13
Name = "plasma1BC"
Heat Flux = Variable Coordinate 2
Real Procedure "imposePlasma" "imposePlasmaValues"
Save Line = Logical True
End
Boundary Condition 4
Target Boundaries(1) = 15
Name = "plasma2BC"
Heat Flux = Variable Coordinate 2
Real Procedure "imposePlasma" "imposePlasmaValues"
Save Line = Logical True
End
Boundary Condition 5
Target Boundaries(1) = 17
Name = "plasma3BC"
Heat Flux = Variable Coordinate 2
Real Procedure "imposePlasma" "imposePlasmaValues"
Save Line = Logical True
End
C Datoteka SIF - NHF
prst
Header
CHECK KEYWORDS Warn
Mesh DB "." "."
Include Path ""
Results Directory ""
End
Simulation
Max Output Level = 5
Coordinate System = Cartesian
Coordinate Mapping(3) = 1 2 3
Simulation Type = Steady state
Steady State Max Iterations = 1
Output Intervals = 1
Timestepping Method = BDF
BDF Order = 1
Solver Input File = case.sif
Post File = case.vtk
End
Constants
Gravity(4) = 0 -1 0 9.82
Stefan Boltzmann = 5.67e-08
Permittivity of Vacuum = 8.8542e-12
Boltzmann Constant = 1.3807e-23
Unit Charge = 1.602e-19
End
Body 1
Target Bodies(1) = 3
Name = "Body 1"
Equation = 1
Material = 1
End
Body 2
Target Bodies(1) = 5
Name = "Body 2"
Equation = 1
Material = 2
End
Body 3
Target Bodies(1) = 7
Name = "Body 3"
Equation = 1
Material = 3
End
Body 4
Target Bodies(1) = 9
Name = "Body 4"
Equation = 1
Material = 4
End
Solver 1
Equation = Heat Equation
Procedure = "HeatSolve" "HeatSolver"
Variable 1 = Temperature
Exec Solver = Always
Stabilize = True
Bubbles = False
Lumped Mass Matrix = False
Optimize Bandwidth = True
Steady State Convergence Tolerance = 1.0e-10
Nonlinear System Convergence Tolerance = 1.0e-20
Nonlinear System Max Iterations = 20
Nonlinear System Newton After Iterations = 3
Nonlinear System Newton After Tolerance = 1.0e-20
Nonlinear System Relaxation Factor = 0.2
Linear System Solver = Direct
Linear System Direct Method = Banded
End
Solver 2
Exec Solver = After All
Equation = SaveLine
Procedure = "SaveData" "SaveLine"
Filename = "temperatures.dat"
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!Polyline Coordinates(2,3) = Real 0.04 0.025 0.0 0.04 -0.005 0.0
Variable 1 = Coordinate 1
Variable 2 = Coordinate 2
Variable 3 = Coordinate 3
Variable 4 = Temperature
End
Solver 3
Exec Solver = String "after timestep"
exec interval = 1
Equation = String "ResultOutput"
Procedure = File "ResultOutputSolve" "ResultOutputSolver"
Output File Name = File "casevtkfile."
Output Format = String "vtk"
Vtk Format = Logical True
End
Equation 1
Name = "HeatTransfer"
Active Solvers(3) = 1 2 3
End
Material 1
Name = "Be"
Heat Conductivity = Variable Temperature
Real
20 200
100 169
200 144
300 127
400 116
500 107
600 100
700 91
End
Density = Variable Temperature
Real
20 1830
100 1825
200 1817
300 1808
400 1799
500 1789
600 1779
700 1770
End
End
Material 2
Name = "CuC1"
Heat Conductivity = Variable Temperature
Real
20 401
50 398
100 395
200 388
300 381
400 374
500 367
600 360
700 354
800 347
End
Density = Variable Temperature
Real
20 8940
50 8926
100 8903
200 8854
300 8802
400 8744
500 8681
600 8612
700 8536
800 8453
End
End
Material 3
Name = "CuCrZr"
Heat Conductivity = Variable Temperature
Real
20 318
50 324
100 333
150 339
200 343
250 345
300 346
350 347
400 348
450 349
500 350
End
Density = Variable Temperature!
Real
20 8900
50 8886
100 8863
150 8840
200 8816
250 8791
300 8767
350 8742
400 8716
450 8691
500 8665
End
End
Material 4
Name = "SS"
Heat Conductivity = Variable Temperature
Real
20 14.28
50 14.73
100 15.48
150 16.23
200 16.98
250 17.74
300 18.49
350 19.24
400 19.99
500 21.49
550 22.24
600 22.99
650 23.74
700 24.49
750 25.25
800 26
End
Density = Variable Temperature
Real
20 7930
50 7919
100 7899
150 7879
200 7858
250 7837
300 7815
350 7793
400 7770
450 7747
500 7724
550 7701
600 7677
650 7654
700 7630
750 7606
800 7582
End
End
Boundary Condition 1
Target Boundaries(1) = 11
Name = "plasmaBC"
Heat Flux = Variable Coordinate 2
Real Procedure "imposePlasma" "imposePlasmaValues"
Save Line = Logical True
End
Boundary Condition 2
Target Boundaries(1) = 13
Name = "AdiabaticBC"
Heat Flux = 0.001
End
Boundary Condition 3
Target Boundaries(1) = 15
Name = "HTC1BC"
Heat Transfer Coefficient = 3004
External Temperature = 91
End
Boundary Condition 4
Target Boundaries(1) = 17
Name = "HTC2BC"
Heat Transfer Coefficient = 3003
External Temperature = 91
End
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D Fortran datoteka za dolocˇitev toplotnih tokov
1 ...
2 FUNCTION imposePlasmaValues(Model , n, f) RESULT(g)
3 USE DefUtils
4 TYPE(Model_t) :: Model
5 TYPE(Nodes_t) :: node
6 LOGICAL :: AllocationsDone = .FALSE., Found
7 TYPE(Element_t),POINTER :: Element , Edge , Parent
8 TYPE(Nodes_t) :: Nodes , EdgeNodes
9 TYPE(ValueList_t), POINTER :: BodyForce , Material , BC
10 TYPE(Variable_t), POINTER :: Var
11 REAL(KIND=dp) :: Norm , Normal (3), Normal2 (3), &
12 u, v, w, NormalSign , Edgeh
13 INTEGER :: n, nb, nd, t, istat , i, j, k, l, active , nodeid
14 REAL(KIND=dp), ALLOCATABLE :: LOAD (:,:), Acoef (:,:), Bcoef (:,:)
15 COMPLEX(KIND=dp), ALLOCATABLE :: STIFF (:,:), MASS (:,:), FORCE (:)
16 TYPE(Mesh_t), POINTER :: Mesh
17 LOGICAL :: stat , EigenAnalysis
18 REAL(KIND=dp) :: f, g, plasmavalue
19 integer , parameter :: VLI_K = selected_int_kind (18)
20 integer , parameter :: DR_K = selected_real_kind (14)
21 integer (VLI_K) :: linesinfile , nrofel
22 real (DR_K) :: a
23 real*8, allocatable :: cs(:,:)
24 character(len=10) :: border , pjepa
25 integer numberoflines ,status
26 REAL(KIND=dp) :: x, y, z
27 x = Model % Nodes % x(n)
28 y = Model % Nodes % y(n)
29 z = Model % Nodes % z(n)
30 linesinfile = 30
31 Mesh => GetMesh ()
32 numberoflines =-1
33 status=0
34 open(20,file=’newdata.dat’)
35 do while(status == 0)
36 numberoflines=numberoflines +1
37 read(20,*,iostat=status)x
38 enddo
39 close(20)
40 open (unit=15, file="newdata.dat", status=’old’, &
41 access=’sequential ’, form=’formatted ’, action=’read’ )
42 allocate(cs(numberoflines ,5))
43 do i=1, numberoflines
44 read (15 ,*) cs(i,1), cs(i,2)
45 enddo
46 close(15)
47 do i = 1,numberoflines
48 nodeid = cs(i,1)
49 plasmavalue = cs(i,2)
50 if (n == nodeid) THEN
51 g = plasmavalue
52 end if
53 enddo
75
Priloge
54 END FUNCTION imposePlasmaValues
55 ...
E Primer particije v GEOM modulu
1 ...
2 # inicializacija studije v salome
3 salome.salome_init()
4 # uvoz knjiznice GEOM
5 import GEOM
6 # Uvoz razreda geomBuilder
7 from salome.geom import geomBuilder
8 # Definiranje objekta geompy razreda geomBuilder
9 geompy = geomBuilder.New(salome.myStudy)
10 # Definicija tock za prvi zicni model
11 pt1 = geompy.MakeVertex(0,0,0)
12 pt2 = geompy.MakeVertex(0,10,0)
13 pt3 = geompy.MakeVertex(10,10,0)
14 pt4 = geompy.MakeVertex(10,0,0)
15 # Definicija tock za drugi zicni model
16 pt5 = geompy.MakeVertex(2,2,0)
17 pt6 = geompy.MakeVertex(2,8,0)
18 pt7 = geompy.MakeVertex(8,8,0)
19 pt8 = geompy.MakeVertex(8,2,0)
20 geompy.addToStudy(pt1,"pt1")
21 geompy.addToStudy(pt2,"pt2")
22 geompy.addToStudy(pt3,"pt3")
23 geompy.addToStudy(pt4,"pt4")
24 geompy.addToStudy(pt5,"pt5")
25 geompy.addToStudy(pt6,"pt6")
26 geompy.addToStudy(pt7,"pt7")
27 geompy.addToStudy(pt8,"pt8")
28 e1 = geompy.MakeEdge(pt1,pt2)
29 e2 = geompy.MakeEdge(pt2,pt3)
30 e3 = geompy.MakeEdge(pt3,pt4)
31 e4 = geompy.MakeEdge(pt4,pt1)
32 e5 = geompy.MakeEdge(pt5,pt6)
33 e6 = geompy.MakeEdge(pt6,pt7)
34 e7 = geompy.MakeEdge(pt7,pt8)
35 e8 = geompy.MakeEdge(pt8,pt5)
36 geompy.addToStudy(e1,"e1")
37 geompy.addToStudy(e2,"e2")
38 geompy.addToStudy(e3,"e3")
39 geompy.addToStudy(e4,"e4")
40 geompy.addToStudy(e5,"e5")
41 geompy.addToStudy(e6,"e6")
42 geompy.addToStudy(e7,"e7")
43 geompy.addToStudy(e8,"e8")
44 w1 = geompy.MakeWire([e1,e2,e3,e4])
45 w2 = geompy.MakeWire([e5,e6,e7,e8])
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46 geompy.addToStudy(w1,’w1’)
47 geompy.addToStudy(w2,’w2’)
48 compound = geompy.MakeFaceWires([w1,w2],isPlanarWanted=True)
49 geompy.addToStudy(compound,"compound")
50 e_partition = geompy.MakeEdge(pt1,pt3)
51 partition = geompy.MakePartition([compound],[e_partition])
52 geompy.addToStudy(partition,"partition")
53
54 ...
F Koda izdelave graficˇnega vmesnika
1 from elmer_base_dialog import Dialog
2 from qtsalome import pyqtSlot
3 import salome
4 import os
5
6 helpMsg = """Create a new ELMER case. When creating a new case you select
7 which type of panel to use (NHF of EHF) and on which position.
8 """
9
10 from elmer_case import PanelType, ELMERcase
11
12 class CreateCase(Dialog):
13 def __init__(self, parent=None):
14 super(CreateCase, self).__init__(parent)
15 self.setWindowTitle(’Create new ELMER case’)
16
17 def addSpecialWidgets(self):
18 self.caseName = self.addLineEdit(’Case name’, ’case1’)
19 self.entryInputFileLoc = self.addLineEdit("Input file",
20 os.path.expanduser(’~’),
21 fileDialog=True,
22 filter=’Vtk (*.vtk)’)
23
24
25 self._toggle = True
26 self.panelEHF = self.addCheckBox(’EHF’)
27 self.panelEHF.setChecked(self._toggle)
28 self.panelNHF = self.addCheckBox(’NHF’)
29 self.panelNHF.setChecked(not self._toggle)
30
31 self.panelEHF.clicked.connect(self.toggle)
32 self.panelNHF.clicked.connect(self.toggle)
33
34 self.panelPosition = self.addDropDown(’Panel position’,
35 [str(i) for i in range(1, 19)])
36
37 @pyqtSlot()
38 def toggle(self):
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39 self._toggle = not self._toggle
40 self.panelEHF.setChecked(self._toggle)
41 self.panelNHF.setChecked(not self._toggle)
42
43 def onApply(self):
44 caseName = str(self.caseName.text())
45 if caseName == ’’:
46 self.displayMessage(’Error’, ’No case name set’)
47 return
48
49 panelType = self.panelEHF.isChecked()
50 if not self.panelEHF.isChecked():
51 panelType = PanelType.ehf
52
53 else:
54 panelType = PanelType.nhf
55
56 panelPosition = int(self.panelPosition.currentText())
57 import os
58 import salome
59 salome.salome_init()
60 import GEOM
61 from salome.geom import geomBuilder
62 import numpy as np
63 import math
64 geompy = geomBuilder.New(salome.myStudy)
65 import SMESH, SALOMEDS
66 from salome.smesh import smeshBuilder
67 import shutil
68 smesh = smeshBuilder.New(salome.myStudy)
69 import getpass
70 import ELMER_utils
71 engine = ELMER_utils.getEngine()
72 b = salome.myStudy.NewBuilder()
73 user = getpass.getuser()
74 caseName = str(self.caseName.text())
75 case = ELMERcase(caseName)
76 b.NewCommand()
77 inputFileLocation = str(self.entryInputFileLoc.text())
78 vtkpath, vtkname = os.path.split(inputFileLocation)
79 case.setPanelType(panelType)
80 case.setPanelPosition(panelPosition)
81 case.setVtkFile(inputFileLocation)
82 engine.publishCase(salome.myStudy, case._this())
83 salome.sg.updateObjBrowser(1)
84 b.CommitCommand()
85 salome.sg.updateObjBrowser(1)
86 self.close()
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G Koda izdelave modela prsta
1 import os
2 #os.chdir(os.path.expanduser("/home/lecadlab/Master_thesis_brankm/NHFpanel/"))
3 import salome
4 salome.salome_init()
5 import GEOM
6 from salome.geom import geomBuilder
7 import numpy as np
8 import math
9 geompy = geomBuilder.New(salome.myStudy)
10
11 class GenerateFinger():
12 def __init__(self,
13 crosssectionpoints,
14 paneltype,
15 pathtocurvepoints,
16 pathtomesh):
17 self.crosssectionpoints = crosssectionpoints
18 self.paneltype = paneltype
19 self.pathtocurvepoints = pathtocurvepoints
20 self.meshpath, self.meshname = os.path.split(pathtomesh)
21 if self.paneltype.lower() == ’nhf’:
22 self.geompoints = self.readAllAnsysNodes(pathtocurvepoints)
23 self.geompoints_positioned = self.repositionNodesAlongCoordinateNHF(self.
geompoints)
24 self.geomcurve = self.createGEOMExtrusionCurveNHF(self.
geompoints_positioned,
25 "curvePoints")
26 self.CSection = self.createCrossSectionNHF(self.crosssectionpoints)
27 self.angleOfCurveRotation = math.pi - self.getAngleOfCurveRotationNHF(self
.geompoints_positioned)
28 self.vecOfCurveRotation = [0,1,0]
29 self.rotatedCurve = self.rotateGEOMObjectNHF(self.geomcurve,
30 self.vecOfCurveRotation,
31 self.angleOfCurveRotation)
32 self.angleOfCSectionRotation = -math.pi/2
33 self.vecOfCSectionRotation = [1,0,0]
34 self.rotatedCSection = self.rotateGEOMObjectNHF(self.CSection,
35 self.vecOfCSectionRotation,
36 self.angleOfCSectionRotation)
37 self.model = self.make3DModelNHF(self.rotatedCSection, self.rotatedCurve)
38 self.mesh = self.mesh3DModelNHF(self.model)
39 self.exportToUNV(self.mesh, self.meshname, self.meshpath)
40
41 elif self.paneltype.lower() == ’ehf’:
42 self.curve = self.readAllAbaqusNodes(pathtocurvepoints)
43 self.CSection = self.createCrossSectionEHF(self.crosssectionpoints, self.
curve[1])
44 self.model = self.make3DModelEHF(self.CSection, self.curve[0])
45 self.mesh = self.mesh3DModelEHF(self.model)
46 self.exportToUNV(self.mesh, self.meshname, self.meshpath)
47
48 def createCrossSectionEHF(self, crosssectionpoints, pointsofcurve):
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49 ’’’This method create 2D cross section of EHF panel and then rotates
50 it and makes it perpendicular to the extrusion curve.
51 ’’’
52 # Definition of point coordinates
53 w1_hvap_fw = 0
54 w2_hvap_fw = 0
55 h2_hvap_fw = 0
56 h1_hvap_fw = 0
57 w_hvap = crosssectionpoints[0]/1000
58 h1_base = 0
59 h2_base =crosssectionpoints[1]/1000
60 h2_top = crosssectionpoints[2]/1000
61 h_crosssection = crosssectionpoints[3]/1000
62 w_shield = crosssectionpoints[4]/1000
63 h2_support = crosssectionpoints[5]/1000
64 w1_hvap = crosssectionpoints[6]/1000
65 w2_hvap = crosssectionpoints[7]/1000
66 h1_hvap = crosssectionpoints[8]/1000
67 h2_hvap = crosssectionpoints[9]/1000
68 h3_hvap = crosssectionpoints[10]/1000
69 # Definition of points in GEOM module for generation of 2D cross-section
70 T1_base = geompy.MakeVertex(w_hvap/2+w_hvap/2,h1_base,0)
71 T2_base = geompy.MakeVertex(0,h1_base,0)
72 T3_base = geompy.MakeVertex(0,h1_base+h2_base,0)
73 T4_base = geompy.MakeVertex(w_hvap/2+w_hvap/2,h1_base+h2_base,0)
74 T5_support = geompy.MakeVertex(0,h1_base+h2_support,0)
75 T6_support = geompy.MakeVertex(w_hvap/2+w_hvap/2,h1_base+h2_support,0)
76 T7_top = geompy.MakeVertex(0,h1_base+h2_top,0)
77 T8_top = geompy.MakeVertex(w_hvap/2+w_hvap/2,h1_base+h2_top,0)
78 T9_shield = geompy.MakeVertex(0,h1_base+h_crosssection,0)
79 T10_shield = geompy.MakeVertex(w_shield,h1_base+h_crosssection,0)
80 T11_shield = geompy.MakeVertex(w_shield,h1_base+h2_top,0)
81 T12_shield = geompy.MakeVertex((w_hvap-3*w_shield)/2+w_shield,
82 h1_base+h2_top,0)
83 T13_shield = geompy.MakeVertex((w_hvap-3*w_shield)/2+w_shield,
84 h1_base+h_crosssection,0)
85 T14_shield = geompy.MakeVertex((w_hvap-3*w_shield)/2+2*w_shield,
86 h1_base+h_crosssection,0)
87 T15_shield = geompy.MakeVertex((w_hvap-3*w_shield)/2+2*w_shield,
88 h1_base+h2_top,0)
89 T16_shield = geompy.MakeVertex(w_hvap-w_shield,h1_base+h2_top,0)
90 T17_shield = geompy.MakeVertex(w_hvap-w_shield,h1_base+h_crosssection,0)
91 T18_shield = geompy.MakeVertex(w_hvap, h1_base+h_crosssection,0)
92 T1_hvap = geompy.MakeVertex(w2_hvap,h1_base+h2_hvap ,0)
93 T2_hvap = geompy.MakeVertex(w2_hvap,h1_base+h1_hvap ,0)
94 T3_hvap = geompy.MakeVertex(w1_hvap,h1_base+h1_hvap ,0)
95 T31_hvap = geompy.MakeVertex(w1_hvap,h1_base+h2_base ,0)
96 T32_hvap = geompy.MakeVertex(w1_hvap,h1_base+h2_support ,0)
97 T4_hvap = geompy.MakeVertex(w1_hvap,h1_base+h3_hvap ,0)
98 T5_hvap = geompy.MakeVertex(w_hvap-w2_hvap,h1_base+h2_hvap,0)
99 T6_hvap = geompy.MakeVertex(w_hvap-w2_hvap,h1_base+h1_hvap,0)
100 T7_hvap = geompy.MakeVertex(w_hvap-w1_hvap,h1_base+h1_hvap,0)
101 T71_hvap = geompy.MakeVertex(w_hvap-w1_hvap,h1_base+h2_base,0)
102 T72_hvap = geompy.MakeVertex(w_hvap-w1_hvap,h1_base+h2_support,0)
103 T8_hvap = geompy.MakeVertex(w_hvap-w1_hvap,h1_base+h3_hvap,0)
104 # Create edges of 2D cross-section
105 edgeT2_base_T3_base = geompy.MakeEdge(T2_base, T3_base)
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106 edgeT3_base_T31_hvap = geompy.MakeEdge(T3_base, T31_hvap)
107 edgeT31_hvap_T3_hvap = geompy.MakeEdge(T31_hvap, T3_hvap)
108 edgeT3_hvap_T2_hvap = geompy.MakeEdge(T3_hvap, T2_hvap)
109 edgeT2_hvap_T1_hvap = geompy.MakeEdge(T2_hvap, T1_hvap)
110 edgeT1_hvap_T5_hvap = geompy.MakeEdge(T1_hvap, T5_hvap)
111 edgeT5_hvap_T6_hvap = geompy.MakeEdge(T5_hvap, T6_hvap)
112 edgeT6_hvap_T7_hvap = geompy.MakeEdge(T6_hvap, T7_hvap)
113 edgeT7_hvap_T71_hvap = geompy.MakeEdge(T7_hvap, T71_hvap)
114 edgeT71_hvap_T4_base = geompy.MakeEdge(T71_hvap, T4_base)
115 edgeT4_base_T1_base = geompy.MakeEdge(T4_base, T1_base)
116 edgeT1_base_T2_base = geompy.MakeEdge(T1_base, T2_base)
117 edgeT31_hvap_T32_hvap = geompy.MakeEdge(T31_hvap, T32_hvap)
118 edgeT32_hvap_T5_support = geompy.MakeEdge(T32_hvap, T5_support)
119 edgeT5_support_T3_base = geompy.MakeEdge(T5_support, T3_base)
120 edgeT5_support_T7_top = geompy.MakeEdge(T5_support, T7_top)
121 edgeT32_hvap_T4_hvap = geompy.MakeEdge(T32_hvap, T4_hvap)
122 edgeT7_top_T9_shield = geompy.MakeEdge(T7_top, T9_shield)
123 edgeT9_shield_T10_shield = geompy.MakeEdge(T9_shield, T10_shield)
124 edgeT10_shield_T11_shield = geompy.MakeEdge(T10_shield,T11_shield)
125 edgeT11_shield_T12_shield = geompy.MakeEdge(T11_shield,T12_shield)
126 edgeT12_shield_T13_shield = geompy.MakeEdge(T12_shield,T13_shield)
127 edgeT13_shield_T14_shield = geompy.MakeEdge(T13_shield,T14_shield)
128 edgeT14_shield_T15_shield = geompy.MakeEdge(T14_shield,T15_shield)
129 edgeT15_shield_T16_shield = geompy.MakeEdge(T15_shield,T16_shield)
130 edgeT16_shield_T17_shield = geompy.MakeEdge(T16_shield,T17_shield)
131 edgeT17_shield_T18_shield = geompy.MakeEdge(T17_shield,T18_shield)
132 edgeT18_shield_T8_top = geompy.MakeEdge(T18_shield,T8_top)
133 edgeT7_top_T11_shield = geompy.MakeEdge(T7_top, T11_shield)
134 edgeT12_shield_T15_shield = geompy.MakeEdge(T12_shield,T15_shield)
135 edgeT16_shield_T8_top = geompy.MakeEdge(T16_shield,T8_top)
136 edgeT8_top_T6_support = geompy.MakeEdge(T8_top,T6_support)
137 edgeT6_support_T4_base = geompy.MakeEdge(T6_support,T4_base)
138 edgeT6_support_T72_hvap = geompy.MakeEdge(T6_support,T72_hvap)
139 edgeT72_hvap_T8_hvap = geompy.MakeEdge(T72_hvap,T8_hvap)
140 edgeT8_hvap_T4_hvap = geompy.MakeEdge(T8_hvap,T4_hvap)
141 edgeT71_hvap_T72_hvap = geompy.MakeEdge(T71_hvap,T72_hvap)
142 # Definition of outer and inner wire
143 outer_wire = geompy.MakeWire([edgeT2_base_T3_base ,
144 edgeT5_support_T3_base,
145 edgeT5_support_T7_top,
146 edgeT7_top_T9_shield,
147 edgeT9_shield_T10_shield,
148 edgeT10_shield_T11_shield,
149 edgeT11_shield_T12_shield,
150 edgeT12_shield_T13_shield,
151 edgeT13_shield_T14_shield,
152 edgeT14_shield_T15_shield,
153 edgeT15_shield_T16_shield,
154 edgeT16_shield_T17_shield,
155 edgeT17_shield_T18_shield,
156 edgeT18_shield_T8_top,
157 edgeT8_top_T6_support,
158 edgeT6_support_T4_base,
159 edgeT4_base_T1_base,
160 edgeT1_base_T2_base])
161 inner_wire = geompy.MakeWire([edgeT31_hvap_T3_hvap,
162 edgeT31_hvap_T32_hvap,
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163 edgeT32_hvap_T4_hvap,
164 edgeT8_hvap_T4_hvap,
165 edgeT72_hvap_T8_hvap,
166 edgeT71_hvap_T72_hvap,
167 edgeT7_hvap_T71_hvap,
168 edgeT6_hvap_T7_hvap,
169 edgeT5_hvap_T6_hvap,
170 edgeT1_hvap_T5_hvap,
171 edgeT2_hvap_T1_hvap,
172 edgeT3_hvap_T2_hvap])
173 # Make compound out of two wires
174 compound_face = geompy.MakeFaceWires([outer_wire,inner_wire],
175 isPlanarWanted=True)
176 # Creation of partition of the face to get cross-sections for materials
177 partition = geompy.MakePartition([compound_face], [edgeT3_base_T31_hvap,
178 edgeT71_hvap_T4_base,
179 edgeT32_hvap_T5_support,
180 edgeT7_top_T11_shield,
181 edgeT12_shield_T15_shield,
182 edgeT16_shield_T8_top,
183 edgeT6_support_T72_hvap])
184 rotation1 = geompy.MakeRotation(partition,
185 edgeT13_shield_T14_shield,
186 -math.pi/180*90)
187 pt1 = geompy.MakeVertex(pointsofcurve[0][-1],
188 pointsofcurve[1][-1],
189 pointsofcurve[2][-1])
190 pt2 = geompy.MakeVertex(pointsofcurve[0][-2],
191 pointsofcurve[1][-2],
192 pointsofcurve[2][-2])
193 vec1 = geompy.MakeVector(pt1,pt2)
194 vec2 = geompy.MakeVector(T18_shield,pt1)
195 translpartition = geompy.MakeTranslationVector(rotation1, vec2)
196 rotation2 = geompy.MakeRotation(translpartition, vec1, math.pi/180*82.9)
197 SubEdgeList_rotation2 = geompy.SubShapeAllSortedCentres(rotation2,
198 geompy.ShapeType["EDGE"])
199 edge11 = SubEdgeList_rotation2[11-1]
200 rotation3 = geompy.MakeRotation(rotation2, edge11, math.pi/180*3.5)
201 partition = rotation3
202 return partition
203
204 def readAllAbaqusNodes(self, filepath):
205 ’’’This method reads the standard Abaqus nodes file and extract the
206 points of curve in toroidal direction.
207 ’’’
208 linenr = 0
209 emptyline = 0
210 points_x = []
211 points_y = []
212 points_z = []
213 nodeID_coords = []
214 nodeID_temp = []
215 attachedElement = []
216 NT11 = []
217 previous = ""
218 file_loc = os.path.normpath(filepath)
219 with open(file_loc) as f:
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220 for line in f:
221 inner_list = [elt.strip() for elt in line.split(’,’)]
222 if emptyline < 6:
223 if len(inner_list[0].split()) == 8 and inner_list[0].split()[0] == "
PART-1-1":
224 nodeID_coords.append(float(inner_list[0].split()[1]))
225 points_x.append(float(inner_list[0].split()[2]))
226 points_y.append(float(inner_list[0].split()[3]))
227 points_z.append(float(inner_list[0].split()[4]))
228 if len(inner_list[0].split()) == 4 and inner_list[0].split()[0] == "
PART-1-1":
229 if True:
230 if previous == float(inner_list[0].split()[1]):
231 pass
232 else:
233 nodeID_temp.append(float(inner_list[0].split()[1]))
234 attachedElement.append(float(inner_list[0].split()[2]))
235 NT11.append(float(inner_list[0].split()[3]))
236 previous = float(inner_list[0].split()[1])
237 else:
238 emptyline += 1
239 linenr += 1
240
241 # Store data into curve
242 pt_y = np.asarray(points_y)
243 pt_z = np.asarray(points_z)
244 temps = np.asarray(NT11)
245 a = np.matrix([pt_y,pt_z,temps])
246 atrans = a.T
247 alist = a.tolist()
248 alist = sorted(alist, key=lambda a_entry: a_entry[1])
249 alist0 = np.flipud(np.asarray(alist[0]))
250 alist1 = np.flipud(np.asarray(alist[1]))
251 pointscurve = []
252 for i in range(len(alist[0])-1,0,-1):
253 pointscurve.append(geompy.MakeVertex(points_x[i],points_y[i],points_z[i]))
254 #print(points_y[i])
255 pointscurve = pointscurve[0:28]
256 adpt_x = points_x[1]+points_x[5]-points_x[1]-3*(points_x[7]-points_x[5])
257 adpt_y = points_y[1]+0.05
258 adpt_z = points_z[1]
259 adpt = geompy.MakeVertex(adpt_x,adpt_y,adpt_z)
260 pointscurve.append(adpt)
261 interpol = geompy.MakeInterpol(pointscurve)
262 return [interpol,[points_x,points_y,points_z]]
263
264 def make3DModelEHF(self, crosssection, extrusioncurve):
265 ’’’This method creates 3D model of EHF finger. The creation is based
266 on the 2D face variable (crossection) and polyline variable (extrusion
267 curve). 2D face is extruded along the path on the polyline.
268
269 ’’’
270 partitioninterpol3D = geompy.MakePipe(crosssection,
271 extrusioncurve,
272 IsGenerateGroups=False)
273
274 vecy = geompy.MakeVector(geompy.MakeVertex(0,0,0),geompy.MakeVertex(0,1,0))
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275 rotated0 = geompy.MakeRotation(partitioninterpol3D, vecy, math.pi/180*97.1)
276 vectransl = geompy.MakeVector(geompy.MakeVertex(0,0,0),
277 geompy.MakeVertex(0,0,8.4))
278 translpartition = geompy.MakeTranslationVector(rotated0, vectransl)
279 SubSolidList = geompy.SubShapeAllSortedCentres(translpartition,
280 geompy.ShapeType["SOLID"])
281 SubFaceList = geompy.SubShapeAllSortedCentres(translpartition,
282 geompy.ShapeType["FACE"])
283 # create a group from the faces of the box
284 shieldinterpol = geompy.CreateGroup(translpartition,
285 geompy.ShapeType["SOLID"])
286 geompy.UnionList(shieldinterpol, [SubSolidList[2-1],
287 SubSolidList[4-1],
288 SubSolidList[6-1]])
289 supportinterpol = geompy.CreateGroup(translpartition,
290 geompy.ShapeType["SOLID"])
291 geompy.UnionList(supportinterpol, [SubSolidList[1-1],
292 SubSolidList[7-1]])
293 topinterpol = geompy.CreateGroup(translpartition,
294 geompy.ShapeType["SOLID"])
295 geompy.UnionList(topinterpol, [SubSolidList[5-1]])
296 baseinterpol = geompy.CreateGroup(translpartition,
297 geompy.ShapeType["SOLID"])
298 geompy.UnionList(baseinterpol, [SubSolidList[3-1]])
299 # Create edges for BC
300 adiabaticBCinterpol = geompy.CreateGroup(translpartition,
301 geompy.ShapeType["FACE"])
302 geompy.UnionList(adiabaticBCinterpol, [SubFaceList[51-1],
303 SubFaceList[1-1],
304 SubFaceList[2-1],
305 SubFaceList[3-1],
306 SubFaceList[4-1],
307 SubFaceList[5-1],
308 SubFaceList[6-1],
309 SubFaceList[7-1],
310 SubFaceList[8-1],
311 SubFaceList[9-1],
312 SubFaceList[19-1],
313 SubFaceList[20-1],
314 SubFaceList[21-1],
315 SubFaceList[22-1],
316 SubFaceList[23-1],
317 SubFaceList[24-1],
318 SubFaceList[29-1],
319 SubFaceList[30-1],
320 SubFaceList[31-1],
321 SubFaceList[32-1],
322 SubFaceList[33-1],
323 SubFaceList[43-1],
324 SubFaceList[44-1],
325 SubFaceList[45-1],
326 SubFaceList[46-1],
327 SubFaceList[47-1],
328 SubFaceList[48-1],
329 SubFaceList[49-1],
330 SubFaceList[50-1]])
331 plasmaBCinterpol1 = geompy.CreateGroup(translpartition,
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332 geompy.ShapeType["FACE"])
333 geompy.UnionList(plasmaBCinterpol1,[SubFaceList[18-1]])
334 plasmaBCinterpol2 = geompy.CreateGroup(translpartition,
335 geompy.ShapeType["FACE"])
336 geompy.UnionList(plasmaBCinterpol2,[SubFaceList[28-1]])
337 plasmaBCinterpol3 = geompy.CreateGroup(translpartition,
338 geompy.ShapeType["FACE"])
339 geompy.UnionList(plasmaBCinterpol3,[SubFaceList[36-1]])
340 htcBCinterpol = geompy.CreateGroup(translpartition,
341 geompy.ShapeType["FACE"])
342 geompy.UnionList(htcBCinterpol,[SubFaceList[40-1],
343 SubFaceList[12-1],
344 SubFaceList[13-1],
345 SubFaceList[14-1],
346 SubFaceList[15-1],
347 SubFaceList[16-1],
348 SubFaceList[25-1],
349 SubFaceList[27-1],
350 SubFaceList[34-1],
351 SubFaceList[37-1],
352 SubFaceList[38-1],
353 SubFaceList[39-1]])
354 geompy.addToStudy(translpartition,"translpartition")
355 return [translpartition,shieldinterpol,topinterpol,
356 supportinterpol,baseinterpol,adiabaticBCinterpol,
357 plasmaBCinterpol1,plasmaBCinterpol2,
358 plasmaBCinterpol3,htcBCinterpol]
359
360
361 def mesh3DModelEHF(self, listofparts):
362 ’’’ This method meshes 3D model of EHF finger.
363 ’’’
364 import SMESH, SALOMEDS
365 from salome.smesh import smeshBuilder
366 smesh = smeshBuilder.New(salome.myStudy)
367 tetrall = smesh.Mesh(listofparts[0], "translpartition")
368 algo1D = tetrall.Segment()
369 algo1D.LocalLength(10.0/1000.0)
370 algo2D = tetrall.Triangle()
371 algo2D.LengthFromEdges()
372 algo3D = tetrall.Tetrahedron()
373 ret = tetrall.Compute()
374 shield_smesh = tetrall.GroupOnGeom(listofparts[1],
375 "shieldinterpol")
376 top_smesh = tetrall.GroupOnGeom(listofparts[2],
377 "topinterpol")
378 support_smesh = tetrall.GroupOnGeom(listofparts[3],
379 "supportinterpol")
380 base_smesh = tetrall.GroupOnGeom(listofparts[4],
381 "baseinterpol")
382 adiabaticBC_smesh = tetrall.GroupOnGeom(listofparts[5],
383 "adiabaticBCinterpol")
384 plasmaBC_smesh1 = tetrall.GroupOnGeom(listofparts[6],
385 "plasmaBCinterpol1")
386 plasmaBC_smesh2 = tetrall.GroupOnGeom(listofparts[7],
387 "plasmaBCinterpol2")
388 plasmaBC_smesh3 = tetrall.GroupOnGeom(listofparts[8],
85
Priloge
389 "plasmaBCinterpol3")
390 htcBC_smesh = tetrall.GroupOnGeom(listofparts[9],
391 "htcBCinterpol")
392 return tetrall
393
394 def readAllAnsysNodes(self, path):
395 ’’’This method reads standard Ansys nodes file and extracts the points
396 of curve in toroidal direction. Variable nodeids contains
397 predetermined IDs of nodes in the curve.
398
399 ’’’
400 import os
401 xglobal = []
402 yglobal = []
403 zglobal = []
404 geompoints = []
405 pathOfFile, nameOfFile = os.path.split(path)
406 os.chdir(os.path.expanduser(pathOfFile))
407 nodeids = [’2721782’,
408 ’2721784’,
409 ’2721131’,
410 ’2721239’,
411 ’2722766’,
412 ’2727748’,
413 ’2727892’,
414 ’2727279’,
415 ’2727741’,
416 ’2727803’,
417 ’2727683’,
418 ’2723683’,
419 ’2727516’,
420 ’2727485’,
421 ’2724505’,
422 ’2720673’,
423 ’2727306’,
424 ’2720674’,
425 ’2723319’,
426 ’2720675’,
427 ’2722012’,
428 ’2727003’,
429 ’2720677’,
430 ’2720676’,
431 ’2722157’,
432 ’2720678’,
433 ’2721639’,
434 ’2720679’,
435 ’2721976’,
436 ’2720680’,
437 ’2721673’,
438 ’2724318’,
439 ’2720782’,
440 ’2720809’,
441 ’2720827’,
442 ’2754609’,
443 ’2720868’,
444 ’2722815’]
445 with open(nameOfFile,’r’) as file:
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446 for line in file:
447 if len(line) > 1:
448 inner_list = [elt.strip() for elt in line.split()]
449 if inner_list[0][0:3] == "272":
450 for i in nodeids:
451 if inner_list[0] == i:
452 xglobal.append(float(inner_list[1]))
453 yglobal.append(float(inner_list[2]))
454 zglobal.append(float(inner_list[3]))
455 geompoints = np.asarray([xglobal,yglobal,zglobal]).T
456 geompoints = geompoints.tolist()
457 return geompoints
458
459 def repositionNodesAlongCoordinateNHF(self, listofnodes,axis = ’y’):
460 ’’’This method takes list of nodes of a NHF toroidal curve and
461 repositions them along y-axis so that their values increase
462 along y-axis which is toroidal direction. This way the list of
463 nodes can form a polyline definition.
464
465 ’’’
466 listofnodes = np.array(listofnodes)
467 if axis == ’x’:
468 glist = listofnodes[listofnodes[:,0].argsort()]
469 elif axis == ’z’:
470 glist = listofnodes[listofnodes[:,2].argsort()]
471 else:
472 glist = listofnodes[listofnodes[:,1].argsort()]
473 return glist
474
475 def createGEOMExtrusionCurveNHF(self, listofpoints,nameofcurve):
476 ’’’This method takes list of curve points that increase along y-axis
477 (that is toroidal direction) and creates a polyline of type GEOM.
478
479 ’’’
480 pointscurve = []
481 for i in range(len(listofpoints)):
482 pointscurve.append(geompy.MakeVertex(listofpoints[i][0]-listofpoints
[0][0],
483 listofpoints[i][1]-listofpoints[0][1],
484 listofpoints[i][2]-listofpoints[0][2]))
485 interpol = geompy.MakeInterpol(pointscurve)
486 geompy.addToStudy(interpol,str(nameofcurve))
487 return interpol
488
489 def rotateGEOMObjectNHF(self, GEOMobject,vec,angle):
490 ’’’This method rotates object of type GEOM in Smiter GEOM module.
491
492 ’’’
493 vec = geompy.MakeVectorDXDYDZ(vec[0],vec[1],vec[2])
494 rotationobject = geompy.MakeRotation(GEOMobject,vec,angle)
495 geompy.addToStudy(rotationobject,’rotationobject’)
496 return rotationobject
497
498 def getAngleOfCurveRotationNHF(self, glist):
499 ’’’This method calculates angle between the plane, which NHF curve
500 lies in, and zy-plane.
501 ’’’
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502 x_abs = np.abs(glist[22][0]-glist[32][0])
503 z_abs = np.abs(glist[22][2]-glist[32][2])
504 ang = np.arctan(x_abs/z_abs)
505 return ang
506
507 def showGEOMPointsNHF(self, listofpoints,nameofgeompoints):
508 ’’’This method takes list of points of type GEOM and adds them to
509 study in Smiter GEOM.
510
511 ’’’
512 listofGEOMpoints = []
513 for i in listofpoints:
514 listofGEOMpoints.append(geompy.MakeVertex(i[0],i[1],i[2]))
515 points = geompy.MakeCompound(listofGEOMpoints)
516 geompy.addToStudy(points,str(nameofgeompoints))
517
518 def createCrossSectionNHF(self, crosssection):
519 ’’’This method creates 2D cross-section of NHF finger.
520
521 ’’’
522 h_BeShield = crosssection[0]
523 h_CuC1 = crosssection[1]
524 h_CuCrZr = crosssection[2]
525 h_SS = crosssection[3]
526 height = h_BeShield+h_CuC1+h_CuCrZr+h_SS
527 width = crosssection[4]
528 circ_SS_r = crosssection[5]
529 circ_SS_pos_y = height - crosssection[6] - circ_SS_r
530 circ_SS_pos_x = crosssection[7]+circ_SS_r
531 circ_CuCrZr12_r = crosssection[8]
532 circ_CuCrZr1_pos_y = (h_BeShield+h_CuC1+h_CuCrZr)/1000-crosssection[-4]/1000
533 circ_CuCrZr1_pos_x = width/1000-crosssection[-3]/1000-crosssection[-2]/1000-
crosssection[-1]/1000
534 circ_CuCrZr2_pos_y = (h_BeShield+h_CuC1+h_CuCrZr)/1000-crosssection[-4]/1000
535 circ_CuCrZr2_pos_x = width/1000-crosssection[-3]/1000-crosssection[-2]/1000
536 T1 = geompy.MakeVertex(0,0,0)
537 T2 = geompy.MakeVertex(0,h_BeShield/1000,0)
538 T3 = geompy.MakeVertex(0,(h_BeShield+h_CuC1)/1000,0)
539 T4 = geompy.MakeVertex(0,(h_BeShield+h_CuC1+h_CuCrZr)/1000,0)
540 T5 = geompy.MakeVertex(0,height/1000,0)
541 T6 = geompy.MakeVertex(width/1000,height/1000,0)
542 T7 = geompy.MakeVertex(width/1000,
543 (h_BeShield+h_CuC1+h_CuCrZr)/1000,
544 0)
545 T8 = geompy.MakeVertex(width/1000,
546 (h_BeShield+h_CuC1)/1000,
547 0)
548 T9 = geompy.MakeVertex(width/1000,
549 h_BeShield/1000,
550 0)
551 T10 = geompy.MakeVertex(width/1000,
552 0,
553 0)
554 T11 = geompy.MakeVertex(circ_SS_pos_x/1000,circ_SS_pos_y/1000,0)
555 T12 = geompy.MakeVertex(circ_CuCrZr1_pos_x,
556 circ_CuCrZr1_pos_y,
557 0)
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558 T13 = geompy.MakeVertex(circ_CuCrZr2_pos_x,
559 circ_CuCrZr2_pos_y,
560 0)
561 edgeT1T2 = geompy.MakeEdge(T1,T2)
562 edgeT2T3 = geompy.MakeEdge(T2,T3)
563 edgeT3T4 = geompy.MakeEdge(T3,T4)
564 edgeT4T5 = geompy.MakeEdge(T4,T5)
565 edgeT5T6 = geompy.MakeEdge(T5,T6)
566 edgeT6T7 = geompy.MakeEdge(T6,T7)
567 edgeT7T8 = geompy.MakeEdge(T7,T8)
568 edgeT8T9 = geompy.MakeEdge(T8,T9)
569 edgeT9T10 = geompy.MakeEdge(T9,T10)
570 edgeT10T1 = geompy.MakeEdge(T1,T10)
571 edgeT3T8 = geompy.MakeEdge(T3,T8)
572 edgeT4T7 = geompy.MakeEdge(T4,T7)
573 edgeT2T9 = geompy.MakeEdge(T2,T9)
574 outer_wire = geompy.MakeWire([edgeT1T2,
575 edgeT2T3,
576 edgeT3T4,
577 edgeT4T5,
578 edgeT5T6,
579 edgeT6T7,
580 edgeT7T8,
581 edgeT8T9,
582 edgeT9T10,
583 edgeT10T1])
584 vecz = geompy.MakeVectorDXDYDZ(0,0,1)
585 circ11 = geompy.MakeCircle(T11,vecz,12.0/1000)
586 circ12inner = geompy.MakeCircle(T12,vecz,5.50/1000)
587 circ13inner = geompy.MakeCircle(T13,vecz,5.50/1000)
588 compound_face = geompy.MakeFaceWires([outer_wire,
589 circ12inner,
590 circ13inner,
591 circ11],
592 isPlanarWanted=True)
593 partition = geompy.MakePartition([compound_face],
594 [edgeT4T7,
595 edgeT3T8,
596 edgeT2T9])
597 geompy.addToStudy(partition,"partition")
598 return partition
599
600 def make3DModelNHF(self, crosssection,extrusioncurve):
601 ’’’This method creates 3D model of NHF finger. The creation is based
602 on the 2D face variable (crossection) and polyline variable (extrusion
603 curve). 2D face is extruded along the path on the polyline.
604
605 ’’’
606 partitioninterpol3D = geompy.MakePipe(crosssection,
607 extrusioncurve,
608 IsGenerateGroups=False)
609 vecz = geompy.MakeVectorDXDYDZ(0,0,1)
610 planexz = geompy.MakePlaneFace(crosssection,1)
611 rotated = geompy.Rotate(partitioninterpol3D,vecz,math.pi)
612 rotatedtranslated = geompy.MakeTranslation(rotated,0.041,0,0)
613 rotatedtranslated2 = geompy.MakeTranslation(rotatedtranslated,
614 0,
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615 +0.670866,
616 0.010559)
617 rotatedtranslated3 = geompy.MakeTranslation(rotatedtranslated2,
618 0.459964,
619 0.0314705,
620 0.0596975)
621 pt1 = geompy.MakeVertex(0.45997,0.031471,0.059698)
622 pt2 = geompy.MakeVertex(0.50097,0.031437,0.05971)
623 vecrot = geompy.MakeVector(pt1, pt2)
624 rotated = geompy.Rotate(rotatedtranslated3,vecrot,math.pi/180*(-6.005))
625 partitioninterpol3D = rotated
626 SubSolidList = geompy.SubShapeAllSortedCentres(partitioninterpol3D,
627 geompy.ShapeType["SOLID"])
628 SubFaceList = geompy.SubShapeAllSortedCentres(partitioninterpol3D,
629 geompy.ShapeType["FACE"])
630 Be_tile = geompy.CreateGroup(partitioninterpol3D,geompy.ShapeType["SOLID"])
631 geompy.UnionList(Be_tile,[SubSolidList[4-1]])
632 CuC1_tile = geompy.CreateGroup(partitioninterpol3D,
633 geompy.ShapeType["SOLID"])
634 geompy.UnionList(CuC1_tile,[SubSolidList[3-1]])
635 CuCrZr_tile = geompy.CreateGroup(partitioninterpol3D,
636 geompy.ShapeType["SOLID"])
637 geompy.UnionList(CuCrZr_tile,[SubSolidList[2-1]])
638 #SS_pipes = geompy.CreateGroup(partitioninterpol3D,geompy.ShapeType["SOLID
"])
639 #geompy.UnionList(SS_pipes,[SubSolidList[6-1],SubSolidList[1-1]])
640 SS_structure = geompy.CreateGroup(partitioninterpol3D,
641 geompy.ShapeType["SOLID"])
642 geompy.UnionList(SS_structure,[SubSolidList[1-1]])
643 PlasmaBC = geompy.CreateGroup(partitioninterpol3D,geompy.ShapeType["FACE"])
644 geompy.UnionList(PlasmaBC,[SubFaceList[15-1]])
645 AdiabaticBC = geompy.CreateGroup(partitioninterpol3D,
646 geompy.ShapeType["FACE"])
647 geompy.UnionList(AdiabaticBC,[SubFaceList[1-1],SubFaceList[2-1],
648 SubFaceList[3-1],
649 SubFaceList[4-1],SubFaceList[5-1],
650 SubFaceList[6-1],
651 SubFaceList[7-1],SubFaceList[8-1],
652 SubFaceList[10-1],
653 SubFaceList[17-1],
654 SubFaceList[18-1],
655 SubFaceList[19-1],
656 SubFaceList[20-1],SubFaceList[21-1],
657 SubFaceList[22-1],SubFaceList[23-1],
658 SubFaceList[24-1]])
659 HTC1 = geompy.CreateGroup(partitioninterpol3D,geompy.ShapeType["FACE"])
660 geompy.UnionList(HTC1,[SubFaceList[11-1]])
661 HTC2 = geompy.CreateGroup(partitioninterpol3D,geompy.ShapeType["FACE"])
662 geompy.UnionList(HTC2,[SubFaceList[9-1],SubFaceList[16-1]])
663 return [partitioninterpol3D,
664 Be_tile,CuC1_tile,CuCrZr_tile,
665 SS_structure,PlasmaBC,AdiabaticBC,
666 HTC1,HTC2]
667
668 def mesh3DModelNHF(self, listofparts):
669 ’’’This method creates mesh of 3D NHF finger model.
670
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671 ’’’
672 import SMESH, SALOMEDS
673 from salome.smesh import smeshBuilder
674 smesh = smeshBuilder.New(salome.myStudy)
675 tetrall = smesh.Mesh(listofparts[0], ’mesh’)
676 algo1D = tetrall.Segment()
677 algo1D.LocalLength(10/1000.0)
678 algo2D = tetrall.Triangle()
679 algo2D.LengthFromEdges()
680 algo3D = tetrall.Tetrahedron()
681 ret = tetrall.Compute()
682 Be_tile = tetrall.GroupOnGeom(listofparts[1],’Be_tile’)
683 CuC1_tile = tetrall.GroupOnGeom(listofparts[2],’CuC1_tile’)
684 CuCrZr_tile = tetrall.GroupOnGeom(listofparts[3],’CuCrZr_tile’)
685 SS_structure = tetrall.GroupOnGeom(listofparts[4],’SS_structure’)
686 PlasmaBC = tetrall.GroupOnGeom(listofparts[5],’PlasmaBC’)
687 AdiabaticBC = tetrall.GroupOnGeom(listofparts[6],’AdiabaticBC’)
688 HTC1 = tetrall.GroupOnGeom(listofparts[7],’HTC1’)
689 HTC2 = tetrall.GroupOnGeom(listofparts[8],’HTC2’)
690 return tetrall
691
692 def exportToUNV(self, mesh, meshname, path):
693 ’’’ This method exports SMESH mesh of finger into .unv format.
694 ’’’
695 print(meshname)
696 print(path)
697 mesh.ExportUNV(os.path.join(path,meshname))
H Koda za izracˇun temperatur
1
2 import salome
3 salome.salome_init()
4 import GEOM
5 from salome.geom import geomBuilder
6 geompy = geomBuilder.New(salome.myStudy)
7 gg = salome.ImportComponentGUI("GEOM")
8 import numpy as np
9 import os
10 import math
11
12 class RepositionVtk():
13 def __init__(self, vtkfile, NP):
14 self.NP = NP
15 self.meshpath, self.vtk = os.path.split(vtkfile)
16 self.directory = str(self.vtk[0:-4])
17 self.results = self.readvtk(vtkfile)
18 self.result = self.results[0]
19 self.result_wetted = self.results[1]
20 self.minmaxpoints = self.minVtk(self.result[0][0],self.result[0][1],
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21 self.result[0][2])
22 self.boundarycentralpoints = self.getBoundaryCentralVtkPoints(self.result,
23 self.minmaxpoints)
24 self.Tbox_c = self.boundarycentralpoints[0]
25 self.Tbox_p = self.cart2pol(self.Tbox_c[0],self.Tbox_c[1],
26 self.Tbox_c[2])
27 self.panel = self.rotatePanel(self.result, self.Tbox_p, self.Tbox_c)
28 self.res = np.asarray(self.panel)
29 self.Qvtk = np.asarray(self.result[-1])
30
31
32 def readvtk(self, filename):
33 ’’’This method reads .vtk file and returns arrays of central
34 coordinates of triangles and heat fluxes on those triangles.
35
36 ’’’
37 list_of_lists = []
38 points = []
39 points_x = []
40 points_y = []
41 points_z = []
42 cells = []
43 points_of_cells = []
44 linenr = 0
45 nrofpoints = 0
46 nrofcells = 0
47 lineofnrcells = 0
48 lineofpower = 0
49 powerlist = []
50 isbigger = False
51 with open(filename) as f:
52 for line in f:
53 inner_list = [elt.strip() for elt in line.split(’,’)]
54 list_of_lists.append(inner_list)
55 if linenr == 5:
56 nrofpoints = int(inner_list[0].split()[1])
57 elif linenr > 5 and linenr <= 5 + nrofpoints:
58 points.append(inner_list[0].split())
59 points_x.append(float(inner_list[0].split()[0]))
60 points_y.append(float(inner_list[0].split()[1]))
61 points_z.append(float(inner_list[0].split()[2]))
62 linenr += 1
63 if len(inner_list[0].split()) > 1:
64 if inner_list[0].split()[0] == ’CELLS’:
65 nrofcells = int(inner_list[0].split()[1])
66 lineofnrcells = linenr
67 elif lineofnrcells > 5 and linenr <= lineofnrcells+nrofcells:
68 cells.append(inner_list[0].split())
69 if int(inner_list[0].split()[0]) == 3:
70 points_of_cells.append([points[int(inner_list[0].split()[1])],
71 points[int(inner_list[0].split()[2])],
72 points[int(inner_list[0].split()[3])]])
73 if inner_list[0].split()[0] == ’SCALARS’ and inner_list[0].split()[1]
== ’Q’:
74 lineofpower = linenr
75 isbigger = True
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76 if linenr>lineofpower+1 and linenr <= lineofpower+1+nrofcells and
isbigger:
77 powerlist.append(float(inner_list[0].split()[0])/1000000.0)
78 points_cells_format = []
79 points_cells_format_x = []
80 points_cells_format_y = []
81 points_cells_format_z = []
82 for idk in points_of_cells:
83 x1 = float(idk[0][0])
84 y1 = float(idk[0][1])
85 z1 = float(idk[0][2])
86 x2 = float(idk[1][0])
87 y2 = float(idk[1][1])
88 z2 = float(idk[1][2])
89 x3 = float(idk[2][0])
90 y3 = float(idk[2][1])
91 z3 = float(idk[2][2])
92 xt = (x1+x2+x3)/3.0
93 yt = (y1+y2+y3)/3.0
94 zt = (z1+z2+z3)/3.0
95 points_cells_format.append([xt/1000,yt/1000,zt/1000])
96 points_cells_format_x.append(xt/1000)
97 points_cells_format_y.append(yt/1000)
98 points_cells_format_z.append(zt/1000)
99 wetted_point_x = []
100 wetted_point_y = []
101 wetted_point_z = []
102 wetted_point_Q = []
103 interval = 1
104 for i in range(0,len(points_cells_format_x),interval):
105 if powerlist[i] > 0:
106 wetted_point_x.append(points_cells_format_x[i])
107 wetted_point_y.append(points_cells_format_y[i])
108 wetted_point_z.append(points_cells_format_z[i])
109 wetted_point_Q.append(powerlist[i])
110 return [[points_cells_format_x,
111 points_cells_format_y,
112 points_cells_format_z,powerlist],
113 [wetted_point_x,wetted_point_y,wetted_point_z,
114 wetted_point_Q]]
115
116 def cart2pol(self,x,y,z):
117 ’’’ This method converts cartesian coordinates to polar coordinates.
118 ’’’
119 x = np.asarray(x)
120 y = np.asarray(y)
121 r = np.sqrt(x**2+y**2)
122 t = np.arctan2(y,x)
123 return [r, t, z]
124
125 def pol2cart(self,rho, phi):
126 ’’’ This method converts polar coordinates to cartesian coordinates.
127 ’’’
128 x = rho * np.cos(phi)
129 y = rho * np.sin(phi)
130 return [x, y]
131
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132 def minVtk(self,result_x,result_y,result_z):
133 ’’’This method returns minimum and maximum values of coordinates in
134 .vtk file.
135
136 ’’’
137 polar = self.cart2pol(result_x,result_y,result_z)
138 min_r_polar = np.amin(polar[0])
139 min_t_polar = np.amin(polar[1])
140 min_z_polar = np.amin(polar[2])
141 max_r_polar = np.amax(polar[0])
142 max_t_polar = np.amax(polar[1])
143 max_z_polar = np.amax(polar[2])
144 [min_r_cart,min_t_cart] = self.pol2cart(min_r_polar,min_t_polar)
145 [max_r_cart,max_t_cart] = self.pol2cart(max_r_polar,max_t_polar)
146 return [min_r_cart,
147 min_t_cart,
148 min_z_polar,
149 max_r_cart,
150 max_t_cart,
151 max_z_polar]
152
153 def getHtcValue(self,temp):
154 ’’’ This method calculates value of heat transfer coefficient at input
temperature based on
155 scipy.interpolate.interp1d function.
156 ’’’
157 import scipy.interpolate
158 T = [50, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66,
159 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83,
160 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99,
161 100, 101, 102, 103, 104, 105, 106, 107, 108, 109, 110, 111, 112,
162 113, 114, 115, 116, 117, 118, 119, 120, 121, 122, 123, 124, 125,
163 126, 127, 128, 129, 130, 131, 132, 133, 134, 135, 136, 137, 138,
164 139, 140, 141, 142, 143, 144, 145, 146, 147, 148, 149, 150, 151,
165 152, 153, 154, 155, 156, 157, 158, 159, 160, 161, 162, 163, 164,
166 165, 166, 167, 168, 169, 170, 171, 172, 173, 174, 175, 176, 177,
167 178, 179, 180, 181, 182, 183, 184, 185, 186, 187, 188, 189, 190,
168 191, 192, 193, 194, 195, 196, 197, 198, 199, 200, 201, 202, 203,
169 204, 205, 206, 207, 208, 209, 210, 211, 212, 213, 214, 215, 216,
170 217, 218, 219, 220, 221, 222, 223, 224, 225, 226, 227, 228, 229,
171 230, 231, 232, 233, 234, 235, 236, 237, 238, 239, 240, 241, 242,
172 243, 244, 245, 246, 247, 248, 249, 250, 251, 252, 253, 254, 255,
173 256, 257, 258, 259, 260, 261, 262, 263, 264, 265, 266, 267, 268,
174 269, 270, 271, 272, 273, 274, 275, 276, 277, 278, 279, 280, 281,
175 282,283, 284, 285, 286, 287, 1000]
176 htc = [12405.0, 12434.0, 12463.0, 12491.0, 12519.0, 12547.0, 12575.0,
177 12603.0, 12630.0, 12657.0, 12684.0, 12710.0, 12737.0, 12763.0,
178 12789.0, 12815.0, 12840.0, 12866.0, 12891.0, 12916.0, 12941.0,
179 12965.0, 12990.0, 13014.0, 13038.0, 13062.0, 13086.0, 13110.0,
180 13133.0, 13156.0, 13179.0, 13202.0, 13225.0, 13247.0, 13270.0,
181 13292.0, 13314.0, 13336.0, 13358.0, 13379.0, 13401.0, 13422.0,
182 13443.0, 13464.0, 13485.0, 13506.0, 13527.0, 13547.0, 13567.0,
183 13588.0, 13608.0, 13628.0, 13647.0, 13667.0, 13686.0, 13706.0,
184 13725.0, 13744.0, 13763.0, 13782.0, 13801.0, 13819.0, 13838.0,
185 13856.0, 13874.0, 13892.0, 13910.0, 13928.0, 13946.0, 13964.0,
186 13981.0, 13999.0, 14016.0, 14033.0, 14050.0, 14067.0, 14084.0,
187 14101.0, 14117.0, 14134.0, 14150.0, 14167.0, 14183.0, 14199.0,
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188 14215.0, 14231.0, 14247.0, 14263.0, 14278.0, 14294.0, 14309.0,
189 14325.0, 14340.0, 14355.0, 14370.0, 14385.0, 14400.0, 14415.0,
190 14430.0, 14444.0, 14459.0, 14473.0, 14488.0, 14502.0, 14516.0,
191 14530.0, 14544.0, 14558.0, 14572.0, 14586.0, 14600.0, 14613.0,
192 14627.0, 14640.0, 14654.0, 14667.0, 14680.0, 14693.0, 14707.0,
193 14720.0, 14733.0, 14746.0, 14758.0, 14771.0, 14784.0, 14796.0,
194 14809.0, 14822.0, 14834.0, 14846.0, 14859.0, 14871.0, 14883.0,
195 14895.0, 14907.0, 14919.0, 14931.0, 14943.0, 14955.0, 14967.0,
196 14979.0, 14990.0, 15002.0, 15013.0, 15025.0, 15036.0, 15048.0,
197 15059.0, 15070.0, 15082.0, 15093.0, 15104.0, 15115.0, 15126.0,
198 15137.0, 15148.0, 15159.0, 15170.0, 15181.0, 15192.0, 15203.0,
199 15213.0, 15224.0, 15235.0, 15245.0, 15256.0, 15266.0, 15277.0,
200 15287.0, 15298.0, 15308.0, 15319.0, 15329.0, 15339.0, 15350.0,
201 15360.0, 15370.0, 15380.0, 15390.0, 15401.0, 15411.0, 15421.0,
202 15431.0, 15441.0, 15451.0, 15461.0, 15471.0, 15481.0, 15491.0,
203 15501.0, 15511.0, 15521.0, 15530.0, 15540.0, 15550.0, 15560.0,
204 15570.0, 15580.0, 15590.0, 15599.0, 15609.0, 15619.0, 15629.0,
205 15639.0, 15650.0, 15664.0, 15682.0, 15709.0, 15749.0, 15811.0,
206 15904.0, 16040.0, 16234.0, 16503.0, 16866.0, 17343.0, 17955.0,
207 18721.0, 19660.0, 20785.0, 22111.0, 23646.0, 25396.0, 27366.0,
208 29558.0, 31974.0, 34614.0, 37479.0, 40569.0, 43883.0, 47422.0,
209 51186.0, 55175.0, 59391.0, 63833.0, 68504.0, 73403.0, 78533.0,
210 200000.0]
211 htc_interp = scipy.interpolate.interp1d(T, htc)
212 return htc_interp(temp)
213
214 def interpolatePipeTemp(self,filename, Tf, Ltile, mflow, cpw):
215 ’’’This method interpolates teperatures on the border of hypervapotron
216 tank. This method can be used for determining the Tbulk of water at 2D
217 cross-section.
218 ’’’
219 T_H20 = self.readTemperatureData(filename)[1]
220 node = T_H20[0]
221 x = T_H20[1]
222 y = T_H20[2]
223 T = T_H20[-1]
224 pos = np.flipud(np.array([x,y,T]).T)
225 newpos = []
226 transp = []
227 for i in range(np.shape(pos)[0]):
228 if i%2 != 0:
229 transp.append(pos[i])
230 else:
231 newpos.append(pos[i])
232 newpos = np.asarray(newpos)
233 transp = np.flipud(np.asarray(transp))
234 joined = np.concatenate((newpos,transp),axis=0)
235 distances = []
236 for k in range(np.shape(joined)[0]-1):
237 nr1 = joined[k,0:2]
238 nr2 = joined[k+1,0:2]
239 dist = np.linalg.norm(nr1-nr2)
240 distances.append(dist)
241 nr1 = joined[np.shape(joined)[0]-1,0:2]
242 nr2 = joined[0,0:2]
243 dist = np.linalg.norm(nr1-nr2)
244 distances.append(dist)
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245 distances = np.asarray(distances)
246 qh = np.trapz(joined[:,-1], x=distances*1000)
247 htc_Tf = getHtcValue(Tf)
248 full_htctf = 0
249 full_qf = 0
250 for i in range(np.size(distances)):
251 full_htctf += distances[i]*Tf*htc_Tf
252 full_qf += joined[:,-1][i]*distances[i]*getHtcValue(joined[:,-1][i])
253 qwater = (full_qf-full_htctf)*2.0*Ltile;
254 Tf=Tf+qwater/mflow/cpw
255 return Tf
256
257 def replaceBulkTempBC(self,oldfile,newfile,newvalue):
258 ’’’ This method replaces bulk temperature in .sif file.
259 ’’’
260 with open(oldfile, ’r’) as input_file, open(newfile, ’w’) as output_file:
261 for line in input_file:
262 if line.strip()[0:22] == ’External Temperature =’:
263 output_file.write(’External Temperature = ’+str(newvalue)+"\n")
264 else:
265 output_file.write(line)
266
267 def replaceOutputFilename(self, oldfile,newfile,newoutputname):
268 ’’’ This method changes the name of output .vtk file.
269 ’’’
270 with open(oldfile, ’r’) as input_file, open(newfile, ’w’) as output_file:
271 for line in input_file:
272 if line.strip() == ’Post File = case.vtu’:
273 output_file.write(’ Post File = ’+str(newoutputname)+"\n")
274 else:
275 output_file.write(line)
276
277 def replaceHTC(self, oldfile,newfile,HTCsubstract):
278 ’’’ This method changes the values of heat transfer coefficient in .sif file
.
279 ’’’
280 delete = False
281 ig = 0
282 with open(oldfile, ’r’) as input_file, open(newfile, ’w’) as output_file:
283 for line in input_file:
284 innerlist = [elt.strip() for elt in line.split(’,’)]
285 if len(innerlist[0].split()) == 2:
286 if innerlist[0].split()[1] == "12405":
287 value = float(innerlist[0].split()[1])
288 newvalue = value + HTCsubstract
289 newline = str(innerlist[0].split()[0])+" "+str(newvalue)+"\n"
290 output_file.write(newline)
291 delete = True
292 elif delete:
293 value = float(innerlist[0].split()[1])
294 newvalue = value + HTCsubstract
295 newline = str(innerlist[0].split()[0])+" "+str(newvalue)+"\n"
296 output_file.write(newline)
297 ig+=1
298 if ig == 237:
299 delete = False
300 else:
96
Priloge
301 output_file.write(line)
302 else:
303 output_file.write(line)
304
305 def readTemperatureData(self, filename):
306 ’’’This method stores temperature data, that can be stored into text
307 file while performing Elmer computation. Solver for storing
308 temperature values on different regions of model must be
309 predetermined in .sif file .
310
311 ’’’
312 results = np.loadtxt(filename)
313 x_pfc = []
314 y_pfc = []
315 z_pfc = []
316 temp_pfc = []
317 ind_node_pfc = []
318 x_H20 = []
319 y_H20 = []
320 z_H20 = []
321 temp_H20 = []
322 ind_node_H20 = []
323 for i in range(np.shape(results)[0]):
324 if results[i,1] == 1:
325 x_pfc.append(results[i,-4])
326 y_pfc.append(results[i,-3])
327 z_pfc.append(results[i,-2])
328 temp_pfc.append(results[i,-1])
329 ind_node_pfc.append(results[i,2])
330 elif results[i,1] == 3:
331 x_H20.append(results[i,-4])
332 y_H20.append(results[i,-3])
333 z_H20.append(results[i,-2])
334 temp_H20.append(results[i,-1])
335 ind_node_H20.append(results[i,2])
336 T_pfc = [ind_node_pfc,x_pfc,y_pfc,z_pfc,temp_pfc]
337 T_H20 = [ind_node_H20,x_H20,y_H20,z_H20,temp_H20]
338 return [T_pfc,T_H20]
339
340 def interpolateHeatFluxOn3D_yx(self,
341 groupMeshName,
342 interpolationFunction,results):
343 ’’’This method performs simplified interoplation of heat fluxes from
344 .vtk panel onto finger. It is using default Elmer interpolater
345 without the need of Fortran scriptung.
346
347 ’’’
348 res = results[0]
349 Qvtk = results[1]
350 mesh = new_tetra.GetGroupByName("shieldinterpol")[0]
351 mesh = mesh.GetMesh()
352 NbNodes = mesh.GetMeshInfo()[12]
353 x_datamesh = []
354 y_datamesh = []
355 for node in range(NbNodes):
356 nodecoord = mesh.GetNodeXYZ(node)
357 if len(nodecoord) == 3:
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358 x_datamesh.append(nodecoord[0])
359 y_datamesh.append(nodecoord[1])
360 max_tile_x = np.amax(np.asarray(x_datamesh))
361 max_tile_y = np.amax(np.asarray(y_datamesh))
362 min_tile_x = np.amin(np.asarray(x_datamesh))
363 min_tile_y = np.amin(np.asarray(y_datamesh))
364 number_of_points = 100
365 x = np.linspace(min_tile_x,max_tile_x,number_of_points)
366 y = np.linspace(min_tile_y,max_tile_y,number_of_points)
367 newHeatFluxValues = interpolationFunction(x,y)
368 return [x,y,newHeatFluxValues]
369
370 def getHeatFluxInterpolationFunction(self,x_data,y_data,Qvtk):
371 ’’’This method creates radial basis interpolation function based on
372 input values of coordinates and heat fluxes.
373
374 ’’’
375 from scipy.interpolate import Rbf
376 intFunc = Rbf(x_data,y_data,Qvtk,function=’linear’)
377 return intFunc
378
379 def calculatePlasmaData(self, filenameboundary, filenamenodes, filepath):
380 ’’’This method calculates plasma values for each surface node on the
381 finger and stores it into newdata.dat file. This file is then
382 read by Fortran script, that applies stored heat flux values
383 onto the model.
384
385 ’’’
386 values_boundary = []
387 with open(filenameboundary) as meshboundary:
388 lines = meshboundary.read().splitlines()
389 for line in lines:
390 values = line.split()
391 values_int = []
392 for value in values:
393 values_int.append(int(value))
394 if values_int[1] == 13 or values_int[1] == 15 or values_int[1] == 17:
395 values_boundary.append(values_int)
396 data_boundary = np.asarray(values_boundary).T
397 nodeindex = data_boundary[0]
398 boundaryindex = data_boundary[1]
399 node1 = data_boundary[-1]
400 node2 = data_boundary[-2]
401 node3 = data_boundary[-3]
402 nodes = []
403 for i in range(len(node3)):
404 if node1[i] not in nodes:
405 nodes.append(node1[i])
406 if node2[i] not in nodes:
407 nodes.append(node2[i])
408 if node3[i] not in nodes:
409 nodes.append(node3[i])
410 data_nodes = np.loadtxt(filenamenodes).T
411 nodeindex = data_nodes[0]
412 boundaryindex = data_nodes[1]
413 node_x = data_nodes[-3]
414 node_y = data_nodes[-2]
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415 node_z = data_nodes[-1]
416 coords = []
417 xmin = np.amin(node_x)
418 xmax = np.amax(node_x)
419 ymin = np.amin(node_y)
420 ymax = np.amax(node_y)
421 singletile = []
422 for i in range(len(self.res[:,0])):
423 if self.res[:,0][i] < xmax and self.res[:,0][i] > xmin and self.res[:,1][
i] < ymax and self.res[:,1][i] > ymin:
424 singletile.append([self.res[:,0][i],self.res[:,1][i],self.Qvtk[i]])
425 # if panel doesn’t cover 3d model
426 if len(singletile) == 0:
427 for xi in np.linspace(xmin,xmax,num=10):
428 for yi in np.linspace(xmin,xmax,num=10):
429 singletile.append([xi,yi,0])
430 from scipy.interpolate import Rbf
431 singletile = np.asarray(singletile)
432 singletile = singletile.T
433 heatFluxInterpolFunc = self.getHeatFluxInterpolationFunction(singletile[0],
434 singletile[1],
435 singletile[-1])
436 interpfluxes = heatFluxInterpolFunc(node_x,node_y)
437 #print(heatFluxInterpolFunc(0.0359080686568,0.487236013003))
438 os.chdir(os.path.expanduser(filepath))
439 plasmares_list = []
440 with open("newdata.dat","w") as newfile:
441 for i in nodes:
442 plasmares = heatFluxInterpolFunc(node_x[int(i)-1],node_y[int(i)-1])
443 if plasmares < 0:
444 plasmares = 0
445 coords.append([int(i),node_x[int(i)-1],
446 node_y[int(i)-1],
447 node_z[int(i)-1]])
448 newfile.write(str(int(i))+" "+str(plasmares*1000*1000)+"\n")
449 plasmares_list.append(plasmares*1000*1000)
450 return [nodes, plasmares_list]
451
452 def rotation_matrix(self, axis, theta):
453 """This method returns the rotation matrix associated with
454 counterclockwise rotation about the given axis by theta
455 radians.
456
457 """
458 axis = np.asarray(axis)
459 axis = axis/math.sqrt(np.dot(axis, axis))
460 a = math.cos(theta/2.0)
461 b, c, d = -axis*math.sin(theta/2.0)
462 aa, bb, cc, dd = a*a, b*b, c*c, d*d
463 bc, ad, ac, ab, bd, cd = b*c, a*d, a*c, a*b, b*d, c*d
464 return np.array([[aa+bb-cc-dd, 2*(bc+ad), 2*(bd-ac)],
465 [2*(bc-ad), aa+cc-bb-dd, 2*(cd+ab)],
466 [2*(bd+ac), 2*(cd-ab), aa+dd-bb-cc]])
467
468 def returnTheta(self, NP):
469 ’’’This method returns angle of inclination of panel. Value NP is
470 directly determined by the user.
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471
472 ’’’
473 if NP == 1 or NP == 2 or NP == 3 or NP == 4 or NP == 5 or NP == 6:
474 alpha_y = -np.pi/2
475 elif NP == 7:
476 alpha_y = -np.pi/180*105
477 elif NP == 8:
478 alpha_y = -np.pi/180*148.7
479 elif NP == 9:
480 alpha_y = np.pi/180*167
481 elif NP == 10:
482 alpha_y = np.pi/180*142.3
483 elif NP == 11:
484 alpha_y = np.pi/180*48.5+np.pi/2
485 elif NP == 12:
486 alpha_y = np.pi/180*124.9
487 elif NP == 13:
488 alpha_y = np.pi/180*115
489 elif NP == 14:
490 alpha_y = np.pi/180*96.8
491 elif NP == 15:
492 alpha_y = np.pi/180*85.5
493 elif NP == 16:
494 alpha_y = np.pi/180*66
495 elif NP == 17:
496 alpha_y = np.pi/180*55.8
497 elif NP == 18:
498 alpha_y = np.pi/180*37.43
499 return alpha_y
500
501
502 def getBoundaryCentralVtkPoints(self, result, resultsminmax):
503 ’’’This method returns boundary and central points of .vtk panel.
504
505 ’’’
506 [min_r_cart,
507 min_t_cart,
508 min_z_polar,
509 max_r_cart,
510 max_t_cart,
511 max_z_polar] = self.minVtk(result[0],result[1],result[2])
512 min_r_cart = np.amin(result[0])
513 min_t_cart = np.amin(result[1])
514 min_z_polar = np.amin(result[2])
515 max_r_cart = np.amax(result[0])
516 max_t_cart = np.amax(result[1])
517 max_z_polar = np.amax(result[2])
518 min_r_cart_index = np.argmin(result[0])
519 min_t_cart_index = np.argmin(result[1])
520 min_z_polar_index = np.argmin(result[2])
521 max_r_cart_index = np.argmax(result[0])
522 max_t_cart_index = np.argmax(result[1])
523 max_z_polar_index = np.argmax(result[2])
524 T1a = [min_r_cart,max_t_cart,max_z_polar]
525 T2a = [min_r_cart,min_t_cart,max_z_polar]
526 T3a = [min_r_cart,min_t_cart,min_z_polar]
527 T4a = [min_r_cart,max_t_cart,min_z_polar]
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528 T1b = [max_r_cart,max_t_cart,max_z_polar]
529 T2b = [max_r_cart,min_t_cart,max_z_polar]
530 T3b = [max_r_cart,max_t_cart,min_z_polar]
531 T4b = [max_r_cart,min_t_cart,min_z_polar]
532 Tbox_c = [min_r_cart+(np.abs(min_r_cart-max_r_cart))/2,
533 min_t_cart+(np.abs(min_t_cart-max_t_cart))/2,
534 min_z_polar+(np.abs(min_z_polar-max_z_polar))/2]
535 T_c = [np.mean(np.asarray(result[0])),
536 np.mean(np.asarray(result[1])),
537 np.mean(np.asarray(result[2]))]
538 return [Tbox_c,max_z_polar_index,min_z_polar_index]
539
540 def rotatePanel(self, result_wetted, Tbox_p, Tbox_c):
541 ’’’This method rotates .vtk panel to the center of the coordinate
542 sistem, where it is aligned with the NHF finger model.
543
544 ’’’
545 axis_z = [0,0,1]
546 theta = -Tbox_p[1]
547 pythonpointssalome = []
548 pythonpoints = []
549 for i in range(len(result_wetted[0])):
550 point = np.dot(self.rotation_matrix(axis_z,theta),
551 [result_wetted[0][i],
552 result_wetted[1][i],
553 result_wetted[2][i]])
554 pythonpoints.append(point)
555 pythonpoints_translated = []
556 for i in range(len(pythonpoints)):
557 pythonpoints[i][0] = pythonpoints[i][0]-Tbox_p[0]
558 pythonpoints[i][2] = pythonpoints[i][2]-Tbox_c[2]
559 axis_y = [0,1,0]
560 theta = self.returnTheta(self.NP)
561 pythonpoints_translated_rotated = []
562 pythonpointssalome_final = []
563 for i in range(len(result_wetted[0])):
564 point = np.dot(self.rotation_matrix(axis_y,theta),
565 [pythonpoints[i][0],
566 pythonpoints[i][1],
567 pythonpoints[i][2]])
568 pythonpoints.append(point)
569 pythonpoints_translated_rotated.append(point)
570 pythonpointssalome_final.append(geompy.MakeVertex(point[0],
571 point[1],
572 point[2]))
573 gt = geompy.MakeCompound(pythonpointssalome_final)
574 geompy.addToStudy(g
575
576 t,"gt")
577 return pythonpoints_translated_rotated
578
579 def rotatePanelBack(self, result_wetted, Tbox_p, Tbox_c):
580 ’’’This function rotates finger model with calculated temperatures
581 back to the position in the tokamak.
582
583 ’’’
584 axis_y = [0,1,0]
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585 theta = self.returnTheta(self.NP)
586 pythonpointssalome = []
587 pythonpoints = []
588 for i in range(len(result_wetted[0])):
589 point = np.dot(self.rotation_matrix(axis_y,-theta),
590 [result_wetted[0][i],
591 result_wetted[1][i],
592 result_wetted[2][i]])
593 pythonpoints.append(point)
594 pythonpoints_translated = []
595 for i in range(len(pythonpoints)):
596 pythonpoints[i][0] = pythonpoints[i][0]+Tbox_p[0]
597 pythonpoints[i][2] = pythonpoints[i][2]+Tbox_c[2]
598 axis_z = [0,0,1]
599 theta = +Tbox_p[1]
600 pythonpoints_translated_rotated = []
601 pythonpointssalome_final = []
602 for i in range(len(result_wetted[0])):
603 point = np.dot(self.rotation_matrix(axis_z,theta),
604 [pythonpoints[i][0],
605 pythonpoints[i][1],
606 pythonpoints[i][2]])
607 pythonpoints.append(point)
608 pythonpoints_translated_rotated.append(point)
609 pythonpointssalome_final.append(geompy.MakeVertex(point[0],
610 point[1],
611 point[2]))
612 gt = geompy.MakeCompound(pythonpointssalome_final)
613 geompy.addToStudy(gt,"gt")
614 return pythonpoints_translated_rotated
615
616 def writeFluxesToVtk(self, vtkfilename, nodesandplasma):
617 with open("casevtkfile.0001.vtk","r") as vtkfile:
618 for line in vtkfile:
619 innerlist = [elt.strip() for elt in line.split()]
620 if innerlist[0] == "POINTS":
621 nrnodes = int(innerlist[1])
622 break
623 with open("casevtkfile.0001.vtk", "a") as vtkfile2:
624 vtkfile2.write("SCALARS Q double"+"\n")
625 vtkfile2.write("LOOKUP_TABLE default"+"\n")
626 k = 0
627 for idmeshmirrored in range(1,nrnodes+1):
628 if idmeshmirrored in nodesandplasma[0]:
629 nodes = np.array(nodesandplasma[0])
630 node = np.where(nodes==idmeshmirrored)
631 k+=1
632 vtkfile2.write(str(nodesandplasma[1][node[0][0]])+"\n")
633 else:
634 k+=1
635 vtkfile2.write(str(0)+"\n")
636
637 def writeOneVtk(self):
638 ’’’This function reads vtk files of each finger and store it into one
639 vtk.
640
641 ’’’
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642 import os
643 os.chdir(os.path.expanduser(resultspath))
644 x = []
645 y = []
646 z = []
647 tetrahedrons = []
648 triangles = []
649 edges = []
650 temperatures = []
651 fluxes = []
652 indexTempStart = 0
653 indexQStart = 0
654 indexTempStartBool = False
655 nrnodes = 1
656 #nrcells =
657 for k in range(nrpanels/2):
658 print(k)
659 print ’newcase’
660 indexTempStartBool = True
661 indexQStartBool = True
662 with open("newcase"+str(k)+".vtk","r") as elmerfile:
663 i = 0
664 for line in elmerfile:
665 innerlist = [elt.strip() for elt in line.split()]
666 #print "coco"
667 i += 1
668 if len(innerlist) > 0:
669 if innerlist[0] == "POINTS":
670 nrnodes = int(innerlist[1])
671 if i > 5 and i < 5 + nrnodes + 1:
672 x.append(innerlist[0])
673 y.append(innerlist[1])
674 z.append(innerlist[2])
675 if innerlist[0] == "CELLS":
676 nrcells = int(innerlist[1])
677 elif i > 5 + nrnodes+2 and i < 5 + nrnodes+2 + nrcells + 1:
678 if int(innerlist[0]) == 4:
679 tetrahedrons.append([int(innerlist[1])+k*nrnodes,
680 int(innerlist[2])+k*nrnodes,
681 int(innerlist[3])+k*nrnodes,
682 int(innerlist[4])+k*nrnodes])
683 if int(innerlist[0]) == 2:
684 edges.append([int(innerlist[1])+k*nrnodes,
685 int(innerlist[2])+k*nrnodes])
686 if int(innerlist[0]) == 3:
687 triangles.append([int(innerlist[1])+k*nrnodes,
688 int(innerlist[2])+k*nrnodes,
689 int(innerlist[3])+k*nrnodes])
690 if innerlist[0] == "SCALARS" and innerlist[1] == "Temperature":
691 indexTempStart = i
692 print indexTempStart
693 indexTempStartBool = True
694 if i > indexTempStart + 1 and i < indexTempStart + nrnodes + 2 and
indexTempStart:
695 temperatures.append(innerlist[0])
696 if innerlist[0] == "SCALARS" and innerlist[1] == "Q":
697 indexQStart = i
103
Priloge
698 indexQStartBool = True
699 if i > indexQStart + 1 and i < indexQStart +nrnodes + 2 and
indexQStart:
700 fluxes.append(innerlist[0])
701 indexTempStart = 0
702 indexQStart = 0
703 indexTempStartBool = False
704 nrnodes = 1
705 for k in range(nrpanels/2):
706 print(k)
707 indexTempStartBool = False
708 indexQStartBool = False
709 with open("newcasemirrored"+str(k)+".vtk","r") as elmerfile:
710 i = 0
711 for line in elmerfile:
712 innerlist = [elt.strip() for elt in line.split()]
713 #print "coco"
714 i += 1
715 if len(innerlist) > 0:
716 if innerlist[0] == "POINTS":
717 nrnodes = int(innerlist[1])
718 if i > 5 and i < 5 + nrnodes + 1:
719 x.append(innerlist[0])
720 y.append(innerlist[1])
721 z.append(innerlist[2])
722 if innerlist[0] == "CELLS":
723 nrcells = int(innerlist[1])
724 elif i > 5 + nrnodes+2 and i < 5 + nrnodes+2 + nrcells + 1:
725 if int(innerlist[0]) == 4:
726 tetrahedrons.append([int(innerlist[1])+(k+nrpanels/2)*nrnodes,
727 int(innerlist[2])+(k+nrpanels/2)*nrnodes,
728 int(innerlist[3])+(k+nrpanels/2)*nrnodes,
729 int(innerlist[4])+(k+nrpanels/2)*nrnodes])
730 if int(innerlist[0]) == 2:
731 edges.append([int(innerlist[1])+(k+nrpanels/2)*nrnodes,
732 int(innerlist[2])+(k+nrpanels/2)*nrnodes])
733 if int(innerlist[0]) == 3:
734 triangles.append([int(innerlist[1])+(k+nrpanels/2)*nrnodes,
735 int(innerlist[2])+(k+nrpanels/2)*nrnodes,
736 int(innerlist[3])+(k+nrpanels/2)*nrnodes])
737 if innerlist[0] == "SCALARS" and innerlist[1] == "Temperature":
738 indexTempStart = i
739 print indexTempStart
740 indexTempStartBool = True
741 if i > indexTempStart + 1 and i < indexTempStart + nrnodes + 2 and
indexTempStart:
742 temperatures.append(innerlist[0])
743 if innerlist[0] == "SCALARS" and innerlist[1] == "Q":
744 indexQStart = i
745 indexQStartBool = True
746 if i > indexQStart + 1 and i < indexQStart + nrnodes + 2 and
indexQStart:
747 fluxes.append(innerlist[0])
748 x_rot = np.asarray(x).astype(float)*1000
749 y_rot = np.asarray(y).astype(float)*1000
750 z_rot = np.asarray(z).astype(float)*1000
751 result = [x_rot,y_rot,z_rot]
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752 Tbox_p = [self.Tbox_p[0]*1000,self.Tbox_p[1]*1000,self.Tbox_p[2]*1000]
753 Tbox_c = [self.Tbox_c[0]*1000,self.Tbox_c[1]*1000,self.Tbox_c[2]*1000]
754 panel = self.rotatePanelBack(self.result, self.Tbox_p, self.Tbox_c)
755 res = np.asarray(panel)
756 x = []
757 y = []
758 z = []
759 for i in range(0,len(res.T[0]),1):
760 x.append(res.T[0][i])
761 y.append(res.T[1][i])
762 z.append(res.T[2][i])
763 with open("fullVtk.vtk","w") as fullvtk:
764 fullvtk.write("# vtk DataFile Version 3.0\n")
765 fullvtk.write("Full temperature result\n")
766 fullvtk.write("ASCII\n")
767 fullvtk.write("DATASET UNSTRUCTURED_GRID\n")
768 fullvtk.write("POINTS "+str(nrnodes*(nrpanels))+" double\n")
769 for i, coord in enumerate(x):
770 fullvtk.write(" "+str(coord)+" "+str(y[i])+" "+str(z[i])+"\n")
771 fullvtk.write("\n")
772 fullvtk.write("CELLS "+str(nrcells*(nrpanels))+" "+str(len(triangles)*4+
len(tetrahedrons)*5+len(edges)*3)+"\n")
773 for tetrahedron in tetrahedrons:
774 fullvtk.write("4 "+
775 str(tetrahedron[0])+" "+
776 str(tetrahedron[1])+" "+
777 str(tetrahedron[2])+" "+
778 str(tetrahedron[3])+"\n")
779 for edge in edges:
780 fullvtk.write("2 "+
781 str(edge[0])+" "+
782 str(edge[1])+" "+"\n")
783 for triangle in triangles:
784 fullvtk.write("3 "+
785 str(triangle[0])+" "+
786 str(triangle[1])+" "+
787 str(triangle[2])+"\n")
788 fullvtk.write("\n")
789 fullvtk.write("CELL_TYPES "+str(nrcells*(nrpanels))+"\n")
790 for i in range(len(tetrahedrons)):
791 fullvtk.write("10\n")
792 for i in range(len(edges)):
793 fullvtk.write("3\n")
794 for i in range(len(triangles)):
795 fullvtk.write("5\n")
796 fullvtk.write("\n")
797 fullvtk.write("POINT_DATA "+str(nrnodes*(nrpanels))+"\n")
798 fullvtk.write("SCALARS Temperature double\n")
799 fullvtk.write("LOOKUP_TABLE default\n")
800 for temp in temperatures:
801 fullvtk.write(temp+"\n")
802 fullvtk.write("\n")
803 fullvtk.write("SCALARS Q double\n")
804 fullvtk.write("LOOKUP_TABLE default\n")
805 for flux in fluxes:
806 fullvtk.write(flux+"\n")
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I Koda za QDialog
1
2
3 import salome
4 import SalomePyQt
5 from qtsalome import QThread, QProcess, pyqtSignal, pyqtSlot
6 import SMITER_utils
7 import os
8 from glob import glob
9 from GenerateFinger import GenerateFinger
10 from RepositionVtk import RepositionVtk
11 import getpass
12 import numpy as np
13 import math
14 salome.salome_init()
15 import GEOM
16 from salome.geom import geomBuilder
17 geompy = geomBuilder.New(salome.myStudy)
18 import SMESH, SALOMEDS
19 from salome.smesh import smeshBuilder
20 import shutil
21 smesh = smeshBuilder.New(salome.myStudy)
22 import ELMER_utils
23 engine = ELMER_utils.getEngine()
24 import time
25
26 class ComputeProcess(QProcess):
27 """This class is used to run the temperature executables in a separate process
,
28 thus not freezing the SMITER-GUI. New thread is defined here and then executed
29 in run() method. Main calculation is performed in this method.
30 """
31 finishedCompute = pyqtSignal()
32 outputLog = pyqtSignal(str)
33
34 def __init__(self, parent=None):
35
36 super(ComputeProcess, self).__init__(parent)
37 self.elmerPath = ’’
38 self.elmerExec = {}
39 self.queue = []
40
41 self._currentCommand = -1
42 self._currentTarget = -1
43 self.completionStatus = True
44
45 self.setProcessChannelMode(QProcess.MergedChannels)
46 self.readyReadStandardOutput.connect(self.readOutput)
47 self.finished.connect(self.commandFinished)
48
49 def setElmerPath(self, elmerPath):
50 self.elmerPath = elmerPath
51 self.setExecPaths()
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52
53 def setExecPaths(self):
54 self.elmergrid = self.elmerPath + ’ElmerGrid’
55 self.elmersolver = self.elmerPath + ’ElmerSolver’
56
57 def setComputeCommands(self, computeCommands):
58 self.queue = computeCommands
59
60 @pyqtSlot(int, QProcess.ExitStatus)
61 def commandFinished(self, exitCode, exitStatus):
62 """Process the exit status of executable.
63 """
64 print("command finished")
65
66 self.outputLog.emit(msg)
67
68 self.compute()
69
70
71 @pyqtSlot()
72 def readOutput(self):
73 """Process the output of the executable.
74 """
75 print(’output’)
76 output = str(self.readAllStandardOutput())
77 command = self.getCurrComm()
78
79 self.outputLog.emit(output)
80
81 def getCurrComm(self):
82 return self._currentCommand
83
84 class ComputeCase(QThread):
85 outputLog = pyqtSignal(str)
86 clearLog = pyqtSignal()
87
88 def __init__(self, parent=None):
89 super(ComputeCase, self).__init__(parent)
90 self.elmerCase = None
91 self.commands = []
92
93 self.runDir = ’’
94 self.computeCommands = []
95
96 self.computeProcess = ComputeProcess(parent)
97 self.computeProcess.outputLog.connect(self.outputLog)
98 self.computeProcess.finishedCompute.connect(self.computeFinished)
99
100 def setCase(self, case):
101 """Receives reference to SMITERcase object.
102
103 Arguments:
104 case (SMITER_ORB__POA.SMITERcase): Reference to CORBA object that
105 holds all the information about the case.
106 """
107 #self.smiterCase = None
108 self.elmerCase = case
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109
110 def run(self):
111 """Runs the QThread and computes the temperatures on the EHF or NHF panels.
112 """
113 self.clearLog.emit()
114
115 print "Name: "+str(self.elmerCase.getName())
116 print "Panel position: "+str(self.elmerCase.getPanelPosition())
117 print "Panel type: "+str(self.elmerCase.getPanelType())
118 print "Vtk file: "+str(self.elmerCase.getVtkFile())
119 vtkname = self.elmerCase.getVtkFile()
120 panelPosition = self.elmerCase.getPanelPosition()
121 panelType = self.elmerCase.getPanelType()
122 user = getpass.getuser()
123 nrpanels = 2
124 repositionvtk = RepositionVtk(vtkname,panelPosition)
125 resultspath = os.path.join("/tmp/",vtkname[0:-4])
126 if panelType == 0:
127 pathtocurvepoints = ’/home/’+user+’/smiter/salome/ELMER/src/API/curveNHF.
dat’
128 crosssectionpointsNHF = [10.0,2.0,20.0,34.0,41.0,12.0,
129 6.0,8.5,5.5,9.0,6.50,6.0,16.0]
130 nhfpanel = GenerateFinger(crosssectionpointsNHF,
131 ’nhf’,
132 pathtocurvepoints,
133 ’/tmp/nhfmesh.unv’)
134
135 meshmodelpath = ’/tmp/nhfmesh/model3D.unv’
136 tetrall = smesh.CreateMeshesFromUNV(r’/tmp/nhfmesh.unv’)
137 xtranslate = 0.0419*(-1)
138 axis = SMESH.AxisStruct(0,0,0, 0,1,0)
139 mirrored_tetra = tetrall.MirrorMakeMesh([],
140 axis, smesh.PLANE,
141 MakeGroups=True,NewMeshName="meshmirrored")
142 sifpath = ’/home/’+user+’/smiter/salome/ELMER/src/API/caseNHF.sif’
143 fortranfilepath = ’/home/’+user+’/smiter/salome/ELMER/bin/imposePlasma.so’
144 casevtk = "caseNHF"
145 elif panelType == 1:
146 pathtocurvepoints = ’/home/’+user+’/smiter/salome/ELMER/src/API/curveEHF.
dat’
147 crosssectionpointsEHF = [50.4,9.12,23.16,30.06,16.0,15.12,
148 5.0,8.0,5.6,11.12,9.12+6+8.04-3.8]
149 ehfpanel = GenerateFinger(crosssectionpointsEHF,
150 ’ehf’,
151 pathtocurvepoints,
152 ’/tmp/ehfmesh.unv’)
153 meshmodelpath = ’/tmp/ehfmesh.unv’
154 tetrall = smesh.CreateMeshesFromUNV(r’/tmp/ehfmesh.unv’)
155 tetrall = tetrall.TranslateObjectMakeMesh(tetrall,
156 [-0.09,0,0],
157 MakeGroups=True,
158 NewMeshName="mesh")
159 xtranslate = 0.051
160 axis = SMESH.AxisStruct(0,0,0, 0,1,0)
161 mirrored_tetra = tetrall.MirrorMakeMesh([],axis,smesh.PLANE,
162 MakeGroups=True,
163 NewMeshName="meshmirrored")
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164 sifpath = ’/home/’+user+’/smiter/salome/ELMER/src/API/caseEHF.sif’
165 fortranfilepath = ’/home/’+user+’/smiter/salome/ELMER/bin/imposePlasma.so’
166 casevtk = "caseEHF"
167
168 # Mesh
169 for i in range(0,nrpanels/2,1):
170 new_tetra = tetrall.TranslateObjectMakeMesh(tetrall,
171 [xtranslate*i,0,0],
172 MakeGroups=True,
173 NewMeshName="mesh"+str(i))
174 meshdirectory = "mesh"+str(i)
175 meshdirectorypath = os.path.join(resultspath,meshdirectory)
176 if not os.path.exists(meshdirectorypath):
177 os.makedirs(meshdirectorypath)
178 os.chdir(os.path.expanduser(os.path.join(resultspath,meshdirectory)))
179 unvfilename = "meshpartition.unv"
180 new_tetra.ExportUNV(unvfilename)
181 os.system("/home/lecadlab/smiter/salome/INSTALL/elmerfem/bin/ElmerGrid 8
2 "+unvfilename)
182 meshpartitionpath = os.path.join(meshdirectorypath,unvfilename[0:-4])
183 meshpartitionpath_files = os.listdir(meshpartitionpath)
184 os.chdir(os.path.expanduser(meshpartitionpath))
185 for files in meshpartitionpath_files:
186 shutil.copy(files,meshdirectorypath)
187 shutil.copy(sifpath,meshdirectorypath)
188 shutil.copy(fortranfilepath,meshdirectorypath)
189 nodesandplasma = repositionvtk.calculatePlasmaData("mesh.boundary",
190 "mesh.nodes",
191 meshdirectorypath)
192 os.system("/home/lecadlab/smiter/salome/INSTALL/elmerfem/bin/ElmerSolver
"+casevtk+".sif")
193 vtkfilename = "casevtkfile.0001.vtk"
194 repositionvtk.writeFluxesToVtk(vtkfilename, nodesandplasma)
195 newvtkfilename = os.path.join(resultspath,"newcase"+str(i)+".vtk")
196 shutil.copy(vtkfilename,newvtkfilename)
197 for i in range(0,nrpanels/2,1):
198 new_tetra = mirrored_tetra.TranslateObjectMakeMesh(mirrored_tetra,
199 [xtranslate*i,0,0],
200 MakeGroups=True,
201 NewMeshName="mirroredmesh"+str(i))
202 meshdirectory = "mirroredmesh"+str(i)
203 meshdirectorypath = os.path.join(resultspath,meshdirectory)
204 if not os.path.exists(meshdirectorypath):
205 os.makedirs(meshdirectorypath)
206 os.chdir(os.path.expanduser(os.path.join(resultspath,meshdirectory)))
207 unvfilename = "meshpartitionmirrored.unv"
208 new_tetra.ExportUNV(unvfilename)
209 os.system("//home/lecadlab/smiter/salome/INSTALL/elmerfem/bin/ElmerGrid 8
2 "+unvfilename)
210 meshpartitionpath = os.path.join(meshdirectorypath,unvfilename[0:-4])
211 meshpartitionpath_files = os.listdir(meshpartitionpath)
212 os.chdir(os.path.expanduser(meshpartitionpath))
213 for files in meshpartitionpath_files:
214 shutil.copy(files,meshdirectorypath)
215 os.chdir(os.path.expanduser(meshdirectorypath))
216 shutil.copy(sifpath,meshdirectorypath)
217 shutil.copy(fortranfilepath,meshdirectorypath)
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218 nodesandplasma = repositionvtk.calculatePlasmaData("mesh.boundary",
219 "mesh.nodes",
220 meshdirectorypath)
221 os.system("//home/lecadlab/smiter/salome/INSTALL/elmerfem/bin/ElmerSolver
"+casevtk+".sif")
222 vtkfilename = "casevtkfile.0001.vtk"
223 repositionvtk.writeFluxesToVtk(vtkfilename, nodesandplasma)
224 newvtkfilename = os.path.join(resultspath,"newcasemirrored"+str(i)+".vtk
")
225 shutil.copy(vtkfilename,newvtkfilename)
226
227
228
229 def computeFinished(self):
230 self.caseComputeFinished.emit()
231
232 def compute(self):
233 """Starts the computation
234 """
235 print "Computation in progress ..."
236 self.start()
J Navodila za uporabo programa
V tem poglavju je dodan izsek iz uradne Smiterjeve dokumentacije in uporabnikom
podaja natancˇnejˇsa navodila za uporabo izdelanega programa. Dokumentacija pro-
gramskega okolja Smiter je zelo obsezˇen dokument, zato je podano samo poglavje, ki
obravnava uporabo programa Elmer. Avtor omenjenega dela dokumentacije je avtor te
magistrske naloge in dopolnjuje magistrsko delo v podrobnostih. Podan je celoten po-
stopek uporabe programskega vmesnika z izhodnimi datotekami in drevesno strukturo
datotek, ki se generirajo pri racˇunanju temperatur.
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1 ELMER Tutorial
1.1 Theoretical Background Of Temperature Calculation
Heat always moves from area with higher temperature to the area with loewr temperature. Amount of
heat, going through an area of size 𝐴, is defined as
𝑄 = 𝑘
𝐴(𝑇𝑎 − 𝑇𝑏)𝑡
𝑑
(1)
where k is the heat conductivity of the area, that heat passes through, d is the width of the area, A is the
cross-section of the area, t is time and 𝑇𝑎 and 𝑇𝑏 are temperatures on each side of the surface. Here we
can derive heat flux that is defined as power per area.
𝑞 =
𝑄
𝐴𝑡
= 𝑘
(𝑇𝑎 − 𝑇𝑏)𝑡
𝑑
(2)
In Fig. 1 is an example of simple heat transfer model.
Fig. 1: Scheme of simple heat transfer model.
For the model along x-axis one can write general equation
𝑞 =
𝑇 (𝑥)− 𝑇 (𝑥+△𝑥)
△𝑥 = −
𝑇 (𝑥+△𝑥)− 𝑇 (𝑥)
△𝑥 (3)
Or for infinitely small step one can say
𝑞 = 𝑞(𝑥) = −𝑘𝑑𝑇 (𝑥)
𝑑𝑥
(4)
Equation above presents Fourier’s law of heat transfer, that can be defined in three-dimensional space.
𝑞(𝑟, 𝑡) = −𝑘∇𝑇 (𝑟, 𝑡) (5)
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This equation has the following components
𝑞𝑥 = −𝑘𝑥𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑥
(6)
𝑞𝑦 = −𝑘𝑦 𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑦
(7)
𝑞𝑧 = −𝑘𝑧 𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑧
(8)
Where 𝑘𝑥, 𝑘𝑦 and 𝑘𝑧 are heat condictivities in x, y and z axes. The heat conductivities of isotropic
materials are equal in all directions 𝑘 = 𝑘𝑥 = 𝑘𝑦 = 𝑘𝑧 . Result of all three components is equal to
𝑞(𝑥, 𝑦, 𝑧, 𝑡) =
√︁
𝑞2𝑥 + 𝑞
2
𝑦 + 𝑞
2
𝑧 (9)
Heat Transfer in Solids
Solid is defined in cartesian coordinate system. There are two main types of thermal loading. Heat
fluxes on the body are 𝑞1, 𝑞2, 𝑞3, etc. Inside the body there is heat source 𝑄(𝑥, 𝑦, 𝑧). Due to thermal
loading the temperature distribution of the body changes. One can write it as 𝑇 (𝑥, 𝑦, 𝑧). Equation of
heat transfer is derived from Fourier’s law of heat transfer and law of energy conservation.
−
(︂
𝜕𝑞𝑥
𝜕𝑥
+
𝜕𝑞𝑦
𝜕𝑦
+
𝜕𝑞𝑧
𝜕𝑧
)︂
+𝑄 = 𝜌𝑐
𝜕𝑇
𝜕𝑡
(10)
If we include the definition of heat fluxes in the upper equation, we get
𝜕
𝜕𝑥
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑥
)︂
+
𝜕
𝜕𝑦
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑦
)︂
+
𝜕
𝜕𝑦
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑧
)︂
+𝑄(𝑥, 𝑦, 𝑧, 𝑡) = 𝜌𝑐
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑡
(11)
Upper equation defines the heat transfer of solid bodies, where 𝜌 is density of the body and c is specific
heat of the material of body. Time-independent heat transfer is defined as
𝜕
𝜕𝑥
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑥
)︂
+
𝜕
𝜕𝑦
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑦
)︂
+
𝜕
𝜕𝑦
(︂
𝑘
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑧
)︂
+𝑄(𝑥, 𝑦, 𝑧, 𝑡) = 0
(12)
Boundary conditions are
1. Temperature on the surface 𝑆1:
𝑇𝑠 = 𝑇1(𝑥, 𝑦, 𝑧, 𝑡) (13)
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2. Heat flux on the surface 𝑆2:
𝑞𝑥𝑛𝑥 + 𝑞𝑧𝑛𝑧 + 𝑞𝑧𝑛𝑧 = −𝑞𝑠 (14)
3. Fluid temperature and heat transfer coefficient on the surface
𝑆3:
𝑞𝑥𝑛𝑥 + 𝑞𝑧𝑛𝑧 + 𝑞𝑧𝑛𝑧 = ℎ(𝑇𝑠 − 𝑇𝑓 ) (15)
Finite Element Method Formulation
Fig. 2: Left: Analytical heat transfer model. Right: Finite element heat transfer model.
The solution of a finite element heat transfer model is temperature in the nodes of the mesh. Frist we
have to prepare the mesh. Then we can define interpolation functions for every finite element 𝜓(𝑥, 𝑦, 𝑧).
Interpolation functions have three rules:
4. The number of monomials is equal to the number of nodes in an element.
5. Interpolation functions must guarantee continuous field of primary
variable (temperature) accross the edges of finite element. Same goes for their derivative
(heat flux).
6. Monomials of individual interpolation function are independent of
each other.
Fig. 3: Example of tetrahedron.
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Interpolation function of meshes with tetrahedron is defined as
𝜓(𝑥, 𝑦, 𝑧) = 𝐶11 + 𝐶2𝑥+ 𝐶3𝑦 + 𝐶4𝑧 (16)
Every node in the tetrahedron has its own interpolation function. Each interpolation function 𝜓𝑖 has the
following values in the nodes of the element with coordinates (𝑥𝑖, 𝑦𝑖, 𝑧𝑖).
𝜓𝑖(𝑥𝑖, 𝑦𝑖, 𝑧𝑖) =
{︃
1 𝑗 = 𝑖
0 𝑗 ̸= 𝑖 𝑖, 𝑗 = 1, .., 𝑁 (17)
Sum of all interpolation functions in an element must be equal to 1. This guarantees that primary variable
(temperature) across the field of the element can be constant.
𝑁∑︁
𝑗=1
𝜓𝑗(𝑥, 𝑦, 𝑧) = 1 (18)
Temperature gradients in the element can be expressed as
⎧⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎩
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑥
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑦
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑧
⎫⎪⎪⎪⎪⎪⎪⎪⎬⎪⎪⎪⎪⎪⎪⎪⎭
=
⎡⎢⎢⎢⎢⎢⎢⎢⎣
𝜕𝜓𝑖
𝜕𝑥
𝜕𝜓𝑗
𝜕𝑥
𝜕𝜓𝑚
𝜕𝑥
𝜕𝜓𝑘
𝜕𝑥
𝜕𝜓𝑖
𝜕𝑦
𝜕𝜓𝑗
𝜕𝑦
𝜕𝜓𝑚
𝜕𝑦
𝜕𝜓𝑘
𝜕𝑦
𝜕𝜓𝑖
𝜕𝑧
𝜕𝜓𝑗
𝜕𝑧
𝜕𝜓𝑚
𝜕𝑧
𝜕𝜓𝑘
𝜕𝑧
⎤⎥⎥⎥⎥⎥⎥⎥⎦
𝑇 = [𝐵]𝑇 (19)
Galerkin Method
Galerkin method (named after russian mathematician Boris Galerkin) is the method of determining the
weight function of a differential equation. Galerkin method suggests that weight functions should be
equal to the interpolation functions of the finite element. Differential equation of physical problem
is 𝐷(𝜑) for volume of V. Boundary condition of the differential equation is 𝐵(𝜑) on the surface S.
Mathematical model is defined as
∫︁
𝑉
𝑊1𝐷(𝜑)d𝑣 +
∫︁
𝑉
𝑊2𝐵(𝜑)d𝑠 = 0 (20)
Weight functions in the upper equation are 𝑊1 and 𝑊2. The model is then discretized in small subesc-
tions called finite elements. Thus we get approximate solution with differential equation 𝐷(𝜓(𝑟)𝜑) for
finite element volume of V and boundary condition 𝐵(𝜓(𝑟)𝜑) on the edge of finite element. Approxi-
mate model can be expressed as
∫︁
𝑉
𝑊1𝑗𝐷(
∑︁
𝜓𝑖(𝑟)𝜑𝑖)d𝑣 +
∫︁
𝑆
𝑊2𝑗𝐵(
∑︁
𝜓𝑖(𝑟)𝜑𝑖)d𝑠 = 𝑅 (21)
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Weight functions in the upper equation are again 𝑊1 and 𝑊2. Galerkin method suggests that weight
functions are equal to interpolation functions of finite element. It also suggests that 𝑅− > 0, which
leads to 𝑊1𝑗 = 𝜓(𝑟) and 𝑊2𝑗 = 𝜓(𝑟). With the Galerkin method we can write the general equation of
heat transfer
∫︁
𝑉
(︂
𝜕𝑞𝑥
𝑥
+
𝜕𝑞𝑦
𝑦
+
𝜕𝑞𝑧
𝑧
)︂
𝜓𝑖d𝑣 = 0 (22)
If we include boundary conditions in the upper equation, we get finite element equations with heat flux
and temperature distribution in the nodes of the element.
∫︁
𝑉
𝜌𝑐
𝜕𝑇 (𝑥, 𝑦, 𝑧, 𝑡)
𝜕𝑡
𝜑𝑖d𝑣 −
∫︁
𝑉
(︂
𝜕𝜓𝑖
𝜕𝑥
𝜕𝜓𝑖
𝜕𝑦
𝜕𝜓𝑖
𝜕𝑧
)︂
𝑞d𝑣 =∫︁
𝑣
𝑄𝜓𝑖d𝑣 −
∫︁
𝑠1
𝑞𝑇𝑛𝜓𝑖d𝑠−
∫︁
𝑠2
𝑞𝑠𝜓𝑖d𝑠−
∫︁
𝑠3
ℎ(𝑇 − 𝑇𝑓 )𝜓𝑖d𝑠
(23)
The heat flux on the surface is 𝑞𝑇 = 𝑞𝑥𝑞𝑦𝑞𝑧 and normal vector on the surface 𝑛𝑇 = 𝑛𝑥𝑛𝑦𝑛𝑧 . Tempera-
ture distribution can be expressed as
[𝐶](˙𝑇 ) + (𝐾𝑐 + [𝐾ℎ])𝑇 = 𝑅𝑡 +𝑅𝑞 +𝑅ℎ (24)
In the upper equation the coefficient matrices are
7. Heat capacity matrix [𝐶]:
[𝐶] =
∫︁
𝑣
𝜌𝑐[𝑁 ]𝑇 [𝑁 ]d𝑣 (25)
8. Heat conduction matrix [𝐾𝑐]:
[𝐾𝑐] =
∫︁
𝑣
𝑘[𝐵]𝑇 [𝐵]d𝑣 (26)
9. Heat convection matrix [𝐾ℎ]:
[𝐾ℎ] =
∫︁
𝑆3
ℎ[𝑁 ]𝑇 [𝑁 ]d𝑠 (27)
Node values are given as
10. Temperature on surface 𝑆1:
𝑅𝑇 = −
∫︁
𝑆1
𝑞𝑇𝑛[𝑁 ]𝑇d𝑠 (28)
11. Heat source of body:
𝑅𝑄 =
∫︁
𝑣
𝑄[𝑁 ]𝑇d𝑣 (29)
12. Heat flux on surface 𝑆2:
𝑅𝑞 =
∫︁
𝑆2
𝑞𝑠[𝑁 ]
𝑇d𝑠 (30)
13. Convection heat flux on surface 𝑆3:
𝑅ℎ =
∫︁
𝑆3
ℎ𝑇𝑓 [𝑁 ]
𝑇d𝑠 (31)
Priloge
115
1.2 Thermal model of panel
Scheme of temperature case preparation is shown in the image Fig. 4.
Fig. 4: Computation scheme of the temperature case.
Temperature study can be split in the following sections:
14. Geometry preparation: The code must prepare the appropriate
geometry of a simplified finger model according to the chosen type of the panel. There are
two different types of fingers, one for EHF panel and the other for NHF panel. Geometry
is prepared in GEOM module, which is a module for preparation of CAD models and is
included into SMITER GUI. GEOM module includes Python libraries that can be used for
scripting of geometry.
15. Panel meshing: When the geometry is prepared, we can mesh
it. Meshing algorithms used in the code are part of SMESH module, which is a meshing
module in SMITER GUI. SMESH module comes with Python libraries that were used to
mesh the finger model. After the model is meshed, we first export it to universal file format
(.unv), which is further converted to elmer mesh files (.mesh.), that are used in the study.
16. Smiter panel definition: Here the user must choose the
appropriate vtk file that contains triangular mesh of the panel and power deposition values,
calculated in SMITER module. User must also define the position of panel in the poloidal
direction. This position defines angle of inclination, that is later used when we align the
panel with the simplified model of fingers. The position of panel in poloidal direction also
defines the type of panel (EHF or NHF).
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17. Transformation of panel: After we read the data from appropriate
vtk file, we must translate the nodes so that they overlap with the simplified model of
fingers. This is needed so that we can later easily map the heat fluxes from one surface to
another.
18. Interpolation of heat fluxes: After the surfaces overlap or are
at least aligned, we can map the heat fluxes from SMITER vtk panel onto simplified model
of fingers. The mapping function is radial basis function and is part of Python’s scientific
package scipy.
19. Temperature calculation: When the heat fluxes are mapped, we can
define all boundary conditions on the simplified model. Boundary conditions are stored into
special file with .sif extension, that contains alld the data of the simplified finger model
and is read by the Elmer program, which then calculates the temperatures.
The chosen vtk panel must be translated is space so that it overlaps with the simplified model of finger.
Ideally, both surfaces would completely overlap. This way the mapping of heat fluxes would be very
accurate. In reality, this is difficult to achieve, beacuse different panels have different toroidal curvature
of the plasma facing surface. Also different panels with different surfaces are tested all the time, so the
appropriate approximation was needed. Heat flux is mapped with the help of radial basis function. EHF
panel has 40 fingers (20 on the left and 20 on the right side). Individual fingers and the computations
of each finger are completely independent of each other. The only thing that changes is the plasma heat
flux on the surface. This means that we get output vtk file with result for every panel. A script was
written which reads all those 40 vtk files and stores the data into one vtk file with all the fingers.
Mesh files
Open source FEM package Elmer FEM contains multiple source codes, that combine the solving of
problems with finite element method. Command ElmerGrid reads mesh, that can be defined in mul-
tiple formats and can be converted into another format. Some of the possible input formats are Abaqus
CAE input format .inp and Ansys input format ansys. Since SMESM module od SMITER GUI,
where we are preparing the meshes for temperature calculation, allows us to export meshes in unv uni-
versal file format and this same format is also input format for ElmerGrid, we can just use unv format
to convert our meshes to appropriate Elmer mesh. Second argument of the command ElmerGrid is the
format of output mesh. The command ElmerSolver needs special type of mesh with .mesh. keyword.
In Linux terminal the command would look like
ElmerGrid 8 2 nameOfFile.unv
After the command is executed we get the following files:
20. mesh.boundary
21. mesh.elements
22. mesh.header
23. mesh.names
24. mesh.nodes
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File mesh.header
File mesh.header contains number of nodes and elements in the mesh. Example is presented below. In
the first line we have number of nodes, number of elements and number of elements on the edges. The
second line contains the number, that tells us the number of different elements defined in the mesh. Next
lines contain type of individual element and number of those elements.
300 261 76
2
404 261
202 76
In the example above one can see that the mesh has 300 nodes, 261 elements and 76 elements, that are
defined on the edges of the mesh. There are two different types of elements in the mesh. Mesh has 261
elements with the type 404 (four-nodes finite element) and 76 elements with the type 202 (line with two
nodes).
File mesh.node
File mesh.node contains identification numbers and coordinates of nodes. Every line starts with two
numbers of type integer. Those two numbers define the ID number of node and the parallel index of
node. Elmer skips the parallel index if we do not compute the program with parallel settings. Last three
numbers are of type float and present the coordinates of the node x, y and z, as shown below.
n1 p x y z
n2 p x y z
...
nn p x y z
File mesh.element
This file contains element data. Every lines starts with a number of type integer. This number defines the
ID number of element. Next number defines the number of body that this element is assigned to. This is
followed by the type of finite element, and finally the ID numbers of nodes, assigned to the element.
e1 telo tip n1 ... nn
e2 telo tip n1 ... nn
...
en telo tip n1 ... nn
File mesh.boundary
File mesh.boundary contains data on elements that are part of the boundary region. First number in
line is the ID number of element, followed by the ID number of boundary region, where this element is
defined. Boundary regions have their own ID number and are specified according to different boundary
conditions defined on the model. Element can be defined in multiple boundary regions. Next value
presents the type of element, followed by the ID numbers of nodes.
e1 rob p1 p2 type n1 ... nn
e2 rob p1 p2 type n1 ... nn
...
en rob p1 p2 type n1 ... nn
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File SIF
After we converted the unv file to Elmer mesh files, we can specify the boundary conditions, mate-
rial properties and other parameters that influence the calculation of temperatures. We specify those
parametersr in a special file with sif extension. Structure of the sif file has many sections.
Header
Simulation
Constants
Body n
Material n
Body Force n
Equation n
Solver n
Boundary Condition n
Initial Condition n
Component n
Letter n presents the number of individual section, that defines individual boundary condition or material,
etc. Through those different numebrs the program can differ between different boundary conditions,
material properties, etc.
Header
Header defines the path to file where mesh files are stored and where results will be stored (optionally).
Below we have an example of folder meshes.
Header
Mesh DB "." "meshes"
End
Simulation
In this section one has to define parameters that define the modelling of partial differential equations
that need to be solved in order to compute temperatures correctly. Here one can define the steady-state
or transient system, coordinate system and output files. Below is the example of Simulation section of
EHF panel.
Simulation
Max Output Level = 5
Coordinate System = Cartesian
Coordinate Mapping(3) = 1 2 3
Simulation Type = Steady state
Steady State Max Iterations = 1
Output Intervals = 1
Timestepping Method = BDF
BDF Order = 1
Solver Input File = case.sif
Post File = case.vtu
End
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Constants
In this section one can define constants used in the study. Example is shown below.
Constants
Gravity(4) = 0 -1 0 9.82
Stefan Boltzmann = 5.67e-08
End
Body and Material Definition
Elmer mesh files contain also information on different body and boundary regions where different
boundary conditions are defined. Booundary conditions and material properties can be temperature de-
pendent. We can write this dependency in the sif file in the tabular form. For more complex boundary
condition and material properties definitions we can write user defined functions in Fortran90. Below is
the definition of heat conductivity of beryllium shield on the EHF panel.
Material 1
Name = "Beryllium"
Heat Conductivity = Variable Temperature
Real
20 200
100 169
200 144
300 127
400 116
500 107
600 100
700 91
End
End
Definition of material properties depends on the physical model that we are calculating.
Equation and Solver Definition
In this section one can define the solver according to out physical model. With the solver we define the
model that we want to solve. We can define multiple solvers if we want to process different physical
phenomena. For every solver we can define the number of iterations, convergence tolerance, etc. With
solver we can also define different output files and properties that we want to post-process. Below is the
example of solver that solves heat transfer model for EHF panel.
Solver 1
Equation = Heat Equation
Procedure = "HeatSolve" "HeatSolver"
Variable 1 = Temperature
Exec Solver = Always
Stabilize = True
Bubbles = False
Lumped Mass Matrix = False
Optimize Bandwidth = True
Steady State Convergence Tolerance = 1.0e-10
Nonlinear System Convergence Tolerance = 1.0e-20
Nonlinear System Max Iterations = 20
Nonlinear System Newton After Iterations = 3
Nonlinear System Newton After Tolerance = 1.0e-20
Nonlinear System Relaxation Factor = 0.2
Linear System Solver = Direct
Linear System Direct Method = Banded
End
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Boundary Condition Definition
In this chapter one defines the boundary conditions of the model. Elmer mesh files define ID numbers
of different bodies and boundary regions that have their own unique ID number. This ID numbers are
used in sif files for boundary conditions.
Boundary Condition 1
Target Boundaries(1) = 11
Name = "adiabaticBC"
Heat Flux = 0.001
End
Above is an example of adiabatic boundary condition for EHF panel. In the first line there is the ID
number of boundary condition. Second line contains ID numbers of target boundaries. There can be
multiple target boundaries. Second line gives the name of the boundary condition. Following lines
contain actual definition of boundary condition.
Transformation of panel
If we want to map the values of heat flux from SMITER vtk panel onto simplified model of fingers, that
is located in the centre of coordinate system, we have to first transform the SMITER panel and position
it in a way that it is aligned with the simplified model. In the poloidal direction we have 18 panels.
Panels 3,4,5,7,8,9,14,15,16 and 17 are EHF panels and 12,6,10,11,12,13 are 18 NHF panels. Due to the
shape of the panels and their position in the tokamak it is much easier to use polar coordinate system.
All the panels have the same radial distance r from the origin of the coordinate system. The only change
between the panels is height z and angle of rootation 𝜙. First the Python code reads the vtk file and
stores the data of node coordinates and values of heat fluxes to array. To do that, we need to understand
the structure of vtk file.
Fig. 5: Example of tokamak panel positioned in space with polar coordinates.
VTK file structure
VTK file format (Visualization Data Toolkit) is a file format that provides a number of source and writer
objects to read and write popular data file formats. The Visualization Toolkit also provides some of
its own file formats. The main reason for creating VTK data file format is to offer a consistent data
representation scheme for a variety of dataset types, and to provide a simple method to com- municate
data between software. But if this is not possible, the Visualization Toolkit formats described can be used
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instead. There are two different styles of file formats available in VTK. The simplest are the legacy, serial
formats that are easy to read and write either by hand or programmatically. However, these formats are
less flexible than the XML (Extensible Markup Language) based file formats described later in this
section. The XML formats support random access, parallel I/O, and portable data com- pression and are
preferred to the serial VTK file formats whenever possible. The output of SMITER power deposition
calculation is serial text file format, that contains definitions of nodes, triangles and power depositions
on nodes in a form of unstructured grid. The format of the files is presented below
# vtk DataFile Version 2.0 [1]
Naslov [2]
ASCII | BINARY [3]
DATASET tip [4]
...
POINT_DATA [5]
n
...
CELL_DATA
n
Head of the file is defined in first line. It contains the version of vtk format. This line is always
the same, except the numbers that define the version of vtk format. In the second line one has to
define the title of the file. The maximum length of this line is 256 characters. Anything beyond that is
ignored by most of the vtk readers. In the third line is the definition of file type, which is either text
(ASCII) format or binary format. Then one has to define the datatype of the data sotred in the file.
There are six main definitions of datatype in vtk: STRUCTURED_POINTS, STRUCTURED_GRID,
UNSTRUCTURED_GRID, POLYDATA, RECTILINEAR_FIELD and FIELD. The datatype of SMITER
vtk files is UNSTRUCTURED_GRID. Then one has to write the point data. First line always starts with
POINTS, then number of points and then type of data, that is float for SMITER nodes. Unstructured
grid means that the file can contain any type of cell. When writing the list of cells, one has to define
a special line that starts with CELLS, then number of cells and then the sum of all integers in the cell
section. In the following lines we first define the number of identification numbres in the individual cell
and then all the identification numbers of the individual elements of cell. One line contains the data for
one cell. For example, for triangle we can write 3 id1 id2 id3. The we define a new section where the
list of cell types is defined. First line contains key word CELL_TYPES and then the number of all cells.
In the next lines we write the type of the element. For example, the identification number of edge is 3,
triangle has ID number 5, etc. Then we can write the list of scalar values, that are assigned to each cell.
SMITER writes power deposition as scalar value, that is defined on each triangle. This section starts
with special line as well. First key word is CELL_DATA and then the number of cells. Second line
contains key word SCALARS, then the name of data and then type of data, which is float in SMITER.
Last word in this line is the number of all scalar values in an individual cell. In Smiter case just 1. Next
lines contain scalar values of heat fluxes. The format is shown below
DATASET UNSTRUCTURED_GRID
POINTS np float
px1 py1 pz1
px2 py2 pz2
...
pxn pyn pzn
CELLS nc 4*nc
3 pID1 pID2 pID3
3 pID4 pID5 pID6
...
3 pIDk pIDm pIDn
CELL_TYPES nc
5
5
...
(continues on next page)
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5
CELL_DATA nc
SCALARS ime float 1
LOOKUP_TABLE default
q1
q2
...
qn
With programming language Python we read the vtk file, that contains heat fluxes. The heat flux is
defined in the center of the triangle. We can compute this central point based on the node coordinates
𝑥, 𝑦, 𝑧 of each triangle with ID numbers 𝑖, 𝑗 and 𝑘 in the vtk file.
𝑇𝑐 =
(︂
𝑥𝑖 + 𝑥𝑗 + 𝑥𝑘
3
,
𝑦𝑖 + 𝑦𝑗 + 𝑦𝑘
3
,
𝑧𝑖 + 𝑧𝑗 + 𝑧𝑘
3
)︂
(32)
Central coordinatees are stored in the Python list of type numpy.array() and are converted to polar
coordinates. Now we have to define the mass point of the panel. with the help of functions numpy.
amin and numpy.amax we can define minumum and maximum values of 𝑟, 𝜙 in 𝑧 of all coordinates.
This way we can get corner values of the panel. Then we can calculate the coordinates of mass point 𝑇𝑡.
𝑇𝑡 =
(︂
𝑟𝑚𝑖𝑛 +
𝑟𝑚𝑎𝑥 − 𝑟𝑚𝑖𝑛
2
, 𝑧𝑚𝑖𝑛 +
𝑧𝑚𝑎𝑥 − 𝑧𝑚𝑖𝑛
2
, 𝜙𝑚𝑖𝑛 +
𝜙𝑚𝑎𝑥 − 𝜙𝑚𝑖𝑛
2
)︂
(33)
Second option for calculation of mass point is to sum up all values of coordinates and then divide with
the number of all coordinates. However, in this case the result is dependent on the mesh density.
Now we have to rotate the panel into the origin of the coordinate system in order to overlap it with the
simplified model of fingers. First we have to rotate it around z-axis for angle 𝜙, so that mass point of
the panel lies in the plane xy. Now we can translate the panel in x and y direction so that the mass point
is located at the origin of the coordinate system. Last step is to rotate the panel around y-axis. Angle
of rotation is hardcoded into Python code and depends oply on the panel position in poloidal direction.
The rotation of panels is based on the Euler-Rodrigues formula.
Euler-Rodrigues Formula
Euler-Rodrigues formula defines the rotation and translation of geometrical objects like vertices, lines,
edges, faces, shells and solids. The basic geometric definition is a vertex with three coordinates, usually
defined in Cartesian coordinate system. Rotation is defined with four Euler parameters, named after
swiss mathematician Leonhard Euler. Rodrigues formula, named after french mathematician Olinde
Rodriguesu, is a method of calculating coordinates of rotated points and is used in many other applica-
tions like video games and CAD software. Every rotation in space is defined with the angle of rotation
and the unit vector, around which the objects are rotated. Euler parameters for rotation are defined as
𝑎 = cos 𝜙2
𝑏 = 𝑘𝑥 sin
𝜙
2
𝑐 = 𝑘𝑦 sin
𝜙
2
𝑑 = 𝑘𝑧 sin
𝜙
2
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We notice, that the sine and cosine arguments are two times bigger that the angle of rotation 𝜙. If
𝜙 = 360∘, the resulting parameters are the opposite values of original parameters (−𝑎,−𝑏,−𝑐,−𝑑).
This means that they present the same rotation. If we rotate the geometrical object by angle 𝜙 = 0, the
values of Euler parameters are (𝑎, 𝑏, 𝑐, 𝑑) = (±1, 0, 0, 0). Rotation by 180∘ results in 𝑎 = 0. Sum of
squares of all Euler parameters is 1.
𝑎2 + 𝑏2 + 𝑐2 + 𝑑2 = 1
We can rotate the point around an axis with the formula
?⃗?′ =
⎛⎝𝑎2 + 𝑏2 − 𝑐2 − 𝑑2 2(𝑏𝑐− 𝑎𝑑) 2(𝑏𝑑+ 𝑎𝑐)2(𝑏𝑐+ 𝑎𝑑) 𝑎2 − 𝑏2 + 𝑐2 − 𝑑2 2(𝑐𝑑− 𝑎𝑏)
2(𝑏𝑑− 𝑎𝑐) 2(𝑐𝑑+ 𝑎𝑏) 𝑎2 − 𝑏2 − 𝑐2 + 𝑑2
⎞⎠ = ?⃗? (34)
Euler parameter a has a scalar value, while ?⃗? = (𝑏, 𝑐, 𝑑) are vector parameters. With standard vector
notation the vector formulation of Rodrigues formula is defined as
?⃗?′ = ?⃗?+ 2𝑎(?⃗? × ?⃗?) + 2(?⃗? × (?⃗? × ?⃗?)) (35)
Two rotations around two different axis can be compounded into a composition. Euler parameters of
two different rotations are (𝑎1, 𝑏1, 𝑐1, 𝑑1) and (𝑎2, 𝑏2, 𝑐2, 𝑑2). Euler parameters of composition (first
rotation 1 and then rotation 2) are
𝑎 = 𝑎1𝑎2− 𝑏1𝑏2− 𝑐1𝑐2− 𝑑1𝑑2 (36)
𝑏 = 𝑎1𝑏2 + 𝑏1𝑎2− 𝑐1𝑑2 + 𝑑1𝑐2 (37)
𝑐 = 𝑎1𝑐2 + 𝑐1𝑎2− 𝑑1𝑏2 + 𝑏1𝑑2 (38)
𝑑 = 𝑎1𝑑2 + 𝑑1𝑎2− 𝑏1𝑐2 + 𝑐1𝑏2 (39)
Interpolation of Heat Fluxes
When the SMITER surface from vtk file format is aligned with the plasma facing surface of the simpli-
fied model, we can map the values of the heat flux from vtk file to the surface of the simplified model.
Ideally, the surfaces of vtk file and simplified model should be completely aligned. This is hard to
achieve, because different surfaces of panels will be used in the computation of temperature. So it is
hard to make a complete alignment of the surfaces.The mapping function is called radial basis function.
It is part of the Python library scipy. There are two main approaches on how to map the heat fluxes.
We can map the heat fluxes on every finger individually. This means a new mapping function for every
finger. It takes a lot of computational time to do that, but the mapping results of heat fluxes match the
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Fig. 6: Example of transformation of panel and alignment with the simplified 3D model.
original ones much metter. The other approach is to calculate just one mapping function for all fingers.
This approach is faster but produces less accurate results. Calculation of mapping funciton depends on
the size of the interpolation arrays. The size of array depends on the number of nodes that are the basis
of the mapping function. If we try to calculate the radial basis function of millions of nodes, our random
access memory might not be big enough. In this case we have to use less nodes in out computation.
As we see the number of nodes greatly inpacts the calculation of temperatures. The principle used in
SMITER is calculation of radial basis function for every individual finger.
Fig. 7: Example of heat flux mapping. On the left side we see the panel of SMITER calculation with
power deposition results and on the right side we see the mapped heat fluxes on the simplified model of
fingers.
After the calculation of radial basis function we can compute the values of heat flux for every node on
the surface of the fingers. Then we have to store those values into sif file, that is the input file for
ElmerSolver command. Elmer can read space-dependent boundary conditions. We can write values
in the tabular form directly in the sif file, where data is written in columns. However, there are a
few limitations when it comes to writing boundary conditions in tabular form. The values of the first
column, that is usually the array of x coordinates, must increase, otherwise Elmer fails. Our definition of
applying heat fluxes directly on nodes is too complex for such tabular formation of boundary condition.
Elmer allows us to define more complex boundary conditions, material properties and solvers with the
user defined functions, that can be written and called from sif file. The scripting language of Elmer
is Fortran90. This Fortran90 script can be passed as an argument to the appropriate boundary
condition section in the sif file. Elmer then calls this user defined function when it needs to. Basis of
the script is shown below.
! Definition of function with input parameters Model,
!n and f and output parameter g
(continues on next page)
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FUNCTION myFunction(Model, n, f) RESULT(g)
USE DefUtils
! Definition of properties
TYPE(Model_t) :: Model
INTEGER :: n
REAL(KIND=dp) :: f, g
! Code that computes g
END FUNCTION myFunction
First one can define a function myFunction. Its input parameters are Model, n and f. Property Model is an
object of class Model_t and contains node data, boundary condition data and material properties. We
can access that data with this object. Parameter f defines time step of the computation and parameter n is
the ID number of the individual node that values are being calculated for. When the Elmer program reads
the parameters of nodes, it calls this script and defines the ID number of the node as input parameter.
Then it executes the script. Example of node access is presented in the code below.
! Definition of properties
REAL(KIND=dp) :: x, y, z
! Reading of coordinates x, y and z
x = Model % Nodes % x(n)
y = Model % Nodes % y(n)
z = Model % Nodes % z(n)
Fortran script calculates all the necessary parameters and returns them in the output argument g. In
temperature calculation, the input parameter is the text file, where we stored the heat flux values for
every node of the plasma facing surface of simplified finger model. Data of the text file is loaded into
script. Then Elmer is searching for the heat flux value of the individual node via the script. Iteration
through the list of all values in the file is made. When the ID of the searched node matches the one in
the file, the heat flux is stored to variable g and then returned to the Solver. Example is shown in the
code below.
! The file is opened. We defined the unit of the file, that can be
! a random integer. We also define the type of access to the data.
open (unit=15, file="fluxdata.dat", status='old', &
access='sequential', form='formatted', action='read' )
! Definition of matrix size that will contain data from the file
allocate(list(length_of_list,2))
! Iteration through the file. In every iteration we store the data
! into fortran array.
do i=1,length_of_list
read (15,*) list(i,1), list(i,2)
enddo
! After we read the data, we can close the file
close(15)
! Then we iterate through the fortran matrix again. If the
! identification number of node matches the input ID, we store the
! flux value into *g*.
do i = 1,length_of_list
id_vozlisca = list(i,1)
tok = list(i,2)
if (n == id_vozlisca) THEN
g = tok
end if
enddo
Now we have heat flux defined for every onde on the plasma facing surface of the finger. Other boundary
conditions like zero heat flux, heat transfer parameter and bulk temperature is written to the sif file in
the tabular form, since these definitions are very simple and not complex like plasma heat flux. These
boundary conditions are the same for every finger in the panel. The only change between the panels
is the plasma heat flux on the surface. After the computation is done, we get the vtk file for every
individual finger as well as one master vtk with all the fingers in it. These files contain temperature
distribution.
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1.3 Graphical User Interface
After the computation of power deposition on the ITER first wall panel in SMITER module one can
study the effect of temperature distribution on the plasma facing components. ELMER module was
created in order to help the user get the basic idea of how the temperature distribution would look like
in the plasma facing components. The screenshot of elmer module is shown in the image
The goal of the graphical user interface is to simplify the usage of temperature calculation code. This is
why user needs to define three key parameters in order for temperature calculation to be successful.
• VTK file: VTK file is the output file of Smiter power deposition calculation. The format of the vtk
file is unstructured grid and contains information about one enhanced heat flux panel or normal
heat flux panel.
• Type of panel: There are two possible types of panels in ITER tokamak. The first is enhanced
heat flux panel and the other is the normal heat flux panel. Enhanced heat flux panel has max-
imum power deposition of 4.7𝑀𝑊/𝑚2 and consists of beryllium shield, CuCrZr support and
SS316 base. Those subcomponents form hypervapotron, the component with highest thermal
loading in the reactor. Normal heat flux panel consists of beryllium shield, CuC1 support, and two
subcomponents made of CuCrZr and SS316. Biggest power deposition is 2𝑀𝑊/𝑚2.
• Position of panel: There is 18 panels in poloidal direction. Every one of them has its own
inclination angle, that depend on the position of the panel in poloidal cross-section. In order to
align the panel with the simplified model, one has to determine the position of the panel in poloidal
cross-section.
1.4 Tutorial of case preparation
In this section we will show how to calculate temperatures on the enhanced heat flux panel. Our starting
point is the power deposition result on first wall panel 4, that was produced during benchmarking of
SMITER code with the field line tracing code PFCFLUX. The starting article is Impact of a narrow
limiter SOL heat flux channel on the ITER first wall panel shaping [NF55]. Power deposition
and incidence angles on first wall panel 4 (FWP4) were studied in this NF55 paper with the field line
tracing code PFCFLUX. The output result of SMITER calculation is a vtk file format that contains the
information of nodes, their coordinates, mesh elements in the form of triangles and power deposition on
this triangles.
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This SMITER output file will be the input file for temperature calculation dialog. The other two infor-
mations that we need to point out are:
• Panel position: The panel studied is panel number 4 in poloidal cross-section.
• Type of panel: Panel number 4 is enhanced heat flux panel.
First, we have to move to Elmer module. In the upper toolbar of Smiter GUI we navigate to DropDown
selection name Modules as shown in image Fig. 8.
Fig. 8: DropDown selection of Elmer modules.
There we see options for different modules, that are available in Smiter. We click on ELMER. See image
Fig. 9.
Fig. 9: List of Elmer modules.
The screenshot of Elmer consists of two main dialogs that can be found in the upper toolbar. See image
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Fig. 10.
Fig. 10: Two main dialogs of Elmer module.
Two possible dialogs are:
• Create new ELMER case: With this dialog we can create new Elmer case for temperature cal-
culation.
• Show ELMER tools dialog: With this dialog we can define completely new ELMER case with
its own meshes, boundary conditions, material properties and its own physical model, that does
not neccessarily mean heat transfer model, but also other mathematical models like Navier-Stokes
equations, thermomechanical analysis, etc.
If we click on Create new ELMER case, the following dialog appears on the screen. See image Fig. 11.
Fig. 11: Elmer dialog for temperature computation.
First, we have to define the name of our case. We choose to input benchmark. Then we have to navigate
to the vtk file of the SMITER benchmark case. Then we define the panel type and then the panel
position. After all the values are defined, we click Apply. After that we can move to the object browser.
In the object browser we can see the tree structure of the objects defined in the study. Under Elmer we
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can see the benchmark case. If we right-click on it, a list of options appears on the screen. If we click
on Compute case, the computation will start. See image Fig. 12.
Fig. 12: Compute case label of Elmer case. With right click on Compute case the computation starts.
We can observe different stages of computation in the ELMER Output Dialog located in the bottom left
corner. See image Fig. 13.
Fig. 13: Output console of temperature calculation. Here we can observe different stages of output,
which finger is being calculated, have the meshes been prepared correctly, etc.
After the computation is finished, we can move to the /tmp folder, where temperature files are stored
by default. Inside there is a new folder with the same name as the name of input vtk file. If we open
this folder the structure files is revealed to us. For every finger there is a folder with names fingerleft
and fingerright with ID number of finger. Inside those folders there are mesh files and sif file of the
individual finger. Last two files are the output files of the computation File with vtk extension contains
full mesh with temperatures and heat fluxes. File temperatures.dat contains coordinates of nodes on
the plasma facing surface and their temperatures in tabular form. Both result files are copied in the
main directory of the temperature computation. File fullVtk.vtk is a full vtk file with all the fingers,
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temperatures and heat fluxes.
project
fingerleft*
casevtk.sif
mesh.boundary
mesh.header
mesh.names
mesh.nodes
meshpartition.unv
casevtkfile.0001.vtk
temperatures.dat
fingerright*
casevtk.sif
mesh.boundary
mesh.header
mesh.names
mesh.nodes
meshpartition.unv
casevtkfile.0001.vtk
temperatures.dat
temperatures*.dat
fingerleft*.vtk
fingerright*.vtk
fullVtk.vtk
1.5 Result
The result is a full first wall panel with temperatures, as shown in Fig. 1.5.
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