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Tato bakalářská práce  se  zabývá problematikou směrování  v  IP  sítích,  popisuje  různé  směrovací 
protokoly.  Ukazuje  možná  řešení  vyhledávání  nejdelšího  shodného  prefixu,  výhody  a  nevýhody 
jednotlivých řešení. Popisuje strukturu trie a její varianty. Detailně popisuje strukturu shape shifting 
trie,  metodu  jejího  vytváření  a  způsob  průchodu touto strukturou –  vyhledávací  algoritmus  SST. 
Popisuje návrh a implementaci  aplikace,  která graficky demonstruje průběh vyhledávání  v datové 
struktuře SST. Popisuje dekompozici problému a způsob jejího řešení v implementaci.
Abstract
This bachelor's  thesis  deals with IP routing and different  routing protocols.  It  describes  different 
solutions  of  the  longest  prefix  matching,  advantages  and  disadvantages  of  different  approaches. 
Shows the concept of the trie data structure and its alternatives. Describes the Shape Shifting Trie data 
structure in detail, as well as process of its creation and the way of traversing the nodes in SST route 
lookup algorithm. At last, application design and implementation is described. Main purpose of the 
application is to graphically demonstrate the function of SST route lookup algorithm.  This thesis 
shows decomposition approach to this task, describes major problems and its solution.
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1 Úvod
V dnešnej  dobe informačného  rozkvetu  chce mať  takmer  každý  človek  vysoko-rýchlostný 
prístup k Internetu. Avšak len málo ľudí vie, čo sa za tým skrýva. Internet má v dnešnej dobe 
podobu siete s hviezdicovou topológiou. Z pohľadu koncové ho užívateľa je to jednoduchá vec 
– jednoducho si „kúpi rýchly Internet“. Bližší pohľad na tento technický problém ukazuje, že 
ak  má užívateľ  vysoko-rýchlostný prístup,  musia  byť  všetky prvky siete  dostatočne rýchle 
a kvalitné,  aby  zabezpečili  vysokú  rýchlosť  pre  všetkých  užívateľov.  Toto  je  ale  problém, 
s ktorým  musia  zápasiť  sprostredkovatelia  Internetu,  telekomunikačné  spoločnosti, 
výrobcovia hardvéru a v neposlednom rade vývojári nových technológií. Práve nové a kvalitné 
technológie sú zárukou úspechu.
So stále stúpajúcim množstvom nových užívateľov, ktorý kladú čím ďalej,  tým vyššie 
nároky na rýchlosť  pripojenia  sa vynára na povrch problém s rapídne rastúcim objemom 
spracovávaných dát  v počítačových sieťach.  S týmto súvisí  aj  rýchlosť rozhodovacej  logiky 
použitej  na  hlavných  sieťových  prvkoch  akými  sú  napríklad  prepínače  (angl. switch) 
a smerovače  (angl.  router).  V  kvalitných  smerovačoch  určených  pre  použitie  v  kritických 
bodoch  počítačových  sietí  sa  používajú  najmodernejšie  technológie.  Tieto  technológie 
zabezpečujú  vysoko-rýchlostné  spracovanie  dát  –  konkrétne  paketov,  čo  je  kľúčové  pre 
zabezpečenie vysokej rýchlosti dátových prenosov.
Táto práca je  zameraná  na demonštrovanie  algoritmu  Shape Shifting Trie,  ktorý  je 
určený pre použitie na výkonných smerovačoch pri procese vyhľadávania najvhodnejšej cesty 
pre spracovávaný paket. Samotný algoritmus bude vysvetlený v časti 3.3. 
V nasledujúcich častiach sa budem venovať podstate smerovania paketov v IP sietiach, 
smerovacím protokolom (RIP, OSPF atď.), v druhej kapitole vysvetlím problém vyhľadávania 
najdlhšieho zhodného prefixu, spomeniem dátové štruktúry, ktoré sa v tejto oblasti používajú 
a z ktorých zároveň vychádza  Shape Shifting Trie.  Tretia kapitola sa bude venovať popisu 
vytvorenej aplikácie a jej funkcií.
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2 Smerovanie v počítačových sietiach
Zabezpečiť spoľahlivý prenos dát je problém, ktorého riešenie sa hľadalo dlhé roky. Dnešná 
koncepcia  siete  Internet  vychádza  z  projektu  ARPANET,  ktorý  bol  po  prvý  raz  spustený 
v roku 1969. Prvý používaný protokol (NCP – Network Control Program) bol neskôr v roku 
1980  [RFC760] nahradený  protokolmi  rodiny  TCP/IP,  ktoré  zabezpečujú  sieťovú 
komunikáciu  dodnes.  Komunikácia  v  sietiach  tohto  typu  funguje  s  použitím  prepínania 
paketov –  dáta  sú  rozdelené  na  malé  samostatné  časti,  ktoré  sú  smerované  do  cieľa 
jednotlivými uzlami siete. Tento proces popisuje IP protokol definovaný v [RFC791].
2.1 IP Protokol
Každý  počítač,  prípadne  iné  sieťové  zariadenie  pripojené  do  siete  musí  mať   pridelenú 
jedinečnú IP adresu, ktorá ho jednoznačne označuje. Na tomto fakte je založené fungovanie 
IP smerovania. Spôsob, akým sú prideľované adresy jednotlivým počítačom podlieha definícii 
z  [RFC791].  V  súčasnosti  sa  používajú  dve  verzie  IP protokolu:  IPv4   a  IPv6.   IPv6  je 
nástupcom  IPv4,  používa  128-bitové  adresy,  zatiaľčo  pôvodná  verzia  používa  32-bitové 
adresy. IPv6 bola vyvinutá hlavne pre ubúdajúcu kapacitu adresového priestoru IPv4, ktorá 
poskytuje približne 4 miliardy (4,3×109) jedinečných IP adries. Podľa súčasnej rýchlosti rastu 
počtu registrovaných IP adries (máj 2009) štúdie ukazujú [Huston09], že týmto tempom sa 
minú voľné IP adresy približne v máji  až júli  roku 2011.  Adresový priestor IPv6 dosahuje 
kapacitu  približne 340 sextiliónov  (3,4×1038)  IP adries,  čo ho predurčuje  k  tomu aby bol 
ďalej  využívaný v nasledujúcej  ére počítačových sietí.  Na vysvetlenie problematiky v tejto 
práci však plne postačí IPv4.
Internet protocol,  alebo tiež  IP protokol  poskytuje dve základné funkcie: adresovanie 
a fragmentáciu.
IP protocol poskytuje prenos blokov dát, nazývaných datagramy, od zdroja k cieľu, kde 
zdrojom a cieľom sú zariadenia  označené  adresou s  pevnou dĺžkou.  Adresy  sú získavané 
z IP hlavičky každého datagramu. Výber cesty pre prenos dát sa nazýva smerovanie.
Polia IP hlavičky sú využívané aj pre fragmentáciu a opätovné poskladanie datagramov, 
keď je  to potrebné na prenos prostredníctvom sietí  s  limitovanou veľkosťou prenášaného 
datagramu.
IPv4  používa  IP adresy  s  dĺžkou  32 bitov  (4 bajty),  ktoré  sú  zvyčajne  zapisované 
v desiatkovej bodkovej notácii. Tu je príklad:  147.229.2.90. Na obrázku č.1 je znázornená 
IP adresa v dvoch podobách pre ľahšie pochopenie toho v akom formáte je spracovávaná.
Uvedená adresa v čase písania práce ukazuje na www.vutbr.cz. 
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Obrázok 1: IPv4 adresa v desiatkovej bodkovej notácii a 
jej alternatíva v binárnej podobe.
Podľa  pôvodného  konceptu  sa  IP adresa  skladala  z  dvoch  častí:  číslo  siete  (prvých 
8 bitov)  a  číslo  stanice  (zvyšných 24 bitov).  To však umožňovalo  adresovať  len 256 sietí, 
v každej však mohlo byť vyše 16 miliónov staníc. Tento koncept ale nevyhovoval rýchlo sa 
množiacim lokálnym sietiam, takže ho bolo nutné zmeniť. Adresy sa teda rozdelili do tried, 
ktoré  sa  rozlišovali  podľa  prvých  niekoľkých  bitov  IP adresy.  Rozdelenie  do  tried  je 
znázornené v tabuľke č.1.
Na jednoznačnú charakteristiku siete  stačí  poznať nasledujúce  dva údaje:  IP adresu 
a masku podsiete. Jednoduchou logikou je možné z týchto dvoch údajov zistiť adresu siete, 
rozsah použiteľných adries pre sieťové stanice, adresu všesmerového vysielania (broadcast). 
Podľa rozdelenia do jednotlivých tried mali masky podsietí štandardne dĺžku 8 (A), 16 (B) 
alebo 24 (C) bitov.
Postupom času sa však aj  toto riešenie s rastúcim množstvom adries  ukazovalo ako 
nedostačujúce a od roku 1993 sa začalo používať tzv. beztriedne medzidoménové smerovanie 
(CIDR1)  [RFC1519],  v preklade. Hlavná myšlienka spočíva v použití variabilnej dĺžky masky 
podsiete, čo umožňuje efektívne využitie adresového priestoru. Spolu so zavedením CIDR sa 
začal používať zjednodušený zápis masky podsiete.
Zápis adresy siete vyzerá nasledovne:
a.b.c.d/x, 
kde a.b.c.d je IP adresa a x udáva dĺžku (počet bitov) masky podsiete alebo tiež dĺžku 
tzv.  prefixu.  Namiesto štandardného samostatného zápisu masky vo forme 255.255.255.0 
sa jednoducho použije  zápis  /24.  Tento zápis  vychádza zo skladby masky podsiete.  Tá je 
tvorená  určitým  počtom  po  sebe  idúcich  jednotiek  nasledovaným  nulami.  Práve  počet 
jednotiek určuje číslo x, ktoré je v CIDR notácii uvedené za IP adresou oddelené lomítkom. 
Tento spôsob umožňuje zvoliť masku podsiete presne podľa potrieb individuálnej siete. 
Z toho vyplýva, že na malú sieť s 10 stanicami nemusíme vyhradiť sieť triedy C, ale postačí 
sieť  s  maskou  o  dĺžke  28  bitov.  Porovnanie  využitia  adresového  priestoru  je  uvedené 
v tabuľke č. 2.
Zatiaľčo  v  prvom  prípade  by  ostalo  nevyužitých  244  adries  vo  vyhradenej  sieti, 
s použitím CIDR ostanú nevyužité len 4 adresy. Zvyšok adresového priestoru je možné využiť 
pre  ďalšie  siete.  Rovnaký adresový priestor  môže s  využitím CIDR obsahovať  až  16  sietí, 
z ktorých každá postačuje pre 14 staníc.  Z uvedeného jasne vyplýva ,  že je možné docieliť 
značné úspory adries. Nielen, že je možné efektívne využiť adresy pre dvojbodové spojenia, 
kde by inak bolo neúmerné mrhanie nevyužitými adresami, ale zároveň je možné tvoriť siete 
1  CIDR – Classless Inter-Domain Routing
3
Tabuľka 2: Porovnanie využitia adresového priestoru
Classful adressing CIDR
Adresa siete (prefix) 192.168.12.0/24 192.168.12.0/28
Maska podsiete 255.255.255.0 255.255.255.240
Rozsah adries








Tabuľka 1: Triedy IP adries
Trieda 1. bajt Štandardná m aska Bitov siete Bitov stanice Sietí Staníc v každej sieti
A 0 0–127 255.0.0.0 7 24 126
B 10 128-191 255.255.0.0 14 16
C 110 192-223 255.255.255.0 21 8 254
D 1110 224-239 multicast






dimenzované pre rôzny počet staníc bez zbytočných strát. Konkrétne to ukážem na príklade, 
kedy  je  potrebné  vytvoriť  sieť  pre  400  staníc.  V  pôvodnom  koncepte  by  sieť  triedy  C 
nepostačovala pre také množstvo adries (max 254 adries), bolo by nutné použiť sieť triedy B 
(65534 adries). Toto by ale malo za následok že zvyšných 65134 adries v danej sieti by zostalo 
nevyužitých.  CIDR v tomto prípade umožní vytvoriť  sieť s  maskou  /23 s  dĺžkou 23 bitov 
(255.255.254.0), ktorá  poskytne  510  adries  pre  sieťové  stanice.  V  takomto  prípade  je 
úspora 650-násobná. 
Nasledujúca ukážka na obrázku č.  2 znázorňuje priebeh prenosu datagramu po sieti 
z jednej aplikácie do druhej.
Postup pri posielaní dát po sieti z jednej aplikácie do druhej:
1. Aplikácia (Application Program 1) pripraví dáta, ktoré majú byť odoslané a zavolá 
lokálny internetový modul aby odoslal tieto dáta ako datagram. Aplikácia mu predá 
cieľovú IP adresu a ostatné parametre spojenia ako argumenty volania.
2. Internetový  modul  pripraví  hlavičku  datagramu  a  pripojí  k  nej  dáta  aplikácie. 
Internetový modul vyhodnotí lokálnu sieťovú adresu pre danú IP adresu – to je buď 
adresa sieťovej  brány,  alebo priamo adresa koncovej  stanice.  Závisí  to  od toho,  či 
koncová  stanica  patrí  do  rovnakej  podsiete  ako  zariadenie,  z  ktorého  je  datagram 
odosielaný. Internetový modul postúpi datagram a lokálnu sieťovú adresu lokálnemu 
sieťovému rozhraniu (LNI-1).
3. Lokálne  sieťové  rozhranie  (LNI-1)  vytvorí  lokálnu  sieťovú  hlavičku,  pripojí  k  nej 
datagram a výsledok odošle po lokálnej sieti (Local Network 1).
4. Datagram je doručený na sieťovú bránu zabalený do sieťovej hlavičky, lokálne sieťové 
rozhranie (LNI-2) odstráni túto hlavičku a predá datagram na spracovanie lokálnemu 
internetovému  modulu.  Internetový  modul  v  smerovacej  tabuľke  vyhľadá 
zodpovedajúci  záznam  podľa  cieľovej  IP  adresy,  ktorý  obsahuje  informáciu 
o rozhraní, ktorým bude paket odoslaný ďalej, prípadne obsahuje IP adresu ďalšieho 
uzla,  na  ktorý  má byť  paket  odoslaný.  Internetový modul  predá  datagram a  novú 
vyhľadanú sieťovú adresu sieťovému rozhraniu (LNI-3) pracujúcemu v druhej sieti 
(Local Network 2) – v tej istej, do ktorej patrí vyhľadaná sieťová adresa.
5. Toto  sieťové  rozhranie  (LNI-3)   vytvorí  novú  hlavičku,  pripojí  k  nej  datagram 
a výsledok odošle cieľovej stanici prostredníctvom lokálnej siete (Local Network 2).
6. Po  prijatí  cieľovou  stanicou  je  datagram  zbavený  lokálnej  sieťovej  hlavičky  na 
sieťovom rozhraní (LNI-4) a predaný internetovému modulu.
7. Internetový modul rozhodne, že datagram je určený pre aplikáciu na tejto konkrétnej 
stanici.  V  odpovedi  na systémové volanie  sú predané dáta  aplikácii  (Application 
Program 2) spolu so zdrojovou adresou a ostatnými parametrami.
Pri  kroku číslo  2  a  kroku číslo  4  je  podľa  cieľovej  IP adresy  vyhodnocovaná  cesta, 
ktorou bude datagram odoslaný po sieti ďalej. Tento proces zahŕňa vyhľadanie najdlhšieho 
zhodného  prefixu,  ktorý  určuje  najvhodnejšiu  cestu  k  cieľovej  stanici.  Toto  je  problém, 
ktorého  sa  táto  práca  priamo  týka  pretože  sa  tu  uplatňujú  výkonné  algoritmy,  akým  je 
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Obrázok 2: Cesta dátového prenosu
  Application                                           Application
   Program 1                                                 Program 2
         \                                                   /      
       Internet Module      Internet Module      Internet Module    
             \                 /       \                /           
             LNI-1          LNI-2      LNI-3         LNI-4          
                \           /             \          /              
               Local Network 1           Local Network 2            
napríklad aj  Shape Shifting Trie.  Vyhľadanie najdlhšieho zhodného prefixu bude podrobne 
vysvetlené v 3. kapitole. 
2.2 Smerovacie protokoly
Smerovače musia poznať smerovacie informácie (cesty) aby boli schopné správne vykonávať 
svoju  funkciu.  Databáza  týchto  ciest  môže  byť  na  smerovači  nastavená  dvomi  hlavnými 
spôsobmi. 
Prvým spôsobom je  ručné  nastavenie  statických  ciest.  Tento  variant  je  vhodný  pre 
použitie na smerovačoch v relatívne malých sietiach, alebo v sietiach, kde nedochádza často 
k zmenám topológie  siete.  Pri  každej  zmene  topológie  je  v  takomto  prípade  nutné znova 
manuálne nastaviť všetky nové cesty na každom smerovači v danej sieti aby bola zaistená 
správna funkčnosť a spoľahlivosť dátových prenosov. Táto úloha by vo väčších sietiach bola 
veľmi tvrdým orieškom aj pre skúseného sieťového administrátora. 
Preto boli vyvinuté tzv. smerovacie protokoly (angl. routing protocols), ktoré slúžia na 
výmenu  smerovacích  informácií  medzi  smerovačmi  v  sieti.  Každý  smerovač  obsahuje  na 
začiatku  iba  informácie  o  sietiach,  ktoré  sú  priamo  pripojené  na  jeho  sieťové  rozhrania. 
Pomocou  smerovacieho  protokolu  propaguje  tieto  smerovacie  informácie  najprv  svojím 
susedným smerovačom a tie ich následne rozposielajú po sieti ďalej. Ostatné smerovače si tak 
dokážu  vytvoriť  prehľad  o  topológii  siete  a  na  základe  týchto  informácií  dynamicky 
aktualizujú svoje smerovacie tabuľky.
Smerovacie protokoly sa delia do dvoch hlavných kategórií podľa ich určenia. 
• Jedna kategória zahŕňa protokoly, ktoré sa používajú v rámci jedného autonómneho 
systému (vnútornej siete) – nazýva sa Interior Gateway Protocol (IGP). Do tejto 
skupiny patria: RIP, (E)IGRP, IS-IS, OSPF. 
• Druhá kategória – Exterior Gateway Protocol (EGP) – ako už z názvu vyplýva, 
používajú sa medzi jednotlivými autonómnymi systémami. Zástupcom tejto skupiny 
je protokol BGP, ktorý je aktuálne jadrom smerovania v internete.
Ďalšie  delenie  je  podľa  spôsobu  vyhodnocovania  najvhodnejšej  dátovej  cesty.  Tu 
existujú takisto dve kategórie:
• Distance vector protokoly (prípadne  Path vector) – ohodnocovanie ciest podľa 
vektoru vzdialenosti
Tieto  protokoly  s  výnimkou  EIGRP  používajú  Bellman-Ford  algoritmus.  Každý 
smerovač  propaguje  vzdialenosti  k  ostatným  smerovačom  a  prijíma  podobné 
informácie  od  ostatných  smerovačov.  Pomocou  týchto  informácií  napĺňa  svoju 
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Obrázok 3: Porovnanie miesta použitia IGP a EGP protokolov
smerovaciu tabuľku. V ďalšom cykle propagovania smerovač vysiela už aktualizované 
informácie zo svojej  smerovacej  tabuľky.  Tento proces sa opakuje kým smerovacie 
tabuľky každého smerovača konvergujú na stabilné hodnoty. Nevýhodou niektorých 
z týchto protokolov je pomalá konvergencia.
Zástupcovia kategórie distance vector protokolov:
◦ RIP (Routing Information Protocol) verzie 1 a 2 
◦ IGRP (Interior Gateway Routing Protocol)
◦ EIGRP (Enhanced Interior Gateway Routing Protocol) – EIGRP možno označiť za 
hybridný  protokol,  pretože  v  sebe  spája  funkcie  distance  vector  aj  link  state 
protokolov. Je založený na DUAL2 algoritme.
◦ BGP (Border Gateway Protocol) – path vector protokol – používa odlišnú metriku 
ako distance vector protokoly
• Link state protokoly – ohodnocovanie ciest podľa stavu spojenia
Tieto protokoly používajú  Dijkstra algoritmus. V tomto návrhu má každý smerovač 
informácie  o  kompletnej  topológii  siete.  Na  základe  týchto  informácií  každý  uzol 
individuálne vypočíta najvhodnejší ďalší uzol (next hop) pre každý možný cieľ v sieti. 
Smerovacia  tabuľka  je  potom  zostavená  zo  súboru  týchto  najvhodnejších  ďalších 
uzlov. Medzi smerovačmi nie sú posielané smerovacie informácie, ale len informácie 
potrebné na vytvorenie mapy topológie.
Zástupcovia kategórie link state protokolov:
◦ IS-IS (Intermediate System to Intermediate System)
◦ OSPF (Open Shortest Path First)
Charakteristické  vlastnosti  smerovacích  protokolov,  ktorými  sa  od  seba  odlišujú  sú 
hlavne:
• spôsob, akým predchádzajú tvorbe smerovacích slučiek3 (angl. routing loops)
• spôsob,  akým  vyberajú  preferované  cesty  použitím  informácií  o  ohodnotení  uzla 
(angl. hop cost)
• množstvo času potrebné na dosiahnutie konvergencie
• schopnosť rozširovať sa – v závislosti na veľkosti siete (na počte smerovačov)
2.3 Rýchlosť spracovania paketov
V  sieťach  typu  Ethernet podľa  štandardu  IEEE  802.3  môžu  byť  prenášané  datagramy 
s veľkosťou 64 – 1518 bajtov. Na vypočítanie času, ktorý je k dispozícii na spracovanie paketu 
na smerovači je možné predpokladať nasledovné. V najhoršom prípade, kedy by po sieti bolo 
prenášané maximálne množstvo paketov treba rátať s ich minimálnou veľkosťou. Je možné 
teda uvažovať,  že je  veľkosť  prenášaných paketov  s  = 64 B = 512 bitov. Na chrbticových 
sieťach sú v dnešnej dobe bežne používané spojenia 10Gbit Ethernet s prenosovou rýchlosťou 
10 Gbit/s. 10Gbit Ethernet vkladá medzi pakety medzeru o dĺžke  ipg = 96 bitov. Z týchto 
údajov je možné jednoducho vypočítať maximálny počet paketov na sieti za 1 sekundu:
rýchlosť b /s 
veľkosť paketu b ipg b preambula b 




a podobne čas pre spracovanie jedného paketu: 
2 DUAL – Diffusing Update Algorithm
3 situácia, kedy je paket odosielaný opätovne na ten istý smerovač
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veľkosť paketu b ipg b preambula b 
rýchlosť b /s 
×109= čas na jeden paket ns 
512b96b64b
10×109b /s
×109 = 67,2 ns
V prípade linky s prenosovou rýchlosťou 39,813.12 Mbit/s, ktorá odpovedá špecifikácii 




Z týchto výsledkov vyplýva, že pre zachovanie priepustnosti siete s vysokou prenosovou 
kapacitou je nutné aby celkové spracovanie paketu na smerovači prebehlo v kratšom čase ako 
hodnoty  výsledkov  predchádzajúcich  výpočtov  v  závislosti  na  type  prenosovej  siete. 
Pripomínam,  že  smerovač  musí  previesť  nasledujúce  kroky  s  každým  spracovávaným 
paketom.
Hlavné kroky, ktorými sa riadia smerovače po prijatí paketu:
1. Kontrola  poľa FCS (Frame Check Sequence) v sieťovej  hlavičke každého rámca na 
vylúčenie chyby pri prenose na sieťovej vrstve. Ak sa zistí chyba, rámec je vymazaný 
a nepokračuje sa ďalšími krokmi.
2. Overenie adresy (MAC) spojovacej  vrstvy,  pokračuje sa len v  prípade,  že je  rámec 
adresovaný priamo tomuto smerovaču alebo na broadcast adresu, prípadne viacerým 
príjemcom prihláseným do multicastovej skupiny.
3. Je  odstránená  obálka  (hlavička  a  päta)  sieťovej  vrstvy  a  ďalej  smerovač  pracuje 
s pôvodným IP paketom v stave, v akom bol odoslaný zo zdrojového zariadenia.
4. V smerovacej tabuľke je vyhľadaný zodpovedajúci záznam podľa cieľovej IP adresy, 
ktorý obsahuje informáciu o rozhraní, ktorým bude paket odoslaný ďalej,  prípadne 
obsahuje IP adresu ďalšieho uzla (tzv. Next Hop), na ktorý má byť paket odoslaný.
5. Podľa záznamu v smerovacej tabuľke je určená cieľová adresa sieťovej vrstvy.
6. IP  paket  je  zabalený  do  novej  obálky  sieťovej  vrstvy  –  je  pridaná  nová  hlavička 
a ukončovacia časť, ktorá obsahuje MAC adresu rozhrania, ktorým bude paket poslaný 
ďalej (zdrojová MAC adresa) a MAC adresu ďalšieho uzla, prípadne ukončovacieho 
zariadenia (cieľová MAC adresa).
Kroky 4 a 5 odpovedajú procedúre vyhľadávania najdlhšieho zhodného prefixu, ktorý je 
popísaný v nasledujúcej kapitole. 
4 Spojenie s rýchlosťou podľa OC-768 je v praxi použité na transatlantickom vedení 
„TAT-14/SeaGirt“
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3 Vyhľadanie najdlhšieho zhodného 
prefixu
Internetové stanice používajú LPM5 algoritmus a smerovacie tabuľky na vyhľadanie vhodnej 
cesty  pre  spracovávané  IP  pakety.  Smerovacie  tabuľky  môžu  mať  rôzne  formy,  ale  na 
vysvetlenie funkčnosti postačí nasledujúci jednoduchý model. 
Každý záznam v smerovacej tabuľke obsahuje minimálne tieto dve hlavné polia: prefix 
IP adresy a nasledujúci uzol (next hop). Záznamy zvyčajne obsahujú aj iné polia: metriku, 
• Prefix IP adresy určuje rozsah cieľových IP adries, pre ktoré je daný záznam platný. 
Podmienkou aby patrila do tohto rozsahu je, že sa začiatok IP adresy musí zhodovať 
s prefixom. Prefix môže mať 0 až 32 významových bitov, zvyčajne sa zapisuje v CIDR 
notácii  – napríklad prefix IP adresy  128.8.0.0/16  zahŕňa všetky cieľové IP adresy 
z rozsahu 128.8.0.1 – 128.8.255.255. 
• Nasledujúci  uzol  obsahuje IP adresu inej stanice alebo smerovača,  ktorý je priamo 
dostupný prostredníctvom sieťového spojenia  (Ethernet,  sériové spojenie alebo iné 
fyzické pripojenie).
Pretože každý záznam v smerovacej tabuľke môže určovať nejakú sieť,  jedna cieľová 
IP adresa môže odpovedať viacerým smerovacím záznamom. Aby bolo možné jednoznačne 
určiť nasledujúcu cestu, je vybraný záznam, ktorý najpresnejšie vyhovuje cieľovej IP adrese. 
Takýmto  záznamom  je  ten,  ktorý  má  najdlhší  prefix  (najväčší  počet  jednotiek  v  maske 
podsiete).
Napríklad uvažujme tieto záznamy v smerovacej tabuľke:
Keď  smerovač  prijme  paket  s  cieľovou  IP adresou  172.24.33.1,  bude  paket  ďalej 
odoslaný  na  10.1.1.1. A  podobne,  paket  s  cieľovou  IP adresou  172.24.32.1 bude 
preposlaný na 10.1.1.2.
Bližší rozbor tohto rozhodnutia je nasledovný:
Dĺžka prefixu určuje počet významových bitov v binárnom zápise. Iba významové bity 
prefixu  sú  smerodajné  pri  hľadaní  zhody  s  cieľovou  IP adresou.  Ostatné  bity  vyznačené 
červenou farbou nie sú podstatné.
Z binárneho zápisu na obrázku č.  5 je  vidieť,  že IP adresa 1  vyhovuje len prefixu 1. 
IP adresa 2 však vyhovuje obom prefixom, pretože významové bity prefixu (vyznačené hrubo) 
sa v oboch prípadoch zhodujú s bitmi IP adresy 2. Inak povedané, IP adresa 2 patrí do oboch 
rozsahov IP adries, ktoré pokrývajú vybrané prefixy. V takomto prípade sa vyberie záznam, 
5 LPM – z angl. Longest Prefix Match
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Obrázok 4: Ukážka výpisu smerovacej tabuľky
C 147.97.3.0/24 is directly connected, Ethernet1/2
C 247.97.2.0/24 is directly connected, ATM/0.1
172.24.0.0/16 is variably subnetted, 2 subnets, 2 masks
D 172.24.32.0/20 [90/10545152] via 10.1.1.1
D 172.24.32.0/24 [90/314368] via 10.1.1.2
S* 0.0.0.0/0 [1/0] via 10.1.1.3 
Obrázok 5: Názorné vyhľadanie zhody IP adresy a prefixu
CIDR notácia Binárny zápis
IP adresa 1 172.24.33.1 10101100.00011000.00100001.00000001





ktorého  prefix  je  dlhší  a  tým špecifickejšie  určuje  ďalšiu  cestu  pre  daný  paket.  V  tomto 
príklade je vybraný prefix 2 s dĺžkou 24 bitov.
3.1 Štruktúra uchovania dát
Smerovacie  tabuľky  môžu  obsahovať  veľké  množstvo  prefixov.  Počet  záznamov 
uchovávaných v  smerovacej  tabuľke sa líši  v  závislosti  od umiestnenia daného zariadenia 
v sieti.  Všeobecne  platí,  že  koncové  stanice  majú  jednoduché  tabuľky  uchovávajúce  malé 
množstvo  záznamov  (väčšinou  menšie  ako  10).  Lokálny  smerovač  v  domácej  alebo 
podnikovej sieti obsahuje zvyčajne rádovo desiatky záznamov ak sa používa IGP – závisí to od 
veľkosti  domácej  respektíve  podnikovej  siete.  Smerovače  poskytovateľov  internetového 
pripojenia, tzv. ISP6, musia pracovať už s podstatne väčšími tabuľkami. Aktuálne obsahuje 
hlavná  smerovacia  tabuľka  BGP  celkovo  vyše  290000  prefixov7.  Pri  takomto  množstve 
záznamov  musí  byť  vhodne  zvolený  spôsob  uchovania  týchto  informácií,  jednak  pre 
optimálne  využitie  pamäte,  jednak  pre  zachovanie  vysokorýchlostného  prístupu  k  týmto 
informáciám.
Najjednoduchší a spoľahlivý spôsob vyhľadania prefixu je sekvenčné vyhľadávanie 
vo všetkých záznamoch smerovacej tabuľky. Pri tomto spôsobe nemusia byť dáta v tabuľke 
zoradené,  čo  zaručuje  bezproblémové  vkladanie  a  vymazávanie  záznamov  z  tabuľky. 
Vyhľadávanie  začína  na  úrovni  I=1,  kde  I  určuje  počet  zohľadňovaných  bitov  adresy.  Pri 
vyhľadávaní sa postupne prechádzajú záznamy a vyhľadáva sa v nich počiatočná sekvencia 
bitov s dĺžkou I. Ak je nájdený záznam, je uložený ako potenciálny výsledok. V nasledujúcom 
kroku sa vyhľadávanie opakuje s I=I+1. Toto sa opakuje až kým nie je nájdený v ďalšom 
priebehu žiadny vyhovujúci záznam. Výsledkom vyhľadávania najdlhšieho zhodného prefixu 
sa tak stáva posledný uložený potenciálny výsledok.
Napriek svojej jednoduchosti má tento spôsob vyhľadávania jednu zásadnú nevýhodu. 
Časová  náročnosť  rastie  s  počtom  záznamov  v  tabuľke,  čo  by  pri  dnešných  veľkostiach 
smerovacích  tabuliek  viedlo  k  extrémnym  časom  spracovania,  nehovoriac  o  nevhodnosti 
prechodu k IPv6, ktoré využíva 4-násobne dlhšie adresy ako IPv4.
Iný prístup k tomuto problému je založený na TCAM8 – ternárnych asociatívnych 
pamätiach. Asociatívna pamäť je špeciálnym druhom pamäte, ktorá je schopná adresovať 
uložený  obsah  podľa  jeho  hodnoty.  Vyhľadávanie  v  pamäti  je  teda  realizované  nie  podľa 
pevnej adresy ako pri RAM pamätiach, ale podľa samotnej hodnoty. Ak sa hľadaná hodnota 
v pamäti nachádza,  je ako výsledok vrátený zoznam adries pamäti kde bola daná hodnota 
nájdená. Ide v podstate o hardvérové stelesnenie asociatívneho poľa. Ternárny variant takejto 
pamäte navyše dovoľuje pracovať okrem jednotiek a núl ešte s tretím stavom „X“ (alebo tiež 
angl.  „Don't care”), ktorý vyhovuje hľadanej hodnote 0 aj 1. To znamená, že ak je v pamäti 
uložená táto hodnota, je daný bit vyhodnotený ako zhodný bez ohľadu na to s akou hodnotou 
je porovnávaný. Tieto pamäte tak priamo podporujú vyhľadávanie prefixov, čo je využívané 
na výkonných komerčných systémoch. Náročnosť implementácie tejto technológie sa odrazila 
6 ISP – Internet Service Provider
7 Podľa zdroja CIDR report http://www.cidr-report.org/as2.0/ z 21.04.2009
8 TCAM – Ternary Content-addressable Memory
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Tabuľka 3: Prehľad počtu smerovacích záznamov na rôznych 
úrovniach siete VUT (informácie boli poskytnuté správcom 
chrbticovej siete VUT Ing. Vladimírom Záhoříkom)
použitý protokol
BGP tabuľky CESNET ~ 300000 BGP
Chrbticová sieť VUT
~ 330 OSPFFakultné prístupové body
Lokálna podsieť --(statická cesta)
počet smerovacích 
záznamov
iba cesta na 
default gateway
hlavne  vo  vysokej  obstarávacej  cene,  no  pamäte  TCAM  majú  okrem  toho  obmedzenú 
kapacitu a vyšší príkon.
Ďalší  prístup berie  za  svoj  základ  stromové  dátové štruktúry  na báze  trie.  Systémy 
využívajúce  tento  prístup nepotrebujú  pre  svoju  činnosť  špeciálne  hardvérové  vybavenie 
a preto predstavujú podstatne lacnejšie riešenie. Vysvetleniu samotnej dátovej štruktúry trie  
ako aj jej rôznym variantom sú venované nasledujúce časti tejto kapitoly.
3.2 Štruktúra 'trie'
Trie je druh digitálneho vyhľadávacieho stromu [Knuth72]
Výraz  „trie“,  pochádza  z  anglického  výrazu  „retrieval”, ktorý  znamená  v  preklade 
„hľadanie“.  Štruktúra  trie  bola  vynájdená  mužom  menom  Edward  Fredkin v  roku  1960 
[Fredkin60].
Trie,  alebo  prefix  tree je v počítačovej vede usporiadaná stromová dátová štruktúra, 
ktorá sa používa na ukladanie asociatívneho poľa, ktorého kľúčmi sú zvyčajne reťazce. Na 
rozdiel od binárneho vyhľadávacieho stromu nie je v žiadnom uzle uložená hodnota kľúča 
prislúchajúca  danému  uzlu;  namiesto  toho  je  hodnota  kľúča  určená  práve  pozíciou  uzla 
v strome.  Všetci  následníci  uzla  majú  rovnaký  spoločný  prefix  reťazca  prislúchajúceho 
danému  uzlu,  koreňu stromu  je  pridružený  prázdny  reťazec.  Hodnoty  nie  sú  štandardne 
pridružené každému uzlu, ale len listom stromu a niekoľkým vnútorným uzlom, ktoré určujú 
hodnoty kľúčov.
Názorná ukážka trie je na obrázku č. 6.
Každé kompletné anglické slovo má na obrázku č.  6 priradenú číselnú hodnotu.  Na 
ukážke sú reťazce v uzloch zobrazené len pre názornosť,  samotná štruktúra tieto hodnoty 
v uzloch  neukladá.  Postupné  ukladanie  reťazcov  so  spoločným  základom  je  výhodné  pre 
použitie  v slovníkoch a iných prípadoch, kedy je potrebné rýchle vyhľadávanie záznamov, 
ktoré majú často rovnaký základ.
Všeobecný postup vyhľadávania v trie je na nasledujúcom obrázku č. 7. Nech T je trie, 
U je ukazateľ do štruktúry a I je pozícia znaku v kľúči K:
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Obrázok 6: Ukážka štruktúry Trie 
použitej na uloženie anglických slov
Aj  keď  bola  štruktúra  trie  vyvinutá  primárne  pre  ukladanie  textových  reťazcov, 
neznamená  to,  že  nie  je  vhodná  pre  ukladanie  iného  typu  dát.  Práve  naopak,  rovnaký 
algoritmus je veľmi vhodný na ukladanie postupnosti binárnych čísel, čo ho predurčuje na 
použitie pri vyhľadávaní najdlhšieho zhodného prefixu IP adries.
3.2.1 Binárny trie
Upravený variant trie, v ktorom sú faktorom vetvenia binárne číslice sa nazýva binárny trie 
(z angl.  Binary  trie).  LPM9 vyhľadávanie  s  použitím  trie  je  riadené  jednotlivými  bitmi 
cieľovej IP adresy. Ukážka takejto štruktúry je na obrázku č. 8.
Na každej úrovni sa na základe nasledujúceho bitu adresy postupuje buď vľavo alebo 
vpravo. Zakaždým, keď je dosiahnutý uzol, ktorý je označený ako platný prefix (každý takýto 
uzol obsahuje informáciu o smerovaní alebo ukazateľ na ňu; v obrázku sú zvýraznené šedou 
farbou),  zaznamená  sa  jeho  hodnota  ako  najlepší  dosiahnutý  prefix.  Vyhľadávanie  končí 
v okamihu,  kedy  je  dosiahnutý  list  stromu  a  nie  je  možné  postúpiť  na  ďalšiu  vetvu. 
Zaznamenaná hodnota najlepšieho dosiahnutého prefixu sa stáva výsledkom hľadania LPM.
Takáto  koncepcia  je  však  pamäťovo  náročná  a  preto  boli  vyvinuté  rôzne  vylepšené 
varianty. Medzi vylepšenia patrí napríklad kompresia celej štruktúry vynechaním prázdnych 
uzlov  –  tzv.  Path-compressed  trie  (v  preklade  trie  s  komprimovanou  cestou).  Ďalším 
príkladom optimalizácie je Multi-bitový trie. 
3.2.2 Multi-bitový trie
Multi-bitový  trie  funguje  na  rovnakom princípe  ako  binárny  trie  s  tým rozdielom,  že  na 
každej úrovni sa rozhoduje nie podľa jedného bitu, ale hneď podľa n bitov, kde n>2. Podľa n 
9 Longest Prefix Match – vysvetlené v časti 3
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Obrázok 8: Ukážka binary trie
Obrázok 7: Postup vyhľadávania v štruktúre trie
1. U := Koreň (T) Nastav ukazateľ na koreň trie.
2. I := 1 Nastav I na pozíciu prvého znaku v kľúči.
3. Ak sa v zozname hrán vychádzajúcich z U nenachádza hrana 
označená K[I], hľadanie končí neúspešne.
4. Inak preveď prechod po tejto hrane do uzlu U2 a inkrementuj 
I := I+1.
5. Ak je I≤|K|, nastav ukazateľ na nasledujúci uzol U := U2 a 
pokračuj v bode 3.
6. Ak je U2 koncovým uzlom, hľadanie končí úspešne, inak 
neúspešne.
je potom možné na každej úrovni prejsť do jedného z 2n-1 uzlov. Nasleduje názorná ukážka 
multibitového trie.
Použitím  tohto  spôsobu  pre  uchovávanie  smerovacích  informácií  je  možné  urýchliť 
proces LPM a znížiť počet prístupov do pamäte tým, že je znížená hĺbka celej štruktúry trie. 
S vyššou hĺbkou ale  zároveň pribúda počet  prázdnych uzlov,  ktoré  nie  sú vo vyhľadávaní 
potrebné a preto zbytočne zaberajú miesto v pamäti. V snahe optimalizovať využitie pamäte 
bol vyvinutý algoritmus Tree Bitmap.
3.2.3 Tree Bitmap
Algoritmus Tree Bitmap je považovaný za efektívnu formu zakódovania multi-bitového trie. 
Každý uzol multi-bitového trie môže mať niekoľkých následníkov.  Pre každý uzol v multi-
bitovom trie používa tree bitmap dvojicu bitových vektorov. 
Jeden bitový vektor obsahuje 1 bit pre každý možný podstrom (následník uzla). Bit je 
nastavený  na „1“  ak  existuje  jemu odpovedajúci  podstrom,  alebo  na  „0“  pokiaľ  sa  v  trie 
odpovedajúci podstrom nenachádza. Následníci uzla sú v pamäti uložený postupne jeden za 
druhým, čo umožňuje použiť jediný ukazateľ na získanie následníka uzlu. 
Druhý  bitový  vektor  slúži  na  uchovanie  informácie  o  prefixoch,  ktoré  sú  spojené 
s daným uzlom. Podobne ako následníci aj smerovacie informácie prislúchajúce jednotlivým 
prefixom uložené v pamäti postupne umožňujú spolu s bitovým vektorom odkazovať na ne 
jediným ukazateľom pre každý uzol trie. 
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Obrázok 9: Ukážka multibit trie
Obrázok 10: Prevod binary trie na uzly štruktúry tree bitmap
Takáto forma reprezentácie celej štruktúry trie zaručuje zníženie pamäťových nárokov 
na  uloženie  kompletnej  smerovacej  tabuľky,  navyše  je  tento  spôsob  jednoducho 
implementovateľný v HW.
Avšak  aj  tree  bitmap  má  svoje  nevýhody.  Čas  spotrebovaný  vyhľadávacími 
mechanizmami založenými na trie  rastie lineárne s dĺžkou adresy,  čo je hlavnou príčinou 
nevhodnosti pre použitie s IPv6. S ohľadom na IPv6 bolo nutné vytvoriť riešenie, ktoré sa viac 
hodí pre väčšie dĺžky adresových polí. Kľúčovým zistením, ktoré by to umožnilo je fakt, že so 
zväčšovaním  dĺžky  adresy  sa  stáva štruktúra  binárneho  trie  smerom dolu  podstatne  viac 
a viac roztrúsená. To znamená, že sa hustota uzlov, ktoré reprezentujú platné prefixy znižuje. 
Tým sa otvára možnosť použiť premenlivé zakódovanie, ktoré presnejšie odpovedá štruktúre 
binárneho trie. Tento prístup je použitý v algoritme Shape Shifting Trie,  ktorý je vysvetlený 
v nasledujúcej časti tejto práce.
3.3 Shape Shifting Trie
Dátová štruktúra Shape Shifting Trie (SST) bola predstavená autormi Haoyu Song, Jonathan 
Turner  a  John  Lockwood  v  roku  2005  [STL05]  v  snahe  o  dosiahnutie  rýchlejšieho 
vyhľadávania IP cesty s ohľadom na IPv6.
SST vychádza zo spôsobu kódovania podobného tomu, ktoré je použité v Tree Bitmap 
algoritme.  SST pozostáva  z  uzlov,  ktoré  odpovedajú  ľubovoľne  tvarovaným  podstromom 
základného  binárneho  trie.  Toto  umožňuje  SST presnejšie  sa  prispôsobiť  štruktúre 
základného binárneho trie, značne redukujúc počet SST uzlov, ktoré musia byť prejdené pri 
LPM vyhľadávaní [STL05].
3.3.1 Popis štruktúry SST
Každý  uzol  SST  odpovedá  nejakému  podstromu  základného  binárneho  trie,  ktorý  môže 
obsahovať až K uzlov, kde K je parametrom dátovej štruktúry. Keďže každý takýto podstrom 
môže  mať  ľubovoľný  tvar,  obsahuje  každý  SST  uzol  tvarovú  bitmapu  (SBM10),  ktorá 
reprezentuje  tvar  odpovedajúceho  podstromu.  Na  zakódovanie  stromu  je  najprv  strom 
rozšírený o tzv. fiktívne uzly nasledujúcim spôsobom. Každému pôvodnému uzlu binárneho 
trie,  ktorý  nemá  potomkov,  sú  pripojení  dvaja  fiktívni  potomkovia.  Každý  pôvodný  uzol 
s jedným  potomkom  priberie  jedného  fiktívneho  potomka.  Následne  je  každému  uzlu 
v rozšírenom  strome  priradený  jeden  bit  SBM.  Bit  nadobudne  hodnotu  „1“  ak  odpovedá 
pôvodnému uzlu stromu,  alebo „0“ v prípade fiktívneho uzla.  Tvarová bitmapa pozostáva 
z postupnosti  týchto  bitov  odpovedajúcich  uzlom  rozšíreného  stromu  zoradených  podľa 
prehľadávania do šírky (BFS11). Bit odpovedajúci koreňu stromu je vynechaný, pretože je vždy 
rovný „1“. Tvarová bitmapa pre strom s počtom K pôvodných uzlov pozostáva z 2K bitov. To 
znamená,  že  každému  pôvodnému  uzlu  trie  sú  priradené  2  bity,  ktoré  ukazujú,  ktorý 
z možných potomkov daného uzla sa v strome skutočne nachádza. 
Okrem tvarovej bitmapy obsahuje uzol SST aj internú bitmapu (IBM) o dĺžke K bitov. 
Táto ukazuje, ktoré z uzlov binárneho trie majú pridružený prefix. Ďalšou súčasťou štruktúry 
každého  uzla  je  externá  bitmapa (EBM)  s  dĺžkou  K  +  1  bitov,  ktorá  určuje,  ktoré 
z potenciálnych  „východov“  podstromu  odpovedajú  platným  uzlom základného  binárneho 
trie. Bity internej aj externej bitmapy sú zoradené podľa BFS poradia odpovedajúcich uzlov.
K  úplnosti  sú  súčasťou  SST  uzla  ešte  dva  ukazatele.  Ukazateľ  na  potomka,  ktorý 
ukazuje  na  prvý  SST uzol,  ktorý  je  potomkom daného  SST uzla.  Druhým ukazateľom  je 
ukazateľ  na nasledujúci  skok (next  hop)  ukazujúci  na informáciu  o  nasledujúcom skoku 
smerovania prislúchajúcu prvému uzlu binárneho trie v danom SST uzle, pre ktorý existuje 
platný prefix. Potomkovia daného uzla sú v pamäti uložení postupne za sebou, čo umožňuje 
pristupovať ku ktorémukoľvek z potomkov použitím ukazateľa na prvého potomka. Podobne 
10 SBM – z angl. Shape BitMap
11  BFS – z angl. Breadth-first search
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aj informácie o nasledujúcich skokoch smerovania sú uložené v pamäti v sekvenčnom poradí, 
čiže je možné k nim pristupovať použitím jediného ukazateľa, ktorý ukazuje na smerovaciu 
informáciu prvého uzla binárneho trie, ktorému prislúcha platný prefix.
Na obrázku č. 11 je ukážka rozdelenia binárneho trie na podstromy s veľkosťou menšou 
alebo rovnou 3 spolu s odpovedajúcim shape shifting trie.
Hlavným  rozdielom  medzi  SST  a  tree  bitmap je  fakt,  že  počet  bitov  použitých  na 
reprezentáciu uzla SST sa mení v závislosti od tvaru podstromu binárneho trie, ktorý danému 
uzlu prislúcha. 
3.3.2 Prechod stromom – vyhľadávanie
Proces vyhľadávania v SST je podobný ako vyhľadávanie pomocou algoritmu  tree bitmap. 
Vyhľadávanie prebieha rekurzívne so začiatkom v koreni SST stromu. V každom kroku sú 
použité bity z prefixu adresy na určenie cesty daným podstromom binárneho trie, ktorý je 
reprezentovaný aktuálnym uzlom SST. Na rozhodnutie, či vyhľadávanie končí v aktuálnom 
uzle  SST  alebo  pokračuje  v  jednom  z  potomkov  tohto  uzla  sú  použité  tvarová  bitmapa 
a externá bitmapa. V prípade, že vyhľadávanie pokračuje v následníkovi uzla, je v externej 
bitmape nájdený bit odpovedajúci tomuto potomkovi a zároveň je spočítaný počet jednotiek 
v tejto bitmape, ktoré predchádzajú nájdenému bitu. Toto číslo je následne použité ako ofset 
adresy na potomka špecifikovanej ukazateľom na potomka. Príklad znázorňujúci tento proces 
je na obrázku č. 12. 
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Obrázok 11: Ukážka SST s K = 3 a odpovedajúci binárny trie. Uzly vyznačené tmavo 
obsahujú prefixy.
Základný  krok  vyhľadávacieho  algoritmu  vyžaduje  dekódovanie  tvarovej  bitmapy. 
Kľúčovým krokom je nájsť bity tvarovej bitmapy, ktoré odpovedajú uzlom prechádzaným pri 
vyhľadávaní s použitím bitov prefixu IP adresy. K tomu je nutné definovať niekoľko pojmov. 
ni –  počet  uzlov  vo  vzdialenosti  i od  koreňa  rozšírenej  verzie  podstromu 
reprezentovaného uzlom SST (vrátane fiktívnych uzlov); n 1 = 2
fi –  označuje  pozíciu  bitu  v  tvarovej  bitmape,  ktorý  odpovedá  prvému  uzlu  vo 
vzdialenosti  i od koreňa;  f 1 = 0  (bit odpovedajúci koreňu stromu nie je zahrnutý 
v tvarovej bitmape)
ďalej platí: f i = f i−1n i−1
Funkcia jednotky(i, j) vracia počet jednotiek tvarovej bitmapy v rozsahu bitov od i  
do j. poznámka: n i = 2× jednotky f i −1 , f i−1
Funkcia nuly(i, j) vracia počet núl tvarovej bitmapy v rozsahu bitov od i do j.
ai –  je  i-tý bit časti  IP adresy, ktorá je relevantná v rámci aktuálne dekódovaného 
podstromu  (a1 teda  vyberá  následníka  koreňa  podstromu  reprezentovaného 
aktuálnym uzlom SST)
pi –  index  do  tvarovej  bitmapy,  ktorý  odpovedá  uzlu  na  ceste  špecifikovanej 
IP adresou, ktorý je vo vzdialenosti i od koreňa podstromu
S  použitím  týchto  definícií, p 1 = a 1 a  pre  i1 platí
p i = f i2× jednotky f i−1 , p i−1−1a i .
Ďalej, ak  i je najmenší integer, pre ktorý je v tvarovej bitmape na pozícii  pi nula, potom  pi 
odpovedá miestu, kde vyhľadávanie podľa danej IP adresy opúšťa aktuálny podstrom a teda 
aj uzol SST. Pre zistenie, či vyhľadávanie pokračuje v inom uzle SST je nutné preveriť externú 
bitmapu. Pozícia v externej bitmape, ktorá musí byť skontrolovaná je tá, ktorej index je rovný 
nuly 0, p i−1 . 
x – odpovedajúci index do externej bitmapy; x = nuly 0, p i−1
Ak bit x externej bitmapy je rovný „1“, znamená to, že vyhľadávanie pokračuje v potomkovi 
aktuálneho uzla SST. Keďže potomkov uzla môže byť viac, adresu toho správneho získame 
tak, že pripočítame ofset k ukazateľu na potomka. Ofset je rovný počtu jednotiek v externej 
bitmape, ktoré predchádzajú bitu x. 
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Obrázok 12: Príklad vyhľadávania pre IP adresu „1100“. Vyhľadávanie v prvom uzle SST 
vracia ukazateľ na potomka a doposiaľ najpresnejší nájdený prefix; vyhľadávanie v 
ďalšom uzle SST vracia najdlhší zhodný prefix a vyhľadávanie končí.
Zároveň  je  nutné  pre  každý  spracovávaný  bit  IP adresy  skontrolovať  odpovedajúci  bit 
v internej  bitmape  (IBM)  aby  sme  zaznamenali  platný  prefix  prislúchajúci  aktuálne 
spracovávanému uzlu binárneho trie. Pripomeniem, že hodnota odpovedajúceho bitu v IBM 
určuje, či pre daný uzol binárneho trie existuje platný prefix. V prípade, že je hodnota tohto 
bitu  „1“,  je  spočítaný  počet  jednotiek  v  IBM prechádzajúcich  aktuálny  bit.  Tento  údaj  je 
použitý  ako  ofset  k  ukazateľu  na  nasledujúci  skok  (nextHop  pointer). Na  základe  týchto 
dvoch  údajov  je  zaznamenaný  ukazateľ  na  IP adresu  nasledujúceho  skoku  ako  doposiaľ 
najpresnejší prefix (BMP). Až v okamihu, kedy je jasné, že vyhľadávanie končí – keď narazí 
algoritmus  na  bit  SBM  s  hodnotou  „0“  –  je  podľa  aktuálnej  hodnoty  BMP  vyhľadaná 
IP adresa nasledujúceho skoku a táto je vrátená ako výsledok algoritmu.
Posúďte príklad na obrázku č. 12. V koreňovom uzli SST platí: n1 = n2 = n3 = 2, f1 = 0, f2 = 2, f3 
= 4, p1 = 1, p2 = 3, p3 = 4. Keďže je bit p3 prvým pi bitom, ktorého hodnota je „0“, sú spočítané 
nuly v tvarovej bitmape predchádzajúce bitu s indexom 4. Ich počet je 2, čo znamená, že je 
skontrolovaná  hodnota  bitu  na  pozícii  2  v  externej  bitmape  aby  bolo  jasné,  či  hľadanie 
pokračuje ďalej  v inom uzle SST. Bit 2 externej bitmapy má hodnotu „1“ - existuje dlhšia 
cesta. Pred bitom 2 v externej bitmape sa nachádza jediný bit s hodnotou „1“, k ukazateľu na 
potomka je  teda  pripočítaná  1  aby bol  nájdený následník  aktuálneho uzla  SST,  v  ktorom 
pokračuje vyhľadávanie. V ďalšom uzle sa vyhľadávací algoritmus opakuje. Tu vyhľadávanie 
končí,  pretože  v  externej  bitmape  je  pre  daný  uzol  hodnota  „0“  a  ako  výsledok  vracia 
ukazateľa na smerovacie informácie prislúchajúce uzlu f (NextHop(f)).
3.3.3 Tvorba optimálnych SST
Daný binárny trie môže byť reprezentovaný rôznymi odlišnými variantami SST v závislosti od 
toho akým spôsobom je binárny trie rozčlenený na podstromy. V tejto práci spomeniem dve 
hlavné metódy vytvárania SST. Prvá umožňuje vytvárať SST s minimálnym počtom uzlov, 
druhá  zasa  SST s  minimálnou  hĺbkou.  Minimálna  hĺbka  je  dôležitá  pre  minimalizovanie 
vyhľadávacieho času, pretože vo všeobecnosti je v tomto prípade nutné prejsť pri vyhľadávaní 
menej uzlov. 
Prvý prípad, ktorý sa sústredí na minimálny počet uzlov ignoruje parameter hĺbky. Toto 
členenie  je  možné  dosiahnuť  použitím  algoritmu  tzv.  post-order orezávania  (POP12). 
Algoritmus  prechádza  uzly  binárneho  trie  v  post-order poradí,  pričom  sú  orezávané 
podstromy,  ktoré tvoria  nové uzly  SST.  Nech  s(x)  je  počet uzlov v podstrome aktuálneho 
binárneho trie s koreňom x. Pri návšteve uzla x v post-order poradí sú prevedené nasledovné 
kroky:
12 POP – z angl. Post-Order Pruning
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Obrázok 13: Porovnanie metód orezávania stromu: (a) minimálna 
veľkosť (POP), (b) minimálna hĺbka (BFP)
1. ak s(x) = K, orež podstrom v uzle x a priraď všetky jeho uzly 
novému uzlu SST.
2. inak, ak s(x) > K a zároveň x má potomkov a a b, pre ktorých 
platí s(a) ≥ s(b), orež podstrom v uzle a a priraď jeho uzly do 
nového uzla SST.
Na  obrázku  č.  13 je  porovnanie  delenia  binárneho  trie  na  podstromy  použitím 
algoritmu POP(a)  a  delenia  so  zachovaním minimálnej  hĺbky – BFP (b).  Z  ukážky jasne 
vyplýva, že nie je možné vytvárať SST s ohľadom na obidve kritériá. 
Druhá metóda je založená na mierne komplikovanejšom algoritme tzv.  breadth-first  
orezávania (BFP13). Tento algoritmus pracuje vo viacerých krokoch. 
1. Na  začiatku  počíta  hodnotu  s(x),  počet  potomkov  uzla  x 
binárneho trie, pre každý uzol x binárneho trie. 
Potom opakuje nasledujúce kroky až kým pôvodný binárny trie neostane prázdny.
2. Prehľadaj  aktuálne  orezávaný  binárny  trie  v  breadth-first 
poradí. Keď je nájdený uzol y, pre ktorý platí s(y) ≤ K, orež y 
a jeho následníkov od trie a priraď ich do nového uzla SST. 
3. Pre všetkých predchodcov x uzla y odpočítaj s(y) od s(x).
13 BFP – z angl. Breadth-First Pruning
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4 Aplikácia
Nedieľnou  súčasťou  tejto  práce  je  aj  aplikácia,  ktorá  prehľadne  demonštruje  činnosť 
algoritmu  Shape  Shifting  Trie  (SST).  Pri  návrhu  aplikácie  som  vychádzal  zo  znalostí 
a postrehov nadobudnutých jednak štúdiom problematiky  smerovania v IP sieťach,  ako aj 
štúdiom samotného princípu činnosti algoritmu. Ten je v princípe jednoduchý, ale aj napriek 
tomu mi nebolo na prvý pohľad jasné ako funguje. Mojim cieľom bolo vytvoriť aplikáciu ako 
prostriedok, ktorý bude slúžiť  k znázorneniu funkčnosti,  a teda aj  k ľahšiemu pochopeniu 
algoritmu ako celku.
Aplikácia vyvíjaná s týmto zámerom je predurčená pre použitie ako učebná pomôcka, 
prípadne ako jednoduchý overovací nástroj pri vytváraní smerovacích tabuliek.
Hlavnou funkciou aplikácie je grafická demonštrácia činnosti a priebehu algoritmu SST 
použitého na vyhľadanie záznamu smerovacej tabuľky podľa IP adresy zadanej na vstupe. 
Ako implementačný jazyk bol použitý jazyk Java, ktorého jednou z mnohých predností 
je  platformová  nezávislosť.  Tá  je  dôležitá  pri  vývoji  aplikácie  tohto  typu,  pretože  sa 
predpokladá, že bude používaná širokým spektrom užívateľov, a teda musí byť schopná bežať 
na  rôznych  operačných  systémoch.  Java  používa  pre  spúšťanie  aplikácií  rozhranie  Java 
Virtual Machine (JVM), ktoré práve toto umožňuje.
V ďalších častiach tejto kapitoly je popísaný vývoj aplikácie, jej grafický návrh, použité 
implementačné metódy a riešenia, samostatná časť je venovaná popisu funkčnosti aplikácie.
4.1 Grafický návrh
Jednoduché  a  funkčné  užívateľské  rozhranie  je  základným  kameňom  každej  aplikácie. 
Prvotný návrh sa skladal z viacerých obrazoviek. Úvodná obrazovka mala slúžiť na zadávanie 
vstupných  údajov.  Po  stlačení  tlačidla  sa  mala  zobraziť  druhá  obrazovka,  ktorá  mala 
zobrazovať užívateľské rozhranie na sledovanie demonštrácie algoritmu a jeho krokovanie. 
Po  ukončení  behu  SST  algoritmu  sa  mala  zobraziť  ďalšia  obrazovka  s  výsledkami.  Prvý 
grafický návrh je na obrázku č. 14. 
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Obrázok 14: Prvotný návrh grafického rozhrania
Pri  vytváraní  aplikácie  a  implementovaní  jednotlivých  funkcií  došlo  k  niekoľkým 
zmenám. 
1. Opakované zadávanie vstupných hodnôt a nutnosť potvrdzovania každého kroku bolo 
nepraktické,  preto  úvodná  obrazovka  úplne  zmizla  a  panel  vstupných  hodnôt  je 
zakomponovaný v hlavnom okne aplikácie. 
2. Animácia aktuálneho SST uzla neprebieha v samostatnom paneli ale v rámci animácie 
logickej štruktúry SST.
3. Pribudla  grafická  reprezentácia  binárneho  trie,  ktorý  odpovedá  aktuálne 
spracovávanému  SST  uzlu.  Toto  je  veľmi  dôležitou  časťou  aplikácie,  pretože 
synchronizované  vykresľovanie  prechodu  binárnym  trie  a  zároveň  aj  prechodu 
štruktúrou SST má vysokú výpovednú hodnotu.
4. Bolo doplnené pole zobrazujúce hľadanú IP adresu v binárnom tvare, čo je takisto 
veľmi užitočné, pretože to umožňuje overovať správnosť prechodu binárnym trie ako 
aj štruktúrou SST.
Na obrázku č.  15 je zobrazený reálny výrez okna aplikácie s vyznačenými funkčnými 
oblasťami.
Popis jednotlivých oblastí:
1. Oblasť  A obsluhuje  zadávanie  vstupných údajov,  ktoré  sú potrebné pre  vytvorenie 
štruktúry SST. 
2. Oblasť B obsahuje pole, do ktorého sa zadáva hľadaná IP adresa. Táto IP adresa je 
použitá ako cieľová adresa pri vyhľadávaní najdlhšieho zhodného prefixu.
3. V oblasti C sa nachádzajú tlačidlá, ktoré obsluhujú animáciu a prvok nastavujúci čas 
spomalenia animácie.
4. V poslednej  oblasti  D sa nachádzajú prvky,  ktoré  dynamicky zobrazujú informácie 
počas priebehu vyhľadávania.
V  nasledujúcej  časti  práce  sú bližšie  popísané  všetky  ovládacie  a  informačné  prvky 
aplikácie.
19
Obrázok 15: Výrez aplikácie s rozdelením funkčných oblastí
4.2 Popis ovládacích prvkov
Okno  vytvorenej  aplikácie,  ktorej  hlavnou  funkciou  je  grafické  znázornenie  činnosti 
algoritmu Shape Shifting Trie je rozdelené na niekoľko oblastí. Ako môžete vidieť na obrázku 
č.  15, vo vrchnej časti okna, ktorá tvorí približne jednu štvrtinu plochy okna aplikácie,  sú 
vedľa seba umiestené dve skupiny ovládacích prvkov (oblasť A a oblasť B), ktoré obsluhujú 
spracovanie  vstupných  dát.  Ostatné  približne  tri  štvrtiny  plochy  okna  tvoria  prvky 
obsluhujúce animáciu priebehu algoritmu (oblasť D) a jej ovládacie prvky (oblasť C). 
4.2.1 Prvky na spracovanie vstupných dát
Oblasť A (na obrázku č. 15 vyznačená tmavočervenou farbou) slúži v prvom rade na načítanie 
súboru prefixov,  ktoré  sú v  aplikácii  použité  ako  zdroj  dát  pre  vytvorenie  štruktúry  SST. 
Súbor prefixov musí obsahovať smerovacie záznamy v špecifickom tvare (CIDR notácia):
a . b . c . d / X e . f . g . h
kde  a , b , c ... h sú  čísla  v  desiatkovej  sústave  z  intervalu  〈0, 255〉 oddelené 
bodkami,  z  ktorých  a ,b , c , d označujú  IP adresu  prefixu  a  e , f , g , h označujú 
IP adresu  nasledujúceho  uzla  (next  hop).  Za  znakom lomítka  nasleduje  X  z  intervalu 
〈0, 32〉 , ktoré určuje dĺžku prefixu, respektíve počet významových bitov jeho IP adresy. 
X musí  byť  oddelené  od  nasledujúcej  IP adresy  minimálne  jedným  prázdnym  znakom 
(medzera  '0x20',  alebo  tabulátor  '0x9').  Iný  formát  vstupných  dát  nie  je  aplikáciou 
podporovaný.
Na výber súboru slúži textové pole v kombinácii so štandardne používaným  tlačidlom 
„Prehľadávať...“ 
Nižšie je skupina prepínacích tlačidiel slúžiacich pre výber typu tvorby SST.
Parameter  K slúži  ako  hranica  veľkosti  uzla  SST.  Určuje  maximálny  počet  uzlov 
v podstrome binárneho trie, ktorý je reprezentovaný samostatným uzlom SST. Hodnotu je 
možné zvoliť v rozmedzí 〈2, 16〉 .
Tlačidlo s názvom „Generovať SST“ spúšťa celý proces vygenerovania nového SST. 
Tento proces pozostáva z: 
• načítania súboru, 
• uloženia smerovacích informácií do binárneho trie, 
• rozdelenia binárneho trie na jednotlivé podstromy,
• vytvorenia SST uzla pre každý podstrom binárneho trie,
• usporiadania a uloženia jednotlivých uzlov SST do pamäti v takom poradí, aby bolo 
možné ich adresovanie pomocou jedného indexu pre celú skupinu uzlov a ofsetu, 
ktorý určuje vzdialenosť od prvého uzla danej skupiny.
Vo vedľajšej oblasti B (na obrázku č. 15 vyznačená zelenou farbou) je k dispozícii pole 
na  zadávanie  IP adresy  a  tlačidlo  „Hľadať“,  ktoré  spúšťa  vyhľadávanie  a  zároveň  jeho 
animáciu. Zadávaná IP adresa musí byť takisto v tvare a . b . c . d . Iný tvar do textového 
poľa nie je možné vložiť.
4.2.2 Prvky prepojené s animáciou
Oblasť  C  (na  obrázku  č.  15 vyznačená  modrou  farbou)  obsahuje  ovládacie  tlačidlá 
umožňujúce  kontrolovať  priebeh  animácie.  Takisto  obsahuje  textové  pole  s  možnosťou 
nastaviť  čas  spomalenia  animácie.  Táto  hodnota  určuje  dĺžku  časového  intervalu  medzi 
jednotlivými vykresľovacími fázami. Hodnota môže byť z intervalu 〈100, 3000 〉[ms ] .
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Vrchné  tlačidlo  „Pozastaviť“  /  „Pokračovať“  mení  svoj  názov  podľa  stavu  animácie. 
Umožňuje pozastaviť, respektíve obnoviť beh animácie. Tlačidlá „Ďalej“ a „Výstup z uzla“ sú 
aktívne len v čase, kedy je beh animácie pozastavený. Tlačidlo „Ďalej“ umožňuje krokovať 
jednotlivé  fázy  animácie,  tlačidlo  „Výstup z  uzla“  zasa ponúka  možnosť  priamo prejsť  do 
stavu, kedy animácia v aktuálnom uzle SST končí a v nasledujúcom kroku buď pokračuje 
v uzli  SST,  ktorý  je  potomkom  aktuálneho  uzla  alebo  končí  celý  vyhľadávací  algoritmus 
vypísaním výsledkov hľadania.
V oblasti D (na obrázku č. 15 vyznačená oranžovou farbou) sa nachádzajú prvky, ktoré 
dynamicky menia svoj obsah počas behu animácie. Úplne na vrchu tejto oblasti je skupina 
textových polí,  ktoré zobrazujú binárny tvar vyhľadávanej  IP adresy. V strednom paneli  je 
vykresľovaný aktuálne spracovávaný uzol SST a pod ním rad jeho potomkov. V ľavom paneli 
je podstrom binárneho trie, ktorý odpovedá aktuálne spracovávanému uzlu SST. Pravý panel 
slúži  na  zobrazenie  textových  informácií  spojených  so  stavom  behu  vyhľadávania  a  na 
zobrazenie  podrobných  výsledkov.  Ostatné  textové  polia  zobrazujú  aktuálne  hodnoty 
sledovaných  lokálnych  premenných.  „IP  index“  je  index  aktuálne  spracovávaného  bitu 
IP adresy 〈0, 31〉 , „SBM index“ odpovedá pozícii aktuálneho bitu tvarovej bitmapy, „IBM 
index“  určuje  pozíciu  aktuálneho  bitu  v  internej  bitmape,  „EBM index“  odpovedá  pozícii 
aktuálneho  bitu  v  externej  bitmape.  Polia  „NextHop  offset“  a  „Child  offset“  zobrazujú 
vypočítané hodnoty odpovedajúcich ofsetov. Počas behu animácie sa až do okamihu, kedy sú 
vypočítané, zobrazuje v týchto poliach hodnota „N/A“.
4.3 Popis funkčnosti aplikácie
Už na prvý pohľad sa javí aplikácia jednoducho a prehľadne. Niečo málo ohľadom funkcií, 
ktoré aplikácia ponúka už bolo spomenuté v predchádzajúcej  časti.  V tejto časti sú bližšie 
popísané možnosti, ktoré aplikácia ponúka. 
Po  spustení  sú  prístupné  iba  prvky  na  spracovanie  vstupných  dát,  ovládacie  prvky 
animácie  sú  aktívne  až  po  prebehnutí  inicializácie  a  spustení  vyhľadávania.  Je  potrebné 
nastaviť súbor vstupných dát, je možné zmeniť nastavenie parametra  K v rozmedzí hodnôt 
K = 〈2, 16〉 .  Po  stlačení  tlačidla  „Generovať  SST“  sa  spustí  inicializácia.  Inicializácia 
spočíva  v  načítaní  vstupných  dát,  ich  analyzovaní  a  spracovaní  do  vhodného  formátu, 
s ktorými  ďalej  aplikácia  pracuje.  V  prípade  že  je  formát  vstupného  súboru  nesprávny, 
aplikácia vypíše chybu a čaká na nové vstupné dáta. Množstvo smerovacích informácií  na 
vstupe je obmedzené na 10000 položiek. Tento limit je pre účely demonštrovania funkčnosti 
algoritmu SST úplne postačujúci. V prípade že súbor vstupných dát obsahuje viac záznamov, 
je  načítaných  len  prvých  10000  položiek.  Pri  testovaní  aplikácie  sa  pohybovali  časy 
spracovania súboru dát s takýmito extrémnymi hodnotami v rozmedzí niekoľkých sekúnd, 
v najhoršom prípade niekoľkých desiatok sekúnd v závislosti od zadaného parametra K. Pre 
nižšie hodnoty K sa čas spracovania predlžuje, nakoľko musí cyklus rozdeľovania binárneho 
stromu  na  podstromy  prebehnúť  vo  viacerých  iteráciách.  Súhrnné  informácie  o  tvorbe 
dátových štruktúr obsahujúcich smerovacie informácie zo vstupného súboru sú zobrazené na 
paneli v pravej časti okna aplikácie pod prvkami ovládania (viz. obrázok č.16). 
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Obrázok 16: Zobrazenie súhrnných 
informácií o vytvorených dátových 
štruktúrach
Hneď  po  inicializácii  sú  v  grafických  paneloch  aplikácie  v  oblasti  D  (viz.  obrázok  č.  15) 
zobrazené koreňové uzly vytvorených dátových štruktúr.
Po  inicializačných  opatreniach  je  potrebné  zadať  cieľovú  IP adresu,  ktorá  bude 
vyhľadávaná  vo vygenerovanej  štruktúre  smerovacích  informácií  –  SST.  Textové pole,  do 
ktorého  je  zadávaná  IP adresa  má  implementovanú  funkciu,  ktorá  nepovoľuje  zadanie 
nesprávnych dát. Po stlačení tlačidla „Hľadať“ je spustená hlavná vyhľadávacia funkcia, ktorá 
v  sebe  zahŕňa  animovanie  priebehu  algoritmu  SST.  Ak  pred  spustením  vyhľadávania 
inicializácia neprebehla, je automaticky vyvolaná pred zavolaním a spustením vyhľadávacej 
funkcie. Toto opatrenie chráni aplikáciu pred možným pádom spôsobeným nepozornosťou 
užívateľa. 
Po  spustení  animácie  je  zamedzený  prístup  k  prvkom  obsluhujúcim  načítavanie 
a spracovanie vstupných dát, čo chráni aplikáciu pred uvedením do nekonzistentného stavu. 
Zároveň sú sprístupnené ovládacie  prvky animácie,  ktoré umožňujú pozastaviť  a krokovať 
algoritmus  vyhľadávania.  V  oblasti  nad  grafickými  panelmi  je  zobrazená  aktuálne 
vyhľadávaná IP adresa v binárnej forme. Spolu so zobrazovaným indexom aktuálneho bitu 
IP adresy je tak možné vidieť, že cesta prechodu binárnym stromom odpovedá postupnosti 
bitov IP adresy.
Počas behu animácie je v strednom grafickom paneli zobrazený aktuálne spracovávaný 
SST uzol,  jeho index, bitmapy a ukazateľ na potomka. Postupne ako sú spracovávané bity 
hľadanej  IP adresy,  sú  v  bitmapách  farebne  označované  bity,  na  základe  ktorých  je 
vyhodnocovaný postup prechodu štruktúrou SST. V ľavom grafickom paneli vždy vykreslený 
aktuálny  podstrom  binárneho  trie,  ktorý  znázorňuje  informácie,  ktoré  sú  pomocou  SST 
uložené  do  jediného  uzla.  Na  tomto  paneli  je  postupne  vykresľovaná  aj  cesta  prechodu 
binárnym  trie.  Pod  grafickými  panelmi  sú  zobrazené  aktuálne  hodnoty  sledovaných 
premenných. Na obrázku č.  17 je ukážka grafického výstupu aplikácie počas prebiehajúceho 
vyhľadávania.
Keď  vyhľadávací  algoritmus  skončí,  je  zobrazený  výsledok  v  správe  s  potvrdením. 
V textovom  paneli  na  pravej  strane  sú  zobrazené  podrobné  informácie  o  výsledkoch 
vyhľadávania. Grafický výstup vyzerá nasledovne, ako v ukážke na obrázku č. 18.
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Obrázok 18: Grafické zobrazenie výsledkov vyhľadávania
Obrázok 17: Ukážka grafického výstupu aplikácie počas priebehu vyhľadávania
Po ukončení  vyhľadávania  a potvrdení  informačnej  správy je aplikácia  opäť  v stave, 
kedy  je  schopná  spustiť  nové  vyhľadávanie  pre  zadanú  IP adresu.  Pre  demonštráciu 
vyhľadania v SST s odlišným parametrom K je nutné znova nechať vygenerovať SST.
4.4 Popis implementácie a riešení
Pri tvorbe aplikácie bol využitý prístup metódou dekompozície problému na podproblémy. 
Na základe získaných vedomostí o SST algoritme bolo možné rozložiť problém na nasledovné 
čiastkové problémy:
• Ukladanie spracovaných prefixov do binárneho trie.
• Rozdelenie  binárneho  trie  na  jednotlivé  podstromy  v  závislosti  od  parametra 
K a metódy členenia.
• Vygenerovanie SST podľa binárneho trie rozdeleného na podstromy
4.4.1 Tvorba binárneho trie
Súbor  spracovaných  prefixov  bolo  potrebné previesť  na  binárny  trie.  Aby  to  bolo  možné 
realizovať, bolo potrebné vytvoriť triedu BTrie, ktorá reprezentuje štruktúru binárneho trie 
a implementuje metódy na pridávanie prvkov, overovanie obsahu, prístup k uzlom trie, atď. 
Binárny trie  je  v princípe strom zložený z  uzlov,  preto bolo  nutné vytvoriť  vnorenú 
triedu  Node,  ktorá  reprezentuje  samotný  uzol  stromu.  Objekt  triedy  BTrie pozostáva 
z referencie  na  objekt  triedy  BTrie.Node,  ktorý  predstavuje  koreňový  uzol  stromu  (viz. 
obrázok 19). Objekt triedy BTrie.Node pozostáva z indexu a dvoch referencií na objekty 
typu  BTrie.Node.  Každý  z  nich  reprezentuje  následníka  konkrétneho  uzla  pre  jednu 
hodnotu bitu IP adresy. Aby bolo možné v uzle uchovávať smerovacie informácie, obsahuje 
uzol ešte referenciu na objekt triedy InetAddress, ktorý uchováva IP adresu. 
Tvorba binárneho trie spočíva v postupnom pridávaní uzlov na pozície odpovedajúce 
hodnotám bitov IP adresy prefixu14, ktorý je do binárneho trie pridávaný. Keď je vzdialenosť 
pridávaného uzla od koreňa stromu rovná dĺžke vkladaného prefixu, je tomuto pridávanému 
uzlu nastavená referencia na IP adresu nextHop.
4.4.2 Orezávanie podstromov z hlavného stromu
Problém je spojený s implementáciou BFP algoritmu spomínaného v časti  3.3.3. Ako prvé 
bolo  potrebné  implementovať  prechod  uzlami  binárneho  trie  v  breadth-first  poradí.  Na 
zaistenie prístupu k uzlom v tomto poradí bola implementovaná metóda, ktorá ukladá uzly do 
poľa.  V algoritme je  použité  pole,  do ktorého sú ukladané jednotlivé  uzly a  fronta,  ktorá 
zaisťuje prístup k uzlom v breadth-first poradí. Algoritmus vyzerá nasledovne:
14 pre '0' pridaj uzol do child0, pre '1' pridaj child1
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Obrázok 19: Schéma BTrie
1. Ulož koreňový uzol do fronty.
2. Ďalej v cykle: 
1. vyber uzol z fronty a priraď do fronty jeho potomkov.
2. Priraď uzol na koniec výstupného poľa.
3. Cyklus sa opakuje kým nie je fronta prázdna.
4. Výstupné pole obsahuje všetky uzly trie uložené v breadth-first 
poradí.
Ďalej  už  je  úloha  jednoduchá.  Postupne  sú  prechádzané  uzly  a  kontrolované  počty  ich 
následníkov.  Ak  je  počet  následníkov  menší  ako  parameter  K,  je  uzol  a  jeho  následníci 
odrezaný od hlavného trie  a pridaný do nového binárneho trie.  Zároveň sú aktualizované 
počty následníkov všetkých uzlov, ktoré boli predchodcami odrezaného uzla.
Aby neboli pri orezávaní podstromov stratené prepojenia medzi nimi, boli do štruktúry 
uzla binárneho trie pridané dve nové referencie na objekt triedy  BTrie. Čiže pri odrezaní 
podstromu je síce zrušená referencia na odrezaného potomka, ale zároveň je nastavená nová 
referencia na podstrom, v ktorom je pôvodný potomok koreňovým uzlom. 
4.4.3 Generovanie SST
Štruktúra  SST obsahuje  jednotlivé  uzly  SST uložené  postupne  za  sebou aby  bol  zaistený 
hlavný  princíp  úspory  pamäte  založený  na  možnosti  adresovania  viacerých  potomkov 
pomocou jediného ukazateľa a vypočítaného ofsetu. Pre tento účel je vhodné použiť pole so 
statickým indexovaním. Trieda  SSTrie vytvorená za účelom implementácie štruktúry SST 
a jej obslužných funkcií je zobrazená na nasledujúcom obrázku č. 20.
Nový  SST  uzol  je  generovaný  z  odrezaného  podstromu  binárneho  trie.  Podľa 
špecifikácie štruktúry SST, ktorej bola venovaná časť  3.3.1 nie je zložité vytvoriť jednotlivé 
bitmapy SBM, IBM a EBM. Problémom ostáva určiť  ukazateľ  na potomka.  Prvé riešenie, 
ktoré sa ponúka je vytvárať SST uzly postupne odspodu pôvodnej štruktúry binárneho trie. 
V takomto  prípade  by  nebol  problém  s  určením  potomka,  pretože  ten  by  už  v  čase 
generovania  uzla  SST  bol  vytvorený  a  referenciu  na  neho  by  teda  nebol  problém  zistiť. 
Problémom pri tomto prístupe však je to aby bola zaistená funkčnosť adresovania viacerých 
potomkov pomocou jediného ukazateľa a ofsetu. Postupným ukladaním uzlov SST do poľa 
v nesprávnom poradí by bolo znemožnené použitie tejto hlavnej výsady štruktúry SST. Preto 
bol v implementácii použitý iný spôsob.
V podstate bolo potrebné zaistiť tvorbu a ukladanie uzlov SST do poľa v breadth-first 
poradí, podobne ako boli prechádzané uzly binárneho trie pri orezávaní podstromov. Toto 
zaistí, že budú potomkovia uzla uložené následne za sebou a tým pádom bude adresovanie 
pomocou  ofsetov  fungovať  správne.  Keďže  sú  uzly  pridávané  do  poľa  postupne  od 
koreňového  uzla,  nie  je  možné ešte  v  tom v  čase  nastaviť  ukazateľ  na  potomka,  pretože 
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Obrázok 20: Schéma SSTrie
potomok zatiaľ v poli nemá určenú pozíciu. Na vyriešenie tohto problému bol použitý dvoj-
prechodový  algoritmus,  ktorý  v  prvom behu uloží  do  poľa  uzly  SST,  ktoré  zatiaľ  nemajú 
nastavený atribút childPtr a v druhom behu sú už len nastavené tieto atribúty pre všetky 
uzly SST. 
4.4.4 Krokovanie animácie algoritmu SST
V  priebehu  tvorby  aplikácie  sa  vyskytol  problém  spojený  s  postupným  vykresľovaním 
animácie  algoritmu.  Príčinou  bolo  umiestnenie  čakacích  slučiek  do  kódu  hlavného  behu 
programu, čo spôsobovalo že aplikácia prestala reagovať na užívateľské akcie. Riešením bolo 
vytvorenie nového vlákna, v ktorom beží algoritmus vyhľadávania.  V kóde vyhľadávacieho 
algoritmu  sú  umiestnené  kontrolné  body,  ktoré  obsluhujú  beh  a  krokovanie  animácie 
algoritmu. Samotné krokovanie je riadené stavovými premennými, ktoré sú nastavované na 
základe prevedených akcií užívateľa.
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5 Záver
V  tejto  práci  sú  zhrnuté  poznatky  z  oblasti  smerovania  v  IP  sieťach  nadobudnuté  pri 
študovaní  tejto  problematiky  za  účelom  rozšírenia  svojich  znalostí.  V  práci  sú  načrtnuté 
bežné  požiadavky  koncových  užívateľov  a  objasnené  zákutia  technologických  problémov 
s nimi súvisiace. 
V rámci tejto práce bolo navrhnuté užívateľské rozhranie pre demonštráciu činnosti 
algoritmu  Shape Shifting Trie.  Prerekvizitou úspešného vytvorenia aplikácie bolo dôkladné 
naštudovanie  základnej  štruktúry  dát,  jej  tvorby  a  využitia  na  ukladanie  smerovacích 
informácií používaných v priebehu operácie vyhľadávacieho algoritmu SST. 
Pri návrhu a implementácii aplikácie boli úspešne vyriešené problémy ktoré sa vyskytli 
a  výsledkom  snaženia  je  funkčná  aplikácia,  ktorá  je  svojimi  vlastnosťami  predurčená  na 
použitie  pri  výuke tejto  problematiky  ako učebná pomôcka.  Toto môže mať v  budúcnosti 
prínos v oblasti vývoja nových prístupov a technológií. Aplikácia načíta súbor vstupných dát 
– smerovacích informácií – a užívateľom zadanú IP adresu. Na základe týchto informácií je 
spustené  vyhľadávanie  adresy  nasledujúceho  skoku,  ktorá  odpovedá  konkrétne  zadanej 
IP adrese. Užívateľské rozhranie aplikácie je jednoduché, intuitívne a zmysluplné. Výstupom 
aplikácie sú informácie o tvorbe dátových štruktúr, názorná ukážka prechodu štruktúrou SST 
a odpovedajúcim binárnym trie a v konečnom dôsledku výsledok vyhľadávacieho algoritmu. 
V budúcnosti je možné nadviazať na túto problematiku a rozšíriť aplikáciu o iné metódy 
vyhľadávania  a  uchovania  smerovacích  informácií,  prípadne  zobraziť  porovnanie  výstupu 
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