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Este proyecto trata del diseño y de la programación de una matriz de leds en forma de cubo. 
Para llevar a cabo este proyecto ha sido necesario realizar un estudio de los diferentes micro 
controladores PIC existentes en el mercado para poder hacer una elección acertada teniendo 
en cuenta la capacidad de memoria, el número de puertos y el precio.  
Una vez elegido se han tenido en cuenta los posibles diseños de circuito, así como también se 
ha hecho uso de una herramienta de simulación, Proteus, para poder realizar de manera más 
eficaz el proyecto. 
Por último se ha realizado la programación de diferentes animaciones que hacen visibles el 
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El objetivo de este proyecto es la realización de una matriz de leds en forma de cubo inspirada 
en cubos existentes de manera comercial pero con un coste elevado. 
Para el diseño del cubo se deberá hacer un estudio de las diferentes familias de PIC que 
actualmente hay en el mercado para posteriormente poder hacer una elección correcta del 
dispositivo a utilizar, así como también las posibilidades de diseño de circuito que existen, 
valorando estas opciones tanto a nivel económico como funcional. 
En cuanto a la programación del PIC es necesario entender el funcionamiento tanto de las 
matrices como de el resto de componentes del circuito, también hay que conocer el fenómeno 
de persistencia de la visión que permitirá un ahorro energético considerable ya que, aunque 
todo el cubo se vea completamente iluminado, realmente no lo estará. 
Finalmente se harán unas animaciones en C con las cuales se pueda ver el correcto 
funcionamiento del circuito. 
1.2. Justificación del P.F.C 
A causa de la gran cantidad de entornos en los que se utilizan micro controladores he creído 
que este proyecto era una buena manera de mostrar y entender el funcionamiento de uno de 
ellos, el PIC, ya que lo que realicemos en programación obtiene un resultado muy visual. 
El proyecto tiene una orientación a la docencia ya que este cubo podría estar en cualquier 
laboratorio de prácticas de una asignatura como SDI, en la que se explica el funcionamiento de 
micro controladores.  Este cubo irá acompañado de un manual de prácticas con el que los 
alumnos podrían realizar su animación y posteriormente mostrarla en el cubo para ser 
evaluada, por el profesor y ser vista por el resto de alumnos.  
Otro elemento muy importante para la docencia es el programa de simulación que se va a  
utilizar en este proyecto, con el que los alumnos podrían ver si la programación que están 
realizando es correcta o no, sin necesidad de grabar continuamente el programa en el PIC. 
Todo ello junto a un estudio económico de cada uno de los elementos que componen el 
circuito, hace posible la realización de este cubo para ensayos en un laboratorio de prácticas. 
Por otra parte este cubo también puede hacer posible la combinación del arte con la 
electrónica ya que mediante la electrónica se pueden realizar combinaciones de luces 
agradables a la vista. 
Es por todos estos aspectos y por el gran interés en los micro controladores que se lleva a cabo 
este proyecto, con la finalidad de tener  una herramienta docente complementaria para que 
alumnos puedan asentar algunos conocimientos. 
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2. INTRODUCCIÓN A LOS PIC 
Un micro controlador es un circuito integrado programable que contiene los componentes 
necesarios para controlar el funcionamiento de una tarea determinada, para esto el micro 
controlador necesita un programa que dirige el funcionamiento del mismo por ese motivo 
necesita una memoria donde se almacena dicho programa. La utilización de un micro 
controlador en un circuito reduce notablemente el tamaño y el número de componentes y por 
tanto se reduce también el número de averías, el peso y el 
volumen . 
Los micro controladores PIC ( Peripheral Interface controller) 
pertenecen a una familia del tipo RISC (Reduced Instruction Set 
Computer), ésta es una arquitectura computacional que se basa 
en instrucciones cortas, esto hace que los micro controladores 
PIC sean unos micro controladores rápidos y eficaces. 
 
Son fabricados por TechnologyInc. y provienen del PIC1650 
desarrollado originalmente por la división de microelectrónica de 
General Instruments. El nombre completo es PICmicro, aunque 
generalmente se utiliza como acrónimo de Peripheral Interface 
Controller. 
 
Los micro controladores PIC son muy utilizados tanto por aficionados como profesionales, 
debido principalmente al bajo coste, facilidad de manejo y programación, además de sus 
buenas prestaciones disponiendo de memoria de gran capacidad (RAM, EEPROM, FLASH,...) y 
una gran cantidad de dispositivos periféricos integrados, como pueden ser módulos de control 
PWM, osciladores internos, convertidores A/D así como módulos de comunicación (USART, 













Figura 1. PIC 
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2.1. Caracteristicas generales 
 2.1.1. Arquitectura interna 
La arquitectura del procesador sigue el modelo Harvard que se manifiesta en la organización 
de la memoria del sistema. La memoria de programa o instrucciones es independiente de la de 
los datos, teniendo tamaños y longitudes de palabra diferentes. 
 
Figura 2.Modelo Harvard  
Esta arquitectura permite a la CPU acceder simultáneamente a las dos memorias. 
Los PIC tienen el formato de las instrucciones basado en 15 bits, 14 bits o 16 bits dependiendo 
del modelo, como consecuencia la longitud de las palabras de la memoria de instrucciones 
corresponde con esa longitud. 
Hay que tener en cuenta que existen varias versiones de memoria de instrucciones para los 
PIC: 
 Flash : utiliza memoria EPROM tipo Flash, (puede grabarse y borrarse muchas 
veces) 
 OTP : Como las siglas indican (one time programable) En esta memoria solo se 
puede grabar una vez sin posibilidad de borrar lo que se graba. 
 QTP: Esta versión deriva de la anterios, solo se puede grabar una vez, pero es el 
propio fabricante el que se encarga de hacer dicha grabación. 
 
Como los datos y operadnos que manejan instrucciones son de 8 bits, la longitud de las 








2.1.2. Segmentacion en la ejecución de las instrucciones 
Con esta técnica el procesador puede realizar al mismo tiempo la ejecución de la instrucción y 
la búsqueda del código de la siguiente. De esta manera se puede ejecutar la instrucción en un 
ciclo sin tener que esperar los cuatro ciclos de reloj que serian necesarios. Al realizar esta 
operación el PC se incrementa pero como en las instrucciones de salto no puede hacerlo ya 
que no conoce la siguiente instrucción a realizar, estas instrucciones tardan dos ciclos de reloj. 
 
 2.1.3. Juego de instrucciones 
La longitud de palabra de las instrucciones es de 12 bits. Los medianos tienen 14 bits y los de 
mayor complejidad tienen más longitud. 
El computador del juego de instrucciones es el denominado RISC. 
Las CPU atendiendo al tipo de instrucciones que utilizan se pueden clasificar en: 
 CISC (complex Instruction Set Computer) : Es para juegos de instrucciones 
complejos, que disponen de 100 o más instrucciones, algunas muy sofisticadas y 
potentes pero requieren más de un ciclo para ser realizadas. 
 RISC (Reduced Instruction Set Computer) : Computadores para juegos de 
instrucciones reducido, las instrucciones son simples y suelen realizarse en un solo 
ciclo máquina. Otra característica de los RISC es que tiene una estructura pipeline 
y ejecuta todas las instrucciones a la misma velocidad. 
 SISC (Specific Instruction Set Computer ) : Computadores para juegos de 
instrucciones muy específicos. Es para micro controladores destinados a 
aplicaciones muy concretas. El juego de instrucciones se adapta a la situación 
concreta y especifica. 











2.1.4. Banco de registros 
Los PIC al tener una arquitectura basada en bancos de registros tiene todos los elementos del 
sistema (temporizadores, puertos I/O …) implementados físicamente como registros. 
Los registros con función específica más usuales son: 
 Contador de programa: Contiene la dirección de la memoria donde está alojada la 
siguiente instrucción a ejecutar. Actúa, por tanto, como un puntero y, de hecho en 
algunos microprocesadores se denomina puntero de instrucción. Es la unidad de 
control la que utiliza este registro para recuperar las instrucciones del programa, 
incrementando su contenido a medida que se avanza en la ejecución o 
modificándolo cuando se encuentra una instrucción de salto. 
 Puntero de pila: En ocasiones es necesario guardar temporalmente el contador de 
programa, por ejemplo al saltar a una subrutina o cuando el microprocesador 
debe atender una interrupción externa, con la intención de recuperarlo 
posteriormente. Los primeros microprocesadores contaban con una pila interna, 
en el propio circuito integrado, que tenía una capacidad limitada y solía permitir 5 
u 8 niveles como máximo. Actualmente la pila se almacena en memoria principal, 
externa al microprocesador de forma que éste lo único que necesita es conocer la 
dirección donde está el tope o parte alta de la pila. Almacenar dicha dirección es el 
objetivo del registro del puntero de pila. 
 Acumulador: Puede ser utilizado como registro de propósito general en muchas 
situaciones, pero en otras adquiere el papel de registro específico al ser el 
destinatario de diferentes operaciones aritméticas, lógicas o de entrada/salida. 
 
 Estado: Su denominación cambia según el tipo de diseño y fabricante, pero su 
finalidad es siempre la misma: mantener una serie de bits indicando el estado en 
que se encuentra el microprocesador. Ese estado proviene normalmente de la 
ejecución de la última instrucción, pudiendo influir en cómo se ejecutarían las 
posteriores. También es posible que ciertos bits modifiquen el modo de 
funcionamiento del procesador, de forma general o ante determinadas 
instrucciones. 
 
 Otros registros: Si bien los cuatro citados pueden considerarse los más 
importantes, todos los microprocesadores disponen además de otros registros de 
uso específico, ocultos en su mayor parte que emplean para almacenar el código 
de la instrucción que está ejecutándose, contener temporalmente datos 
procedentes de memoria que van a intervenir en un cálculo, etc. 
 
 
En un principio los micro controladores contaban sólo con registros de 8 o 16 bits pensados 
para operar con aritmética entera, pero en la actualidad el tamaño ha crecido hasta los 32, 64 





2.1.5. Márgenes de alimentación y corrientes de salida 
La tensión de alimentación típica de los pic es 5V pero algunos modelos se pueden alimentar 
con tensiones de 2 a 6.5 V cosa que hace posible que sean alimentados mediante pilas 
corrientes. 
Las corrientes de salida están comprendidas entre 20 y 25 mA. 
 
2.1.6. Organización de la memoria 
Los PIC disponen de las siguientes memorias: 
 Memoria de programa: memoria flash que almacena instrucciones y contantes o 
datos. Puede ser escrita y leída mediante un programador externo o durante la 
ejecución de un programa mediante los punteros. 
 Memoria RAM de datos: almacena datos de forma temporal durante la ejecución del 
programa. Puede ser escrita y leída en el tiempo de ejecución mediante a diversas 
instrucciones. 
 Memoria EEPROM de datos: Es la memoria no volátil. Almacena datos que se deben 
conservar aun en ausencia de tensión de alimentación. 
Puede ser escrita y leída en tiempo de ejecución a través de registros. 
 Pila: almacena la dirección de la instrucción que debe ser ejecutada después de una 
interrupción o subrutina. 
 Memoria de configuración: memoria en la que se incluyen los bits de configuración y 
los registros de identificación. 
 
2.2. Familia de PIC 
Cuando se comienza a trabajar con micro controladores PIC lo primero que se observa es que 
existen una gran diversidad, y a veces es difícil conocer cuál es el ideal para una aplicación 
determinada. Para intentar hacer una correcta elección lo mejor es recurrir a una tabla de 
características específicas de cada uno de ellos, lo primero a decidir es si queremos uno que 
trabaje con 8, 16 o 32 bits. Con lo cual, dependiendo de las prestaciones que necesitemos de 
nuestro PIC ya podríamos centrarnos en la búsqueda de éste en una sola de las familias. 
Se podría pensar que la existencia de micro controladores de 8 bits es algo innecesario con el 
avance de las tecnologías actuales, ya que claramente, las prestaciones de los micro 
controladores de 16 y 32 bits son superiores, pero todo lo contrario, en este momento los 
micro controladores de 8 bit se encuentran dominando el mercado, debido principalmente, a 
que estos micro controladores son útiles y sobradamente aptos para la mayoría de las 
aplicaciones por tanto micro controladores con mayores prestaciones lo que haría incrementar 
el precio de la aplicación. Por este motivo principal la realización de hará uso de unos de los 
micro controladores de 8 bits, siendo más que suficiente para esta tarea, dejando los micro 




              Figura 3.Família PIC 
  
 
Para poder hacer una correcta elección sobre el micro controlador a diente para mi proyecto  









De la tabla 1 me centrare en la elección de la familia PIC 16 ya que esa familia me permite 
obtener pics con la suficiente memoria de programa para mi proyecto y me permite reducir 
costes. 
 
Figura 4.Esquema general PIC16 
Por la elección de un PIC con suficiente memoria para incluir animaciones en el cubo se ha 










I/O PINS PIN 
COUNT 
PIC16F84 5.16e 1 64 68 13 18 
PIC16F876A 3.82e 8 256 368 22 28 
PIC16F84A 4.62e 1 64 68 13 18 
PIC16F88 2.50e 4 256 368 16 18 
PIC16F77 4.51e 8 256 368 33 40 
PIC16F886 2.74e 8 256 368 24 28 
PIC16F688 1.67e 4 256 256 12 14 
PIC16F767 6.27e 8 0 368 25 28 
PIC16F896 4.25e 8 256 352 24 28 
Tabla 2.Comparación PIC16F 









3.1.Elección del dispositivo 
Primeramente pensé en hacer uso de un PIC16F688 por su bajo coste y por su facilidad de uso, 
pero al iniciarme en la programación de las diferentes animaciones llegue a la conclusión de 
que la memoria de programa de la cual dispone este dispositivo podría no ser la suficiente 
para mi proyecto. Por este motivo centre de nuevo mi elección al PIC16F876A 
Teniendo en cuenta la tabla 2 expuesta en el apartado anterior llego a la conclusión de que el 
PIC que me interesa utilizar para mi proyecto es el PIC16F876A. Las características que he 
tenido en cuenta para hacer mi elección son las siguientes: 
- Como no hay que manejar gran cantidad de información será suficiente con una 
longitud de palabra de 8 bits. 
- La memoria de programa  Flash 
- El procesado de los datos debe ser suficientemente rápido. 
- Consumo: hay que tener en cuenta que el proyecto podría ser perfectamente 
comercializable por ello es necesario poder alimentar el circuito mediante baterías. 
Por tanto el PIC es conveniente que pueda estar en estado de bajo consumo y ser 
activado mediante una señal y ejecute el programa adecuado para procesarla. 
- El ancho de palabra es un parámetro que puede reducir los costes del micro 
controlador considerablemente, puede ser más adecuado uno de 8 bits si el ancho de 
los datos es de 1 byte. 
- El encapsulado del PIC condicionará el diseño de la placa. 
- La elección del encapsulado es DIP28. 








El PIC16F876A  dispone de unas características que son satisfactorias para la realización de mi 
proyecto, en este punto se pretende hacer un repaso de dichas características. 
 
Tabla de características: 
 
 CARACTERISTICAS PIC16F876A 
PROCESADOR Frecuencia máxima DC-20Mhz 
 Arquitectura Harvard 
 CPU Risc 
 Interrupciones 14 fuentes posibles 
 Juego de instrucciones 35 instrucciones  
 Reset  MCLR, WDT 
MEMORIA Memoria FLASH 8 kbytes 
 RAM 368bytes 
 EEPROM 256bytes 
PERIFERICOS Puertos programables A,B,C 
 Numero de pines 28 
 Timers 3 
 Comunicación en serie MSSP,  USART 
 Corriente máxima de 
entrada/salida por pin 
25mA 
 Corriente máxima pines 200mA 
 Tensión de alimentación 5V 
Tabla 3.Caracteristicas PIC16F876A 
En cuanto al encapsulado el elegido es PDIP lo cual me ha hecho posible realizar diferentes 











Figura 6. Patillaje PIC16F876A 
Las entradas y salidas se conectan siguiendo el esquema del circuito. 
Descripción de cada pin: 
Nombre Numero Descripción 
OSC1 9 Entrada externa de reloj 
OSC2 10 Entrada externa de reloj 
MCLR 1 Activación de reset a nivel 
bajo 
RA0 2 I/O 
RA1 3 I/O 
RA2 4 I/O 
RA3 5 I/O 
RA4 6 I/O 
RA5 7 I/O 
RB0 21 I/O 
RB1 22 I/O 
RB2 23 I/O 
RB3 24 I/O 
RB4 25 I/O 
RB5 26 I/O 
RB6 27 I/O 
RB7 28 I/O 
RC0 11 I/O 
RC1 12 I/O 
RC2 13 I/O 
RC3 14 I/O 
RC4 15 I/O 
RC5 16 I/O 
RC6 17 I/O 
RC7 18 I/O 
Vss 8,19 Ground 
Vdd 20 5V 
Tabla 4. Patillaje PIC 
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3.3. Comunicación con el PIC 
Después de hacer un repaso de las características principales del dispositivo en este punto se 
pretende definir de manera breve algunos aspectos relacionados con el micro controlador 
como son los tipos de comunicación con el ordenador o los métodos de control del PIC. Estos 
sistemas aunque no son propiamente del PIC influyen en su programación por lo tanto es 
necesario conocer su funcionamiento. 
 
3.3.1. Comunicación serie R232  
La comunicación serie es la más común y sencilla a la hora de conectar un circuito con un 
ordenador. Los ordenadores disponen de conectores que actualmente son de 9 pines, aunque 
podrían ser de 25 adaptados al estándar RS232, de los cuales son suficientes 3 líneas para 
comunicarse con el circuito del micro controlador, las líneas son las siguientes: línea de 
transmisión (TxD), línea de recepción (RxD) y línea de masa (SG) . 
Algunos PIC disponen del módulo de comunicación serie USART/SCI. La principal función del 
USART es la de transmitir o recibir los datos en serie. Esta operación puede dividirse en 
síncrona y asíncrona. La transmisión síncrona utiliza una señal de reloj y una línea de datos, 
mientras que la asíncrona no hace uso de la señal de reloj por lo que emisor y receptor deben 
tener la misma frecuencia y fase. 
La transmisión en serie se basa en enviar los datos bit a bit a través de una línea común en 










El Bus SPI (Serial Peripheral Interface) es un estándar de comunicación, usado principalmente 
para la transferencia de información entre circuitos integrados en equipos electrónicos que 
incluye una línea de reloj, dato entrante, dato saliente y un pin de chip select, que conecta o 
desconecta la operación del dispositivo con el que se desea establecer la comunicación. 
 
3.3.3.Comunicacion USB 
La comunicación USB (Universal Serial Bus) fue creada en los años 90 por una asociación de 
empresas con la idea de ser un bus estándar en las conexiones a ordenador. Para crear dicho 
dispositivo se tuvieron en cuenta las siguientes ideas: 
- Ser independiente de la plataforma hardware empleada. 
-  Mejorar las técnicas plug-and-play, es decir, debía permitir a los dispositivos 
conectarse y desconectarse sin necesidad de reiniciación. 
- Configuración automática la ser conectados. 
El USB se puede clasificar según su velocidad de transferencia de datos: 
 Baja velocidad (USB 1.0) : hasta 1.5 Mbps (192KB/s) utilizado para ratones, teclados… 
 Velocidad completa (USB 1.1) : hasta 12Mbps  (1.5MB/s) 
 Alta velocidad (USB 2.0) : hasta 480 Mbps (60MB/s) utilizado entre otros para 










































4.  MATRIZ DE LED 
4.1. Introducción 
El funcionamiento de las matrices depende de la conexión que se 
realice, podemos montar matrices del tamaño que se desee. Hoy en 
día podemos encontrar en el mercado numerosos tipos de matrices 
ya montadas, una de las mas comunes es la matriz de 7*5 leds que 
esta formada por 7 filas y 5 columnas teniendo así un total de 35 leds 
contenidos dentro de dicha matriz. 
                                                                      
Para obtener matrices de mayor tamaño es muy común ensamblar 
varias matrices hasta obtener por ejemplo una pantalla del tamaño que deseemos o un cartel 
pasa mensajes de una resolución u otra. 
 
 
Figura 10.ejemplo matriz realizada con Proteus 
Esta figura es un esquema realizado con simulador Proteus. Para realizar esta matriz hay que 
poner todos los ánodos que forman la fila conectados en paralelo (para cada fila) y a 
continuación se conectan los cátodos de las columnas. Encontraremos dos tipos de matrices, 
de ánodo común o de cátodo común.  




La llamada matriz de ánodo común es la que en las filas tiene el cátodo conectado y la de 
ánodo común es cuando el ánodo se encuentra en las filas. La figura anteriores es de ánodo 
común. 
4.2. Funcionamiento de una matriz 
El encendido de la matriz se lleva a cabo con el multiplexado de varios puntos. Dentro de un 
intervalo de tiempo se deben encender y apagar cada columna de la matriz con su fila y 
teniendo en carga el dato que hayamos introducido. El tiempo de encendido y apagado de 
cada columna debe ser menor al que el ojo humano puede percibir y así se hace creer a la 
persona que observa que la imagen es completa. De esta manera se pueden incluso dar los 
efectos de una imagen en movimiento ya que  la lentitud de nuestra vista para capturar las 
imágenes mostradas nos lo permite. Por este motivo un punto esencial es la correcta elección 
del tiempo de encendido ya que determinando este tiempo podemos hacer ver una imagen 
completa o una imagen con molestos parpadeos. 
                                                              
4.2.1. Necesidad de multiplexado 
Con la siguiente figura se puede observar que hace necesario el uso de la técnica de 
multiplexado en una matriz de leds. 
  
 
Figura 11. Matriz de leds 
Si ponemos un ‘1’ en A y B al mismo tiempo es imposible direccionar un LED individualmente 
dentro de las dos filas. Por ejemplo si la línea 1 conduce cuando a+b conduce, dos leds se 
encienden a la vez. 
Como solución a este ‘problema’ tenemos la multiplexación por división de tiempo que se 
realiza en orden secuencial (de A a D). solamente se le da energía a una fila en un único 
instante de tiempo. Durante el periodo en el cual la fila tiene energía, los LEDS deseados son 
encendidos por tanto ponemos un ‘1’ en las columnas de acuerdo a lo que se desea mostrar. 





5. SIMULADOR PROTEUS 
 
5.1. Introducción 
El entorno de diseño PROTEUS de LABCENTER  ELECTRONICS es una herramienta que permite 
simular los circuitos a realizar. Proteus ofrece la posibilidad de simular código micro 
controlador de alto y bajo nivel .  
El simulador se compone de tres modulos: 
 ISIS ( Intelligent Schematic Input System) : es el modulo encargado de captura de 
esquemas. 
 VSM( Virtual system Modelling) : es el modulo encargado de simulación con PROSPICE 
que es la versión SPICE de Proteus. 
 ARES (Advanced Routing Modelling) : es el modulo encargado de la realización de 




ISIS es la herramienta de trabajo que nos permite realizar esquemas  sobre un área de trabajo 
que serán posteriormente simulados o pasados a circuito impreso con ARES. 
El programa posee una gran variedad de librerías de modelos, además si el modelo deseado no 
se encuentra en dichas librerías se permite la creación de nuevos componentes aunque los 
nuevos componentes no tendrán un modelo que se haga posible su simulación. 
A continuación se hace una pequeña enumeración de los diferentes elementos que contiene 
este modulo de programa ya que ha sido una herramienta muy utilizada durante toda la 




Figura 12. Entorno de trabajo ISIS 
Del entorno de Trabajo de la figura 12 solo decir que esta formado por diversas barras de 
herramientas que facilitan la creación de el circuito y la ventana de trabajo marcada por un eje 
central. 
Entre otras características, se puede seleccionar el tamaño del área de trabajo, los 
componentes, los encapsulados de los componentes y en el micro controlador se puede cargar 
el fichero .HEX en el propio micro o el archivo .COF para su simulación. Con el archivo .COF 
podremos ver una simulación que nos permite realizarla paso a paso en cambio con el .HEX no. 
Al unir los componentes con cables se pueden unir en forma de cable individual , realizando 
BUSES para la conexión o haciendo uso de la herramienta LBL( labels),editando una etiqueta 
para  cada extremo del cable, de esta manera quedaran automáticamente unidos sin 
necesidad de una línea física entre ellos. Otro modo de unión virtual seria a través de 
terminales, al activar el modo terminal se puede seleccionar distintos tipos de terminales, al 
usar este terminal en varios componentes y darle el mismo nombre en todos ellos se consigue 
una unión eléctrica. 
 






Este modulo es el que hace posible ver la señales en herramientas como por ejemplo un 
osciloscopio, cosa muy útil para ver las señales que después de realizar la programación salían 
de el PIC. 
 
5.4. ARES 
El Ares es la herramienta para el diseño de placas de circuito impreso (PCB) y está integrado 
con la herramienta ISIS. 
Después de diseñar el esquema electrónico con ISIS se puede generar automáticamente una 
lista de los componentes utilizados, sus encapsulados y las conexiones que forman parte del 
circuito (netlist). El programa interpreta esta lista para permitir realizar la placa en circuito 
impreso, por tanto cualquier modificación del esquema en ISIS se reflejara en ARES. 
Las librería que utiliza ARES son las mismas que las de ISIS y es posible la creación de nuevos 
componentes a nivel de símbolo, encapsulado o modelo. 
Durante la colocación de los elementos ARES muestra como parte de ayuda al diseño los trazos 
de unión y vectores de fuerza según la lista de redes definida en ISIS. 
La red es un grupo de pines interconectados entre sí y la lista de redes es una lista de todas las 
redes que forman nuestro diseño. 
Los vectores de fuerza son los que se presentan en la pantalla para ayudar a la disposición final 
de los elementos. Estos vectores se forman en forma de flecha amarilla con origen en  el 
componente y apuntan hacia donde debería desplazarse el componente para obtener trazos 
de unión de menor  tamaño. 
En ARES cabe resaltar que también se incluye las librerías con los formatos de encapsulado de 
los componentes estandarizados en el mercado y además también se incorporan herramientas 





Figura 14. ejemplo en ARES 
El trazado de las pistas se puede realizar de manera manual o automática o incluso se puede 
hacer una combinación de las dos decidiendo donde irán los componentes más conflictivos y 
luego realizando el automático. 
Si se desea colocar una zona de disipación de cobre, se dispone de una herramienta con la cual 
indicas el contorno a rellenar y automáticamente se respeta el espacio de las pistas. 
Otra característica interesante del programa es la visualización del diseño y de los 
componentes en 3D . 
 





6. DISEÑO DE LA PLACA 
6.1. Descripción del circuito 
El circuito se realiza entorno a una matriz de leds en forma de cubo. 
Una matriz de leds en forma de cubo es una pantalla led a baja resolución e introduciendo una 
tercera dimensión. En mi diseño empezare con un cubo de 5*5*5 que equivale a 125 LED pero 
el diseño del circuito podría ser expansible. 
 
 
En el cubo de la figura16 hay 125 LED entonces se ve claramente que no podemos tener 125 
conexiones entrada/salida. Por esta razón se recurre al fenómeno óptico llamado persistencia 
de visión POV. 
El llamado POV  (Persistence Of Vision) es un fenómeno visual descubierto por el científico 
Joseph Plateau que demuestra como una imagen permanece en la retina una décima de 
segundo antes de desaparecer por completo. Por tanto esto permite que veamos la realidad 
como una secuencia de imágenes que el cerebro enlaza como una sola imagen visual móvil y 
continua. Para el proyecto si encendemos los LED de manera apropiada no es necesario que 
estén todos encendidos al mismo tiempo sino que será nuestra retina la que haga que los 
veamos. 
Para conseguir este efecto se recurre a la multiplexación (punto 5.2.1) que nos permitirá tener 
solamente  25 puertos para los cátodos y 5 para los ánodos y poder así controlar el cubo por 
completo.  
Figura 16. Cubo led 5*5*5 
30 
  
El cubo LED esta compuesto por capas ( cada capa es una matriz de 5*5) y columnas. Los 
ánodos de cada capa están soldados entre si y todos los cátodos de la columna se encuentran 
también soldados entre si. Cada una de las columnas estará conectada a una salida controlada 
de manera separada por lo tanto cada columna se puede controlar de forma individual y cada 
una de las 5 capas esta  también conectada de manera individual. La idea es tenerlas 
conectadas a un transistor que permitirá encender y apagar el flujo de corriente a través de 
cada capa. Por este motivo al encender el transistor de una sola capa, la corriente de las 
columnas del cátodo solo puede fluir en esa capa y por tanto la imagen solo se mostrara en la 
capa seleccionada. 
De esta manera para encender cada capa solo bastara con mantener las otras capas apagas y 
realizar esto muy rápidamente y con repeticiones. 
 








6.2. Configuración del circuito 
Como ya se ha comentado anteriormente es necesario realizar una multiplexación de las 
columnas del cubo ya que no haremos uso de un PIC con 25 +8 entradas/salidas por tanto 
llegados a este punto se puede observar la necesidad de un elemento que amplíe los puertos 
del PIC. Dicho elemento debe tener entre sus características la capacidad de transformar de 
serie a paralelo y esto se puede realizar de distintas maneras que se expondrán a continuación. 
6.2.1. Opciones de diseño 
 6.2.1.1. Opción A 
La primera idea de configuracion circuital para hacer posible mi proyecto es hacer uso de 
registros de desplazamiento como por ejemplo del 74HC595 para realizar el multiplexado. 
Con este dispositivo solamente son necesarias 3 salidas del PIC para manejar las 25 columnas 
cosa muy ventajosa ja que reduce considerablemente el numero de salidas necesarias del PIC.  
74HC595 
Las caracteristicas del 74HC595 son las siguientes: 
 8-bit serial-in/serial or parallel-out shift register with output latches.  
 8 bits de entrada en serie 
 Salida de 8 bits en serie o paralelo 
 Capacidad de registro 3 estado 
 Es un registro de 8 etapas de desplazamiento en serie. 
 
                                                                       Figura 18.Patillaje 74HC595 
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Símbolo PIN Descripción 
Q0 a Q7 15, 1 a 7 Salidas  
GND 8 Ground 
MR 10 reset a nivel bajo 
SHCP 11 Señal de reloj 
STCP 12 Deja pasar el dato hacia la 
salida 
OE 13 Se activa nivel bajo 
Q7’ 9 Para conexiones en cascada 
Vcc 16 Voltaje positivo 
DS 14 Dato 
Tabla 5. Pin description 74HC595 
 
Al tener solamente 8 salidas, hay que tener en cuenta que para un cubo de 5*5*5 se necesitan 
4 dispositivos y que para regular la intensidad del led es necesaria una resistencia por salida 
del buffer. 
La conexión entre ellos seria en cascada y la configuración del circuito seria la siguiente: 
 
 
Figura 19.configuración del circuito con 74HC595 
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*Nota: en la figura 19 falta incluir los transistores que controlan las columnas, el resto de 
elementos del pic… pero seria igual para el circuito B por este motivo solo se muestra  la parte 
que varia, que es la del 74HC595. 
De este circuito hay que comentar que se hace uso de 25 resistencias, una por columna del 
cubo, las resistencias controlan la intensidad que se subministra y por tanto controlarán 
también la luminosidad del led. 
 
 6.2.1.2. Opción B 
La otra opción seria hacer uso de los llamados constant current led sink driver . Podemos 
encontrar a diferentes fabricantes encargados de realizar estos dispositivos.                                         
 Después de hacer una búsqueda encontré el TLC5917IN (con 8 canales de salida),  se fabrica 
en encapsulado 16- SOIC, 16-TSSO y 16-DIP. 
TLC5917IN 
Las características generales son las siguientes: 
 8 salidas de corriente de 3mA a 120mA. 
 Subministro de energía de baja tensión de hasta 3V 
 Corriente de salida de los canales ajustable mediante una resistencia exterior. 
 Serial data IN/parallel data OUT. 
 Frequencia maxima del CLK de 30MHz 
 




Simbolo PIN Descripción 
CLK 3 Entrada de reloj 
GND 1 Ground 
LE(ED1) 4 A nivel bajo deja pasar el 
dato 
OE (ED2) 13 A nivel alto habilita el paso 
de la señal 
OUT0 – OUT7 5 - 12 salidas 
SDI 2 Entrada de el dato 
SDO 14 Para pasar el dato en cascada 
VDD 16 Voltaje positivo 
 
Tabla 6.Descripcion de los pin 
 
Al tener una corriente máxima de 100mA pueden estar casi todos los led encendidos al mismo 
tiempo pero no es necesario ya que solamente estará encendido uno por columna al mismo 
tiempo. 
Las salidas del dispositivo están controladas por los datos cargados desde el pic por la entrada 
serie. Los dispositivos que sean necesario se conectan en cascada para que el PIC solamente 
con el reloj, da entrada a los 25 bits de datos para el control de los LED en cada capa. 
Para poner una resistencia adecuada será necesario realizar diferentes pruebas de luminosidad 















 6.2.2. Elección de los LED. 
La elección de los LED es uno de los puntos clave de este proyecto ya que determinara el 
impacto visual del trabajo.  
 
 
Hay distintos puntos a tener en cuenta a la hora de hacer una buena elección: 
- La intención es que la luz de los LED que forman el cubo sea visible desde cualquier 
angulo, por lo tanto es importante que el LED sea translucido o con algún sistema que 
no enfoque tada la luz hacia el centro del LED ya que de esta manera solo veriamos la 
luz si miraramos el cubo desde arriba y no por los lados. 
- En cuanto al tamaño de los LED, cuanto mas grande sean mas grande es el tamaño de 
pixel y mas brillante, pero hay que tener en cuanta las limitaciones del tamaño del 
cubo del proyecto, si se pusieran leds muy grandes no quedaría casi espacio entre LED’ 
s y por tanto no se apreciaría la profundidad de las capas. Por tanto con LEDs de 3mm 
o 5mm seria suficiente. 
- Con LEDs con la punta plana la luz se hace mucho mas visible aunque también existen 
los leds de alta luminosidad. 
- La luminosidad de los led debe ser suficiente como para que se consiga correctamente 
el efecto de multiplexacion y persistencia de la visión. 
- La longitud de las patas del LED no es muy importante ya que el cubo se puede hacer 
del tamaño que se desee simplemente haciendo una estructura de cobre y soldando 






Ilustración 1. Diodo LED 
en PROTEUS 





                  Figura 23.LED plano 
6.2.3. Elección de las Resistencias 
 
                                               Figura 24.Pruebas de luminosidad 
Las resistencias en este circuito determinarán la corriente que se entrega al LED por tanto la 
luminosidad del LED se verá afectada, 
Hay que tener en cuenta la corriente máxima del LED y  la corriente máxima que el  
Cada LED necesita 15mA pero hay que tener en cuenta que no todos los LEDs estarán 
encendidos al mismo tiempo, lo que significa que no es necesario tener 75mA. 
Para el 74HC595 su corriente de salida máxima es de 35mA, lo cual es suficiente ya que de 
toda la columna y gracias al fenómeno POV solo es necesario que haya un led encendido al 
mismo tiempo. Por tanto con una resistencia de 100Ω a la salida de cada output es suficiente 
para iluminar el cubo el led de la columna del cubo ya que entrega unos 25mA. 
 
 
    
 
 
Figura 22.LED 3mm blanco 
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6.3. Circuito final 
Las principales motivaciones para la elección del dispositivo 74HC595 son: 
-Precio : 0.37euros frente a los 1.80euros del TLC5917. Para un cubo de 5*5*5 son necesarios 
4, pero si ampliáramos la versión de el cubo veríamos como se incrementan 
considerablemente los costes. 
-  Más fácil de encontrar en Stock en tiendas de electrónica. 
- Al encontrarse entre la librerías de proteus con modelo simulable, hace posible las 
simulaciones previas. 
- Su encapsulado hace posible las diferentes pruebas en protoboard.  
Lista de componentes y descripción: 
Componentes Numero necesario Descripción 
Resistencia 100Ω 25 Conexión a cada columna del cubo 
Resistencia 1 kΩ 1 Para el MCLR 
Transistores BC548C 5 Para cada capa del cubo 
Oscilador cristal 4MHZ 1 Oscilador externo 
Condensador 22 nF 2 Para el oscilador externo 
Pila 9V 1 Alimentación del circuito 
Regulador de voltaje 7805 1 Control de la alimentación a 5V 
Pic 16F876A 1 Microcontrolador 
Condensador 100nF 5 Proteccion de cada chip 
LED 125 Para formar el cubo 
Zocalo 16pin 4 Para cada 74HC595 
Zocalo 28pin 1 Para el PIC 
74HC595 4 Para cada columna 
Tabla 7.componentes circuito 
 
NOTA: 
- Los transistores BC548C iran conectados tanto a cada capa de el cubo como a la 
alimentación positiva y a cada uno a puerto de salida del PIC. 
- Los 74HC595 que son los registros de desplaamiento de 8 bits se conectan en cascada 
y a 3 puertos del pic para obtener las señales tanto de el dato a enviar, como de reloj y 






6.3.1 Pruebas en protoboard 
Un paso previo importante a dar antes de realizar el montaje en placa insolada es el poder 
realizarlo en una placa protoboard, ya que dicha placa da la libertad de hacer cambios durante 
cualquiera de las pruebas, de rectificar errores de montaje y permite probar los diferentes 
tipos de circuitos pensados anteriormente.  
Como mi elección se ha basado en los dispositivos 74HC595 el circuito que se muestra a 
continuación los contiene:  
  
 
Figura 25.circuito en protoboard 
Dar el paso a hacer el montaje del circuito en protoboard es imporatente pero previamente y 
teniendo disponible la herramienta proteus para la simulación he creido necesario hacer 









6.3.2 Pruebas con proteus 
 
Figura 26.circuito para simulación en proteus 
Con el circuito simulable he podido hacer diferentes pruebas de programación sin necesidad 
de estar continuamente grabando el PIC, cosa que me ha facilitado el proceso de creación del 
programa. 
Para hacer estas pruebas he simulado solamente con una capa del cubo ya que para ver el 
resultado era suficiente y con la herramienta de osciloscope de la que dispone proteus he 
podido seguir exactamente el valor de las señales que iba enviando al pic mediante el 
programa.  
Otro punto a comentar es que la velocidad a la cual se ve en el PC el encendido y el apagado 











Descripción de la conexión para cada uno de los pines del pic: 
Nombre Numero Descripción 
OSC1 9 Oscilador cristal de 
4MHz 
OSC2 10 Oscilador cristal de 
4MHz 
MCLR 1 A una resistencia y a 
voltaje positivo 
RA0 2 SHCP 
RA1 3 STCP 
RA2 4 DS 
RB0 21 Tansistor y a capa 1 
RB1 22 Tansistor y a capa 2 
RB2 23 Tansistor y a capa 3 
RB3 24 Tansistor y a capa 4 
RB4 25 Tansistor y a capa 5 
Vss 8,19 Ground 
Vdd 20 5V 
Tabla 8.Conexiones PIC 
6.3.3 .Realización PCB 
6.3.3.1. Fotolito 
Para la creación del fotolito he hecho uso de el programa ARES con el cual he obtenido el 
siguiente fotolito : 
 
Figura 27.Fotolito                                                              Figura 28.visualizacion 3D en ARES 
 
Con el fotolito ya es posible realizar la placa en circuito impreso para así obtener un circuito 
fijo y definitivo.  
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6.3.3.2. Montaje de la placa 
Una vez impreso el fotolito en la placa PCB ya es posible comenzar con el montaje de los 
componentes:  
 













                                                                
                                                              Figura 30. Placa PCB montada 
 
La placa ha sido montada de acuerdo el esquema circuital de la figura 26. 
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6.3.3.3. Montaje del cubo 
La realización de el cubo es un punto clave en este proyecto ya que es la parte mas visual. Los 
materiales necesarios para el montaje del cubo han sido los siguientes: 
o Varillas de cobre de 2mm 
o 125 led 
o Plantilla 
Primero hay que hacer una plantilla que es la que condicionará el tamaño total de el cubo. En 
mi caso la plantilla esta compuesta de una madera con filas de 5*5 agujeros de 2.5cm entre 
ellos (desde el centro). 
 
        Figura 31.Plantilla 
De esta manera aseguro que los leds al quedar soldados queden lo mas rectos posibles. 
 
                                                  Figura 32. Montaje de el cubo 
Un punto importante a tener en cuenta llegado a este punto es proceder a la comprobación 
individual de cada led antes de montar todas las capas formando el cubo. También hay que 
decir que es muy importante ir realizando estas comprobaciones durante todo el proceso de 
montaje ya que en cualquier momento un led puede ser fundido a causa de la calor que 




Figura 33. Capas de el cubo 
Una vez  he tenido las 5 capas montadas se procede al montaje de el cubo: 
 
 
                                                                              Figura 34.montaje del cubo 
 




6.3.3.4. Montaje final total 
La siguiente figura muestra el resultado de el montaje antes de ser insertado en la caja de 
metacrilato. 
 
El material mas adecuado para la realización de la caja he creído que seria el metacrilato ya 
que por su transparencia permite hacer visible tanto la placa (circuito) como la luz de los led, la 
caja es totalmente desmontable ya que esta pensada para poder sacar el pic y regrabarlo, asi 
como también la parte de el cubo de leds también es desmontable para hacer posible si fuera 














7. COMPILADOR C CCS 
 
7.1. Introducción 
Los compiladores en general son programas encargados de traducir un texto escrito en 
lenguaje de alto nivel a un código maquina.  
El compilador C de CCS ha sido desarrollado específicamente para PIC, 
obteniendo la máxima optimización del compilador con estos 
dispositivos. Tiene una amplia librería de funciones predefinidas, y 
ejemplos. Además, suministra los controladores para diversos 
dispositivos como LCD, convertidores AD, relojes en tiempo real, 
EEPROM serie, etc.  
 Los programas son editados y compilados a instrucciones 
máquina en el entorno de trabajo del PC, el código máquina puede ser cargado del PC al PIC 
desde cualquier grabador. 
 
El CCS es C estándar y, además de las directivas estándar (#include,etc.), suministra unas 
directivas específicas para PIC (#device,etc.) y unas funciones específicas (bit_set(),etc.). Se 
suministra con un editor que permite controlar la sintaxis del programa. 
 
El compilador CCs dispone de un gran soporte en cuanto a tutoriales y métodos de uso cosa 















7.2. Uso del programa 
El primer paso a seguir para la realización de un nuevo proyecto es al abrir el programa 











Una vez creado el nuevo archivo y guardado en la carpeta que se quiera, se puede proceder al 
inicio de la escritura del programa.  
Al inicio de todo programa se ha de incluir el fichero del micro controlador que se va a utilizar 
mediante la instrucción  : 
#include <16F876A.h> 
Seguidamente se debe definir la velocidad del reloj del PIC  : 
#use delay(clock=4000000) 
A continuación los puertos que van a ser utilizados: 
#byte TRISB = 0x86 
#byte PORTB = 0x06 
#byte TRISA = 0x85 
#byte PORTA = 0x05 
Y por último mediante la siguiente instrucción ya se podría iniciar a la escritura del programa: 
void main(){          
Figura 37. Creacion de nuevo archivo 
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A parte del juego de instrucciones en si hay que destacar que el programa dispone de las 
siguientes declaraciones de control que son utilizadas para controla el proceso de control. 
7.2.1. Declaraciones de control        
 IF-ELSE  
 If (expresión) 
  Sentencia1; 
 {Else   
  Sentencia2;       } 
Con esta declaración primero se evalúa la expresión y si es cierta se ejecuta la sentencia 1 pero 
si no lo es se ejecuta la sentencia2. Si se diera el caso de que hubiera múltiples expresiones en 











Evalúa la expresión y en orden a la constante adecuada realiza las sentencias 
asociadas. Nunca puede haber dos case con la misma constante. 
 FOR 
For (inicialización ;condición de finalización ; incremento) { 
Sentencias; 
} 






Sentencias ;  
} 
Se utiliza para repetir sentencias e introduciendo el do se realizara la sentencia del Do 
el numero de veces que indique el while. 
 
7.3. Compilación 
Una vez realizado el programa, es necesario proceder a su compilación para generar lo 
archivos necesarios para cargar en el PIC, esto archivos serán lo .Hex , además de estos 
archivos también es posible generar otros como por ejemplo los .Cof que son útiles 
para la simulación paso a paso en proteus. 
 
Figura 38. Proceso de compilación en C CCS 
 
En esta captura de imagen se puede ver la pantalla que sale una vez iniciada la 
compilación, si el código tuviera errores estos aparecerían debajo del código, así como 
también se indica la ocupación de la memoria RAM y ROM .  
 




8. CREACIÓN DEL CÓDIGO EN C 
8.1. Programa principal 
 8.1.1. Consideraciones previas 
Para comenzar a hacer el programa para controlar el cubo hay que tener claro el 
funcionamiento de los dispositivos 74HC595. En primer lugar después de hacer una lectura del 















Simbolo PIN Descripción 
Q0 a Q7 15, 1 a 7 Salidas  
MR 10 Reset cuando se encuentra a 
nivel bajo 
SHCP 11 Señal de reloj transmisión de 
nivel bajo a nivel alto 
STCP 12 Deja pasar el dato hacia la 
salida con transmisión de 
nivel bajo a nivel alto 
OE 13 Se activa nivel bajo 
Q7’ 9 Para conexiones en cascada 
con paso de datos de 8 bits. 
DS 14 Dato 
Tabla 9.descripción de los símbolos 
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El ultimo elemento necesario para la comprensión seria el siguiente esquema: 
 
Figura 41.Esquema temporal 
 
Teniendo en cuenta las figuras 40 y 42 y la tabla 10 el programa realizado deberá satisfacer las 
siguientes necesidades: 
 Debe tener una señal de salida de reloj por uno de los pines del PIC (SHCP). 
 En la salida del PIC conectada a STCP debe emitir un pulso después de un tiempo de 
espera de 4 paquetes de 8 bits ya que es lo necesario para enviar el dato a cada uno de 
los dispositivos. 
 En DS deberán entrar los bits a mostrar que encenderán y apagaran cada uno de los 
leds de el cubo, por tanto a tener en cuenta hay que entrar 4 paquetes de 8 bits de 
dato para que todos los 74HC595 tengan cada uno su salida de acuerdo a la deseada y 
se ha de tener en cuenta la conexión en cascada de el 74HC595. 
 En mi montaje pondré MR siempre a positivo, por tanto siempre estará preparado 
para cargar el dato y OE a masa por tanto siempre estará a nivel bajo y siempre estará 
mostrando el dato que haya pasado a través de STCP. 
 
Por otra parte hay que tener en cuenta el esquema circuital y a que pin de el pic esta 
conectada cada una de las capas para poder hacer un programa que las controle. 
Con el esquema circuital de los puntos anteriores el pin B0 del pic se conecta a la capa1, B1 





Programa realizado para satisfacer el punto anterior queda de la siguiente manera: 
//--------------------------------
     void sendata(int8 a){ 
      int8 i; 
      i=(a>>7); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>6); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
 
      i=(a>>5); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
  
      i=(a>>4); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 




      i=(a>>3); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>2); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>1); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=a&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      output_low(pin_A0); 
      delay_us(10); 













   void sendbyte(void){ 
      output_low(pin_A0); 
      delay_us(10); 
      output_high(pin_A0); 
      delay_us(10); 
   } 
 
 
 //-----------------------------------------------------   
   void sendatacapa(int8 h0, int8 h1, int8 
h2, int8 h3){ 
       sendata(h0); 
       sendata(h1); 
       sendata(h2); 
       sendata(h3); 
       
       output_high(pin_A1); 
       delay_us(10); 
       output_low(pin_A1); 
       delay_us(10); 




Con el fragmento de programa sendata(int8) hace que en el puerto A2 de el PIC salgan en fila 
los 1 o 0 que enviemos a través de el fragmento sendatacapa que lo que hace es enviar un 
impulso a la salida A1 de el PIC y que así pueda pasar el dato hacia la salida. Dentro de sendata 
queda contenido el fragmento sendbyte que hace la función de CLCK pero en mi programa no 
he hecho un reloj continuo sino que he tenido en cuenta que al necesitar a cada vez solamente 
el envío de 4 grupos de 8 bits, la señal de reloj sigue también esa pauta. 
Según el programa descrito al final de cada ráfaga de reloj se enviaría el pulso que habilita la 
salida. 
 
Figura 42. Osciloscopio simulado con proteus 
Gracias a la herramienta VSM  de simulación proteus se puede observar el funcionamiento de 
el anterior programa mediante el osciloscopio que el programa proporciona. 
En la figura 34 el canal A(amarillo) es la salida A0 de el pic que según se puede ver envía la 
señal de reloj, el canal B (azul) es la salida A1 que manda un pulso al final de la señal de reloj 
para que el dato pueda ser visto en la salida de el 74HC595. Por ultimo en el canal C (rosa) se 







 8.2.1.  Núcleo 
 
En esta animación se pretende encender y apagar el contorno y el centro del cubo 
alternativamente. 
 
                               Figura 43.Animacion núcleo 
 
 8.2.2. Fila 
 









Con esta animación se pretende hacer rotar la cara de el cubo mediante un eje central que 








La descripción de esta animación es realizar el encendido de cada capa individualmente de 
arriba abajo y de abajo para arriba. 
 
 












Figura 47.Animación UPC "U" 
  
            
      //P 
 
Figura 48.Animación UPC"P" 
          
          
      //C 
 






9. EL GRABADOR Y EL PROCESO DE 
GRABACIÓN  
9.1. El entorno MPLAB 
Es un entorno de desarrollo integrado que es distribuido gratuitamente por microchip ya que 
es el programa necesario para hacer uso de las herramientas de grabación de PIC de las cuales 
son ellos mismos los fabricantes.  
 Una vez realizada la descarga del programa de la web microchip.com se 
procede a la creación del nuevo proyecto mediante la opción Project  
Project wizard…  a continuación se indica el dispositivo que se va a utilizar y 
en la siguiente ventana el compilador que se va a utilizar, en este caso c ccs. 
De esta manera ya es posible darle nombre al proyecto y proceder a la ubicación donde se 
desee. El siguiente paso nos ofrece la posibilidad  de indicar los ficheros a incluir en el proyecto 
mediante al botón Add. 
9.1.1. Ensamblado del programa 
 
Figura 50.proceso de ensamblado 
Mediante el icono build all se procede al ensamblado del fichero fuente, en el momento de del 
ensamblado aparece una ventana donde se indica el proceso de ensamblado y al final de dicho 
proceso aparece en la parte inferior de la ventana si el ensamblado se ha llevado a cabo con 
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éxito  o por el contrario se indica los errores que se han tenido a la hora de realizar el 
programa para poder proceder a su corrección. 
Para poder hacer un seguimiento del comportamiento del programa antes de proceder a la 
grabación en ningún dispositivo, lo haremos mediante la herramienta MPLAB SIM y la ventana 
watch, en esta ventana se permite añadir los registros que nos interese visualizar. 
Hay 5 comandos importantes a la hora de realizar esta simulación y son los de ejecutar 
continuamente el programa, la de ejecutar continuamente el programa pero actualizando la 
ventana de watch, parar la ejecución del programa, la ejecución del programa paso a paso y el 
reset. 
Con este simulador también hay la posibilidad de poner puntos de ruptura para empezar 
directamente desde ese punto de interés la ejecución del programa. Se establece el punto de 
ruptura mediante la B de color rojo. Al simular la ejecución continua del programa se detendrá 
en la instrucción marcada con dicho punto, para eliminar el punto se debe seleccionar remove 
all breakpoints. 
 
9.1.2. MPLAB ICD2 
Si el micro controlador esta colocado directamente sobre el circuito y debidamente 
alimentado, el programa ofrece la posibilidad de realizar una depuración previa para 
comprobar el correcto funcionamiento antes de proceder a la programación del micro 
controlador. Esto se hace mediante la pestaña debugger – select tool --- MPLAB ICD2. 
 
Figura 51. Formas de conexion entre PC - ICD2 - PIC 
Para grabar el pic se lleva a cabo mediante programmer--- select programmer--- MPLAB ICD2, 
en el programa MPLAB solamente se podrá realizar una de las dos opciones al mismo tiempo, 
o grabación o depuración. Con la opción de grabación no es necesario que el PIC este 
conectado al circuito destino ya que simplemente va a ser grabado. 
Las opciones mas destacables que se encuentran son las de : 
-Program: permite grabar el PIC. 
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-Read: lee el programa que se encuentra grabado en e lPIC y lo carga en MPLAB. 
-Verify:comprueba que la grabación se ha realizado de manera correcta. 
-Erase part: Borra el PIC antes de proceder a su grabación. 
-Blank chech: comprueba que el PIC esta borrado. 
 
 
Figura 52.pantalla de grabación 
 









































10. CONCLUSIÓN Y POSIBLES    
       MEJORAS 
10.1. Conclusión 
Para concluir este proyecto primero mencionar que se ha cumplido los objetivos  mencionados 
en la propuesta.  
Como se ha podido ver se ha realizado el diseño de el circuito que hace posible la iluminación 
del cubo de leds así como también se ha pensado en un formato de presentación que hicieran 
el cubo más fácil de transportar. 
Por otro lado se ha realizado la programación en el PIC de diferentes animaciones que hacen 
posible los efectos luminosos del cubo. 
Me gustaría destacar también el importante uso de la herramienta de simulación proteus que 
ha sido la que me ha permitido realizar pruebas de funcionamiento de manera fácil, rápida y 
con resultados satisfactorios ya que son bastante similares a los resultados reales obtenidos. 
Durante toda la realización de este proyecto ha sido una herramienta muy utilizada y de gran 
importancia. 
Por ultimo espero con este proyecto despertar la curiosidad de otros alumnos sobre el 
funcionamiento de los PIC y hacerles pensar que con la electrónica también se pueden obtener 
resultados artísticos y me gustaría hacer una mención a la posibilidad de hacer uso de el cubo 
como una herramienta docente. 
10.2. Mejoras 
Posiblemente una de las principales mejoras de este proyecto seria realizar un circuito capaz 
de abarcar cubos de diferente tamaños para asi poder  crear mas animaciones. 
Otra posible línea de desarrollo seria la creación de una herramienta de software que permita 
indicar que leds de el cubo deseas visualizar encendidos y automáticamente se cree dicho 
programa en C para ser cargado en el cubo. Esto haría el cubo un elemento  próximo a 
cualquier usuario ya que cualquier persona sin necesidad de tener conocimientos de 
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MANUAL DE PRÁCTICAS DE 
















Cada grupo deberá realizar solamente una de las practicas que contiene el manual y la práctica 
final debe ser común para todos los grupos. 
El PIC utilizado es el 16F876A y todos los programas realizados deben contener las siguientes 
partes de programa para poder hacer posible el envío de los bits necesario que encenderán y 
apagaran las partes necesarias de el cubo: 
//--------------------------------
     void sendata(int8 a){ 
      int8 i; 
      i=(a>>7); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>6); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
 
      i=(a>>5); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
  
      i=(a>>4); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 




      i=(a>>3); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>2); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>1); 
      i=i&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      i=a&0x01; 
      if (i==0) output_low(pin_A2); 
      else output_high(pin_A2); 
      sendbyte(); 
       
      output_low(pin_A0); 
      delay_us(10); 















   void sendbyte(void){ 
      output_low(pin_A0); 
      delay_us(10); 
      output_high(pin_A0); 
      delay_us(10); 







 //-----------------------------------------------------   
   void sendatacapa(int8 h0, int8 h1, int8 
h2, int8 h3){ 
       sendata(h0); 
       sendata(h1); 
       sendata(h2); 
       sendata(h3); 
       
       output_high(pin_A1); 
       delay_us(10); 
       output_low(pin_A1); 
       delay_us(10); 
    } 
 
 
El programa anterior realiza la función de enviar el dato hacia el microcontrolador, por lo 
tanto un vez dada esta parte de la programación  mediante sendatacapa se envía cualquier 
ráfaga de bits hacia el pic. Para entender el funcionamiento total de el circuito se ha de hacer 
un estudio tanto de la configuración circuital como de los datasheet de los componentes 
(anexos). 
Material : el compilador C CCS para realizar el programa y el simulador proteus para poder ir 
realizando simulaciones son dos herramientas necesarias para la realización de las prácticas. El 
material para realizar la grabación del PIC y el cubo led se encuentran ubicados en el 




Práctica 1  
Realizad  un programa que encienda y apague alternativamente la envoltura y el nucleo de 
el cubo.  
 
La imagen es orientativa de la parte de el 











Realizad un programa que encienda de manera consecutiva todas las  caras verticales del cubo. 
Esta imagen la veriamos si mirásemos el cubo desde arriba por tanto hay que tener en 
cuenta que la fila encendida debe ser visible 
ene todas las capas y que la imagen 














En esta imagen se observa minimamente 
que el funcionamiento será el encendido 
de las dos diagonales y de los dos ejes 
centrales tanto siempre teniendo en 
cuenta que solo uno de ellos estará 
encendido y que la vista de esta imagen 
es de la parte superior de el cubo ya que 





Realizad un programa que encienda consecutivamente en ambas direcciones todas las capas 
del cubo creando asi un efecto de encendido horizontal. 
 
 
La visión desde la parte de arriba de el cubo 










Prá cticá finál 
La práctica final común para todos los grupos consistirá en la realización de un programa que 
muestre en el cubo de la manera que cada cubo elija una palabra de 3 letras. Las posibles 
maneras de mostrar estas letras pueden ser bordeando el cubo, en una de las caras, en todas 
las caras a diferentes tiempos… . Hay que tener en cuenta que cada grupo deberá elegir una 




















 12.2.1. 74HC595 
74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift 
register with output latches; 3-state 
Rev. 6 — 12 December 2011
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1. General description 
 
The 74HC595; 74HCT595 are high-speed Si-gate CMOS devices and 
are pin compatible with Low-power Schottky TTL (LSTTL). They are 
specified in compliance with JEDEC standard No. 7A. 
 
The 74HC595; 74HCT595 are 8-stage serial shift registers with a 
storage register and 
3-state outputs. The registers have separate clocks. 
 
Data is shifted on the positive-going transitions of the shift register 
clock input (SHCP). The data in each register is transferred to the 
storage register on a positive-going transition of the storage register 
clock input (STCP). If both clocks are connected together, the shift 
register will always be one clock pulse ahead of the storage register. 
 
The shift register has a serial input (DS) and a serial standard output 
(Q7S) for cascading. It is also provided with asynchronous reset (active 
LOW) for all 8 shift register stages. The storage register has 8 parallel 
3-state bus driver outputs. Data in the storage register appears at the 
output whenever the output enable input (OE) is LOW. 
 
2. Features and benefits 
 
  8-bit serial input 
  8-bit serial or parallel output 
  Storage register with 3-state outputs 
  Shift register with direct clear 
  100 MHz (typical) shift out frequency 
  ESD protection: 
 HBM JESD22-A114F exceeds 2 000 V 
 MM JESD22-A115-A exceeds 200 V 
  Multiple package options 








  Serial-to-parallel data conversion 
  Remote control holding register 
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NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
 
4. Ordering information 
 
Table 1. Ordering information 
 
Type number Package 
Temperature range Name Description Version 
74HC595N 40 C to +125 C DIP16 plastic dual in-line package; 16 leads (300 mil) SOT38-4 
74HCT595N 
74HC595D 40 C to +125 C SO16 plastic small outline package; 16 leads; SOT109-1 
74HCT595D 
body width 3.9 mm 
74HC595DB 40 C to +125 C SSOP16 plastic shrink small outline package; 16 leads; SOT338-1 
74HCT595DB 
body width 5.3 mm 
74HC595PW 40 C to +125 C TSSOP16 plastic thin shrink small outline package; 16 leads; SOT403-1 
74HCT595PW 
body width 4.4 mm 
74HC595BQ 40 C to +125 C DHVQFN16 plastic dual in-line compatible thermal enhanced SOT763-1 
74HCT595BQ very thin quad flat package; no leads; 16 terminals; 
body 2.5  3.5  0.85 mm 
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NXP Semiconductors 74HC595; 74HCT595 






































































STAGE 0 STAGES 1 TO 6 STAGE 7 
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Q0 Q1  Q2  Q3  Q4  Q5  Q6 Q7 
mna555 
 








74HC_HCT595 All information provided in this document is subject to legal disclaimers. © NXP B.V. 2011. All rights reserved. 
Product data sheet Rev. 6 — 12 December 2011 3 of 24 
75 
  
   1 16 
  2 15 
  3 14 
  4 13 
  5 12 
  6 11 
  7 10 
  8 9 




























NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
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Q2      2 15 
 
Q3      3 14 
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Q6      6 
 
GND(1) 
11    SHCP 





Transparent top view 
 
(1)   This is not a supply pin, the substrate is attached to this pad using conductive die attach material. There is no electrical or 
mechanical requirement to solder this pad however if it is soldered the solder land should remain floating or be connected to 
GND. 
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NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
 
6.2  Pin description 
 
Table 2. Pin description  
Symbol Pin Description 
Q1 1 parallel data output 1 
Q2 2 parallel data output 2 
Q3 3 parallel data output 3 
Q4 4 parallel data output 4 
Q5 5 parallel data output 5 
Q6 6 parallel data output 6 
Q7 7 parallel data output 7 
GND 8 ground (0 V) 
Q7S 9 serial data output 
MR 10 master reset (active LOW) 
SHCP 11 shift register clock input 
STCP 12 storage register clock input 
OE 13 output enable input (active LOW) 
DS 14 serial data input 
Q0 15 parallel data output 0 
VCC 16 supply voltage 
 
7. Functional description 
 
Table 3. Function table[1] 
 
Control Input Output Function 
SHCP STCP OE MR DS Q7S Qn 
 
X X L L X L NC a LOW-level on MR only affects the shift registers 
X  L L X L L empty shift register loaded into storage register 
X X H L X L Z shift register clear; parallel outputs in high-impedance OFF-state 
 X L H H Q6S NC logic HIGH-level shifted into shift register stage 0. Contents of all 
shift register stages shifted through, e.g. previous state of stage 6 
(internal Q6S) appears on the serial output (Q7S). 
X  L H X NC QnS contents of shift register stages (internal QnS) are transferred to 
the storage register and parallel output stages 
  L H X Q6S QnS contents of shift register shifted through; previous contents of the 
shift register is transferred to the storage register and the parallel 
output stages 
 
[1]     H = HIGH voltage state; 
L = LOW voltage state; 
 = LOW-to-HIGH transition; 
X = don’t care; 
NC = no change; 
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NXP Semiconductors 74HC595; 74HCT595 














































Fig 8. Timing diagram 
 
8. Limiting values 
 
Table 4. Limiting values 
In accordance with the Absolute Maximum Rating System (IEC 60134). Voltages are referenced to GND (ground = 0 V). 
 
Symbol Parameter Conditions Min Max Unit 
VCC supply voltage  0.5 +7 V 
IIK input clamping current VI < 0.5 V or VI > VCC  + 0.5 V - 20 mA 
IOK output clamping current VO  < 0.5 V or VO  > VCC  + 0.5 V - 20 mA 
IO output current VO  = 0.5 V to (VCC  + 0.5 V)    
  pin Q7S - 25 mA 
  pins Qn - 35 mA 
ICC supply current  - 70 mA 
IGND ground current  70 - mA 
Tstg storage temperature  65 +150 C 
Ptot total power dissipation     
 DIP16 package  [1]   - 750 mW 
 SO16 package  [2]   - 500 mW 
 SSOP16 package  [3]   - 500 mW 
 TSSOP16 package  [3]   - 500 mW 
 DHVQFN16 package  [ 4]   - 500 mW 
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 [1]     For DIP16 package: Ptot derates linearly with 12 mW/K above 70 
C. [2]    For SO16 package: Ptot derates linearly with 8 mW/K above 70 
C. 
 [3]     For SSOP16 and TSSOP16 packages: Ptot derates linearly with 5.5 mW/K above 60 
C. [4]    For DHVQFN16 package: Ptot derates linearly with 4.5 mW/K above 60 C. 
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Symbol Parameter Conditions 74HC595 74HCT595 Unit 
Min Typ Max Min Typ Max 
 
Symbol Parameter Conditions 40 C to +85 C 40 C to +125 C Unit 
Min Typ Max Min Max 
 
NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
 
9. Recommended operating conditions 
 




VCC supply voltage  2.0 5.0 6.0 4.5 5.0 5.5 V 
VI input voltage  0 - VCC 0 - VCC V 
VO output voltage  0 - VCC 0 - VCC V 
t/V input transition rise and VCC = 2.0 V - - 625 - - - ns/V 
 fall rate VCC = 4.5 V - 1.67 139 - 1.67 139 ns/V 
  VCC = 6.0 V - - 83 - - - ns/V 
Tamb ambient temperature  40 +25 +125 40 +25 +125 C 
 
10. Static characteristics 
 
Table 6. Static characteristics 





VIH HIGH-level VCC = 2.0 V 1.5 1.2 - 1.5 - V 
 input voltage VCC = 4.5 V 3.15 2.4 - 3.15 - V 
  VCC = 6.0 V 4.2 3.2 - 4.2 - V 
VIL LOW-level VCC = 2.0 V - 0.8 0.5 - 0.5 V 
 input voltage VCC = 4.5 V - 2.1 1.35 - 1.35 V 
  VCC = 6.0 V - 2.8 1.8 - 1.8 V 
VOH HIGH-level VI = VIH or VIL       




IO  = 20 A; VCC  = 2.0 V 1.9 2.0 - 1.9 - V 
IO  = 20 A; VCC  = 4.5 V 4.4 4.5 - 4.4 - V 
IO  = 20 A; VCC  = 6.0 V 5.9 6.0 - 5.9 - V 
Q7S output     
IO  = 4 mA; VCC = 4.5 V 3.84 4.32 - 3.7 - V 
IO  = 5.2 mA; VCC  = 6.0 V 5.34 5.81 - 5.2 - V 
Qn bus driver outputs     
IO  = 6 mA; VCC = 4.5 V 3.84 4.32 - 3.7 - V 
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Table 6. Static characteristics …continued 
At recommended operating conditions; voltages are referenced to GND (ground = 0 V). 
 
Symbol Parameter Conditions 40 C to +85 C 40 C to +125 C Unit 
Min Typ Max Min Max 
VOL LOW-level 
output voltage 
VI = VIH or VIL 
all outputs 
 
IO  = 20 A; VCC  = 2.0 V - 0 0.1 - 0.1 V 
IO  = 20 A; VCC  = 4.5 V - 0 0.1 - 0.1 V 
IO  = 20 A; VCC  = 6.0 V - 0 0.1 - 0.1 V 
Q7S output     
IO  = 4 mA; VCC  = 4.5 V - 0.15 0.33 - 0.4 V 
IO  = 5.2 mA; VCC  = 6.0 V - 0.16 0.33 - 0.4 V 
Qn bus driver outputs 
 
IO  = 6 mA; VCC  = 4.5 V 
IO  = 7.8 mA; VCC  = 6.0 V 
- 0.15 0.33 - 0.4 V 
- 0.16 0.33 - 0.4 V 
II input leakage 
current 
VI = VCC  or GND; VCC  = 6.0 V - - 1.0 - 1.0 A 
IOZ OFF-state 
output current 
VI = VIH or VIL; VCC  = 6.0 
V; VO  = VCC or GND 
- - 5.0 - 10 A 
ICC supply current VI = VCC  or GND; IO  = 0 
A; VCC = 6.0 V 
- - 80 - 160 A 
CI input 
capacitance 
 - 3.5 - - - pF 
74HCT595         
VIH HIGH-level 
input voltage 
VCC = 4.5 V to 5.5 V 2.0 1.6 - 2.0 - V 
VIL LOW-level 
input voltage 
VCC = 4.5 V to 5.5 V - 1.2 0.8 - 0.8 V 
74HC_HCT595 All information provided in this document is subject to legal disclaimers. © NXP B.V. 2011. All rights 
reserved. Product data sheet Rev. 6 — 12 December 2011 7 of 24 
81 
  
- 0 0.1 - 0.1 V 
 
- 0.15 0.33 - 0.4 V 
 
- 0.16 0.33 - 0.4 V 
 




















II input leakage 
current 
all outputs 
IO  = 20 A 4.4 4.5 - 4.4 - V 
Q7S output 
IO  = 4 mA 3.84 4.32 - 3.7 - V 
Qn bus driver outputs 
IO  = 6 mA 3.7 4.32 - 3.7 - V 
VI = VIH or VIL; VCC  = 4.5 V 
all outputs 
IO  = 20 A 
Q7S output 
IO  = 4.0 mA 
Qn bus driver outputs 
IO  = 6.0 mA 
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Symbol Parameter Conditions 40 C to +85 C 40 C to +125 C Unit 
Min Typ Max Min Max 
 
NXP Semiconductors 74HC595; 74HCT595 




Table 6. Static characteristics …continued 






VI = VIH or VIL; VCC  = 5.5  
V; VO  = VCC or GND 
- - 5.0 - 10 A 
ICC supply current VI = VCC  or GND; IO  = 0 
A; VCC = 5.5 V 
- - 80 - 160 A 
ICC additional 
supply current 
per input pin; IO  = 0 A; VI = VCC  
2.1 V; other inputs at VCC  or GND; 
VCC = 4.5 V to 5.5 V 
   
  pins MR, SHCP, STCP, OE - 150 675 - 735 A 
  pin DS - 25 113 - 123 A 
CI input 
capacitance 
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NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
 
11. Dynamic characteristics 
 
 
Table 7. Dynamic characteristics 
Voltages are referenced to GND (ground = 0 V); for test circuit see  Figure 14. 
 
Symbol Parameter Conditions 25 C 40 C to +85 C 40 C to +125 C Unit 






SHCP to Q7S; see Figure 9 [2] 
VCC  = 2 V - 52 160 - 200 - 240 ns 
VCC  = 4.5 V - 19  32 -  40 -  48 ns 
VCC  = 6 V - 15  27 -  34 -  41 ns 
STCP to Qn; see Figure 10 [2] 
VCC  = 2 V - 55 175 - 220 - 265 ns 
VCC  = 4.5 V - 20  35 -  44 -  53 ns 
VCC  = 6 V - 16  30 -  37 -  45 ns 
MR to Q7S; see  Figure 12 [3] 
VCC  = 2 V - 47 175 - 220 - 265 ns 
VCC  = 4.5 V - 17  35 -  44 -  53 ns 
VCC  = 6 V - 14  30 -  37 -  45 ns 
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Symbol Parameter Conditions 25 C 40 C to +85 C 40 C to +125 C Unit 
Min Typ[1] Max Min Max Min Max 
 
ten enable time   OE to Qn; see  Figure 13 [4] 
VCC  = 2 V - 47 150 - 190  - 225 ns 
VCC  = 4.5 V - 17  30 -  38 -  45 ns 
VCC  = 6 V - 14  26 -  33 -  38 ns 
tdis disable time  OE to Qn; see  Figure 13 
[5]
 
VCC  = 2 V - 41 150 - 190  - 225 ns 
VCC  = 4.5 V - 15  30 -  38 -  45 ns 
VCC  = 6 V - 12  27 -  33 -  38 ns 
tW pulse width   SHCP HIGH or LOW; 
see Figure 9 
VCC  = 2 V 75 17 - 95 - 110 - ns 
VCC  = 4.5 V 15  6 - 19 -  22 - ns 
VCC  = 6 V 13  5 - 16 -  19 - ns 
STCP HIGH or LOW; 
see Figure 10 
VCC  = 2 V 75 11 - 95 - 110 - ns 
VCC  = 4.5 V 15  4 - 19 -  22 - ns 
VCC  = 6 V 13  3 - 16 -  19 - ns 
MR LOW; see Figure 12 
VCC  = 2 V 75 17 - 95 - 110 - ns 
VCC  = 4.5 V 15  6 - 19 -  22 - ns 
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Table 7. Dynamic characteristics …continued 




tsu set-up time DS to SHCP; see Figure 10  
  VCC  = 2 V 50 11 - 65 - 75 - ns 
  VCC  = 4.5 V 10 4 - 13 - 15 - ns 
  VCC  = 6 V 9 3 - 11 - 13 - ns 
  SHCP to STCP;      
  see Figure 11      
  VCC  = 2 V 75 22 - 95 - 110 - ns 
  VCC  = 4.5 V 15 8 - 19 - 22 - ns 
  VCC  = 6 V 13 7 - 16 - 19 - ns 
th hold time DS to SHCP; see Figure 11 
  VCC  = 2 V 3 6 - 3 - 3 - ns 
  VCC  = 4.5 V 3 2 - 3 - 3 - ns 
  VCC  = 6 V 3 2 - 3 - 3 - ns 
trec recovery MR to SHCP; see  Figure 12      
 time VCC  = 2 V 50 19 - 65 - 75 - ns 
  VCC  = 4.5 V 10 7 - 13 - 15 - ns 
74HC_HCT595 All information provided in this document is 
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  VCC  = 6 V 9 6 - 11 - 13 - ns 
fmax maximum SHCP or STCP;      
frequency see Figure 9 and  10 
VCC  = 2 V 9 30 - 4.8 - 4 - MHz 
VCC  = 4.5 V 30 91 - 24 - 20 - MHz 




fi = 1 MHz; VI = GND to VCC       [6][7] - 115 - - - - - pF 
74HCT595; VCC  = 4.5 V to 5.5 V 
tpd propagation 
delay 
SHCP to Q7S; see Figure 9 [ 2] - 25 42 - 53 - 63 ns 
STCP to Qn; see Figure 10 [ 2] - 24 40 - 50 - 60 ns 
MR to Q7S; see  Figure 12 [ 3] - 23 40 - 50 - 60 ns 
ten enable time   OE to Qn; see  Figure 13 [ 4] - 21 35 - 44 - 53 ns 
tdis disable time  OE to Qn; see  Figure 13 [ 5] - 18 30 - 38 - 45 ns 
tW pulse width   SHCP HIGH or LOW; 
see Figure 9 
STCP HIGH or LOW; 
see Figure 10 
16 6 - 20 - 24 - ns 
 
 
16 5 - 20 - 24 - ns 
MR LOW; see Figure 12 20 8 - 25 - 30 - ns 
tsu set-up time   DS to SHCP; see Figure 10 16 5 - 20 - 24 - ns 
SHCP to STCP; 
see Figure 11 
16 8 - 20 - 24 - ns 
th hold time DS to SHCP; see Figure 11 3 2 - 3 - 3 - ns 
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NXP Semiconductors 74HC595; 74HCT595 




Table 7. Dynamic characteristics …continued 
Voltages are referenced to GND (ground = 0 V); for test circuit see  Figure 14. 
 
Symbol Parameter Conditions 25 C 40 C to +85 C 40 C to +125 C Unit 




MR to SHCP; see  Figure 12 10 7 - 13 - 15 - ns 
fmax maximum 
frequency 
SHCP and STCP; 
see Figure 9 and  10 




fi = 1 MHz; VI = GND to VCC  [6] 
[7] 
- 130 - - - - - pF 
 
[1]     Typical values are measured at nominal supply voltage. 
[2]    tpd is the same as tPHL and tPLH. 
[3]     tpd is the same as tPHL only. 
[4]     ten is the same as tPZL and tPZH. 
[5]    tdis is the same as tPLZ and tPHZ. 
[6]     CPD is used to determine the dynamic power dissipation (PD  in W). 
PD = CPD  VCC
2  fi + (CL  VCC
2  fo) 
where: 
fi = input frequency in MHz; 
fo  = output frequency in MHz; 
(CL  VCC
2  fo) = sum of outputs; 
CL  = output load capacitance in pF; 
VCC = supply voltage in V. 



















t PLH t PHL 
 








Measurement points are given in Table 8. 
VOL and VOH are typical output voltage levels that occur with the output load. 
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t su 1/ fmax 
 










t PLH t PHL 
 










Measurement points are given in Table 8. 
VOL and VOH are typical output voltage levels that occur with the output load. 






































Measurement points are given in Table 8. 
The shaded areas indicate when the input is permitted to change for predictable output performance. 
VOL and VOH are typical output voltage levels that occur with the output load. 
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Type Input Output 
VM VM 
 
NXP Semiconductors 74HC595; 74HCT595 















t W t rec 
 
















Measurement points are given in Table 8. 
VOL and VOH are typical output voltage levels that occur with the output load. 





















































Measurement points are given in Table 8. 
VOL and VOH are typical output voltage levels that occur with the output load. 
Fig 13.   Enable and disable times 
 
 




74HC595 0.5VCC 0.5VCC 
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Type Input Load S1 position 
VI tr, tf CL RL tPHL, tPLH tPZH, tPHZ tPZL, tPLZ 
 
NXP Semiconductors 74HC595; 74HCT595 


























































Test data is given in Table 9. 
Definitions for test circuit: 
CL = load capacitance including jig and probe capacitance. 
RL  = load resistance. 
RT = termination resistance should be equal to the output impedance Zo of the pulse generator. 
S1 = test selection switch. 
Fig 14.   Test circuit for measuring switching times 
 
 




74HC595 VCC 6 ns 50 pF 1 k open GND VCC 
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NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
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SOT38-4          95-01-14 
03-02-13   
 
 
Fig 15.   Package outline SOT38-4 (DIP16) 
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Fig 16.   Package outline SOT109-1 (SO16) 
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1. Plastic or metal protrusions of 0.15 mm maximum per side are not included. 
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Fig 18.   Package outline SOT403-1 (TSSOP16) 
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DHVQFN16: plastic dual in-line compatible thermal enhanced very thin quad flat package; no leads; 
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Fig 19.   Package outline SOT763-1 (DHVQFN16) 
 
74HC_HCT595 All information provided in this document is subject to legal 
disclaimers. 
© NXP B.V. 2011. All 
rights reserved.    
95 
  
NXP Semiconductors 74HC595; 74HCT595 





Table 10. Abbreviations 
Acronym Abbreviation 
CMOS Complementary Metal Oxide Semiconductor 
DUT Device Under Test 
ESD ElectroStatic Discharge 
HBM Human Body Model 
LSTTL Low-power Schottky Transistor-Transistor Logic 
MM Machine Model 
 
15. Revision history 
 
Table 11. Revision history 
 
Document ID Release date Data sheet status Change notice Supersedes 
74HC_HCT595 v.6 20111212 Product data sheet - 74HC_HCT595 v.5 
Modifications: • Legal pages updated. 
74HC_HCT595 v.5 20110628 Product data sheet - 74HC_HCT595 v.4 
74HC_HCT595 v.4 20030604 Product specification - 74HC_HCT595_CNV v.3 
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NXP Semiconductors 74HC595; 74HCT595 
8-bit serial-in, serial or parallel-out shift register with output latches; 
3-state 
 
16. Legal information 
 
 
16.1 Data sheet status 
 
Document status[1][2] Product status[3] Definition 
Objective [short] data sheet Development This document contains data from the objective specification for product development. 
Preliminary [short] data sheet Qualification This document contains data from the preliminary specification. 
Product [short] data sheet Production This document contains the product specification. 
 
[1]     Please consult the most recently issued document before initiating or completing a design. 
[2]     The term ‘short data sheet’ is explained in section “Definitions”. 
[3]     The product status of device(s) described in this document may have changed since this document was published and may differ in case of multiple devices. The latest product status 




Draft — The document is a draft version only. The content is still under 
internal review and subject to formal approval, which may result in 
modifications or additions. NXP Semiconductors does not give any 
representations or warranties as to the accuracy or completeness of 
information included herein and shall have no liability for the consequences of 
use of such information. 
Short data sheet — A short data sheet is an extract from a full data sheet 
with the same product type number(s) and title. A short data sheet is intended 
for quick reference only and should not be relied upon to contain detailed and 
full information. For detailed and full information see the relevant full data 
sheet, which is available on request via the local NXP Semiconductors sales 
office. In case of any inconsistency or conflict with the short data sheet, the 
full data sheet shall prevail. 
Product specification — The information and data provided in a Product 
data sheet shall define the specification of the product as agreed between 
NXP Semiconductors and its customer, unless NXP Semiconductors and 
customer have explicitly agreed otherwise in writing. In no event however, 
shall an agreement be valid in which the NXP Semiconductors product is 
deemed to offer functions and qualities beyond those described in the 




Limited warranty and liability — Information in this document is believed 
to be accurate and reliable. However, NXP Semiconductors does not give 
any representations or warranties, expressed or implied, as to the accuracy 
or completeness of such information and shall have no liability for the 
consequences of use of such information. 
In no event shall NXP Semiconductors be liable for any indirect, incidental, 
punitive, special or consequential damages (including - without limitation - lost 
profits, lost savings, business interruption, costs related to the removal or 
replacement of any products or rework charges) whether or not such 
damages are based on tort (including negligence), warranty, breach of 
contract or any other legal theory. 
Notwithstanding any damages that customer might incur for any reason 
whatsoever, NXP Semiconductors’ aggregate and cumulative liability 
towards customer for the products described herein shall be limited in 
accordance with the Terms and conditions of commercial sale of NXP 
Semiconductors. 
Right to make changes — NXP Semiconductors reserves the right to make 
changes to information published in this document, including without 
limitation specifications and product descriptions, at any time and without 
notice. This document supersedes and replaces all information supplied prior 
to the publication hereof. 
Suitability for use — NXP Semiconductors products are not designed, 
authorized or warranted to be suitable for use in life support, life-critical or 
safety-critical systems or equipment, nor in applications where failure or 
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malfunction of an NXP Semiconductors product can reasonably be 
expected to result in personal injury, death or severe property or 
environmental damage. NXP Semiconductors accepts no liability for 
inclusion and/or use of NXP Semiconductors products in such equipment or 
applications and therefore such inclusion and/or use is at the customer’s 
own risk. 
Applications — Applications that are described herein for any of these 
products are for illustrative purposes only. NXP Semiconductors makes 
no representation or warranty that such applications will be suitable for the 
specified use without further testing or modification. 
Customers are responsible for the design and operation of their applications 
and products using NXP Semiconductors products, and NXP 
Semiconductors accepts no liability for any assistance with applications or 
customer product design. It is customer ’s sole responsibility to determine 
whether the NXP Semiconductors product is suitable and fit for the 
customer ’s applications and products planned, as well as for the planned 
application and use of customer ’s third party customer(s). Customers should 
provide appropriate design and operating safeguards to minimize the risks 
associated with their applications and products. 
NXP Semiconductors does not accept any liability related to any default, 
damage, costs or problem which is based on any weakness or default in 
the customer ’s applications or products, or the application or use by 
customer’s third party customer(s). Customer is responsible for doing all 
necessary testing for the customer’s applications and products using NXP 
Semiconductors products in order to avoid a default of the applications and 
the products or of the application or use by customer’s third party 
customer(s). NXP does not accept any liability in this respect. 
Limiting values — Stress above one or more limiting values (as defined in 
the Absolute Maximum Ratings System of IEC 60134) will cause permanent 
damage to the device. Limiting values are stress ratings only and (proper) 
operation of the device at these or any other conditions above those given in 
the Recommended operating conditions section (if present) or the 
Characteristics sections of this document is not warranted. Constant or 
repeated exposure to limiting values will permanently and irreversibly affect 
the quality and reliability of the device. 
Terms and conditions of commercial sale — NXP Semiconductors 
products are sold subject to the general terms and conditions of commercial 
sale, as published at http://www.nxp.com/profile/terms, unless otherwise 
agreed in a valid written individual agreement. In case an individual 
agreement is concluded only the terms and conditions of the respective 
agreement shall apply. NXP Semiconductors hereby expressly objects to 
applying the customer’s general terms and conditions with regard to the 
purchase of NXP Semiconductors products by customer. 
No offer to sell or license — Nothing in this document may be interpreted or 
construed as an offer to sell products that is open for acceptance or the grant, 
conveyance or implication of any license under any copyrights, patents or 
other industrial or intellectual property rights. 
Export control — This document as well as the item(s) described herein 
may be subject to export control regulations. Export might require a prior 
authorization from competent authorities. 
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Non-automotive qualified products — Unless this data sheet expressly 
states that this specific NXP Semiconductors product is automotive qualified, 
the product is not suitable for automotive use. It is neither qualified nor 
tested in accordance with automotive testing or application requirements. 
NXP Semiconductors accepts no liability for inclusion and/or use of 
non-automotive qualified products in automotive equipment or applications. 
In the event that customer uses the product for design-in and use in 
automotive applications to automotive specifications and standards, customer 
(a) shall use the product without NXP Semiconductors’ warranty of the 
product for such automotive applications, use and specifications, and (b) 
whenever customer uses the product for automotive applications beyond 
NXP Semiconductors’ specifications such use shall be solely at customer ’s 
own risk, and (c) customer fully indemnifies NXP Semiconductors for any 
liability, damages or failed product claims resulting from customer design and 
use of the product for automotive applications beyond NXP Semiconductors’ 




Notice: All referenced brands, product names, service names and trademarks 














































































•   Output Current up to 1A 
•   Output Voltages of 5, 6, 8, 9, 10, 12, 15, 18, 24V 
•   Thermal Overload Protection 
•   Short Circuit Protection 
•   Output Transistor Safe Operating Area Protection 
Description 
The KA78XX/KA78XXA series of three-terminal  positive 
regulator are  available  in the TO-220/D-PAK package and 
with several fixed output voltages,  making them useful in a 
wide range of applications. Each type employs internal 
current limiting, thermal shut down and safe operating area 
protection, making it essentially  indestructible. If adequate 
heat sinking is provided, they  can deliver  over 1A output 
current. Although designed primarily as fixed voltage 
regulators, these devices can be used with external 































©2001 Fairchild Semiconductor Corporation 
KA78XX/KA78XXA 
 
Absolute Maximum Ratings 
 
Parameter Symbol Value Unit 
Input Voltage (for VO = 5V to 18V) 







Thermal Resistance Junction-Cases (TO-220) RJC 5 C/W 
Thermal Resistance Junction-Air (TO-220) RJA 65 C/W 
Operating Temperature Range (KA78XX/A/R) TOPR 0 ~ +125 C 







(Refer to test circuit ,0C < TJ < 125
C, IO = 

















oC 4.8 5.0 5.2  
 
V 5.0mA ≤ Io ≤ 1.0A, PO ≤ 15W 














VO = 7V to 25V - 4.0 100  
mV 
VI = 8V to 12V - 1.6 50 
 






IO = 5.0mA to1.5A - 9 100  
mV 
IO =250mA to 750mA - 4 50 
Quiescent Current IQ TJ =+25 oC - 5.0 8.0 mA 
 
Quiescent Current Change 
 
IQ 
IO = 5mA to 1.0A - 0.03 0.5  
mA 
VI= 7V to 25V - 0.3 1.3 
Output Voltage Drift VO/T IO= 5mA - -0.8 - mV/ oC 





f = 120Hz 









Dropout Voltage VDrop IO = 1A, TJ =+25 oC - 2 - V 
Output Resistance rO f = 1KHz - 15 - m 
Short Circuit Current ISC VI = 35V, TA =+25 oC - 230 - mA 
Peak Current IPK TJ =+25 oC - 2.2 - A 
 
Note: 






Changes in Vo 
due to heating 






























Collector – Emitter Voltage VCEO 65 45 30 Vdc 
Collector – Base Voltage VCBO 80 50 30 Vdc 
Emitter – Base Voltage VEBO 6.0 Vdc 
Collector Current — Continuous IC 100 mAdc 
Total Device Dissipation @ TA = 25C 





Total Device Dissipation @ TC = 25C 





Operating and Storage Junction 
Temperature Range 
TJ, Tstg – 55 to +150 C 
 
12.2.4.BC548 
SEMICONDUCTOR TECHNICAL DATA 
 















































Characteristic Symbol Max Unit 
Thermal Resistance, Junction to Ambient R  JA 200 C/W 
Thermal Resistance, Junction to Case R  JC 83.3 C/W 
ELECTRICAL CHARACTERISTICS (TA = 25C unless otherwise noted) 
 
Characteristic Symbol Min Typ Max Unit 
OFF CHARACTERISTICS 
 
Collector – Emitter Breakdown Voltage BC546 












Collector – Base Breakdown Voltage BC546 












Emitter – Base Breakdown Voltage BC546 












Collector Cutoff Current 
(VCE = 70 V, VBE = 0) BC546 
(VCE = 50 V, VBE = 0) BC547 
(VCE = 35 V, VBE = 0) BC548 


























 Motorola, Inc. 1996 
121 
  
ELECTRICAL CHARACTERISTICS (TA = 25C unless otherwise noted) (Continued) 
 
Characteristic Symbol Min Typ Max Unit 
ON CHARACTERISTICS 
 
DC Current Gain 




























































Collector – Emitter Saturation Voltage 
(IC = 10 mA, IB = 0.5 mA) 
(IC = 100 mA, IB = 5.0 mA) 














Base – Emitter Saturation Voltage 
(IC = 10 mA, IB = 0.5 mA) 
VBE(sat) — 0.7 — V 
Base–Emitter On Voltage 
(IC = 2.0 mA, VCE = 5.0 V) 













Current – Gain — Bandwidth Product 

















(VCB = 10 V, IC = 0, f = 1.0 MHz) 
Cobo — 1.7 4.5 pF 
Input Capacitance 
(VEB = 0.5 V, IC = 0, f = 1.0 MHz) 
Cibo — 10 — pF 
Small–Signal Current Gain 

























(IC = 0.2 mA, VCE = 5.0 V, RS = 2 k   , BC546 

































                    
                    
                    
                    
  
TA 
                                                       
                    
                    
                    
                    




































VCE = 10 


























VBE(sat) @ IC/IB  = 10 
 







VCE(sat) @ IC/IB  = 10 
0.2 0.5 1.0 2.0 5.0 10 20 50 100 200 0.1 0.2 0.3 0.5 0.7 1.0 2.0 3.0 5.0 7.0 10 20  30 50  70 100 
IC, COLLECTOR CURRENT 
(mAdc) 
 
Figure 1. Normalized DC Current Gain 
IC, COLLECTOR CURRENT 
(mAdc) 
 




























TA = 25C 
 
IC = 200 

























1.0 10    20 
 
0.2 1.0 10 100 
IB, BASE CURRENT (mA) 
 
Figure 3. Collector Saturation Region 
IC, COLLECTOR CURRENT (mA) 
 








































































10 20 30 50 
VR, REVERSE VOLTAGE (VOLTS) 
 
Figure 5. Capacitances 
IC, COLLECTOR CURRENT 
(mAdc) 
 
Figure 6. Current–Gain – Bandwidth Produ
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#Byte TRISB = 0x86 
#byte PORTB = 0x06 
#BYTE PORTA = 0x05 
#BYTE TRISA = 0x85 






int8, int8, int8); 
void nucleo (void); 
void fila (void); 
void rotar (void); 
void capas (void); 




  while(1){ 
   int8 x0,x1,x2,x3; 
    int8 y0,y1,y2,y3; 
    int8 m; 
    for (m=0;m<20;m++) 
   { 
   nucleo(); 
   delay_ms(2); 
   } 
    
   for (m=0;m<2;m++) 
   { 
   upc(); 
   delay_ms(2); 
   } 
   
  for (m=0;m<2;m++){ 
  fila(); 
  delay_ms(2); 
  } 
     
  for (m=0;m<2;m++){ 
  rotar(); 
  delay_ms(2); 
    } 
  for (m=0;m<2;m++){ 
  capas(); 
  delay_ms(2); 
  } 
  for (m=0;m<10;m++){ 
  capas(); 
  delay_ms(2); 
  rotar(); 
  delay_ms(2); 
  fila(); 
  delay_ms(2); 






   
   void sendata(int8 a){ 
      int8 i; 
      i=(a>>7); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>6); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
 
      i=(a>>5); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
  
      i=(a>>4); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
 
      i=(a>>3); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>2); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
       
      i=(a>>1); 
      i=i&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
       
      i=a&0x01; 
      if (i==0) 
output_low(pin_A2); 
      else 
output_high(pin_A2); 
      sendbyte(); 
       
      output_low(pin_A0); 
      delay_us(10); 
   } 
   //------------------------------ 
   void sendbyte(void){ 
      output_low(pin_A0); 
      delay_us(10); 
      output_high(pin_A0); 
      delay_us(10); 
   } 
  //-------------------------------  
   void sendatacapa(int8 h0, 
int8 h1, int8 h2, int8 h3){ 
       sendata(h0); 
       sendata(h1); 
       sendata(h2); 
       sendata(h3); 
       
       output_low(pin_A1); 
       delay_us(10); 
       output_high(pin_A1); 
       delay_us(10); 
    } 
     
  void nucleo(void) { 
    int8 x0,x1,x2,x3; 
    int8 y0,y1,y2,y3; 
    int8 m; 
   x0=0x00; 
   x1=0x07; 
   x2=0x39; 
   x3=0xC0; 
    
   y0=0xFF; 
   y1=0xF8; 
   y2=0xC6; 
   y3=0x3F;    
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      for (m=0;m<20;m++) 
      { 
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(x0,x1,x2,x3); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1);  
          
         
sendatacapa(x0,x1,x2,x3); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(x0,x1,x2,x3); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
      } 
 
      for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0x
FF,0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
 
         
sendatacapa(y0,y1,y2,y3); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1);  
          
         
sendatacapa(y0,y1,y2,y3); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(y0,y1,y2,y3); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,0x
FF,0xFF); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);    
      } 
    } 
  //------------------------------- 
    void fila(void) { 
    int8 x0; 
    int8 y0,y1; 
    int8 z1; 
    int8 i1,i2; 
    int8 l2,l3; 
    int8 m; 
     
   x0=0xE0; 
   y0=0x1F; 
   y1=0xFC; 
   z1=0x83; 
   i1=0xF0; 
   i2=0x7F; 
   l3=0x80; 
   l2=0x0F; 
    
  
 
    
       for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
       
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1);  
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
         } 
 
      for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         delay_ms(2); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
          
          
      } 
       for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B0); 
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         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
          
          
      } 
      for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);  
          
         
      } 
       
      for (m=0;m<20;m++) 
      { 
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
             
      } 
      } 
      //---------------------------- 
      void rotar (void){ 
       int8 x0,x1,x2,x3; 
       int8 y0,y1,y2,y3; 
       int8 z1; 
       int8 i0,i1,i2,i3; 
       int8 l2,l3; 
       int8 m; 
        z1=0x83; 
        x0=0XFE; 
        x1=0xEE; 
        x2=0xFE; 
        x3=0xFE; 
        y0=0x7B; 
        y1=0xEF; 
        y2=0xBD; 
        y3=0xFF; 
        i0=0XAF; 
        i1=0xEF; 
        i2=0xEB; 
        i3=0xFF; 
        for (m=0;m<20;m++) 
      { 
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
         
      } 
       for (m=0;m<20;m++) 
      { 
         
sendatacapa(x3,x2,x1,x0); 
         output_high(pin_B0); 
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         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(x3,x2,x1,x0); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(x3,x2,x1,x0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(x3,x2,x1,x0); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(x3,x2,x1,x0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
          
          
      } 
      for (m=0;m<20;m++) 
      { 
         
sendatacapa(y3,y2,y1,y0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(y3,y2,y1,y0); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(y3,y2,y1,y0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(y3,y2,y1,y0); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(y3,y2,y1,y0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
            
          
          
      } 
       for (m=0;m<20;m++) 
      { 
         
sendatacapa(i3,i2,i1,i0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(i3,i2,i1,i0); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(i3,i2,i1,i0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(i3,i2,i1,i0); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(i3,i2,i1,i0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
          
          
          
      } 
      } 
     void capas (void){ 
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B0); 
         delay_ms(200); 
         output_low(pin_B0); 
          
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B1); 
         delay_ms(200); 
         output_low(pin_B1); 
          
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B2); 
         delay_ms(200); 
         output_low(pin_B2); 
          
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B3); 
         delay_ms(200); 
         output_low(pin_B3); 
          
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B4); 
         delay_ms(200); 
         output_low(pin_B4);   
         delay_ms(2); 
          
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B4); 
         delay_ms(200); 
         output_low(pin_B4);  
         
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B3); 
         delay_ms(200); 
         output_low(pin_B3); 
         
         
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B2); 
         delay_ms(200); 
         output_low(pin_B2); 
          
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B1); 
         delay_ms(200); 
         output_low(pin_B1); 
         
        
sendatacapa(0x00,0x00,0x
00,0x00); 
         output_high(pin_B0); 
         delay_ms(200); 
         output_low(pin_B0); 
      }   
  




    void upc(void) { 
    int8 x0; 
    int8 y0,y1; 
    int8 z1; 
    int8 i1,i2; 
    int8 l2,l3; 
    int8 m; 
     
   x0=0xE0; 
   y0=0x1F; 
   y1=0xFC; 
   z1=0x83; 
   i1=0xF0; 
   i2=0x7F; 
   l3=0x80; 
   l2=0x0F; 
    
  
//U 
    
       for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0x
FF,0xEE); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
     
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
        
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
         } 
          
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0x
FD,0XDF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
      
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         delay_ms(2); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
               
     } 
     for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0X
BB,0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
         
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
          
      } 
       for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0XF7,i2,
0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
         
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);  
          
         
      } 
       
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(l3,0XEF,0xFF,
0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
     
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
         
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
      }   
         
            
      //P 
       for (m=0;m<50;m++) 
      { 
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sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
       
sendatacapa(0xFF,0xFF,0x
FF,0xEE); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1);  
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
        
sendatacapa(0xFF,0xFF,0x
FF,0xFE); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
        
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
         } 
          for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,0x
FD,0XDF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xFF,0X
FD,0XFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         delay_ms(2); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
         
          
      } 
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,0X
BB,0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xFF,0X
FB,0xFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
     
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
               
      } 
       for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0XF7,i2,
0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0XF7,0x
FF,0xFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
         
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);  
          
         
      } 
       
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(l3,0XEF,0xFF,
0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         
sendatacapa(0xFF,0xEF,0x
FF,0xFF); 
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
         
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
      } 
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      //C 
       
        for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
       
sendatacapa(0xFF,0xFF,0x
FF,0xFE); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1);  
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
        
sendatacapa(0xFF,0xFF,0x
FF,x0); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
         } 
          for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,0X
FD,0XFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,y1,
y0); 
         delay_ms(2); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4); 
          
          
          
      } 
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xFF,0X
FB,0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
          
          
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,0xFF,z1,
0xFF); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);          
          
      } 
          for (m=0;m<50;m++) 
      { 
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0XF7,0x
FF,0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
         
         output_high(pin_B2); 
         delay_ms(2); 
         output_low(pin_B2); 
          
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(0xFF,i1,i2,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);  
          
         
      } 
       
      for (m=0;m<50;m++) 
      { 
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B0); 
         delay_ms(2); 
         output_low(pin_B0); 
          
         
sendatacapa(0xFF,0xEF,0x
FF,0xFF); 
         output_high(pin_B1); 
         delay_ms(2); 
         output_low(pin_B1); 
 
          
          
         output_high(pin_B2); 
 
         delay_ms(2); 
         output_low(pin_B2); 
          
         output_high(pin_B3); 
         delay_ms(2); 
         output_low(pin_B3); 
          
         
sendatacapa(l3,l2,0xFF,0xF
F); 
         output_high(pin_B4); 
         delay_ms(2); 
         output_low(pin_B4);   
          
      } 
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