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Kurzfassung 
Die vorliegende Diplomarbeit dokumentiert die Entwicklung einer Minitauschbörse für 
Bookmarks, welche als Peer-to-Peer-System mit der Programmiersprache Java 
realisiert wurde. 
Zunächst wird die Peer-to-Peer-Technologie beschrieben, d.h. was Peer-to-Peer ist 
und es werden Anwendungsgebiete kurz umrissen. Weiterhin werden verschiedene 
Peer-to-Peer-Systeme vorgestellt und miteinander verglichen. Daraus geht die 
Entscheidung für das gewählte System zur Realisierung der Minitauschbörse hervor. 
Das Programm erlaubt dem Benutzer während einer Internetsitzung seine 
Bookmarks mit anderen Benutzern des Programms in Echtzeit zu tauschen. Die 
Anwendung repräsentiert gleichzeitig Server und Client, sodass der Benutzer sowohl 
seine eigenen Links zur Verfügung stellen, als auch Links von anderen Teilnehmern 
herunterladen kann. Dazu werden die Bookmarks des Microsoft Internet Explorers 
verwendet. 
Eine webbasierte MySQL-Datenbank fordert vor jeder Sitzung wenige Netzwerk-
daten des Benutzers, die allen Teilnehmern einen Verbindungsaufbau zu dem 
Benutzer ermöglichen und die Erreichbarkeit der Peers gewährleisten. Somit kann 
der Datenaustausch zwischen den Peers unabhängig von einem zentralen Server 
stattfinden. 
Schlagwörter: Peer-to-Peer, P2P, Java, MySQL, Tauschbörse, Bookmarks 
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Abstract 
This dissertation presents the development of a file-sharing program for bookmarks, 
which is realised as a peer-to-peer-system with the programming language java. 
First, peer-to-peer-technology and its application area are introduced. Furthermore, 
several peer-to-peer-systems are presented and compared with each other. The 
decision for the chosen peer-to-peer-system is based on this comparison. 
This application can be used during an Internet session to exchange bookmarks with 
other users in real time. It acts simultaneously as a server and as a client, so that a 
user can both make their links available for other participants and download links 
from other users. For this purpose the bookmarks of the Microsoft Internet Explorer 
are used. 
A web-based MySQL-database demands of each session only little network data of 
the user, which make it possible for all participants to connect to this user and ensure 
the accessibility of his peer. Consequently, the exchange of data can be established 
without a central server. 
Keywords: Peer-to-Peer, P2P, Java, MySQL, file-sharing, bookmarks 
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1 Überblick 
„Wir wissen, p-to-p verändert die Wege, wie Geräte miteinander kommunizieren 
werden, und wir wissen auch, dass es wichtig ist, aber wir wissen nicht, wie es 
eingesetzt werden wird.“ 1 
Dies war Inhalt einer Pressemeldung auf den Seiten von www.ecomerce-trends.de 
im Februar 2001. Die Musiktauschbörse Napster hat den Trend von Peer-to-Peer 
(P2P, P-to-P) maßgeblich mit eingeläutet und seitdem sind die Glocken rund um 
dieses Thema nicht mehr verstummt. Jedes größere Software-Unternehmen, das 
international bestehen will, muss jetzt oder in Zukunft eine Möglichkeit anbieten, sein 
Produkt in einer Peer-to-Peer-Umgebung nutzen zu können. Sun Microsystems bei-
spielsweise hat mit JXTA2 ein OpenSource-Projekt ins Leben gerufen, das eine 
Entwicklungsplattform für verschiedenste Peer-to-Peer-Anwendungen bereitstellt und  
Basis sein soll für P2P-Anwendungen, die unabhängig von Betriebssystem, Pro-
grammiersprache und Netzwerkprotokoll entwickelt werden sollen.3 
Nachdem nun zwei Jahre seit dem treffenden Satz von Simon Yates vergangen sind, 
stellt diese Arbeit eine – wie von ihm prophezeite – bisher unbekannte und damit 
neue, innovative Einsatzmöglichkeit eines P2P-Programms vor. 
Das im Rahmen dieser Diplomarbeit entwickelte Programm dient dem Benutzer4 
dazu, während einer Internetsitzung, Hyperlinks mit anderen Benutzern in Echtzeit zu 
tauschen. Dafür werden die Bookmarks des Microsoft Internet Explorers (MS IE) des 
                                                 
1  Yates, Simon, 2001, Analyst bei Forrester Research 
2  JXTA ist eine Abkürzung für das englische Wort „juxtapose“, das mit „nebeneinander 
stellen“ übersetzt wird, Richter, Frank (2003), Online Wörterbuch (ENG-DE) 
3  Vgl. Li Gong, 2001; vgl.  
4  Wenn der Autor Benutzer, Anwender etc. schreibt so schließt er auch die weibliche Form, 
Benutzerin, Anwenderin etc., mit ein. Der Übersicht und besseren Lesbarkeit wegen, wird 
jedoch weiterhin das männliche Pendant geschrieben. Der Autor weicht deshalb öfters auf 
die englische, geschlechtsneutrale Bezeichnung User aus. 
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jeweiligen Users verwendet. Jedoch, die Links werden nicht nur ausgetauscht, 
sondern direkt durch einen Klick in den MS IE des jeweiligen Anwenders integriert. 
Welche Möglichkeiten und Vorteile das P2P-Programm noch bietet, wird in Kapitel 2, 
„Zielsetzung“, dargelegt. 
Das vorgestellte Programm wurde vom Autor „PeerLink“ getauft. Das Teilwort „Peer“ 
ist von dem Umstand abgeleitet, dass es sich um ein Peer-to-Peer-System handelt, 
während der Bestandteil „Link“ auf der Tatsache beruht, dass die Benutzer 
Hyperlinks untereinander austauschen. Die Schreibweise ist aus der Program-
miersprache Java abgeleitet, womit es entwickelt wurde. Dateinamen, die aus 
mehreren Wörtern bestehen, werden in Java zusammen und der Anfangsbuchstabe 
jeden Wortes groß geschrieben. Somit sind durch den Namen PeerLink das 
technische System, der inhaltliche Nutzen sowie die programmier-technische 
Realisierung gleichermaßen repräsentiert. 
Die Funktionsweise und Besonderheiten der Peer-to-Peer-Technologie werden in 
Kapitel 3, „Peer-to-Peer“, aufgezeigt. Zunächst wird darauf eingegangen was 
überhaupt unter Peer-to-Peer zu verstehen ist und Anwendungsmöglichkeiten 
solcher Programme werden kurz umrissen. Danach werden unterschiedliche 
Möglichkeiten präsentiert eine P-to-P-Architektur aufzubauen, wodurch veran-
schaulicht wird, weshalb PeerLink ein Peer-to-Peer-System ist und nicht mit Hilfe 
eines Client-Server-Modells realisiert wurde. 
Das Kapitel 4, „Konzeption“, zeigt anfangs ein Bild der Gesamtarchitektur, die zur 
Entwicklung und während des Betriebs der Anwendung bereitgestellt wird. Es wer-
den schematisch die wichtigsten Prozessabläufe der Anwendung dargestellt und 
beschrieben. Dies veranschaulicht welche Prozesse durch welche Interaktionen des 
Benutzers gestartet oder gestoppt werden, um damit die Funktionen einzelner 
Programmteile zu verdeutlichen. Schließlich werden die zur Entwicklung verwende-
ten Tools vorgestellt. 
Der Hauptteil der Arbeit ist Kapitel 5, „Realisierung der Minitauschbörse“, in dem 
zunächst auf die notwendige Einrichtung der Entwicklungsumgebung eingegangen 
wird, bevor die einzelnen programmierten Klassen und Dateien von PeerLink 
vorgestellt werden. Im Zuge der Beschreibung wesentlicher und repräsentativer 
Klassen werden gleichzeitig grundlegende Sachverhalte der Programmiersprache 
anhand beispielhafter Auszüge erklärt. Hierzu zählen unter anderem die Entwicklung 
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der grafischen Benutzeroberfläche, das Aufsetzen von Server und Client sowie 
Datenbankabfragen. Schließlich erfolgt eine Beschreibung und Erläuterung der 
Umgebung und Ergebnisse der Testläufe. 
Mit Kapitel 5, „User Guide – Anleitung für Benutzer“, wird eine Einführung in das 
Programm aus Benutzersicht vorgelegt. Beschrieben werden alle nötigen Schritte, 
die zur erfolgreichen Installation, zum Start und Benutzen von PeerLink erforderlich 
sind. Dieses Kapitel dient jedoch ebenso zur Schärfung des Blickes aus Benutzer-
sicht auf die Anwendung, nachdem im bisherigen Verlauf der Arbeit hauptsächlich 
die technische Sicht des Entwicklers betrachtet wurde. 
Schließlich bietet das Abschlusskapitel „Fazit und zukünftige 
Erweiterungsmöglichkeiten“ die finale Bewertung der vorgestellten Arbeit und 
entwickelten Anwendung. Weiterhin werden adäquate und sinnvolle Möglichkeiten 
aufgezeigt, das Programm weiterzuentwickeln. 
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2 Zielsetzung 
Hauptziel dieser Arbeit ist zu zeigen, wie eine Peer-to-Peer-Anwendung mittels der 
Programmiersprache Java realisiert werden kann. Dabei liegt die Herausforderung 
darin, Server und Client innerhalb eines Programms gleichzeitig bereitzustellen, 
sodass von verschiedenen Peers Links über das Netzwerk sowohl verfügbar ge-
macht als auch heruntergeladen werden können. 
Ein weiteres, übergeordnetes Ziel der Arbeit wird durch das folgende Szenarium 
deutlich: 
ein Student ist auf der Suche nach Praktikumbörsen im Internet. Er sucht mit Hilfe 
von Suchmaschinen danach und findet auch mehrere. Da er nicht nur zum jetzigen 
Zeitpunkt, sondern auch später ein Praktikum suchen möchte, legt er alle Links als 
Bookmarks in seinem MS IE unter dem Ordner Praktikumbörsen an. Wenn er 
PeerLink benutzt – jetzt oder auch zu einem späteren Zeitpunkt – und eine andere 
Person, die ebenfalls gerade online ist und zu demselben Thema Webseiten sucht, 
kann sie ganz leicht Links aus dem Ordner Praktikumbörsen des Studenten herunter-
laden und automatisch werden Bookmarks in ihren MS IE integriert. Mit einem 
Schlag hat die Person somit sämtliche Links zu dem Thema, ohne auch nur eine 
einzige Eingabe in einer Suchmaschine gemacht zu haben. 
Dieses Szenarium ist mit jedem anderen beliebigen Thema ebenfalls denkbar. Peer-
Link macht sich zu Nutze, dass die Anwender ihre Webseiten, die sie regelmäßig 
ansurfen oder die sie für einen bestimmten Sachverhalt interessant finden, als Book-
marks themensortiert – die wenigsten haben alle Links der Reihe nach aufgelistet – 
im Browser speichern. Das heißt, die Seiten sind angeschaut und als wertvoll be-
trachtet worden. Das ist der Grund, weshalb der User sie speichert. 
Das Informationszeitalter zeichnet sich dadurch aus, dass der Mensch von allen 
Seiten Informationen erhält, die er gemäß seinen Prioritäten selektieren muss, bevor 
er sie liest, hört oder sich ansieht. Durch die Tatsache, dass die Zahl der Internet-
seiten stetig ansteigt, kann die Suche nach adäquaten Informationen im Internet ein 
großer Zeitaufwand bedeuten. Der Output einer Suchmaschine ist oftmals nicht be-
friedigend. Dagegen sind Links, die durch Mund-zu-Mund-Propaganda weiter-
gegeben werden, häufig hilfreicher und tragen zudem das Prädikat empfehlenswert. 
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PeerLink bringt die Mund-zu-Mund-Propaganda ins Internet und bietet den welt-
weiten Linkaustausch an. 
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3 Peer-to-Peer 
Die P2P-Idee ist de facto nicht neu. Schon vor mehr als 30 Jahren wurde diese Art 
der Netzwerkarchitektur angewandt. Ursprünglich war sie zur Anwendung innerhalb 
geschlossener Systeme und für eine begrenzte Benutzergruppe gedacht. In den 90er 
Jahren des 20. Jahrhunderts kamen entscheidende Faktoren dazu, die einen Boom 
dieser Technologie auslösten: fallende Preise bezüglich der Rechenleistung von PC-
Prozessoren, einhergehend mit einer beträchtlichen Steigerungsrate ihrer Leistung. 
Die PCs wurden schneller, die Bandbreite der Netzwerke höher und die Speicher-
kapazität größer. In Verbindung mit dem vernetzten World Wide Web (WWW) boten 
diese Fortschritte den Usern nicht mehr nur die Möglichkeit Informationen auf 
Servern abzufragen, sondern den eigenen PC gleichsam als Server und Client einzu-
setzen, um somit die Gelegenheit zu schaffen, direkt, von PC zu PC, Daten auszu-
tauschen. Dieses entdeckte die Musiktauschbörse Napster Ende des vorigen 
Jahrhunderts als Erster wieder und ein Revival der Peer-to-Peer-Technologie war 
nicht mehr aufzuhalten.5 
In dieser Arbeit wird immer wieder von Architektur, System und Technologie im Zu-
sammenhang mit Peer-to-Peer gesprochen. Gemäß Definition bezeichnet eine 
(Rechner-)architektur die „Gesamtheit der Bau- und Funktionsprinzipien eines Com-
putersystems“6 und ein System ist „eine größeren Einheit, die aus Einzelteilen – 
Gegenständen, Prozessen, Begriffen etc. – zusammengesetzt ist. Die Einzelkom-
ponenten sind aufeinander abgestimmt, sodass das System in seinen Funktionen 
mehr ermöglicht als die Summe der Einzelteile“.7 Sowohl eine Architektur als auch 
ein System werden als ein Zusammenschluss von Teilen verstanden, die selbst 
jeweils wiederum als Einheit mit mehreren Einzelteilen verstanden werden können. 
Auf Grund dieser Gemeinsamkeit werden diese beiden Begriffe in der vorliegenden 
Arbeit als synonym verwendet, da ausgedrückt werden soll, dass die Anwendung auf 
                                                 
5  Vgl. Dreamtech (Hrsg.), 2002, Seite 7 ff.; Intel (Hrsg.), 2003 
6  F.A. Brockhaus, 2003, S. 760 
7  F.A. Brockhaus, 2003, S. 863 
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verschiedenen Komponenten – nämlich hauptsächlich Peers –, die ebenfalls 
wiederum selbstständige Einheiten darstellen, beruht. Der Begriff Technologie wird 
umfassender betrachtet, als „Methodik u. Verfahren in einem bestimmten For-
schungsgebiet“8, und soll ausdrücken, dass die entwickelte Methode dieser 
Anwendung, auf dem Peer-to-Peer-Modell und nicht auf einem Client-Server-Modell 
beruht. 
Die folgenden zwei Kapitel legen nun dar, was Peer-to-Peer ist und in welcher Art 
und Weise solche Systeme realisiert werden können. Dem umfangreichen Thema 
Peer-to-Peer kann jedoch in dieser Arbeit mitnichten umfassend nachgekommen 
werden. Die Beleuchtung dieses Sachverhalts soll vielmehr den Blick auf den 
technologischen Rahmen der Anwendung lenken, um im späteren Verlauf der Arbeit 
die Prozessabläufe von PeerLink besser nachvollziehen zu können. 
3.1 Was ist Peer-to-Peer? 
Das Wort Peer ist englisch und wird übersetzt u.a. mit „Gleichrangige [...], Gleich-
rangiger, [...] gleichrangiger Teilnehmer.“9 Diese Übersetzung verdeutlicht das 
wesentliche Merkmal von Peer-to-Peer-Systemen: alle Teilnehmer haben dieselben 
technischen Grundvoraussetzungen, sie sind demnach gleichrangig und in ihren 
Rollen beliebig austauschbar. Dies ist auch der Grund weshalb der Server in einer 
Peer-to-Peer-Architektur weniger im Mittelpunkt steht als dies in der traditionellen 
Client-Server-Architektur der Fall ist. Überdies gibt es P-to-P-Systeme, in denen kein 
Server eingesetzt wird. 
Gerade wegen der Unterschiedlichkeit des Einsatzes des Servers innerhalb der 
Architektur lässt sich keine einheitliche Definition für P-to-P finden. Nachdem in den 
letzten drei Jahren P2P zum Modewort schlechthin in der Computerwelt avancierte, 
wurde versucht, Produkte damit zu schmücken, obwohl möglicherweise die 
Unterschiede zur traditionellen Client-Server-Architektur nur marginal waren. So 
                                                 
8  Wissenschaftlicher Rat der Dudenredaktion (Hrsg.), 1990, S. 769 
9  Richter, Frank (2003), Online Wörterbuch (ENG-DE) 
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legte man eine Definition fest, die jedem gerecht wurde: „P2P is whoever says they 
are P2P“.10 
Um dem Missverständnis zuvor zu kommen, jede Anwendung, dessen Entwickler be-
hauptet, es wäre eine Peer-to-Peer-Anwendung, , können grundlegende Elemente 
benannt werden, denen man zuschreiben kann, dass, wenn sie weitestgehend erfüllt 
sind, eine P2P-Infrastruktur tatsächlich gegeben ist: 
· Aktionen finden statt, z.B. Austausch von Daten, gemeinsame Rechen-
prozesse; Kommunikation im Allgemeinen. 
· Ressourcen werden geteilt, beispielsweise Rechenleistung, Speicher-
kapazität, Netzwerkbandbreite oder Inhalte. 
· Direkte Kommunikation zwischen den Peers findet statt. Das können Desktop-
PCs (Personal Computer) genauso sein wie Laptops, PDAs (Personal Digital 
Assistant) oder Handys.11 
Die oben genannten grundlegenden Voraussetzungen lassen die Anwendungs-
gebiete schon erahnen, in denen P-to-P eingesetzt wird. Peer-to-Peer-Systeme 
lassen sich in der Regel in eine der drei folgenden Kategorien einordnen: 
1. Verteilte Rechenleistungen (distributed computing) nutzen. Hier findet keine 
oder nur geringe Kommunikation zwischen den einzelnen Peers statt, wie dies 
beispielsweise bei dem bekannten SETI@home Projekt der Fall ist. 
2. Inhalte-Austausch (content-sharing) bedeutet, die Peers kopieren Dateien 
untereinander oder teilen sich Speicherkapazität. Hierunter fällt auch 
PeerLink, die vorgestellte Anwendung dieser Arbeit. Berühmtestes Beispiel ist 
die Musiktauschbörse Napster. 
3. Zusammenarbeit (collaboration) erfordert die Beteiligung von Menschen, die 
gemeinsam an Dokumenten arbeiten. Aber auch Instant-Messaging wird zu 
dieser Kategorie gezählt.12 
                                                 
10  Shirky, Clark, zitiert nach Dumbill, Edd, 2003 
11  Barkai, David, 2002, S.1 
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Wie man aus der obigen Aufzählung leicht erkennen kann, eignen sich P2P-Systeme 
im Gegensatz zu Client-Server-Systeme vor allem bei Echtzeit-Anwendungen oder in 
Situationen, die kurzfristig oder unterwegs auf mobilen Endgeräten entstehen und in 
denen kein zentraler Server zur Verfügung steht. Welche Möglichkeiten der 
Differenzierung von P2P-Systemen anhand des Aufgabenumfangs des Servers 
denkbar sind, wird im nächsten Kapitel ausführlich beschrieben. 
3.2 Peer-to-Peer-Systeme 
In diesem Kapitel werden nun vier verschiedene Typen von Peer-to-Peer-Systemen 
vorgestellt, differenziert anhand des Aufgabenumfangs des jeweiligen Servers, falls 
einer eingesetzt wird. Dies schien dem Autor die sinnvollste Methode, da auf 
pragmatische Art und Weise leicht erkennbar ist, welche Vor- und Nachteile sich aus 
den unterschiedlichen Gegebenheiten ergeben. 
Der Autor hält sich dabei an den Ansatz, der im Buch „Peer-to-Peer-Applikationen 
entwickeln“ (Dreamtech 2002) vorgestellt wird. Jedoch wird auf die verwendete 
Terminologie von Discovery-, Lookup- und Content-Server jeweils verzichtet, da im 
Buch eine wesentlich komplexere Anwendung vorgestellt wird und deshalb auf 
Grund der Übersichtlichkeit dies im Buch sicherlich hilfreich erscheint, im vor-
liegenden Kontext jedoch nur verwirren als nutzen würde. Statt dessen wählte der 
Autor nachfolgend allgemeine Bezeichnungen zur Abgrenzung der vier Systeme. 
1. Dezentrales System: damit ist das reine Peer-to-Peer-Modell gemeint. Das 
heißt, es wird kein zentraler Server eingesetzt. Es ist somit ein vollständig 
dezentralisiertes System. Die Peers müssen sich dynamisch finden, indem 
Nachrichten über das Netzwerk gesendet werden, was jedoch die Geschwin-
digkeit drosselt und zudem nicht gewährleistet, dass immer eine ausreichende 
Zahl von Peers zur Verfügung stehen. Die direkte Kommunikation ohne 
Server ist darüber hinaus auch eine höhere Sicherheitsgefahr für jeden ein-
zelnen Peer. 
                                                                                                                                                        
12  Barkai, David, 2002, S.3 
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2. Zentraler Server mit Userliste: dieser Fall beschreibt den Einsatz eines 
einfachen Servers, der den Peers lediglich eine Liste aller eingeloggten User 
bereitstellt. Der Vorteil zum reinen Peer-to-Peer-Modell ist ein höheres Maß 
an Sicherheit und eine sichere Gewährleistung, andere Teilnehmer auf jeden 
Fall erreichen zu können durch die Bereitstellung der Benutzerdaten. Jedoch 
muss jeder Peer alle anderen Teilnehmer reihum nach geeigneten 
Informationen abfragen, was viel Zeit in Anspruch nimmt. Zudem besteht das 
Risiko eines Serverausfalls – das einzig beim reinen P2P-Modell nicht 
gegeben ist – und somit ein Ausfall des gesamten Systems. 
3. Zentraler Server mit User- und Inhalteliste: eine weitere Möglichkeit ist im 
Funktionsumfang des Servers zusätzlich eine Liste der Inhalte jedes 
einzelnen Peers zu integrieren. Dabei wird der Content jeweils mit dem User 
verknüpft, sodass die Anfrage des Teilnehmers an den Server geht, der 
jeweils den passenden User mit den entsprechenden Ressourcen bereitstellt. 
Das Netzwerk wird dadurch entlastet, da der Suchpfad für den Peer 
wesentlich verkürzt wird. Vorteil zum vorigen Modell ist die zusätzliche 
Zeitersparnis, die sich durch die Verfügbarkeit des Content ergibt. 
4. Zentraler Server mit Hostingdienst: im vierten und letzten Modell ist die 
Rolle des Servers am umfangreichsten. Er stellt nicht nur eine Liste von 
Benutzern und Inhalten bereit, sondern versorgt die Peers auch mit dem 
abgefragten Content. Der Server allein bedient also alle Anfragen der Peers 
einschließlich der Inhalte. Der Vorteil ist dabei eine gesicherte Aufbewahrung 
der Daten und zuverlässige Prozessabwicklung. Die hohe Sicherheit wird 
jedoch mit einer absoluten Abhängigkeit vom Server bezahlt. 
PeerLink wurde mittels der zweiten vorgestellten Variante entwickelt, also mit einem 
einfachen Server, der lediglich eine Liste der Benutzer bereitstellt. Ein reines Peer-to-
Peer-System wurde ausgeschlossen auf Grund hoher Komplexität in der Entwicklung 
und der Problematik einer geringen Verfügbarkeit der Teilnehmer. Da PeerLink keine 
sehr großen Datenmengen und auch keine sensiblen Daten zum Austausch anbietet, 
sondern lediglich Hyperlinks, wurde auch die letzte Methode eines mit umfang-
reichen Aufgaben bestückten Servers ausgeschlossen. Die Auswahl zwischen den 
an zweiter und dritter Stelle vorgestellten Modellen erfolgte ebenfalls anhand der 
Serveraufgaben. Da die Realisierung einer P-to-P-Anwendung im Vordergrund der 
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Arbeit stand, wurde auf weniger Serverprogrammierung und dafür mehr Entwicklung 
der Peers Wert gelegt. Nach dem Motto: so viel P2P wie möglich und so wenig 
Serverprogrammierung wie nötig. 
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4 Konzeption, Prozesse und Entwicklungstools 
Dieses Kapitel veranschaulicht zunächst die Gesamtarchitektur, auf welche die 
Anwendung aufgebaut ist und in deren Rahmen sie entwickelt wurde. Es wird 
anschließend detaillierter auf die Kommunikationsprozesse, die zwischen Peer und 
Server sowie zwischen den Peers untereinander stattfinden, eingegangen. Zum 















Abbildung 1: Gesamtarchitektur: Prozesse zwischen Server – Peer und Peer – Peer13 
Die Grafik stellt die Gesamtarchitektur dar, die für das entwickelte System aufgebaut 
wurde. Es werden grob die Prozesse veranschaulicht, die zwischen Server und Peer 
einerseits und zwischen den Peers untereinander ablaufen. Dabei wurden beispiel-
                                                 
13  Quelle: Autor 
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haft – der Übersichtlichkeit wegen – nur zwei Peers in dem Bild integriert, möglich 
sind selbstverständlich mehrere. 
Der Server stellt eine Datenbank zur Verfügung, welche die wichtigsten Userdaten, 
Internetprotokoll-Adresse (IP-Adresse) und Zeitpunkt des Anmeldens, bereitstellt. Die 
Peers stellen Anfragen an den Server und bekommen, als wichtigsten Teil, die Liste 
mit den Usern. Gleichzeitig holen sie sich die Bookmarks des MS IE und kommuni-
zieren mit den anderen Peers. 
Wann welche Prozesse zwischen Server und Peer und den Peers untereinander im 
Einzelnen jedoch genau ablaufen, wird im nächsten Kapitel erläutert. 
4.2 Prozessabläufe 
In diesem Kapitel werden die wichtigsten Prozesse der Anwendung schematisch vor-
gestellt, in der Reihenfolge ihres Ausführens durch den Benutzer. Die verschiedenen 
Abläufe wurden dabei in drei Hauptprozesse unterteilt: 
1. Das Anmelden und Registrieren 
2. Die Verbindung aufbauen 
3. Das Herunterladen der Links 
4.2.1 Das Anmelden und Registrieren 
Bevor ein User die Verbindung zu anderen Peers aufnehmen kann, muss er sich 
anmelden bzw. registrieren, d.h. Benutzername und Passwort sind erforderlich, um 
eine Verbindung zu anderen Peers aufzunehmen. Aus rein technischer Sicht wäre 
eine Registrierung bzw. Anmeldung durch Benutzername und Passwort nicht 
notwendig, d.h. der Anwender könnte auch sofort die Verbindung eröffnen. Der Autor 
und Entwickler hat sich jedoch für einen Anmeldungs- bzw. Registrierungsprozess 
entschieden, weil dadurch die Anonymität teilweise aufgehoben wird. Ohne 
Registrierungsprozess würde der Anwender lediglich die IP-Adresse der anderen 
Benutzer beim Verbindungsaufbau und Herunterladen der Links sehen. Bei 
regelmäßiger Benutzung von PeerLink gewinnt ein Benutzername an Wiederer-
kennungswert in der Nutzergemeinde, weshalb er durch andere Teilnehmer besser 
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zugeordnet werden kann und dadurch an Anonymität verliert. Die IP-Adresse ist 
dagegen häufig unterschiedlich. 
Die Registrierung muss nur einmal vollzogen werden, nämlich beim ersten Start von 
PeerLink. Der User muss sich per Benutzername und Passwort einloggen. Wenn 
sich ein Benutzer anmeldet bzw. registriert, geschehen zwei wichtige Dinge: 
1. Die Anwendung baut eine direkte Verbindung zur Datenbank auf, um die 
Daten des Teilnehmers zu speichern (Registrierung) bzw. zu überprüfen 
(Anmeldung). 
2. Alle Bookmarks werden aus dem Microsoft Internet Explorer (MS IE) in eine 
separate Textdatei exportiert. Bei mehrmaligem Benutzen von PeerLink kann 
der Benutzer zwischenzeitlich Bookmarks löschen oder neue anlegen, 













Abbildung 2: schematische Darstellung des Registrierungsprozesses14 
Die Registrierung läuft nach der obigen, schematischen Darstellung ab. Zunächst 
gibt der Benutzer einen frei wählbaren Benutzernamen und ein Passwort ein. 
Zusätzlich muss er noch eine Passwort-Bestätigung eingeben, damit sicher gestellt 
ist, dass er sich nicht verschrieben hat. Anschließend muss er den Pfad seines 
Windows-Verzeichnisses (z.B. C:\Windows) eingeben. Auf dieser Grundlage wird 
von PeerLink nach dem Verzeichnis C:\Windows\Favoriten oder 
C:\Windows\Favorites gesucht, in dem in der Regel die Bookmarks des MS IE 
abgespeichert sind. Wenn das Verzeichnis existiert und der Benutzer Schreibrechte 
hat, werden alle Bookmarks extrahiert und von PeerLink in die bereits ange-
sprochene separate Textdatei geschrieben, welche die Hyperlinks, deren Titel sowie 
deren Verzeichnis, in dem sie abgespeichert sind, enthält. 
                                                 
14  Quelle: Autor 
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In der Regel wird bei den Versionen Windows 9.x sowie bei einer normalen 
Installation des MS IE das Verzeichnis gefunden. Wie die Tests zeigten (siehe 
Kapitel 5.3), gab es Probleme mit den Betriebssystemen Windows XP und 2000, die 
jedoch auf Grund der Zeit innerhalb des Bearbeitungszeitraums dieser Arbeit nicht 
mehr gelöst werden konnten. Probleme gibt es bei Peers, die in eine separate, lokale 
Netzwerkumgebung eingebunden sind und deren Bookmarkdateien eventuell in 
einem speziellen Verzeichnis, abhängig vom verwendeten Netzwerkprofil, abge-
speichert sind. Solch eine Netzwerkumgebung kann sehr unterschiedlich aufgebaut 
sein. Der Entwicklungsaufwand dafür wurde als zu groß eingeschätzt, deshalb sind 
solche Lösungen für PeerLink nicht vorgesehen. Dadurch, dass lediglich die Eingabe 
des Windows-Verzeichnisses erforderlich ist, um die Bookmarks zu exportieren, 
wurde auf den höchst möglichen Grad an Benutzerfreundlichkeit eingegangen. Bei 
einem Aufruf an den Benutzer wie z.B.: „Geben Sie nun das Verzeichnis ein, in dem 
die Bookmarks des MS IE gespeichert sind“, wären nach Ansicht des Entwicklers 
einige Anwender überfordert. 
Bevor die Registrierungsdaten in die Datenbank eingespeist werden, überprüft das 
Programm noch einmal Username und Passwort nach Zeichen, die nicht enthalten 
sein dürfen, u.a. $, %, \, oder das Leerzeichen. Außerdem dürfen Passwort und 
Benutzername nicht kürzer als vier und nicht länger als zehn Zeichen sein. Darüber 
hinaus müssen Passwort und Passwort-Bestätigung identisch sein. Wenn alle Vor-
gaben erfüllt sind, werden Benutzername, Passwort und der Windowspfad in die 
Datenbank eingetragen. Des Weiteren wird eine Information hinsichtlich des online-
Status des Users hinzugefügt. 
Nach Abschluss der Registrierung muss der Benutzer sich danach noch einmal 
gesondert anmelden, bevor er eine Verbindung mit anderen Peers eröffnen kann. Bei 
der Anmeldung muss er seinen Benutzernamen und sein Passwort eingeben, die auf 
Richtigkeit überprüft werden. Dabei wird verifiziert, ob der bei der Registrierung ge-
speicherte Windowspfad noch existiert und es wird die bei der Registrierung oder bei 
einer früheren Anmeldung erstellte Textdatei gelöscht und eine neue erstellt. Somit 
sind für jede Sitzung die jeweils neuen Bookmarks gespeichert und können ge-
tauscht werden. 
Nur durch eine korrekte Anmeldung kann der Benutzer die Verbindung zu den an-
deren Peers eröffnen, andernfalls wird der Anwender gebeten sich anzumelden. 
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Abbildung 3: schematische Darstellung des Verbindungsaufbaus15 
Wenn der User die Verbindung öffnet, d.h. seinen PC für die anderen Peers erreich-
bar macht, wird zunächst der Server gestartet. Um erreichbar zu sein, muss die IP-
Adresse des eigenen Servers bekannt sein. Dazu startet das Programm einen 
„Demo-Client“. Das ist ein Programmteil, eine Java-Klasse, die lediglich die Aufgabe 
hat, den eigenen Server zu kontaktieren, um die IP-Adresse abzufragen, da diese 
sich bei privaten Benutzern sehr häufig ändert. In der Regel vergibt der jeweilige 
Provider eine dynamische IP-Adresse, die bei jedem Verbindungsaufbau wechselt.  
Die IP-Adresse und die Zeit, zu welcher der Verbindungsaufbau stattfindet, werden 
im nächsten Prozessschritt in der Datenbank gespeichert. Die Zeit dient dazu, festzu-
stellen welche anderen Anwender ebenfalls online sind. Im nächsten Schritt fragt 
PeerLink deshalb ab, welche Benutzer in den letzten sechs Stunden eine Verbindung 
aufgebaut haben und von welchen die Verbindung noch nicht geschlossen wurde. 
Diese Anfrage wird an die Datenbank gesendet, welche eine Liste der angemeldeten 
User liefert. Alle Anwender, bei denen dies der Fall ist, können von dem neu an-
gemeldeten User kontaktiert werden. 
Damit dies nun möglich ist, wird ein neues Fenster sichtbar, in dem alle Teilnehmer – 
außer natürlich derjenige, welcher die Verbindung selbst eröffnet hat – aufgelistet 
sind. Wenn kein anderer Anwender angemeldet ist, wird dem Benutzer mitgeteilt, 
dass zur Zeit keine anderen Teilnehmer online sind und ein Linkaustausch kann 
deshalb auch nicht stattfinden. 
                                                 
15  Quelle: Autor 
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Wie in Kapitel 3.2 dargelegt wurde, ist jedoch zu diesem Zeitpunkt, da dem 
Anwender alle anderen Teilnehmer sichtbar sind, noch keine Verbindung zu einem 
Peer hergestellt; der User muss vielmehr mit jedem Peer einzeln in Verbindung 
treten. Die Userliste liefert die dazu notwendigen IP-Adressen und die auf jedem PC 
des jeweiligen Anwenders erstellten Textdateien werden dann heruntergeladen. Der 
genaue Prozessablauf folgt im anschließenden Kapitel. 













Abbildung 4: schematische Darstellung des Herunterladens der Links16 
Die schematische Darstellung des Downloadprozesses wird in Abbildung 4 gezeigt. 
Es wird daraus ersichtlich, dass zunächst ein Teilnehmer ausgewählt werden muss, 
wodurch die Verbindung hergestellt und die Textdatei, in der die Links des aus-
gewählten Teilnehmers bei der Anmeldung exportiert wurden, heruntergeladen wird. 
In der Textdatei sind nicht nur die Hyperlinks enthalten, sondern auch das Verzeich-
nis, in dem sie gespeichert sind und ihr Dateiname, welcher sich aus dem Titel der 
Webseite ergibt. Die Links werden in Form eines Verzeichnisbaums dargestellt, in 
Java JTree bezeichnet, d.h. jeder Link ist unter dem Verzeichnis dargestellt, unter 
dem der ausgewählte User ihn abgespeichert hat. So wird mindestens ein Verzeich-
nis dargestellt, nämlich „Favoriten“, also das Verzeichnis, in dem die Bookmarks des 
MS IE hinterlegt werden. In diesem sind alle Links aufgelistet, die direkt in dem 
Menüpunkt „Favoriten“ gespeichert sind. Jedes Unterverzeichnis wird als extra 
Verzeichnis aufgelistet, jedoch nicht als Unterverzeichnis, sondern als Verzeichnis 
derselben Ebene. 
                                                 
16  Quelle: Autor 
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Nachdem der User einen Ordner eines anderen Teilnehmers ausgewählt hat, sieht er 
demnach alle Links desselben aufgelistet – übrigens in der Reihenfolge, wie sie im 
MS IE des ausgewählten Teilnehmers aufgelistet sind und nicht alphabetisch – und 
kann dann einen Link auswählen. Klickt er den Link an, wird dieser unmittelbar in 
seinen MS IE eingefügt – darüber wird er durch ein Pop-Up-Fenster informiert. Die 
Datei wird in demselben Verzeichnis gespeichert, in welchem der ausgewählte Teil-
nehmer den Link abgelegt hat. Es wird vorher untersucht, ob die Datei schon existiert 
und wenn dies zutrifft, erhält der User die Benachrichtigung, dass er den Link schon 
heruntergeladen hat. Der Einfachheit wegen wird nur überprüft, ob die entsprechen-
de Datei in dem vorgesehenen Verzeichnis schon existiert und nicht, ob der Hyper-
link selbst schon irgendwo gespeichert wurde. Wenn der Teilnehmer, zu dem die 
Verbindung hergestellt wurde, zwischenzeitlich die Datei umbenannt hat, kann es 
vorkommen, dass derselbe Link zweimal gespeichert wird. 
Darüber hinaus wird der Hyperlink zwar als Bookmark in den MS IE eingefügt, jedoch 
nicht unmittelbar in die Textdatei des Anwenders. D.h. er müsste die Anwendung 
schließen und sich wieder neu anmelden, damit andere Teilnehmer den eben 
heruntergeladenen Link auch von ihm herunterladen könnten. 
Bei diesen Aktionen, die das Herunterladen der Hyperlinks betreffen, kann während-
dessen der MS IE benutzt werden, es ist nicht notwendig diesen zu schließen. 
4.3 Entwicklungstools 
Zur Entwicklung der Anwendung PeerLink wurden unterschiedliche, dem Zweck ge-
mäße, Tools verwendet. Diese werden im Folgenden vorgestellt. 
Als Java Entwicklungsumgebung wurde von Sun Microsystems Java(TM) 2 SDK, 
Standard Edition, Version 1.4.1 verwendet. Zu Beginn der Entwicklung lag lediglich 
eine Beta-Version von Version 1.4.2 vor. Deshalb wurde, um eine sichere Entwick-
lung zu gewährleisten, auf die Vorversion zurückgegriffen, zumal keine für die Pro-
grammierung notwendigen neueren Funktionen in der aktuellen Version integriert 
wurden. 
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Für die Erstellung der Java-Dateien wurde zunächst der Java-Editor17 von Gerhard 
Röhner in der Version 3.7 vom 18.03.2002 verwendet. Jedoch wurde er den An-
sprüchen nach einiger Zeit nicht mehr gerecht. Vor allem das Kompilieren der 
Klassen in der richtigen Reihenfolge und auch die Erstellung von JAR-Dateien18 
wurde zunehmend schwieriger bzw. nicht möglich, sodass ein anderes Programm 
zukünftig angewandt wurde. Dafür wurde Ant1.5 ausgewählt, ein Java-basiertes 
Build-Tool, das bedeutet, eine Anwendung, welche die Entwicklung von Java-
Programmen ermöglicht. Es ist ein OpenSource-Tool, das innerhalb des The Apache 
Ant Project von The Apache Software Foundation entwickelt wird. Ant1.5 ist jedoch 
kein Java-Editor, sondern bietet lediglich die Möglichkeit, Java-Dateien zu kompi-
lieren und auszuführen und JAR-Dateien zu erstellen und noch eine Reihe mög-
licher, anderer Funktionen. Für das Editieren und Generieren der .java-Dateien 
stieg der Entwickler deshalb auf Homesite 4.5.2 von Allaire Corporation um. 
Um Ant1.5 benutzen zu können, ist eine Installation von The Java API for XML 
Processing (JAXP)19 der Firma Sun Microsystems notwendig. JAXP wurde in der 
Specification Version 1.2 verwendet. JAXP ist ein Entwicklungstool, welches An-
wendungen erlaubt, XML-Dokumente zu parsen und zu transformieren. Diese 
Funktionalität wird auch von Ant1.5 genutzt. Um Java-Dateien mit Ant1.5 kompilieren 
oder ausführen zu können, muss der Entwickler eine XML-Datei erstellen, die als 
build.xml benannt, in das root-Verzeichnis von Ant1.5 eingefügt werden muss. 
build.xml muss eine bestimmte Befehlsstruktur enthalten, damit Ant1.5 diese als 
solche erkennt. Mit Hilfe von JAXP wird die XML-Datei von Ant1.5 gelesen und auf 
Grund der Befehlsstruktur werden die Java-Dateien entsprechend behandelt. In 
Kapitel 5.1.2, „Erstellung der build.xml für Ant1.5“ wird eine Version einer XML-
Datei wie sie für PeerLink erstellt wurde mit ihren wichtigsten Funktionen vorgestellt. 
                                                 
17  Röhner, Gerhard, 2002 
18  JAR steht für Java Archive 
19  API ist die Abkürzung für „Application Programming Interface“, XML steht für „Extensible 
Markup Language“ 
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Für die Exportierung der Bookmarks aus dem MS IE wurde das Programm während 
der Hauptentwicklungszeit in der Version 5.0 verwendet. Zeitweise wurde die 
Anwendung jedoch ebenfalls mit den Versionen 5.5 und 6.0 des MS IE entwickelt 
bzw. getestet. 
Die lokale Datenbank wurde mit Hilfe der Windowsversion von MySQL 4.0.1220 als 
Open Source/Free Software Lizenz der Firma MySQL AB erstellt. 
Zur besseren Administration der Datenbank wurde das Administrationstool 
phpMyAdmin 2.4.0 verwendet, das ebenfalls freie Software ist und von einem Team 
freiwilliger Programmierer von http://www.phpmyadmin.net/ ständig weiterentwickelt 
wird. 
Für die Verwendung von phpMyAdmin 2.4.0 ist auch der Einsatz eines lokalen Web-
servers notwendig. Hierfür wurde das Programm OmniHTTPd Professional v2.0 von 
Omnicron Technologies Corporation ausgewählt. 
Die Hauptentwicklungszeit von PeerLink wurde auf lokaler Ebene mit dem Betriebs-
system Windows 98 SE (Second Edition), Version 4.10 realisiert, auf einem Laptop 
der Marke TravelMate 508T von Acer. 
                                                 
20  MySQL steht für My Sequential Query Language 
5 Realisierung der Minitauschbörse 34 
5 Realisierung der Minitauschbörse 
Dieses Kapitel befasst sich mit der konkreten Entwicklung und Programmierung der 
Anwendung. Bevor auf die programmierten Dateien und Klassen eingegangen wird, 
werden noch einige notwendige Schritte erklärt, welche die Entwicklungsumgebung 
vervollständigen. Danach werden Auszüge aus den wichtigsten und repräsen-
tativsten Java-Dateien des Programms vorgestellt und erklärt. Zum Schluss wird 
berichtet, wie erfolgreich die Testläufe von PeerLink waren. 
5.1 Einrichten der Entwicklungsumgebung 
Um einige der im vorangegangenen Kapitel vorgestellten Entwicklungstools auch 
einsetzen zu können, sind teilweise Entwicklungsschritte notwendig, die unter der 
Überschrift Einrichten der Entwicklungsumgebung zusammengefasst wurden. Dazu 
zählt auch das Einrichten des Webservers, womit im Grunde die Instandsetzung der 
Datenbank gemeint ist, welches im anschließenden Kapitel beschrieben wird, bevor 
ein Exempel einer build.xml-Datei für Ant1.5 vorgestellt wird. 
5.1.1 Datenbank-Design 
Um die User- und die Verbindungsdaten zu speichern und sie den Teilnehmern zu 
Verfügung zu stellen, ist eine Datenbank notwendig. Wie in Abbildung 1 zu sehen ist, 
wird sie vom Webserver bereitgestellt. Diese relationale Datenbank, „peerlink“, 
enthält zwei Tabellen, die notwendig sind, um die oben genannten Daten zu 
speichern und die Kommunikation zwischen den Peers zu ermöglichen. Die erste 
Tabelle, „pl_user“, dient zur Speicherung und Überprüfung der Benutzerdaten. Die 
zweite Tabelle, „pl_connection“, wird dafür verwendet, die IP-Adressen und den 
Zeitpunkt, zu welchem die User ihre Server starten, aufzuzeichnen. Das Design der 
beiden Tabellen wird nun vorgestellt. 
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Tabelle 1: Datenstruktur der Tabelle pl_user 
Feldname Datentyp Inhalt Attribut Schlüssel 
uid int(4) eindeutige Nummer des Benutzers auto_increment Primärschlüssel 
username varchar(10) Benutzername unique   
passwort varchar(10) Passwort des Benutzers     
online varchar(5) „off“, „on“ für nicht online, online     
share varchar(25) Windows-Pfad des Benutzers     
Der Primärschlüssel bildet das Feld „uid“, welches vom Typ „int“ ist, d.h. dieses Feld 
beinhaltet eine Zahl, welche jeden Datensatz eindeutig identifiziert. Dieses garantiert 
das Attribut „auto_increment“, wodurch mit jedem Einfügen eines Datensatzes eine 
nächst höhere Nummer für den neuen Datensatz generiert wird. Die übrigen Felder 
sind alle vom Typ „varchar“, d.h. sie können Ziffern, Buchstaben und andere Zeichen 
z.B. „\“ oder „:“ enthalten. Wichtig ist darüber hinaus, dass dem Benutzername – im 
Feld „username“ gespeichert – das Attribut „unique“ zugewiesen ist. Dies verhindert, 
dass ein Benutzername zweimal verwendet wird und es nicht zur Dateninkonsistenz 
kommt. Es wurde darauf verzichtet das Feld „username“ als Primärschlüssel zu 
verwenden, obwohl das Feld schon als „unique“ gekennzeichnet ist. Der Grund liegt 
in der weiteren Anwendung des Benutzernamens von PeerLink: um die herunter-
geladenen Textdateien unterscheiden zu können, wird ihnen der Benutzername 
angehängt. Darüber hinaus wäre bei einer späteren Weiterentwicklung der An-
wendung die Funktion denkbar, den Benutzernamen ändern zu können, was jedoch 
bei einem Feld, das die Funktion des Primärschlüssels hat, nicht möglich ist. Aus 
diesem Grund wurde ein separates Feld angelegt, das eine eindeutige Zahl als 
Primärschlüssel enthält. 
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Tabelle 2: Datenstruktur der Tabelle pl_connection 
Feldname Datentyp Inhalt Attribut Schlüssel 
cid int(4) eindeutige Nummer der Verbindung auto_increment Primärschlüssel 
uid int(4) eindeutige Nummer des Benutzers     
ip varchar(15) IP-Adresse des Benutzers     
time_on bigint(15) Timestamp zum Start der Verbindung     
time_off bigint(15) "1", wenn online, "0" wenn offline     
Die Datenstruktur der Tabelle „pl_connection“ ist ähnlich wie die der Tabelle 
„pl_user“. Der Primärschlüssel ist das Feld „cid“, das wiederum durch das Attribut 
„auto_increment“ eine eindeutige Nummer für die entsprechende Verbindung 
generiert. Welcher Benutzer die Verbindung aufbaut, wird über das Feld „uid“ der 
Tabelle „pl_user“ abgefragt und dann in den entsprechenden Datensatz der Tabelle 
„pl_connection“ eingefügt. Neben der IP-Adresse wird zusätzlich der Timestamp 
gespeichert, der erstellt wird, wenn der User seinen Server startet. Timestamp 
bedeutet, es wird die Anzahl der Millisekunden seit dem 01.01.1970 bis zum jetzigen 
Zeitpunkt errechnet. Da dies eine 13-stellige Zahl ist, muss sie als Typ „bigint“ 
gespeichert werden. Der Datentyp „int“ kann unter MySQL nur Zahlen bis 4 Byte 
Größe, d.h. 10-stellige Zahlen ohne Vorzeichen, speichern. Für Zahlen bis 8 Byte 
Größe, das einer 17-stelligen Zahl ohne Vorzeichen entspricht, wird der Datentyp 
„bigint“ bereitgestellt.21 Das Feld „time_off“ enthält entweder die Ziffern „1“ oder „0“. 
Da zukünftig jedoch eine Speicherung des Timestamp, wenn der Benutzer die 
Verbindung schließt, nicht ausgeschlossen wird, wurde es vorsichtshalber als „bigint“ 
deklariert. 
5.1.2 Erstellung der build.xml für Ant1.5 
Wie schon in Kapitel 4.3 erläutert, ist es für die Benutzung von Ant1.5 erforderlich, 
eine XML-Datei zu erstellen, die eine Befehlsstruktur enthält, welche auf die indivi-
                                                 
21  Vgl. Yarger, Randy Jay et.al., 2000, S. 243 
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duelle Entwicklungsumgebung ausgerichtet ist. Da dies ebenfalls als Teil der 
Entwicklungsarbeit angesehen wird, bietet dieses Kapitel nun eine Beschreibung der 
für PeerLink erstellten Datei. 
<project name="PeerLink" default="dist" basedir="."> 
Die Datei beginnt mit dem <project>-Tag, wie oben dargestellt. Es enthält drei 
Attribute. Den Namen des Projektes, in diesem Fall PeerLink. default enthält das 
Set von Aufgaben (tasks), welches standardmäßig ausgeführt wird, wenn kein 
anderes Set definiert ist. Ein Aufgaben-Set wird innerhalb eines <target>-Tag 
beschrieben. Darauf wird im Verlauf dieses Kapitels noch eingegangen. Das letzte 
Element bezeichnet das Verzeichnis, von welchem alle Berechnungen ausgehen. 
Hier also das Verzeichnis, in welchem auch build.xml gespeichert ist. Am Ende 
schließt das </project>-Tag die Datei ab. 
Der nächste Schritt ist die Deklarierung von <property>-Tags. Sie haben jeweils 
einen Namen und einen Wert. Dabei enthält der Wert einen Verzeichnisnamen. Der 
Name eines <property>-Tags wird bei der Deklarierung der Aufgaben-Sets als 
Referenz für den jeweiligen Wert eingesetzt. Im nachfolgenden Beispiel werden drei 
<property>-Tags definiert. src hat das Verzeichnis des source-Codes als Wert: 
peerlink. In build wird das gleichnamige Verzeichnis als Wert definiert; in ihm 
werden später die kompilierten Klassen gespeichert. Schließlich enthält dist das 
Verzeichnis, in welchem die JAR-Datei gespeichert wird. 
<property name="src" location="peerlink"/> 
<property name="build" location="build"/> 
<property name="dist" location="peerlink/lib"/> 
Nun werden nacheinander tasks als Set innerhalb von <target>-Tags deklariert. 
Eine task wird dabei als ein Code-Element bezeichnet, das ausgeführt werden kann. 
Das erste <target>-Tag der build.xml wird hier mit init bezeichnet. Die task 
erstellt das build-Verzeichnis. Dabei wird der <property>-Name als Platzhalter 
zwischen ${ und } eingefügt. Somit erfüllt es die Funktion einer Variablen. Jedes 
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Ein <target>-Tag kann zusätzlich mit einem depends-Attribut ausgestattet 
werden, so wie dies beim compile-<target> der Fall ist. Dieses Attribut bestimmt 
die Reihenfolge der Aufrufe der jeweiligen <target>-Tags innerhalb einer 
build.xml-Datei. Als Wert muss der jeweilige Name des <target>-Tags an-
gegeben werden, von dem es „abhängig“ ist. depends="init" bedeutet demnach, 
dass, nachdem das oben vorgestellte <target>-Tag init ausgeführt ist, das 
compile-<target> ausgeführt wird. 
<target name="compile" depends="init"> 
Wie der Name schon sagt, dient dieses <target>-Tag dazu, die Java-Dateien zu 
kompilieren. Im unten stehenden Code-Beispiel ist zu sehen, dass dazu das 
<javac>-Tag verwendet wird. Innerhalb dessen wird in dem Beispiel zunächst das 
Verzeichnis der zu kompilierenden Java-Dateien im srcdir-Attribut definiert. Hier 
wird ebenfalls der entsprechende Name des <property>-Tags zwischen ${ und } 
eingefügt. Nach dem gleichen Schema wird das Verzeichnis definiert, in welchem die 
.class-Dateien gespeichert werden, nämlich mit dem destdir-Attribut. 
<record name="${src}\errors.txt" action="start"/> 
<javac srcdir="${src}" destdir="${build}"/> 
<record name="${src}\errors.txt" action="stop"/> 
Das <javac>-Tag wird umschlossen vom <record>-Tag. Dieses Tag dient dazu, 
eventuelle Fehler in die Datei ${src}\errors.txt einzulesen. Durch das Attribut 
action wird zuerst die Fehleraufzeichnung gestartet und anschließend wieder 
gestoppt. Standardmäßig werden die Fehler bei der Kompilierung lediglich auf der 
Shell ausgegeben. 
Die Anweisungen zum Ausführen der .class-Dateien sind dem des Kompilieren 
sehr ähnlich. Die nachfolgenden Code-Zeilen stehen im selben <target>-Tag. 
Wieder werden mit der record-Anweisung Fehleroutputs aufgezeichnet. Dieses Mal 
wird eine Datei mit dem Namen errorlog.txt erstellt und in dem Verzeichnis 
gespeichert, in dem auch die kompilierten Dateien abgelegt werden. Es ist durch 
${build} repräsentiert, das zu dem entsprechenden <property>-Tag 
referenziert. 
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<record name="${build}\errorlog.txt" action="start"/> 
<java fork="true" classpath="${build}" 
classname="peerlink.start"> 
</java> 
<record name="${build}\errorlog.txt" action="stop"/> 
Das Attribut classpath enthält den CLASSPATH, der für das aktuelle Projekt gültig 
ist. 
Damit der Compiler die benutzerspezifischen Java-Dateien auch kompilieren kann, 
muss er wissen, wo die Dateien zu finden sind. Dies wird im CLASSPATH definiert, 
der je nach Betriebssystem an unterschiedlicher Stelle gesetzt werden muss. Im vor-
liegenden Fall wurde Windows 98 verwendet. Hier wird er in der autoexec.bat-
Datei gespeichert. Der CLASSPATH kann zwei Dinge enthalten: entweder einen 
Pfad einer Java-Klasse oder den Pfad einer JAR-Datei, je nachdem was kompiliert 
bzw. ausgeführt werden soll. JAR-Dateien werden geöffnet und bei Verzeichnissen 
wird in dem Verzeichnis nach ausführbaren Klassen gesucht. In beiden Fällen 
werden die Dateien in einer Verzeichnisstruktur entsprechend der Package-Struktur22 
gespeichert. Bei der Suche nach einer Klasse, werden alle Einträge im CLASSPATH 
in der Reihenfolge, in der sie eingetragen sind, durchsucht. Die CLASSPATH-Umge-
bungsvariable wird also nur für die benutzerspezifischen Klassen verwendet; die 
Standardpakete und –klassen werden unabhängig davon gefunden bzw. importiert. 
In diesem Fall ist es der Gleiche, in dem auch die kompilierten Dateien zu finden 
sind. Der classname bezeichnet die Java-Klasse, die ausgeführt werden soll. Dies 
ist die Datei start.class. Beim java-Befehl zur Ausführung der .class-Dateien 
wird der Dateiname ohne die Endung .class angegeben. peerlink bezeichnet 
den Paketnamen bzw. das Verzeichnis. Alle .class-Dateien werden im build-Ver-
zeichnis unter dem Verzeichnis des Paketnamens, also peerlink, gespeichert. 
Dieser Paketname wird im Attribut classname der .class-Datei vorangestellt und 
mit einem Punkt getrennt, wie es in Java üblich ist. 
                                                 
22  Auf diesen Begriff wird in Kapitel 5.2.2 ausführlich eingegangen. 
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Als letzte Anweisung wird zusätzlich eine JAR-Datei erstellt, die alle .class-Dateien 
des Pakets enthält.  





Sie wird in einem anderen <target>-Tag deklariert, das dist benannt wurde und 
das vom compile-<target> „abhängig“ ist. Bevor der jar-Befehl ausgegeben 
wird, wird jedoch noch das Verzeichnis erstellt, in das die JAR-Datei gespeichert 
wird. Dies geschieht nach demselben Muster, wie schon in dem init-<target>, 
jedoch kommt nun das dritte <property>-Tag dist zum Einsatz, welches zu 
Beginn festgelegt wurde. Die jar-Anweisung zum Erstellen der JAR-Datei enthält 
zwei Attribute: jarfile legt das Verzeichnis und den Namen der Datei fest; dabei 
wird mit dem ${DSTAMP}-Befehl noch der Day-Stamp eingefügt, also der aktuelle 
Tag, in dem Format „jjjjmmtt“. Das Attribut basedir enthält das Verzeichnis, von 
welchem die Dateien zur Erstellung der JAR-Datei genommen werden sollen. 
Nach erfolgreicher Erstellung von build.xml ist es noch erforderlich, drei 
Umgebungsvariablen auf Ant1.5 einzustellen. Zum einen die Variable ANT_HOME, 
welche den Pfad der Ant1.5-Installation enthalten muss. Außerdem ist JAVA_HOME 
zu deklarieren, welches den Pfad des verwendeten SDK enthält. Schließlich ist die 
PATH-Variable so zu ändern, dass sie das \bin-Verzeichnis von Ant1.5 enthält. 
Nachfolgend sind die drei Befehle, die in der DOS-Eingabeaufforderung eingegeben 
werden müssen, beispielhaft für die Entwicklungsumgebung von PeerLink 
angegeben. Der set-Befehl bewirkt, dass die Variablen in die autoexec.bat-Datei 
der Windowsversion geschrieben werden. Das Home-Verzeichnis von Ant1.5 ist in 
diesem Fall c:\Ant23: 
                                                 
23  Diese Befehlskette wie auch die darauf folgende setzt den Einsatz des Betriebssystems 
Windows voraus, welches zur Entwicklung von PeerLink benutzt wurde. Der Autor setzt 
Fortsetzung der Fußnote auf der nachfolgenden Seite 




Um nun Ant1.5 auszuführen, ist in der DOS-Umgebung einfach Folgendes einzu-
geben: C:\Ant\ant. 
5.2 Java Programmierung 
Bevor auf die eigentliche Programmierung eingegangen wird, sieht es der Autor als 
notwendig an, die Programmiersprache Java im Allgemeinen vorzustellen. Dazu 
zählt nicht nur eine kurze Einführung, sondern auch die Paketstruktur, welche in 
jedem Javaprojekt üblich ist und nebenbei eine gewisse Übersicht und Struktur 
gewährleistet. Das Prinzip der Pakete wird erläutert, indem alle programmierten 
Dateien der Anwendung gemäß ihrem zugehörigen Paket aufgelistet werden. 
Zum weiteren Verständnis wird es als notwendig angesehen, grundsätzliche Sach-
verhalte der Programmiersprache Java beispielhaft durch Programmbeispiele und 
damit einhergehend, die wichtigsten Prozesse der Anwendung zu erklären. Es kön-
nen auf Grund der Menge nicht alle 27 programmierten Java-Dateien vorgestellt 
werden. Dies würde den Rahmen der Arbeit sprengen. Daher wird jede Klasse 
gemäß ihrer Wichtigkeit nur auszugsweise oder gegebenenfalls gar nicht repräsen-
tiert sein. 
5.2.1 Einführung in Java 
Java ist eine von Sun Microsystems seit 1990 entwickelte, objektorientierte Program-
miersprache. Das Wort Java stammt aus dem US-amerikanischen Slang für Kaffee 
von der Insel Java, von dem die Entwickler von Sun Microsystems sehr viel ge-
trunken haben sollen. Der Programmiersprache wurde jedoch zunächst der Name 
Oak für Object Application Kernel gegeben.24 Objektorientiert bedeutet, die 
                                                                                                                                                        
dies in folgenden Beispielen ebenfalls voraus. Unter UNIX-Systemen ist eine andere 
Befehlskette erforderlich. 
24  Vgl. F.A. Brockhaus, 2003, S. 485 
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Programmiersprache basiert auf der Durchführung von Objekten.25 Objekte sind 
„kleine gleichberechtigte Datenstrukturen, die Zustände bzw. Eigenschaften besitzen, 
Operationen (sog. Methoden) ausführen, Nachrichten empfangen und verschicken 
können.“26 Durch die Definition von Klassen lassen sich Objekte erzeugen, welche 
ähnlich wie Variablen als Platzhalter angelegt und verwendet werden können.27 In 
Java werden Klassen immer jeweils in einer Datei gespeichert, sodass Klasse und 
Datei denselben Namen tragen.28 Es ist darüber hinaus möglich, lokale Klassen, d.h. 
Klassen innerhalb einer anderen Klasse, zu definieren. Es gibt noch unzählige 
andere Besonderheiten, die jedoch hier nicht im Einzelnen aufgeführt, sondern 
vielmehr bei Gelegenheit während der Beschreibung der durchgeführten 
Programmierung angesprochen werden. 
Wichtig ist jedoch noch, auf die Art und Weise der „Übersetzung“ von Java-Dateien 
einzugehen. Mit Übersetzung ist die Kompilierung gemeint, durch welche der 
Programmiercode in lesbaren Maschinencode zur Verarbeitung durch den Computer 
umgewandelt wird. Sun Microsystems hat dafür das Konzept der virtual machine 
(VM) entwickelt, welches etwas von anderen höheren Programmiersprachen, z.B. 
C++, abweicht. Das Konzept sieht vor, dass der programmierte Code der .java-
Dateien vom Compiler nicht direkt in Maschinencode übersetzt wird, sondern in 
einen so genannten Byte-Code, der Byte-Code-Dateien erzeugt, welchen die Endung 
.class zugewiesen wird. Dieser Byte-Code wird von der Java virtual machine 
während der Ausführung der Anwendung in maschinenlesbaren Code übersetzt. 
Durch dieses Konzept erreichte Sun Microsystems die Entwicklung einer 
plattformunabhängigen Programmiersprache.29 Das bedeutet, einmal programmierter 
Code ist auf jedem beliebigen heute verfügbaren Betriebssystem ausführbar. Weil 
                                                 
25  Vgl. F.A. Brockhaus, 2003, S. 641 
26  F.A. Brockhaus, 2003, S. 640 
27  Vgl. Krüger, Guido, 1999, S.44 
28  Auf Grund dessen werden im Folgenden Teil der Arbeit die Begriffe ‚Datei’ und ‚Klasse’ 
synonym behandelt. 
29  Vgl. F.A. Brockhaus, 2003, S 485 
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PeerLink auf den Windows-proprietären Browser MS IE zurückgreift, ist PeerLink 
jedoch nur unter Windows verwendbar. 
5.2.2 Programmierte Java-Dateien und Package-Struktur 
 
Abbildung 5: Ordner-Hierarchie von PeerLink30 
Abbildung 5 zeigt die Ordner-Hierarchie von PeerLink. Die Ordner-Struktur ist gleich-
zeitig die Struktur der Pakete (Packages). Alle Dateien eines Projektes werden in 
Java in einem Package zusammengefasst. Die Zugehörigkeit einer Datei zu einem 
Paket ergibt sich durch das lokale Verzeichnis, in dem es gespeichert ist. Zusätzlich 
muss dies jedoch in der Datei selbst definiert werden, z.B. durch den Befehl: 
package peerlink; 
Dies steht in einer Datei, die sich in dem Ordner peerlink befindet. Um Klassen 
und deren Variablen oder Objekte zu verwenden, die sich in dem Ordner, oder eben 
in dem Package, peerlink\panels befinden, müssen sie importiert werden, mit 
folgendem Befehl: 
import peerlink.panels.*; 
Die Paketnamen werden, wie zu sehen ist, durch einen Punkt getrennt. Das Zeichen 
* gibt an, dass sämtliche Klassen dieses Paketes importiert werden. Es ist durch 
diesen Befehl jedoch nicht möglich, eine Klasse aus dem Paket 
peerlink.panels.data_reader zu importieren. Dazu muss folgender Befehl 
verwendet werden: 
import peerlink.panels.data_reader.*; 
Wenn lediglich eine Klasse importiert werden soll, kann auch anstatt des * der ent-
sprechende Klassenname geschrieben werden, z.B.: 
                                                 
30  Quelle: Autor 
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import peerlink.panels.data_reader.AddBookmark; 
Durch den import-Befehl muss nicht vor jeder Initialisierung einer Klasse der 
gesamte Package-Pfad geschrieben werden, was eine Unübersichtlichkeit im Pro-
grammiercode zur Folge hätte. Im Code steht als erstes immer der package-Befehl 
bevor dann alle import-Befehle nacheinander geschrieben werden. Erst danach 
wird die Klasse selbst deklariert. 
Es werden nun, der Package-Struktur folgend, alle programmierten Dateien aufge-
listet und kurz beschrieben, welche Aufgaben sie erfüllen. 
Tabelle 3: Auflistung aller Java-Dateien des Pakets peerlink 
Dateiname Inhalt 
PeerLink.java erstellt das Hauptfenster, mit Frame, Panel und Buttons. 
start.java startet PeerLink, enthält die einzige main()-Methode. 
 
Tabelle 4: Auflistung aller Java-Dateien des Pakets peerlink.panels 
Dateiname Inhalt 
Angemeldet.java 
erstellt das Panel mit den Benutzerdaten, das nach dem 
Anmelden erscheint. 
Anmelden.java 
erstellt das Frame für Angemeldet.java und 
AnmeldenPanel.java. 
AnmeldenPanel.java 
erstellt das Panel in dem Benutzername und Passwort 
eingegeben werden müssen. 
JTreeFrame.java erstellt das Frame für das Panel des Verzeichnisbaumes. 
Registrierung.java 
erstellt das Frame für RegistrierungPanel.java und 
RegistrierungWINPanel.java. 
RegistrierungPanel.java 
erstellt das Panel, in dem zur Registrierung die 
Benutzerdaten eingegeben werden müssen. 
RegistrierungWINPanel.java erstellt das Panel, in dem der Benutzer den Windows-Pfad 
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eingeben muss. 
SendAnmeldenData.java 
leitet eingegebene Anmeldedaten weiter und erstellt evtl. 
Fenster für Fehlermeldung. 
SendToReadDirectory.java 
leitet Windows-Pfad zu ReadDirectoryData.java weiter und 
gibt evtl. Fehlermeldung zurück. 
SendToRegistrierung.java 
leitet Registrierungsdaten zu InsertRegistrierungData.java 
weiter und gibt evtl. Fehler oder geglückte Registrierungs-
meldung zurück. 
UserTree.java 
erstellt den Verzeichnisbaum mit User und deren Verzeich-
nisse und Links. 
 
Tabelle 5: Auflistung aller Java-Dateien des Pakets peerlink.panels.data_reader 
Dateiname Inhalt 
AddBookmark.java fügt den ausgewählten Link in den MS IE ein. 
InsertRegistrierungData.java 
stellt die Datenbank-Verbindung her, fügt 
Registrierungsdaten ein und prüft eingegebene Daten. 
ReadDataContent.java 
schreibt Hyperlinks, das Verzeichnis und den Dateinamen 
in die lokale Textdatei des Users. 
ReadDirectoryData.java 
durchsucht die Bookmark-Verzeichnisse des MS IE des 
Users und selektiert alle Links heraus. 
ReadUserFile.java 
holt den Inhalt der Textdatei des selektierten Users und 
speichert ihn in einen Array. 
SelectUser.java 
stellt eine Datenbank-Verbindung her und holt eine Liste der 
User, die zur Zeit online sind. 
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Update für die Datenbank, dass der User den Server 
geschlossen hat. 
ConnectAnmelden.java 
Datenbankabgleich, der prüft, ob die eingegebenen 
Anmeldedaten richtig sind und gibt die Benutzerdaten 
zurück. 
ConnectionClosed.java 
ermittelt, ob das Update in CloseConnection.java auch 
erfolgreich war. 
DBConnection.java stellt eine Datenbank-Verbindung her. 
DemoClient.java 
stellt eine Verbindung zum eigenen Server her und ruft 
InsertConnection.java auf, um die Verbindungsdaten in die 
Datenbank einzufügen. 
GetIpAddress.java ermittelt die eigene IP-Adresse. 
InsertConnection.java 
ruft GetIp-Address.java auf und fügt danach die 
Verbindungsdaten in die Datenbank ein. 
PeerServer.java 
erstellt einen Server-Socket, sowie auch eine Methode, um 
den Socket wieder zu schließen und bearbeitet die 
ankommenden Anfragen der Clients. 
Im Verzeichnis peerlink ist zum einen die Hauptdatei, PeerLink.java ge-
speichert, die das Hauptmenü bereitstellt und von der aus wesentliche Interaktionen 
des Benutzers ausgehen. Darüber hinaus ist die Datei start.java in dem Ver-
zeichnis enthalten. Sie enthält lediglich eine main()-Methode, die der Compiler 
sucht und die dazu verhilft, die Anwendung zu starten. In dieser Methode wird ledig-
lich die Klasse PeerLink aufgerufen. 
Die anderen vier Verzeichnisse sind so benamt, dass sie ausdrücken, was die Da-
teien, die darin liegen, an Aufgaben zu bewältigen haben. In dem Verzeichnis 
peerlink\panels sind alle Klassen gespeichert, welche die grafische Benutzer-
oberfläche bereitstellen bzw. damit direkt in Verbindung stehen. Als Panel wird in 
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Java ein grafisches Element bezeichnet, worauf man Inhalte anzeigen lassen kann. 
Da Panels einen Hauptanteil innerhalb der grafischen Benutzeroberfläche 
ausmachen, wurde dieses Verzeichnis so benannt. Das Verzeichnis 
peerlink\panels\data_reader repräsentiert alle Klassen, die Daten aus einer 
Datei, in eine Datei oder aus der Datenbank lesen. Alle Klassen, die unmittelbar 
entweder mit Server, Client oder Datenbank in Verbindung stehen, sind in dem 
letzten Verzeichnis, peerlink\panels\data_reader\connection, gespeichert. 
Die Einteilung ist sicherlich nicht als sehr streng zu betrachten. Einige Dateien 
könnten auch in einem anderen Verzeichnis liegen, für die technische Realisierung 
ist dies jedoch nicht wesentlich. 
5.2.3 Grafisches Konzept am Beispiel des Hauptmenüs 
5.2.3.1 SWING 
SWING stellt Komponenten bereit, um eine grafische Benutzeroberfläche zu 
erstellen, besser bekannt unter dem englischen Ausdruck graphical user interface 
(GUI). Eine andere Möglichkeit bietet in Java dafür das Abstract Windowing Toolkit 
(AWT), dessen Hauptnachteil ist, dass alle Fenster- und Dialogelemente von dem 
Betriebssystem erstellt werden, auf dem die Java-Anwendung ausgeführt wird und 
dadurch kein einheitliches Look-and-Feel möglich ist. SWING ist dagegen plattform-
unabhängig. Die meisten Komponenten werden von SWING selbst erstellt, was 
natürlich gleichzeitig mehr Ressourcen in Anspruch nimmt und wodurch die An-
wendung verlangsamt wird. Andererseits bietet SWING eine größere Menge an 
Dialogelementen zur Verfügung als das AWT. Dies ist der Grund, weshalb SWING 
für die PeerLink-Anwendung gewählt wurde. Trotzdem kann jedoch auf das AWT 
nicht verzichtet werden, weil es grundlegende Klassen beispielsweise für die 
Ereignisbearbeitung in Java bereitstellt. 
Eine weitere Neuheit, die durch SWING realisiert wurde, ist die Möglichkeit, das 
Look-and-Feel während der Laufzeit zu ändern. Dies wird auch pluggable Look-and-
Feel genannt und bietet dem User durch eine entsprechend eingebaute Funktion die 
Möglichkeit, aus drei verschiedenen Look-and-Feels auszuwählen (Metal, Motif und 
Windows). Dies ist jedoch bei PeerLink nicht implementiert. 
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5.2.3.2 JFrame 
 
Abbildung 6: Containment-Hierarchie einer JFrame-Komponente31 
In Abbildung 6 wird der Aufbau von JFrame schematisch gezeigt. „JFrame ist eine 
der vier Klassen, mit denen in SWING Hauptfenster erzeugt werden können“32. Die 
anderen drei sind JDialog, JWindow und JApplet, die jedoch in der Programmierung 
von PeerLink keine Rolle spielen. Im Englischen wird statt Hauptfenster der nach 
Meinung des Autors treffendere Begriff top-level container verwendet. Die weiteren 
Bezeichnungen der einzelnen Hierarchieebenen in dieser Arbeit werden daher eben-
falls aus dem Englischen entlehnt. Das AWT bietet zum Teil gleichnamige Kom-
ponenten an (z.B. Frame), um sie von der Syntax leichter unterscheiden zu können, 
haben alle SWING-Komponenten ein „J“ vor der eigentlichen Bezeichnung.33 Nach 
dem Schema in Abbildung 6 ist sowohl das Hauptmenü, als auch jedes andere 
Fenster von PeerLink aufgebaut – mit Ausnahme des Fensters, in dem die User auf-
gelistet werden; es wurden lediglich auf der untersten Ebene zusätzlich noch Text-
felder verwendet. Die Hauptaufgabe von JFrame ist, anderen SWING-Komponenten 
Raum zu bieten sich selbst darzustellen, wie zum Beispiel der Klasse JPanel. 
                                                 
31  Sun Microsystems, Inc., 1995 – 2003 
32  Krüger, Guido, 2002 
33  Weil jedoch für Fenster im Englischen der Begriff Frame verwendet wird, werden in dieser 
Diplomarbeit die Begriffe öfters ohne „J“ verwendet auch wenn ein SWING-Element 
gemeint ist. Diese Bemerkung ist lediglich notwendig für den Programmcode, da es hier 
sehr wohl darauf ankommt, ob ein „J“ angefügt ist oder nicht. 
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Am Beispiel des Hauptmenüs von PeerLink zeigt Abbildung 7 die darin enthaltenen 
Dialogelemente, nämlich ein Frame, ein Panel und vier Buttons. 
 
Abbildung 7: Dialogelemente des Hauptmenüfensters34 
Das Frame ist das Fenster inklusive Titel und Rand. Das Panel enthält die vier 
Buttons und ist abgegrenzt durch einen Rand, der direkt an den Rändern der Buttons 
anliegt. Die Buttons werden auch jeweils umrandet. Der Content Pane selbst ist nicht 
sichtbar, sondern bietet lediglich den Raum, um die Elemente zu platzieren. 
Das folgende Programmbeispiel 1 aus der Datei PeerLink.java zeigt wie die Eigen-
schaften eines JFrame beschrieben werden. Dabei werden am linken Rand die 
Zeilen in rot durchgehend nummeriert. Des Weiteren werden Methoden fettgedruckt, 
Kommentare werden in dunkelrot angezeigt und ausgewählte Schlüsselwörter wer-
den fettgedruckt und in dunkelblauer Schriftfarbe angezeigt. SQL-Statements werden 
in dunkelgrüner Schriftfarbe dargestellt. 
Programmbeispiel 1: Konstruktor der Klasse PeerLink 
1 public class PeerLink extends JFrame 
                                                 
34  Quelle: Autor 
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2 { 
3 // [...] Deklarierung von Klassenvariablen 
4 public PeerLink(String id, String username, String share) 
5 { 
6 // Bildschirm-Auflösung wird ermittelt 
7 Dimension d = Toolkit.getDefaultToolkit().getScreenSize(); 
8 // Titel, Ort und Größe des Fensters werden festgelegt 
9 setTitle("PeerLink"); 
10 setSize(300, 200); 
11 setLocation((d.width - getSize().width)/6,  
12 (d.height - getSize().height)/4); 
13  
14 MenuePanel(id, username, share); 




In Zeile eins wird die Klasse PeerLink deklariert und von JFrame abgeleitet, es muss 
daher kein JFrame-Objekt neu erstellt werden, denn PeerLink erbt alle Eigenschaften 
von JFrame. In Zeile vier wird der Konstruktor der Klasse definiert. Konstruktor be-
deutet, beim Aufruf der Klasse PeerLink wird diese Methode, die denselben Namen 
wie die Klasse tragen muss und nur public als Attribut haben darf, als erstes aus-
geführt. Die in Klammer stehenden Parameter werden nicht im Konstruktor ver-
wendet, sondern direkt an die Methode MenuePanel, welche in Zeile 14 aufgerufen 
wird, weitergegeben. In dieser Methode werden dann die Buttons für das Hauptmenü 
angelegt. 
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In Zeile sieben wird die Bildschirmauflösung in der Variablen d gespeichert. In Java 
muss bei der Deklarierung oder Initialisierung einer Variablen immer der Typ gekenn-
zeichnet sein. In diesem Fall erfordert die Methode getScreenSize() ein Objekt 
der Klasse Dimension, d.h. ein rechteckiges Element. Die Methode 
getScreenSize() wird bereitgestellt von der vom AWT mitgelieferten Klasse 
Toolkit und ihrer Methode getDefaultToolkit(). 
Danach werden dem Fenster Titel, mit setTitle("PeerLink"); sowie Breite und 
Höhe durch die Methode setSize(width, height) zugewiesen. 
In Zeile elf und zwölf wird Gebrauch gemacht von der Variablen d. Hier wird der Ort 
auf dem Bildschirm festgelegt, an dem das Fenster erscheinen soll und zwar 
abhängig von der Auflösung des Bildschirms. Durch die Methode 
setLocation(int x, int y) der Klasse java.awt.Component kann dies 
bestimmt werden. Es wird dazu die Breite des Hauptmenüfensters – durch 
getSize().width – von der Bildschirmbreite subtrahiert, welche über d.width 
ermittelt wird. Die Summe wird durch sechs geteilt und das Fenster wird, ent-
sprechend der Pixelanzahl, die aus dem Ergebnis des Quotienten hervorgeht, links 
vom linken Seitenrand des Bildschirms, positioniert. Dasselbe geschieht mit der 
Höhe des Programmfensters. Dadurch wird erreicht, dass das Fenster für den Be-
nutzer relativ in der Bildschirmmitte erscheint und nicht am oberen Bildschirmrand 
klebt. 
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Abbildung 8: Gegliederte Ansicht von Frame, Menu Bar und Content Pane35 
Der ursprüngliche Behälter, welcher die sichtbaren Dialogelemente eines top-level 
container enthält, ist der Content Pane. In Abbildung 8 ist eine aufgeteilte Ansicht 
von Frame (Fenster), Menu Bar (Menü) und Content Pane (Inhaltsebene) zu sehen. 
Auf ein Menü wurde bei der Entwicklung von PeerLink verzichtet, da nicht aus-
reichend Menüpunkte zu besetzen gewesen wären. Man sieht sehr gut in der Ab-
bildung, dass der Content Pane direkt auf dem Fenster aufliegt. Wie der Name schon 
sagt, wird auf ihm der eigentliche Inhalt platziert, nämlich die Ebene, die in Abbildung 
6 unterhalb des Content Pane gezeichnet ist. Dagegen würde in der Darstellung ein 
Menü auf derselben Ebene wie der Content Pane liegen. 
5.2.3.3 JPanel und JButton 
JPanel ist ein intermediate container – manchmal auch pane bezeichnet – und dient 
zur einfacheren Positionierung von Buttons, Lables oder Textfeldern. Eine andere 
Form eines intermediate container ist ein JScrollPane, welches in PeerLink für die 
Darstellung der Benutzer und ihrer Links verwendet wurde und worauf später detail-
lierter eingegangen wird. 
                                                 
35  Sun Microsystems, Inc., 1995 – 2003 
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In Zeile 15 von Programmbeispiel 1 wird nun das JPanel, auf dem die Buttons 
platziert sind, dem Content Pane hinzugefügt. Dies geschieht mit der Methode 
add(Component comp, Object constraints) der Klasse 
java.awt.Container. Als erstes Argument muss dabei das entsprechende 
Dialogelement (Component comp) stehen, also entweder JPanel oder JMenuBar. In 
diesem Fall ist es ein Panel, welches als Rückgabewert der Methode getPanel() 
geholt wird. Dies gelingt folgendermaßen:  
final JPanel P_Menue = new JPanel(); 
Das JPanel wird als Klassenvariable definiert – in dem Bereich, der in Zeile drei von 
Programmbeispiel 1 ausgeklammert wurde – d.h. es ist für die gesamte Klasse 
PeerLink verwendbar. Ihm werden in der schon erwähnten Methode 
MenuePanel(final String id, final String username, final 
String share) die Buttons hinzugefügt. Die Methode getPanel() liefert das 
MenuePanel als Rückgabewert und so muss im Konstruktor lediglich die Methode 
selbst aufgerufen werden, die wie folgt aussieht: 
public JPanel getPanel() 
{ 
 return P_Menue; 
} 
Mit dem zweiten Argument der Methode add(Component comp, Object 
constraints) wird bestimmt, wo das Dialogelement auf dem Fenster platziert wird. 
Dafür stellt das AWT mehrere Layoutmanager bereit, die jeweils einer unterschied-
lichen Logik folgen. In diesem Fall wurde der Layoutmanager BorderLayout 
verwendet, der jeweils den vier Himmelsrichtungen folgend oder zentral die Objekte 
platziert und sich dabei an den Rändern oder eben am Zentrum des Fensters 
orientiert. Dazu wird dem Aufruf der Klasse, getrennt durch einen Punkt, jeweils das 
entsprechende, so genannte constraint (Konstante) angegeben. In diesem Beispiel 
ist die Konstante NORTH. Weiterhin stellt BorderLayout die Konstanten EAST, SOUTH, 
WEST oder CENTRAL in Analogie zu den Himmelsrichtungen zur Verfügung. 
Die unterste Ebene, die in Abbildung 6 zu sehen ist, besteht schließlich aus atomic 
components. Das sind Komponenten wie beispielsweise Buttons, Textfelder oder 
Lables, die eigenständige Einheiten repräsentieren und dem User Informationen 
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anzeigen – wird mit Hilfe eines Lables Text dargestellt – oder die Interaktionen, wie 
Eingabe von Text oder einen Mausklick, unterstützen. 
Das Hauptmenü, wie es in Abbildung 6 dargestellt ist, besitzt vier Buttons, nämlich 
„Registrieren“, „Anmelden“, „Verbindung öffnen“ und „Programm beenden“. Für das 
Verständnis wie ein Button initialisiert und auf das JPanel gesetzt wird, wird dies im 
Folgenden am Programmbeispiel 2 des Registrieren-Buttons gezeigt. 
Programmbeispiel 2: Auszüge aus der Methode MenuePanel der Klasse PeerLink 
1 JButton B_Registrierung = new JButton("Registrieren"); 
2  
3 B_Registrierung.addActionListener(new ActionListener() 
4 { 
5 public void actionPerformed(ActionEvent e) 
6 { 
7 // Registrierung wird aufgerufen 
8 RegistrierungPanel rp = new RegistrierungPanel(frame_reg); 
9 JPanel Panelname_reg = rp.getPanel(); 





14 // Button wird zum Panel hinzugefügt 
15 P_Menue.add(B_Registrierung); 
In der ersten Zeile des Programmcodes wird der Button initialisiert, mit dem Namen 
B_Registrierung. Durch das Schlüsselwort new wird ein neues Objekt der Klasse 
JButton erstellt. In Klammern wird die Beschriftung des Buttons angegeben, in 
diesem Fall „Registrieren“. 
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Der folgende Programmcode fügt dem Panel den oben erwähnten Rand hinzu. 
P_Menue.setBorder(BorderFactory.createEtchedBorder()); 
Dann wird das Layout des Panels festgelegt, mit Hilfe der Klasse GridLayout. Sie 
stellt die Elemente des Panels innerhalb verschiedener Zellen dar, wobei eine Zelle 
jeweils von einem Element belegt wird. Die Zellen werden wie bei einer Tabelle in 
Spalten und Zeilen aufgeteilt. Das erste Argument beschreibt die Anzahl der Zeilen, 
hier also vier auf Grund der vier Buttons. Das zweite Argument bezeichnet die An-
zahl der Spalten, wovon hier eine benötigt wird. 
P_Menue.setLayout(new GridLayout(4, 1)); 
Mit dem nächsten Befehl wird das Panel sichtbar gemacht: 
P_Menue.setVisible(true); 
5.2.3.4 Event-Handling 
Wenn der Benutzer z.B. auf einen Button klickt oder Text eingibt oder das Fenster 
schließt, muss das Programm darauf reagieren, indem eine Methode ausgeführt oder 
eine Klasse geladen wird, welche dem Benutzer eine Rückmeldung gibt. Dies wird 
als Event-Handling (Ereignisbearbeitung) bezeichnet. Die Elemente, von denen die 
Interaktion ausgeht, beispielsweise ein Button, ein Textfeld, ein Fenster oder ein Ver-
zeichnisbaum, werden als Event-Sources (Ereignisquellen) bezeichnet. Die Ereignis-
quelle sendet eine Nachricht, wenn das Ereignis ausgeführt wurde. Um auf das 
Ereignis reagieren zu können, ist es notwendig, dass ein Event-Listener (Ereignis-
empfänger) eingesetzt wird, welcher ein Interface zur Ereignisbearbeitung implemen-
tiert. 
„Ein Interface ist eine besondere Form einer Klasse, die ausschließlich abstrakte 
Methoden und Konstanten enthält.“36 Syntaktisch macht es sich dadurch bemerkbar, 
dass statt der geschweiften Klammern {}, lediglich ein Semikolon steht. Darüber 
                                                 
36  Krüger, Guido, 2002 
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hinaus müssen abstrakte Methoden überlagert werden, damit sie aufgerufen werden 
können.37 Das Listener-Interface in Programmbeispiel 2 ist ActionListener. 
Jede Ereignisquelle besitzt seinen eigenen Event-Listener, welcher sich bei der 
Ereignisquelle registrieren muss, damit die entsprechenden Methoden dann auch 
ausgeführt werden können. Diese Registrierung erfolgt durch eine Registrierungs-
methode, die im Beispiel addActionListener ist und in Zeile drei von 
Programmbeispiel 2 direkt der Ereignisquelle, also dem Button B_Registrierung 
angehängt wird. Durch die Ereignismethode public void actionPerformed 
(ActionEvent e) wird das Ereignis, welches als Objekt der Ereignisklasse 
ActionEvent übergeben wird, bearbeitet. Java bietet für die verschiedenen 
Ereignisse Ereignisklassen an, die aufzulisten jedoch den Rahmen der Arbeit 
sprengen würde.  
Es werden nun nach einem Klick auf den Button „Registrieren“ die Klassen 
RegistrierungPanel und Registrierung geladen. Die Erste erstellt ein Panel, 
welches von der Methode getPanel der Klasse zurückgegeben wird und auf dem 
der Anwender seinen Benutzernamen, sein Passwort und die Passwort-Bestätigung 
eingibt. In Zeile zehn im Programmbeispiel 2 wird dieser Rückgabewert in der 
Variablen Panelname_reg vom Typ JPanel gespeichert und dann dem Konstruktor 
der Klasse Registrierung übergeben, wo dieses Panel wie in Zeile 15 im 
Programmbeispiel 1 dem Content Pane hinzugefügt wird. 
Zuletzt muss der Button dem Panel hinzugefügt werden. Dies geschieht in Zeile 15 
von Programmbeispiel 2 mit Hilfe der Methode: 
P_Menue.add(B_Registrierung). 
Das Fenster, welches dadurch entsteht ist in Abbildung 12 auf Seite 97 zu sehen. 
                                                 
37  Dieses Prinzip ersetzt in Java eine Mehrfachvererbung von Klassen, das in anderen 
Programmiersprachen realisiert ist. Darauf wird jedoch nicht näher in der Arbeit 
eingegangen, da es nicht relevant ist. 
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5.2.4 Registrierung 
Nach dem Prinzip von Frame und Panel wie in den vorherigen Kapiteln deutlich 
gemacht, ist auch das Fenster erstellt, welches geöffnet wird, wenn man auf den 
Button „Registrieren“ klickt. Im Unterschied zu dem Fenster des Hauptmenüs, 
werden neben dem Button als atomic components zusätzlich noch Lable und 
Textfelder für den Benutzernamen und für das Passwort bzw. für die Passwort-Be-
stätigung verwendet. 
Die folgenden zwei Zeilen zeigen die Initialisierung des Textfeldes für das Passwort, 
ähnlich wie auch der Button erstellt wurde. Das Schlüsselwort final ist notwendig, 
weil die Variable TF_passwort, in welcher der eingegebene Text gespeichert wird, 
in einer inneren Methode, nämlich der des ActionListener, verwendet wird. Eine 
innere Methode ist eine Methode, die innerhalb einer anderen Methode ausgeführt 
wird. In Klammern wird die Länge des Textfeldes angegeben, in diesem Fall zehn 
Zeichen. 
final JPasswordField TF_passwort = new JPasswordField(10); 
TF_passwort.setEchoChar('*'); 
Damit das Passwort, wenn es vom Benutzer eingegeben wird, aus Sicherheits-
gründen nicht sichtbar ist, werden anstatt der Buchstaben bzw. Zeichen, Sterne * 
verwendet. Dies führt die Methode setEchoChar aus und muss für das Textfeld, in 
dem das Passwort eingegeben wird sowie für das Textfeld, in dem die Passwort-
Bestätigung ausgefüllt wird, erstellt werden. 
Das Textfeld des Benutzernamens wird genauso erstellt, wie in der ersten Zeile das 
Textfeld des Passworts, es wird dafür lediglich die Methode JTextField verwendet. 
Innerhalb der Ereignismethode des ActionListener muss nun auf die eingegebenen 
Zeichen zurückgegriffen werden können. Diese Ereignismethode wird im folgenden 
Programmcode auszugsweise dargestellt 
Programmbeispiel 3: Auszug aus dem Konstruktor der Klasse RegistrierungPanel 
1 public void actionPerformed(ActionEvent e) 
2 { 
3 String passwort = ""; 
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4 String passwortW = ""; 
5 String username = ""; 
6  
7 username = TF_name.getText(); 
8  
9 char[] pwd1 = TF_passwort.getPassword(); 
10 char[] pwd2 = TF_passwortW.getPassword(); 
11 for (int i = 0; i < pwd1.length; i++) 
12 { 
13 passwort += pwd1[I]; 
14 } 
15 // […] for-Schleife für die Passwort-Bestätigung 
16 frame_reg.setVisible(false); 
17  
18 JFrame frame_reg2 = new JFrame(); 
19 RegistrierungWINPanel rwp = new RegistrierungWINPanel( 
20 username, passwort, passwortW, frame_reg2, frame_reg, 
21 P_Registrierung); 
22 JPanel Panelname_reg = rwp.getPanel(); 
23 Registrierung r = new Registrierung(Panelname_reg,  
24 frame_reg2); 
25 } 
Nach der Deklarierung der Variablen, die als Zwischenspeicher der Benutzerein-
gaben dienen in den Zeilen drei – fünf wird der eingegebene Benutzername mittels 
der Methode getText in Zeile sieben als String der Variable username zuge-
wiesen. Dasselbe geschieht für die beiden Textfelder des Passworts und der 
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Passwort-Bestätigung. Allerdings erfordert der Rückgabewert der Methode 
getPassword ein char-Array, d.h. die Zeichen werden jeweils als Arrayelemente 
gespeichert, wie in den Zeilen neun und zehn zu sehen ist. Um die Zeichen als 
Zeichenkette in einer Variablen speichern zu können, werden die Arrayelemente in 
einer for-Schleife in den Zeilen elf – vierzehn der Reihe nach in die oben deklarierte 
Variable passwort gespeichert. Dies wird für beide Passwortfelder durchgeführt; 
der Code für die Passwort-Bestätigung wurde ausgespart, da er grundsätzlich nicht 
anders ist als der für das Passwort. 
Anschließend wird das Fenster unsichtbar gemacht und es wird in Zeile 18 ein neues 
Fenster deklariert, in welchem der Benutzer den Windowspfad eingeben muss. Es ist 
das Fenster, welches in Abbildung 13 auf Seite 97 dargestellt ist. Hierzu wird 
zunächst in Zeile 19 die Klasse RegistrierungWINPanel aufgerufen, deren Kon-
struktor das entsprechende Panel erstellt und welches in Zeile 20 in der Variablen 
Panelname_reg zwischengespeichert und anschließend wieder der Klasse 
Registrierung als Parameter übergeben wird, die wiederum ein Fenster für das 
Panel erstellt. Die Zwischenspeicherung wurde der besseren Übersichtlichkeit wegen 
gewählt. Selbstverständlich ist es auch möglich, die Rückgabemethode direkt als 
Parameter zu übergeben. 
Neben dem Benutzernamen, dem Passwort und der Passwort-Bestätigung werden 
außerdem die beiden Fenster und das Panel des ersten Registrierungsfensters dem 
Konstruktor der Klasse RegistrierungWINPanel übergeben. Dies ist notwendig, 
da erst nach dem Klick auf den Button mit der Beschriftung „Senden“ des Fensters, 
also in dem ActionListener, die Benutzerdaten an weitere Klassen und deren Me-
thoden weitergegeben werden, welche die zunächst die Richtigkeit der Daten 
überprüfen und sie gegebenenfalls in die Datenbank einspeisen. Dieser Prozess wird 
im weiteren Verlauf der Arbeit noch ausführlicher erklärt. 
5.2.4.1 Eingabefehlerbehandlung bei der Registrierung 
Ob die vom Benutzer eingegebenen Daten den Vorschriften entsprechen, wird in der 
lokalen Klasse ErrorHandling der Klasse InsertRegistrierungData 
überprüft, welche die Daten in die Datenbank einträgt. Hier wird geprüft, ob 
Benutzername und Passwort nicht zu kurz und nicht zu lang, ob keine verbotenen 
Zeichen wie z.B. $ oder % enthalten sind und es wird weiterhin geprüft, ob das 
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Passwort und die Passwort-Bestätigung genau gleich sind. Letzteres wird im 
Folgenden dazu verwendet, um den Prozess der Fehlerbehandlung detaillierter zu 
erläutern. 
Zunächst werden dazu in der Ereignismethode des ActionListener der Klasse 
RegistrierungWINPanel, d.h. nachdem der User den Button „Senden“ geklickt 
hat, die vom Anwender eingegebenen Daten an die Klasse SendToRegistrierung 
weitergeleitet. Im Konstruktor dieser Klasse wird die oben angesprochene lokale 
Klasse zur Fehlerbehandlung geladen und die eingegebenen Passwörter werden an 
die Methode dieser Klasse, pwdVergleich, weitergegeben, deren Inhalt im 
nächsten Programmbeispiel dargestellt wird. 
Programmbeispiel 4: Methode pwdVergleich aus der lokalen Klasse ErrorHandling 
1 pwd_error = V_passwort.equals(V_passwort2); 
2 // Pwd-Vergleich wird überprüft 
3 if (pwd_error) 
4 { 




9 return pwd_error; 
10 } 
Die Variable pwd_error, die in der ersten Zeile initialisiert wird, ist vom Typ 
boolean, kann also entweder den Wert true oder false haben. Die Methode 
equals gibt false zurück, wenn die beiden eingegebenen Passwörter, gespeichert 
in den Variablen V_passwort und V_passwort2, nicht identisch sind. D.h. also, die 
Methode prüft, ob die Strings (Zeichenketten) V_passwort und V_passwort2 
gleich oder ungleich sind. Sind sie identisch, wird true zurückgegeben. Dies wird in 
Zeile drei abgefragt. Auch wenn das Ergebnis den Wert false enthält, wird dieselbe 
Variable zurückgegeben, weil der Wert der Variablen, in diesem Fall false, 
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unabhhängig von der Variablen an sich ist und weil es notwendig ist, dass ein Wert 
zurückgegeben wird bzw. die Variable einen Wert enthält. 
Im nächsten Schritt wird der Konstruktor der Klasse InsertRegistrierungData 
aufgerufen, dem die Error-Variablen übergeben werden, der sie abfragt und 
entweder eine Datenbankverbindung aufbaut oder nicht. Auszüge daraus folgen nun. 
Programmbeispiel 5: Auszug aus dem Konstruktor der Klasse 
InsertRegistrierungData 
1 DBConnection dbc = new DBConnection(); 
2 // [...] Eingabefehler beim Benutzernamen wird überprüft 
3 if (!pwderror) 
4 { 
5 String pwd_error_msg = "Ihre Passwörter stimmen nicht 
überein."; 
6 pwd_error_msg = "\nFehler!\n" + pwd_error_msg + 
7 "\nAufgrund des Fehlers wurde die Registrierung nicht 
vollzogen.\n" + 
8 "Bitte wiederholen Sie Ihre Eingabe."; 




13 // Methode zur DB-Verbindungsaufbau wird aufgerufen. 
14 dbc.connect(); 
15 insertUserData(V_username, V_passwort, win_path, dbc); 
16 dbc.disconnect(); 
17 } 
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In Zeile eins wird eine Instanz der Klasse DBConnection aufgerufen. Eine Instanz 
ist ein Objekt, das eine Kopie einer Klasse darstellt; es erbt alle Eigenschaften der 
Klasse, von welcher es abgeleitet wurde, inklusive all ihrer Methoden. Die Instanz 
der Klasse enthält Methoden, die eine Datenbankverbindung öffnen und schließen. 
In Zeile drei wird zunächst der Rückgabewert der Methode pwdVergleich – 
zwischengespeichert in der Variablen pwderror – auf false überprüft und ein 
String erzeugt, der die Fehlermeldung an den Benutzer enthält. In Zeile neun wird 
dieser String der Variablen pwd_warning übergeben. Wenn kein Fehler gefunden 
wurde, ruft in Zeile 14 der Konstruktor zunächst die Methode connect der oben 
erwähnten Klasse DBConnection auf, um in der nächsten Zeile die Methode 
insertUserData aufzurufen, welche die Daten in die Datenbank einträgt. Die Me-
thode disconnect schließt in Zeile 16 die Datenbankverbindung wieder. Auf das 
Öffnen und Schließen der Datenbankverbindung sowie der Eintragung der Daten in 
die Datenbank wird im nächsten Kapitel näher eingegangen 
Die Variable pwd_warning wird von der Klasse SendToRegistrierung wieder 
angefordert. Denn noch weiß der Benutzer nicht, dass die Passwörter nicht identisch 
sind. Die Zeichenkette ist zwar generiert, aber es muss ein Hinweis in Form eines 
Pop-Up-Fensters erscheinen. Dies geschieht im Konstruktor der erwähnten Klasse. 
Programmbeispiel 6: Auszug aus dem Konstruktor der Klasse SendToRegistrierung 









10 "Falsche Eingabe!", 





Die if-Anweisung prüft in der ersten Zeile, ob die von der Methode pwd_warning 
zurückgegebene Variable, Zeichen enthält. Ist dies der Fall, nämlich wenn ihre Länge 
ungleich null ist, dann wird zunächst in Zeile drei das erste Registrierungsfenster 
sichtbar gemacht – damit der User den Eingabefehler in den Textfeldern der 
Passwörter korrigieren kann. Das bis dahin immer noch offene zweite Fenster, in 
dem er seinen Windowspfad einträgt, wird anschließend unsichtbar gemacht und mit 
der Methode dispose geschlossen 
Die Möglichkeit ein Pop-Up-Fenster zu erstellen, bietet in Java die Klasse 
JOptionPane an. Pop-Up-Fenster bedeutet, ein separates Fenster, auf welchem 
ein benutzerdefinierter Text erscheint und zusätzlich ein standardisiertes Icon sowie 
einen Titel enthält.38 Die Methode von JOptionPane, showMessageDialog, fordert 
fünf Argumente. Die Methode benötigt als ersten Parameter das Panel, welches 
sozusagen die Basis für das Pop-Up-Fenster bildet, von dem aus es gewissermaßen 
aufpoppen kann. Das zweite Argument ist der Text, welcher in Zeile neun angegeben 
wird. Der Text ist der im Programmbeispiel 5 generierte String, welcher durch die 
Methode pwd_warning zurückgegeben wird. Das dritte Argument bezeichnet den 
Titel, in Zeile zehn ist dies „Falsche Eingabe!“. Das vierte Argument ist der 
Nachrichten-Typ, d.h. die Art der Nachricht. Dafür kann unter fünf Konstanten aus-
gewählt werden: ERROR_MESSAGE, INFORMATION_MESSAGE, WARNING_MESSAGE, 
QUESTION_MESSAGE oder PLAIN_MESSAGE. Die ersten vier stellen jeweils unter-
schiedliche, gemäß der Aussage der Nachricht, Icons zur Verfügung. Hier wurde, wie 
in Zeile elf zu sehen ist, eine Nachricht vom Typ WARNING_MESSAGE gewählt. 
Schließlich bietet das letzte Argument die Möglichkeit ein eigenes Icon zusätzlich 
                                                 
38  Krüger, Guido, 2002 
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anzuzeigen, worauf jedoch verzichtet wurde. Deshalb ist dieser Parameter mit null 
belegt. Das entsprechende Fenster ist in Abbildung 19 auf Seite 101 dargestellt. 
5.2.4.2 Eintragung der Registrierungsdaten in die Datenbank 
Wie im vorigen Kapitel schon angedeutet wurde, ist die Klasse 
InsertRegistrierungData dafür zuständig, die Daten der Registrierung in die 
Datenbank einzufügen. Aus Programmbeispiel 5 wurde darüber hinaus deutlich, 
dass zuerst die Klasse DBConnection, genauer gesagt ihre Methode connect, 
eine Datenbankverbindung herstellen muss, damit dies möglich ist. Zunächst wird 
nun diese Methode erläutert bevor auf die Methode insertUserData der Klasse 
InsertRegistrierungData eingegangen wird. 
Programmbeispiel 7: Methode connect der Klasse DBConnection39 









10 catch (ClassNotFoundException cnfe) 
11 { 
12 System.err.println("Class not found!"); 
                                                 
39  Da diese Arbeit auch im Internet frei zugänglich veröffentlicht wird, wird das Passwort in 
Zeile 15 des Quellcodes nicht sichtbar dargestellt. 




16 con = DriverManager.getConnection(url, "orang", "*******"); 
17 } 
18 catch (SQLException e) 
19 { 
20 e.printStackTrace(); 




Dieses Programmbeispiel verdeutlicht sehr schön das Exception-Handling in Java, 
deshalb wird in einem Exkurs kurz auf das Thema eingegangen. 
Exkurs: Exception-Handling 
Das Exception-Handling bietet die Möglichkeit, eine strukturierte Fehlerbearbeitung 
zu installieren. Dadurch werden Fehler, die während der Laufzeit des Programms 
entstehen oder ein Auffangmechanismus, der vom Entwickler gewollt ist, erfasst. Im 
Programmbeispiel 7 oben werden die Exceptions (Ausnahmen) im try und catch 
Block realisiert. Möglich ist auch die Weitergabe von Ausnahmen, die aber in der 
Entwicklung von PeerLink nicht oft verwendet wurden, deshalb wird hierauf nicht 
weiter eingegangen. In Zeile sechs – neun wird die Methode forName zwischen den 
geschweiften Klammern der try-Anweisung ausgeführt. Damit wird ein 
Klassenobjekt der MySQL-Treiberklasse erstellt, dessen kompletter Klassenname 
hierfür in Klammer stehen muss. Es muss also mindestens eine Befehlszeile, die 
eine eventuelle Ausnahme produzieren kann, in der try-Anweisung stehen, damit 
die catch-Anweisung die Ausnahme auffangen kann. Dazu muss nach der catch-
Anweisung in Klammern ein entsprechender Ausnahmetyp stehen, hier ist dies in 
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Zeile zehn ClassNotFoundException. Falls die Treiberklasse nicht gefunden 
wird, wirft die catch Anweisung eine Ausnahme aus, welche in der Variablen cnfe 
gespeichert und in Zeile 13 ausgegeben wird. Darüber hinaus können zusätzliche 
relevante Reaktionen auf die Ausnahme in der catch-Anweisung erzeugt werden, 
wie z.B. in Zeile zwölf. Tritt kein Fehler auf, wird die catch-Anweisung über-
sprungen. 
In Zeile fünf des Programmcodes wird ein String definiert, der die URL der 
Datenbank enthält. Dazu muss dem Treibertyp gemäß, im Beispiel mysql, ein 
entsprechendes Schlüsselwort vorangestellt werden. Danach wird der Hostname 
angefügt, und von einem Schrägstrich getrennt, wird der Name der Datenbank 
geschrieben. 
Die in Zeile 16 initialisierte Variable ist ein Objekt des Interfaces Connection. Dieses 
Objekt verkörpert eine Datenbanksession, das es ermöglicht Datenbankanfragen zu 
stellen. Um nun die Verbindung zur Datenbank aufzubauen, wird die Methode 
getConnection der Klasse Drivermanager ausgeführt. Sie benötigt den oben 
definierten String url sowie Benutzername und Passwort der Datenbank. 
Nun kann eine Datenbankabfrage, wie sie im Folgenden in der Methode 
insertUserData dargestellt ist, ausgeführt werden. 




3 // Methode createStatement() wird initialisiert 
4 Statement stmt = dbc.getConnection().createStatement(); 
5 String online = "off"; 
6 String share = win_path; 
7 stmt.executeUpdate("INSERT INTO pl_user (uid, username, " +  
8 "passwort, online, share) " + "VALUES ('', '" + V_username + 
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9 "', '" + V_passwort + "',  '" + online + "',  '" + share + 
10 "');"); 
11 // createStatement() wird geschlossen 
12 Stmt.close(); 
13 } 
14 // [...] Exception-Handling 
Die Anweisungen stehen, wie zu sehen ist, in einem try- und catch-Block, um 
mögliche Verbindungsfehler zur Datenbank oder Syntaxfehler in dem SQL-Statement 
aufzufangen. Außerdem wird, wenn der vom Benutzer gewählte Username bereits 
vergeben ist, diese Fehlermeldung von der catch-Anweisung ebenfalls aufgefangen 
und der Benutzer darauf durch ein Pop-Up-Fenster aufmerksam gemacht. 
Um Datenbankänderungen oder –abfragen zu erstellen, ist es notwendig ein An-
weisungsobjekt des Interfaces Statement zu generieren, wie dies in Zeile vier 
gemacht wird. Dazu wird das Statement-Objekt createStatement verwendet, 
welches zwei Methoden für Datenbankabfragen bzw. –änderungen bereitstellt, 
nämlich executeUpdate und executeQuery. Für das Statement-Objekt in Zeile 
vier wurde, wie bereits im Programmbeispiel 5 in Zeile eins gezeigt, eine Instanz der 
Klasse DBConnection angelegt, nämlich dbc. Dies wird im obigen Program-
mbeispiel in Zeile vier dazu verwendet, die Methode getConnection der 
genannten Klasse aufzurufen, welche das Connection-Objekt zurückgibt, dessen 
Initialisierung in Zeile 16 des Programmbeispiel 7 gezeigt wurde. 
In den Zeilen fünf und sechs des Programmbeispiels erfolgen Wertübergaben an 
Variablen, welche in die SQL-Abfrage mit eingebaut werden. Zum einen wird der 
Wert der Variablen online auf „off“ gesetzt. Es soll ausdrücken, dass der Benutzer 
momentan seinen Server-Socket nicht geöffnet hat. In der Variablen share wird der 
vom User eingegebene Pfad gespeichert, in dem der Ordner Favoriten oder 
Favorites seines Betriebssystems liegt. Nun wird in Zeile sieben die oben bereits 
erwähnte Methode executeUpdate verwendet, um die Registrierungsdaten des 
Benutzers in die Datenbank einzufügen. Die Methode wird für die SQL-Anweisungen 
INSERT und UPDATE verwendet, während die Methode executeQuery SELECT-
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Anweisungen ausführt. Die Daten werden in die Tabelle pl_user eingetragen. Das 
Feld uid wird dabei freigelassen, da, wie in Kapitel 5.1.1 schon erläutert, die 
Identifikationsnummer jeden Datensatzes automatisch generiert wird. Die Variablen 
V_username und V_passwort wurden der Methode insertUserData als 
Parameter übergeben und enthalten die eingegebenen Werte Benutzername und 
Passwort. 
Das Statement-Objekt wird in Zeile zwölf wieder geschlossen. 
5.2.5 Durchsuchen des Bookmark-Verzeichnisses 
Sowohl die Erstellung des GUI als auch die Fehlerbehandlung von Benutzer-
eingaben geschieht bei der Anmeldung auf sehr ähnliche Weise wie sie bei der 
Registrierung bereits beschrieben wurde, weshalb dies nicht mehr explizit be-
schrieben wird. In diesem Kapitel wird vielmehr näher auf das Exportieren der 
Hyperlinks in die separate, von PeerLink erstellte Textdatei eingegangen. Sie wird 
nach der Registrierung und nach der Anmeldung erstellt. 
Die Bookmarks des MS IE sind hierarchisch in Verzeichnissen geordnet. Jeder Link 
ist in einer Datei mit der Endung .url gespeichert. Alle unter dem Menüpunkt im MS 
IE aufgeführten Links sind direkt in dem Verzeichnis Favoriten gespeichert. Unter-
verzeichnisse, die zur besseren Übersicht im MS IE angelegt werden können, 
werden als Unterverzeichnis des Verzeichnisses Favoriten angelegt und in ihnen die 
entsprechenden Links. 
Bei der Überprüfung der eingegebenen Userdaten wird gleichzeitig das Verzeichnis 
der Bookmarks ausgelesen – und es wird geprüft, ob es noch existiert. Dann wird es 
an die Klasse ReadDirectoryData übergeben, deren Methode 
ClassDirectoryReader mit Hilfe des Usernamen ein File-Objekt 
(peerlink_file) für die Textdatei erstellt: 
File peerlink_file = new File(file_name); 
Wenn diese Datei bereits existiert, wird sie gelöscht und eine neue erstellt. Dadurch 
wird erreicht, dass bei jeder Neuanmeldung auch alle aktuellen Links zum Download 
bereitgestellt werden. Das File-Objekt wird der Methode listDirContent 
übergeben, die zuerst alle Verzeichniseinträge des Verzeichnisses Favoriten in einen 
File-Array (entries) schreibt. 
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Programmbeispiel 9: for-Schleife aus der Methode listDirContent 
1 for (int i = 0; i < entries.length; I++) 
2 { 
3 if (entries[i].isDirectory()) 
4 { 
5 // Methode wird erneut aufgerufen 




10 // Die File-Objekte werden in Strings verwandelt 
11 String entry_is_str = entries[I].toString(); 
12 // Und wenn die Datei mit .url endet 
13 if (entry_is_str.endsWith(".url")) 
14 { 
15 // ReadDataContent wird aufgerufen 
16 ReadDataContent rdc = new ReadDataContent(entry_is_str, 
17 file_name, eng); 
18 error_read_data_content = rdc.error_read_data; 
19 } 
20 } // end of else 
21 } // end of for-Anweisung 
Mit der oben dargestellten Schleife wird erreicht, dass alle Dateien mit der Endung 
.url, nämlich die Dateien, in denen die Bookmarks einzeln gespeichert sind, dem 
Konstruktor der Klasse ReadDataContent übergeben werden und in die Textdatei 
exportiert werden können. 
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In dem Programmbeispiel ist die for-Schleife zu sehen, welche innerhalb der 
Mehtode listDirContent ausgeführt wird und den Array entries durchläuft, in 
dem alle Einträge eines Verzeichnisses gespeichert werden. Die erste Zeile legt fest, 
dass die Schleife gemäß der Anzahl der Elemente, die das Array enthält, für jedes 
Element einmal durchlaufen wird. Es wird innerhalb der Schleife in Zeile drei durch 
eine if-Anweisung mit der Methode isDirectory abgefragt, ob das ent-
sprechende Arrayelement ein Verzeichnis ist oder nicht. Wenn dies der Fall ist, wird 
die Methode listDirContent einfach noch einmal aufgerufen, also dieselbe 
Methode, in der auch diese for-Schleife initialisiert wird, und das gefundene Ver-
zeichnis wird ihr als Parameter mit übergeben. Die zwei anderen Parameter werden 
lediglich übergeben, weil sie der Klasse ReadDataContent weitergegeben werden 
müssen. Damit wird sichergestellt, dass alle Unterverzeichnisse des Verzeichnisses 
Favoriten durchlaufen werden und alle .url-Dateien gefunden werden. 
Ob eine Datei die Endung .url hat oder nicht, wird im else Teil des erwähnten if-
else-Blocks erfragt. Dazu wird jedoch zunächst in Zeile elf der aktuell durchlaufene 
Verzeichniseintrag des Arrays in einen String konvertiert, weil das Array als File-
Objekt angelegt werden musste. Dies gelingt mit Hilfe der Methode toString. Der 
String wird der Variablen entry_is_str zugewiesen. In der zweiten if-Anweisung 
in Zeile 13 wird die Methode endsWith dazu verwendet herauszufinden, ob der 
String – d.h. also letztendlich die Datei – die Endung .url trägt. Wenn die Be-
dingung zutrifft, wird der String bzw. der Dateiname an die Klasse 
ReadDataContent als Parameter übergeben. Der Parameter file_name enthält 
den Dateinamen der Textdatei und die Variable eng, welche vom Typ boolean ist, 
enthält false, wenn das Verzeichnis der Bookmarks „Favoriten“ heißt und true, 
wenn es „Favorites“ heißt. 
In der Klasse ReadDataContent wird die entsprechende Datei geöffnet, es wird die 
URL herausgefiltert sowie ihr Pfad bzw. das Verzeichnis, in dem sie gespeichert ist 
und der Dateiname, welcher bereits als String übergeben werden. Im Folgenden wird 
ein Auszug aus einer Texdatei präsentiert. 
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Wie man erkennt, werden die einzelnen Elemente für jeden Link jeweils immer in der 
Reihenfolge Verzeichnisname, Dateiname und Hyperlink geschrieben. Sie werden 
mit einem ° voneinander getrennt. So ist es beim Download der Textdatei des 
gewählten Users möglich, einen zweidimensionalen Array zu erstellen, der für jeden 
Link – also für jedes Arrayelement – Verzeichnisname, Dateiname und Hyperlink 
enthält. 
Das Trennungszeichen ° wurde deshalb ausgewählt, weil es international gesehen, 
nach Meinung des Entwicklers, hinsichtlich sprachlicher Syntax nicht sehr häufig 
vorkommt, zumal bei Webseiten, bei denen jeder bestrebt ist, den Titel bzw. den 
Dateinamen der Webseite – woraus sich der Dateiname und letztendlich die Anzeige 
in PeerLink ergibt – möglichst international zu gestalten. ° kommt lediglich – soweit 
es dem Autor bekannt ist – im skandinavischen Sprachraum vor. Andere Zeichen 
wären zwar nicht Teil einer sprachlichen Syntax, wie z.B. %, / oder *, aber sie wären 
gegebenenfalls Teil des Hyperlinks, beispielsweise bei dynamischen Suchabfragen 
oder Ähnlichem. Würde das Trennungszeichen im Dateinamen, Verzeichnisnamen 
oder auch im Hyperlink vorkommen, so würden die drei Komponenten nicht mehr 
voneinander getrennt, sondern irgendwo innerhalb des Namens oder des Hyperlinks, 
an der Stelle, an der dieses Zeichen vorkommt. 
Weil nach der Anmeldung des Benutzers einige Daten, wie z.B. Benutzername oder 
der benutzerspezifische Pfad des Verzeichnisses der Bookmarks der Klasse 
PeerLink übergeben werden müssen, zur weiteren Verarbeitung, ist es notwendig, 
die Klasse nochmals aufzurufen. Das bedeutet, dass Hauptmenüfenster würde ein 
zweites Mal erstellt. Um dieses zu verhindern, verschwindet das Hauptmenüfenster, 
wenn der User auf „Anmelden“ klickt. Dies hat auch den Vorteil, dass der Anwender 
sich ganz auf die Eingabe seiner Daten konzentriert und nicht im Hauptmenü auf 
andere Buttons klickt. 
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Darüber hinaus wird, wenn die Anmeldung erfolgreich war, dies dem User durch ein 
Fenster angezeigt, indem seine Benutzerdaten in einem separaten Fenster 
erscheinen. Dieses Fenster ist in Abbildung 24 auf Seite 104 dargestellt. Das Panel 
für das Fenster wird in der Klasse Angemeldet erstellt, zurückgegeben und wird, 
wie dies schon bei der Registrierung gehandhabt wurde, der Klasse Anmelden als 
Parameter übergeben, welche das dazu notwendige Frame erstellt. 
5.2.6 Der Server startet 
Die Klasse PeerServer wird geladen, wenn der Benutzer auf „Verbindung öffnen“ 
klickt. Damit startet der Server, das bedeutet, die Anwendung erzeugt einen Socket. 
„Als Socket bezeichnet man eine streambasierte Programmierschnittstelle zur 
Kommunikation zweier Rechner in einem TCP/IP-Netz“.40 Der Socket ist also die 
Basis, um Verbindungen zu anderen Rechnern aufbauen (Client-Socket) und 
eingehende Verbindungen annehmen und weiterverarbeiten zu können (Server-
Socket). Das im Zitat angesprochene Konzept der Streams ermöglicht den Zugriff auf 
Ein- und Ausgabegeräte. Ein- und Ausgabegeräte werden als Informationsquellen 
angesehen z.B. Dateien, Speichergeräte oder Sockets. Von ihnen können Infor-
mationen geholt oder zu ihnen gesendet werden, mit Hilfe unterschiedlicher Stream-
Klassen und ihrer Methoden. 
Es wurde entschieden, dass der Server, den PeerLink aufbaut, ein HTTP-Server sein 
soll, dass also das HTTP-Protokoll dazu verwendet wird, um die Daten zu über-
mitteln. Der Hauptgrund war die Einfachheit der programmier-technischen Um-
setzung und die damit einhergehende Eignung für die zu übermittelnden Daten, näm-
lich Daten in einer Textdatei. 
Für die Bearbeitung der eingehenden Clientanfragen wurde für die Serverklasse aus 
dem „Handbuch der Java Programmierung“ von Guido Krüger die lokale Klasse 
BrowserClientThread eines Beispielprogramms verwendet, das zwar noch nicht 
vollständig an die Anwendung angepasst ist und eine Fehlermeldung während der 
                                                 
40  Krüger, Guido, 2002 
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Laufzeit auswirft, was jedoch keine Auswirkung auf die Funktionalität des Programms 
hat.41 
Wie die eigene entwickelte Klasse, welche den Server-Socket initialisiert, aufgebaut 
ist, zeigt das Programmbeispiel 10. 
Programmbeispiel 10: Die Klasse PeerServer 
1 public class PeerServer extends Thread 
2 { 
3 public ServerSocket httpd; 
4 int port = 8999; 




9 httpd = new ServerSocket(port); 
10 while (true) 
11 { 
12 int calls = 0; 
13 Socket theSocket = httpd.accept(); 
14 System.out.println("Server is listening..."); 
15 System.out.println("Verbindung hergestellt"); 
16 (new BrowserClientThread(++calls,  
17 theSocket)).start(); 
                                                 
41  Das Beispielprogramm ist in Kapitel „45.3.3 Entwicklung eines einfachen Web-Servers“ 
aufgeführt. 
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18 } 
19 } 




24 } // end of run() 
25  
26 public ServerSocket getSocket() 
27 { 
28 return httpd; 
29 } 
30  






37 System.out.println("ServerSocket geschlossen!"); 
38 } 
39 catch (IOException e) 
40 { 
41 System.out.println("ServerSocket: " + e); 
42 } 
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43 } // end of CloseSocket 
44 } // end of public_class 
Wie man sieht, ist in Zeile eins die Serverklasse initialisiert und von der Klasse 
Thread abgeleitet. Was Threads sind und weshalb es notwendig ist, dass die 
Serverklasse die Eigenschaften eines Threads erbt, wird in einem kurzen Exkurs 
erläutert. 
Exkurs: Threads 
Ein Thread ist „ein eigenständiges Programmfragment“42, das innerhalb von An-
wendungen abläuft und einen „sequential flow of control“43 darstellt – also die 
sequentielle Abarbeitung von Operationen. Es können mehrere Threads innerhalb 
eines Programms ausgeführt werden. Threads sind unabhängig von anderen 
Threads oder Programmteilen. Sie haben gewissermaßen die Aufgabe, die in ihrem 
Thread durchzuführenden Operationen von dem Rest des Programms zu isolieren, 
um einen reibungslosen Ablauf von zwei oder mehr gleichzeitig zu lösenden 
Aufgaben zu garantieren. Abbildung 9 veranschaulicht einen Thread. 
 
Abbildung 9: Darstellung eines Threads innerhalb eines Programms44 
Die Klasse java.lang.Thread stellt alle Möglichkeiten zur Verfügung, einen 
Thread zu erstellen. Mit Hilfe einer Instanz der Klasse wird mittels der parameter-
                                                 
42  Krüger, Guido, 2002 
43  Sun Microsystems, Inc., 1995 – 2003  
44  Sun Microsystems, Inc., 1995 – 2003  
5 Realisierung der Minitauschbörse 76 
losen Methode run ein Thread erzeugt, was in Zeile zehn von Programmbeispiel 10 
erfolgt. Jedoch wird nicht durch die direkte Ansprache der run-Methode der Thread 
gestartet, sondern über die Methode start, welche ausgeführt wird, wenn der User 
auf „Verbindung öffnen“ im Hauptmenü klickt. Diese übergibt die Ausführung an run, 
innerhalb deren weiterführende Operationen aufgeführt sind. 
Weshalb muss nun der Server-Socket innerhalb eines Threads deklariert und 
initialisiert werden? Die Ereignisbearbeitung der GUI sowie die Erstellung ihrer 
Komponenten geschehen innerhalb eines eigenen Threads, der jedoch vom 
Entwickler nicht explizit initialisiert werden muss. Das übernimmt die VM. Die 
Ereignismethoden werden ebenfalls in diesem einen Thread ausgeführt, wenn das 
entsprechende Ereignis stattfindet. Folglich blockiert eine Methode, die lange Zeit 
ausgeführt wird, alle anderen Komponenten der GUI. Im Fall von PeerLink ist das 
z.B. das Hauptmenü. „Die Methode accept() eines ServerSockets ist eine 
*blockierende* Methode, d.h. sie kehrt erst dann zurück, wenn zu dem ServerSocket 
ein Connect erfolgt ist!“45 Wenn also ein anderer Teilnehmer den eigenen Server 
anspricht und einen Link herunterladen möchte bzw. die Textdatei. 
Das bedeutet, wenn der Server-Socket im gleichen Thread wie die GUI initialisiert 
würde, sähe es für den Benutzer so aus als sei das Programm abgestürzt – weil kein 
Button mehr oder ähnliches angeklickt werden könnte – , eigentlich jedoch blockiert 
die Methode accept nur alle anderen Komponenten. Die verwendete Klasse 
BrowserClientThread, welche die Anfragen des entfernten Peers bearbeitet, 
wurde aus diesem Grund ebenfalls in einem Thread ausgeführt. Auch um zu 
gewährleisten, dass während ein Benutzer eine Anfrage stellt, der Server immer 
noch für weitere Anfragen bereit ist. 
Mit der im Exkurs genannten Methode accept, welche in Zeile 13 ausgeführt wird, 
wird der in Zeile drei deklarierte und in Zeile neun initialisierte Server-Socket sozu-
sagen auf Empfangsbereitschaft geschaltet. Der Server-Socket benötigt lediglich 
eine Portnummer, die bei PeerLink auf 8999 gesetzt wurde, womit sichergestellt 
werden soll, dass keine andere Anwendung denselben Port benutzt. 
                                                 
45  Paap, Michael, 22.05.03, 16:25 Uhr  
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Die Initialisierung erfolgt innerhalb einer while-Schleife, die startet, wenn die Methode 
run aufgerufen wird. Die Variable calls wird mit jeder Anfrage um eins hoch 
gezählt und an die Klasse BrowserClientThread als Parameter übergeben. 
Weiterhin wird der Server-Socket der Klasse übergeben und mit start wird die run-
Methode der Klasse gestartet. 
Die Methode getSocket (Zeile 26 bis 29) der Serverklasse gibt den Server-Socket 
zurück und ermöglicht damit Methoden aus anderen Klassen die erforderliche 
Parameterübergabe, um den Server-Socket mittels Aufruf der Methode 
closeSocket, welche in Zeile 31 aufgeführt ist, zu schließen. Dazu wird lediglich 
die Methode close in Zeile 36 aufgerufen und eine Meldung per Standardausgabe 
angezeigt. 
Aus Gründen des Umfangs wird auf die Klasse BrowserClientThread lediglich 
rudimentär eingegangen. Sie kann in dem erwähnten Buch eingesehen werden. Die 
Klasse definiert verschiedene MIME-Types, die zugelassen werden, liest mit Hilfe 
einer Stream-Methode die eingehenden Informationen vom Socket und erstellt eine 
passende Antwort, gegebenenfalls auch eine Fehlermeldung. 
5.2.7 Anzeige der angemeldeten User 
Die Darstellung der User und ihrer Links wurde mit Hilfe eines JTree verwirklicht, der 
einem Verzeichnisbaum ähnelt. In Abbildung 27 auf Seite 107 ist dies sehr gut zu 
betrachten. Dazu ist im Voraus eine Datenbankabfrage nötig, die alle aktuell ange-
meldeten User auflistet. Dies wird von der Klasse SelectUser bewältigt, die geladen 
wird, wenn der Benutzer auf „Verbindung öffnen“ klickt. Im Folgenden ist der SQL-
String zur Datenbankabfrage zu sehen. 
SELECT DISTINCT uid, ip FROM pl_connection " + "WHERE time_on 
> " + user_time_on + " AND time_off = 1 AND  uid != " + 
user_id + "; 
Die Abfrage holt von jedem Benutzer der zur Zeit angemeldet ist, die User-ID, also 
die eindeutige Nummer, welche ihn identifiziert und seine IP-Adresse aus der 
Datenbank pl_connection. 
Im Vorhinein wurde in der Variablen user_time_on der Timestamp des Zeitpunktes 
sechs Stunden vor dem Starten des Server-Sockets, gespeichert. In dem ersten Teil 
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der WHERE-Klausel wird nun abgefragt, ob der Wert des Feldes time_on, also die 
Anzahl der Millisekunden seit dem 1.1.1970, des Datensatzes, der momentan 
durchlaufen wird, größer ist, als der Wert von vor sechs Stunden. Wenn dies zutrifft, 
bedeutet das, dass der User dieses Datensatzes innerhalb der letzten sechs 
Stunden auf jeden Fall angemeldet war. Im zweiten Teil der WHERE-Klausel wird 
abgefragt, ob der Wert des Feldes time_off eins beträgt, denn nur dann hat der 
Benutzer die Verbindung, also seinen Server-Socket, noch nicht geschlossen. Der 
letzte Teil selektiert den eigenen Datensatz aus, weil zu diesem Zeitpunkt die Klasse 
DemoClient und ihre Methoden schon ausgeführt sind und der Eintrag in die 
Datenbank erfolgt ist. 
Anhand der User-ID wird der Username mit einer weiteren Datenbankabfrage aus 
der Tabelle pl_user abgefragt, da dieser ebenfalls dargestellt werden soll. Aus den 
zwei Datenbankabfragen werden jeweils Arrays erstellt, welche schließlich in einem 
zweidimensionalen Array zusammengestellt werden. Dieser enthält den Usernamen 
und die entsprechende IP-Adresse jedes angemeldeten Users. 
Die Darstellung der Teilnehmer und ihrer Hyperlinks übernimmt die Klasse 
UserTree, welcher der zweidimensionale Array übergeben wird. Wiederum erfolgt 
wie bei der Anmeldung und bei der Registrierung die Erstellung von Frame und 
Panel – in diesem Fall JScrollPanel – von zwei Klassen getrennt. Der erstellte Baum 
wird als Rückgabewert der Klasse JTreeFrame als Parameter übergeben, welche 
diesen in einen ScrollPanel einbettet und anzeigt. JScrollPanel ist ein Dialogelement, 
das einen Scrollbalken (Schieberegler) für das Fenster zur Verfügung stellt, wenn 
das Objekt – in diesem Fall der Baum – größer als das Frame ist und das die Details 
des Scrollens der Daten übernimmt. 
Die Klasse UserTree ist die umfangreichste des gesamten Programms, weil viele 
Bedingungen berücksichtigt werden müssen und weil darüber hinaus der 
Verzeichnisbaum weitgehend dynamisch generiert werden muss, nämlich nicht nur 
anhand der Anzahl der angemeldeten User – die bekannt ist, durch die Länge des 
Arrays –, sondern vor allem dadurch, dass die Anzahl der Verzeichnisse und 
Unterverzeichnisse, in denen die Bookmarks gespeichert sind, unbekannt ist. Ihre 
Anzahl ist aus programmier-technischer Sicht nicht in der Textdatei enthalten, 
sondern wird beim Erstellen – d.h. beim Klicken auf den entsprechenden Usernamen 
– ermittelt. Ebenso geschieht dies mit den Hyperlinks. Diese Variante wurde während 
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der Entwicklung als einfacher nachvollzogen und betrachtet, wie die Möglichkeit, 
während des Exportierens der Daten in die Textdatei mittels des rekursiven Durch-
laufs der Verzeichnisse, wie es in Kapitel 5.2.5 beschrieben wurde, die Anzahl der 
Verzeichnisse und ihrer darin enthaltenen Hyperlinks nicht nur zu ermitteln, sondern 
auch in die Textdatei zu exportieren. 
Um die Terminologie zu verstehen, die im Zusammenhang mit dem Dialogelement 
JTree verwendet und von der im weiteren Verlauf der Arbeit Gebrauch gemacht wird, 
stellt Abbildung 10 anhand eines Beispiels aus PeerLink die unterschiedlichen 
Bezeichnungen dar. 
 
Abbildung 10: Erklärung der JTree-Terminologie46 
                                                 
46  Quelle: Autor 
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An der rechten und unteren Fensterseite der Abbildung 10 sieht man die erwähnten 
Scrollbalken, die vom JScrollPanel verfügbar gemacht werden. 
Jedes Element eines Baumes wird als Knoten (node) bezeichnet. Das Startelement 
wird Wurzel (root node) genannt. Elemente, die in einem Knoten enthalten sind, 
bezeichnet man als Unterknoten oder auch als Kindknoten (child). Die Elemente, die 
Unterknoten enthalten bezeichnet man als Vater- oder Elternknoten (parent). Ein 
Element, das keine Unterknoten enthält, welches sozusagen am Ende des Baumes 
steht, wird Blatt (leaf node) genannt. Bei PeerLink sind dies immer die Hyperlinks – 
weil Verzeichnisse, die keine Links enthalten auch nicht dargestellt werden. Knoten, 
welche sowohl Unterknoten als auch Vaterknoten besitzen, werden als innere 
Knoten (branch nodes) bezeichnet. 
Wie in Abbildung 10 ebenfalls zu sehen ist, werden das Verzeichnis Favoriten und 
alle seine Unterverzeichnisse auf einer Ebene dargestellt werden. Die Unterver-
zeichnisse werden mit einem Backslash, \, getrennt, wie z.B. „Link\Handbuch Java“. 
Vaterknoten, die bereits angeklickt worden sind, werden als Verzeichnis und in 
blauer Farbe dargestellt, mit einem standardmäßigen Icon, einem Kreis mit einem 
schwarzem Punkt in der Mitte. Der angefügte kleine Balken zeigt nach unten, wenn 
der Knoten momentan geöffnet ist; er ist waagerecht gestellt, wenn das Verzeichnis 
momentan nicht geöffnet ist. Unterknoten, die jedoch in PeerLink potenzielle innere 
Knoten sind, und noch nicht angeklickt wurden, in der Abbildung oben ist dies z.B. 
das Verzeichnis „Links“ oder „Favoriten“, sind genau wie die Hyperlinks zunächst als 
Blätter dargestellt. 
Der an die Klasse UserTree übergebene Array mit Usernamen und Array wird im 
Konstruktor der Klasse dazu verwendet, die angemeldeten Teilnehmer darzustellen. 
Im Folgenden wird ein Auszug daraus gezeigt. 
Programmbeispiel 11: Konstruktor der Klasse UserTree 
1 public UserTree(final String[][] user_data, final int port, final 
2 String share) 
3 { 
4  
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5 DefaultMutableTreeNode child; 
6 final DefaultMutableTreeNode root; 
7 root = new DefaultMutableTreeNode("Teilnehmer"); 
8 treeModel = new DefaultTreeModel(root); 
9 // […] weitere Deklarierung von Variablen 
10 for (int i = 0; i < user_data.length; i++) 
11 { 
12 // Für jeden Teilnehmer wird ein Child von Root erstellt 
13 String name = user_data[i][0]; 
14 child = new DefaultMutableTreeNode(name); 
15 // Child wird hinzugefügt 
16 root.add(child); 
17 } 
18 tree = new JTree(treeModel); 
19 tree.setRootVisible(true); 
20 // […] Listener, Methoden etc. 
Die erste Zeile ruft den Konstruktor auf, dem drei Parameter übergeben werden. 
Zunächst der bereits erwähnte zweidimensionale Array und darüber hinaus die Port-
nummer, die der client-Klasse weitergegeben wird sowie das benutzerspezifische 
Verzeichnis, in dem die Bookmarks gespeichert werden, welches gebraucht wird, um 
neue, heruntergeladene Links auch speichern zu können. 
In den Zeilen fünf bis acht werden Variablen für den Baum deklariert und initialisiert. 
In Zeile fünf wird ein Objekt der Klasse DefaultMutableTreeNode für einen Kind-
knoten deklariert, welches in der for-Schleife in Zeile 13 initialisiert wird. Die Ini-
tialisierung des Objektes für die Wurzel geschieht in Zeile sechs und sieben, mit der 
Beschriftung „Teilnehmer“, welche in Klammer als String übergeben wird. An-
schließend wird mit diesem DefaultMutableTreeNode–Objekt ein Objekt der 
Klasse DefaultTreeModel erstellt, welches der Konstruktor der Klasse JTree 
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benötigt, um eine Instanz derselben zu erstellen, was in Zeile 18 dann geschieht. Die 
Variable hierfür, tree, wurde bereits als Klassenvariable deklariert. 
In der for-Schleife wird, wie bereits erwähnt, für jedes Arrayelement ein Kindknoten 
angelegt. Für jedes Arrayelement wird der Variablen name der entsprechende User-
name zugewiesen. Die Anzahl der Elemente der „zweiten Dimension“ wurde auf zwei 
festgelegt. Der Username ist immer jeweils im [i][0]-Element und die IP-Adresse ist 
im [i][1]-Element gespeichert. So wird der Variable name immer das jeweilige [i][0]-
Element übergeben. 
Mit Hilfe der Methode add wird der Wurzel der Unterknoten hinzugefügt. Wenn alle 
Elemente des Arrays durchlaufen sind, wird der Baum, wie oben erläutert, erstellt. 
Die Methode setRootVisible macht lediglich die Wurzel und seine Unterknoten 
sichtbar, damit der Benutzer entscheidet zu welchem anderen Teilnehmer er eine 
Verbindung aufbauen möchte und zu welchem nicht. Andernfalls müssten nach-
einander zu allen angemeldeten Usern Verbindungen aufgebaut werden, was einen 
zu großen Verbrauch von Systemressourcen nach sich ziehen würde. 
5.2.8 Selektieren von User, Verzeichnis und Hyperlink 
JTree besitzt wie andere Dialogelemente z.B. ein Button, ebenfalls einen Ereignis-
empfänger, der in diesem Fall TreeSelectionListener heißt. Wenn also ein 
Element angeklickt wird, wird die Ereignismethode des TreeSelectionListener 
ausgeführt. In der Ereignismethode wird zunächst der Pfad des letzten angeklickten 
Elements abgefragt, mit Hilfe der Methode getNewLeadSelectionPath und über 
eine if-Anweisung wird weiterhin abgefragt, ob der angeklickte Knoten bereits 
ausgewählt wurde oder nicht. Die Methode hasBeenExpanded liefert dazu 
entweder true, wenn dies bereits der Fall war, oder false wenn der Knoten bisher 
noch nicht ausgewählt wurde. Das Programmbeispiel zwölf zeigt die for-Schleife, 
die – falls der Knoten noch nicht angeklickt wurde – den oben erwähnten Array 
durchläuft und prüft, ob das selektierte Element einem der Usernamen entspricht 
oder nicht.  
Programmbeispiel 12: Auszug aus dem Konstruktor der Klasse UserTree 
1 for (int I = 0; i < user_data.length; i++) 
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2 { 
3 // Strings werden auf Gleichheit überprüft 
4 String selected_item = selected_node.toString(); 
5 Boolean same_user = selected_item.equals(user_data[i][0]); 
6  
7 if (same_user) 
8 { 
9 // "i" wird der Variablen index zugewiesen 
10 int index = i; 
11 // Der Username wird "selected_user" zugewiesen 
12 selected_user = user_data[index][0]; 
13 // wird auf Grund des Index, die IP-Nr. übergeben 
14 // an den Client geschickt 
15 String user_ip = user_data[index][1]; 
16 String user_name = user_data[index][0]; 





22 System.out.println("Keine IP-Adresse"); 
23 } 
24 }// end of for-Schleife 
25 // Methode, die die Knoten ermittelt wird aufgerufen 
26 getNodes(pc, tp, treeModel, selected_node, selected_user, share); 
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27  
In Zeile vier wird der ausgewählte Knoten zunächst in einen String konvertiert und in 
Zeile fünf werden alle Arrayelemente der Reihe nach mit dem selektierten Element 
verglichen. Wenn die Variable same_user den Wert true zurückgibt, erfolgen in der 
if-Anweisung drei Variablenzuweisungen. Der String selected_user wurde 
bereits vor der for-Schleife deklariert; ihm wird der angeklickte Username in Zeile 
zwölf zugewiesen und später, in Zeile 26, der Methode getNodes als Parameter 
übergeben. Ist das ausgewählte Element kein Username bleibt der String leer. In 
Zeile 15 und 16 werden IP-Adresse und noch einmal der Username zwischen-
gespeichert und in der nächsten Zeile der Klasse PeerClient als Parameter 
weitergegeben. Die dafür deklarierte Variable wurde ebenfalls weiter oben bereits 
deklariert. Falls kein Benutzername selektiert wurde, erfolgt eine Standardausgabe. 
Auf jeden Fall wird die Methode getNodes ausgeführt, in welcher ein Array mit den 
Daten aus der Textdatei von der Methode getArray der Klasse PeerClient 
geholt wird, welche wiederum die Klasse ReadUserFile aufruft, die diesen Array 
erstellt. Dieser zweidimensionale Array ist ähnlich aufgebaut, wie der schon oben 
erwähnte zweidimensionale Array, nur dass die Anzahl der Elemente der „zweiten 
Dimension“ nicht 2, sondern 3 zählt. Demnach ist im [i][0]-Element das Verzeichnis, 
im [i][1]-Element der Dateiname und im [i][2]-Element der URL, des entsprechenden 
Hyperlinks gespeichert. 
Im weiteren Verlauf wird in der Methode getSelectedNode der Klasse UserTree 
abgefragt, ob das vom Benutzer selektierte Element ein Blatt ist oder nicht – und weil 
ein Verzeichnis, das noch nicht angeklickt wurde, ebenfalls als Blatt angesehen wird 
– muss mittels einer for-Schleife, welche den angesprochenen Array durchläuft, 
überprüft werden, ob der ausgewählte Knoten einem Dateinamen eines Array-
elements entspricht. Die Knoten der Hyperlinks werden nämlich mit ihrem Datei-
namen beschriftet. Wenn das angeklickte Element und ein Element des Arrays 
identisch sind, wird die Klasse AddBookmark initialisiert, die eine neue 
Bookmarkdatei anlegt. Diese Schritte werden in Kapitel 5.2.10 erläutert. 
Die Methode getNumberOfDirectories liefert eine Arraylist der Verzeichnisse, 
die in der Textdatei – also in dem Array – vorhanden sind. Da viele Hyperlinks 
dasselbe Vaterverzeichnis haben, ist jedes Verzeichnis mehrmals in dem aus der 
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Textdatei erstellten Array enthalten. Eine Arraylist ist eine Art Liste von Daten 
gleichen Typs, in diesem Fall Strings, die jedoch ohne Schlüssel, wie bei einem 
Array, sondern nur der Reihenfolge gemäß, in dem sie in die Liste eingefügt worden 
sind, aufgeführt sind. Die Methode getNumberOfDirectories liefert eine Arraylist, 
die jedes in dem zweidimensionalen Array vorkommende Verzeichnis lediglich ein 
Mal auflistet. 
Mit Hilfe dieser Arraylist wird in der Methode getSelectedNode ermittelt, ob das 
selektierte Element ein Verzeichnis ist oder ein Username. In dem folgenden Auszug 
wird dies gezeigt. 
Programmbeispiel 13: Auszug aus der Methode getSelectedNodes der Klasse 
UserTree 
1 ArrayList unique_dirs = getNumberOfDirectories(user_links); 
2 // [...] weitere Operationen 
3 // Iterator für die Verzeichnisse 
4 Iterator it = unique_dirs.iterator(); 
5 while (it.hasNext()) 
6 { 
7 Object current = it.next(); 
8 // aktuelles Verzeichnis und vorheriges werden verglichen 
9 // wenn sie gleich sind 
10 if (current.equals(selected_element)) 
11 { 
12 // werden die Links, die dem Verz.entsprechen, geholt 
13 getLinks(user_links, selected_element, tp, treeModel); 
14 getHyperLinks(user_links, selected_element); 
15 // Verz. wird aus der Liste gelöscht 
16 it.remove(); 
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17 } 
18 // wenn ein Username angeklickt wurde 
19 else if (selected_user.equals(selected_element)) 
20 { 
21 // werden seine Verzeichnisse geholt 
22 JTree tree = getDirectories(unique_dirs, tp, treeModel); 
23 break; 
24 } 
25 // wenn nicht gleich 
26 } // end of while 
In Zeile eins wird der angesprochene Rückgabewert der Methode 
getNumberOfDirectories, welche den zweidimensionalen Array user_links, 
der aus den Daten der Textdatei erstellt wurde, als Parameter übergeben bekommt, 
in der Variablen unique_dirs gespeichert. 
In Zeile vier wird der Iterator it für die Arraylist erstellt. Ein Iterator ist ein Interface, 
der das Durchlaufen und damit den Zugriff auf die Elemente einer sogenannten 
Collection ermöglicht. Eine Arraylist ist eine solche Collection. 
Mit der while-Schleife und der Methode hasNext des Iterators werden die 
Elemente der Arraylist bzw. die des Iterators durchlaufen. Die Methode gibt true 
zurück, wenn der Iterator noch mindestens ein Element enthält. Wenn dies der Fall 
ist, wird in der Variablen current in Zeile sieben mit der Methode next des 
Iterators das nächste Element gespeichert. So sind im weiteren Verlauf der while-
Schleife Vergleichsabfragen mittels eines if-else if-Blocks möglich. In Zeile 
zehn geschieht das zum ersten Mal. Die Variable selected_element enthält das 
vom Benutzer angeklickte Baumelement. Wenn dies mit dem momentan 
durchlaufenen Iterator-Element identisch ist – wenn also ein Verzeichnis ausgewählt 
wurde – werden zwei Methoden ausgeführt. Die erste, getLinks, holt alle Datei-
namen der Hyperlinks des ausgewählten Verzeichnisses, erstellt für jedes einen 
Kindknoten und gibt schließlich den neu erstellten Baum zurück. Die Methode 
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getHyperlinks holt alle URLs der Links, die das ausgewählte Verzeichnis als 
Vaterknoten haben, um dann, wenn ein Link angeklickt wird, den entsprechenden 
Hyperlink der Methode AddBookmark übergeben zu können – da dieser in die Datei 
eingebunden werden muss. Schließlich entfernt der Befehl it.remove(); in Zeile 
sechzehn das gerade ausgewählte Verzeichnis aus dem Iterator, weil für jedes 
ausgewählte Verzeichnis nur einmal die Hyperlinks selektiert werden müssen. Der 
User kann nun das Verzeichnis anzeigen oder nicht. 
Wenn der zweite Teil des Blocks, die else if-Anweisung zutrifft, dann ist der 
ausgewählte Knoten der User, zu dem zuvor die Verbindung hergestellt worden ist. 
Deshalb ist es notwendig, die Unterknoten dieses Users zu erstellen, also die 
Verzeichnisse. Die erwähnte Methode getNumberOfDirectories hat lediglich die 
Verzeichnisse aus der Textdatei selektiert, die Methode getDirectories erstellt 
nun für jedes den erforderlichen Unterknoten. In Zeile 22 wird sie aufgerufen. 
5.2.9 Textdatei herunterladen 
Die Programmteile, welche zum Download der Textdatei dienen, sind in der Klasse 
ReadUserFile untergebracht. Dazu wurde jedoch kein Client-Socket erzeugt, 
sondern die Klasse URLConnection verwendet, welche auf der Socket-Klasse 
aufbaut. URLConnection liefert eine einfachere Anwendung von Netzwerkver-
bindungen als die Socket-Klasse. Im Fall von PeerLink ist URLConnection nur 
deshalb nützlich, weil sie sich sehr an dem HTTP-Protokoll orientiert. Deshalb wird 
sie gemeinhin nicht sehr oft eingesetzt.47 Die nächsten vier Programmzeilen sind 
nach dem oben zitierten Buch angewendet und zeigen die Initialisierung der Klasse.48 
URL u = new URL(url); 
URLConnection uc = u.openConnection(); 
InputStream raw = uc.getInputStream(); 
InputStream buffer = new BufferedInputStream(raw); 
                                                 
47  Vgl. Harold, Elliotte Rusty, 2000 
48  Vgl. Harold, Elliotte Rusty, 2000, Seite 475 
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Zunächst wird eine Instanz der URL-Klasse erstellt, das die URL zu der Datei 
erwartet. Diese wurde vorher wie folgt definiert: 
url = "http://" + ip + ":" + port + "/peerlink" + 
curr_username + ".txt"; 
Die eingebundenen Variablen ip, port und curr_username, enthalten die IP-
Adresse des ausgewählten Users, die Portnummer und den Usernamen des 
Teilnehmers, da er an den Namen der Textdatei angefügt wird. Alle drei Variablen 
werden als Parameter der Klasse ReadUserFile übergeben. 
In der zweiten Zeile des URLConnection-Beispiels wird die Methode 
openConnection der Klasse URL ausgeführt, die es ermöglicht eine Verbindung 
zu der in der Variablen url angegebenen Adresse herzustellen. Nun wird ein 
InputStream-Objekt mit der URLConnection-Methode getInputStream erstellt, 
um vom Server Daten lesen zu können. Es wird in der letzten Zeile dieses Beispiels 
der Stream in einen BufferedInputStream umgewandelt. 
BufferdInputStream ist ein Stream, welcher einen Puffer zur Verfügung stellt und 
zunächst die Daten in einen Zwischenspeicher liest, um so bei einer großen 
Datenmenge nicht alle Daten auf einmal vom Ausgabegerät lesen muss, sondern 
vom Zwischenspeicher. Die Datenübertragung des Inhalts der Textdatei gelingt 
durch diese Methode schneller und benötigt nicht so viele Systemressourcen.  
Wie im Buch von Elliotte Rusty Harold sind folgende Zeilen realisiert, die den Stream 
in einem Reader-Objekt speichern (Zeile eins) und die Daten mit Hilfe einer while-
Schleife in einem String speichern 
Reader r = new InputStreamReader(buffer); 
int b; 
String file_str = ""; 
while ((b = r.read()) != -1) 
{ 
    file_str += (char)(b); 
} 
Die InputStreamReader-Methode liefert die Daten in Form von Bytes und wandelt 
sie in lesbare Unicode-Zeichen um. Die read-Methode, welche in der while-
Schleife initialisiert ist, gibt ein einzelnes Zeichen als Zahlwert zurück oder –1 wenn 
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das Ende des Streams erreicht ist. Nach diesem Prinzip ist die while-Schleife 
aufgebaut. Sie geht mit Hilfe der read-Methode das Reader-Objekt durch, kon-
vertiert die Zahl in ein Zeichen zurück und speichert alles in einen String. 
Der String wird dann anhand des bereits erwähnten Trennungszeichen ° getrennt in 
Verzeichnis, Dateiname und Hyperlink, mit folgendem Befehl: 
StringTokenizer st2 = new StringTokenizer(file_str, "°"); 
Dies erledigt die Klasse StringTokenizer, eine Hilfsklasse, welche den String, der 
das erste Argument darstellt, anhand des Trennungszeichen, das als zweite Argu-
ment übergeben wird, in einzelne Tokens trennt. Ein Token wird dabei als eine 
Abfolge von Zeichen verstanden. In diesem Fall die bereits erwähnten drei Attribute 
der Links. 
Die drei Parameter werden mit Hilfe des StringTokenizer-Objekts und durch eine 
for-Schleife in den bereits viel zitierten zweidimensionalen Array gespeichert, der 
als Rückgabewert der Klasse UserTree zurückgegeben und weiterverarbeitet wird. 
5.2.10 Bookmarks hinzufügen 
Wie bereits in Kapitel 5.2.8 erläutert, wird nach der Prüfung des selektierten Baum-
elements, der ausgewählte Hyperlink an den Konstruktor der Klasse AddBookmark 
übergeben. Außerdem werden als Parameter der Dateiname und das Vater-
verzeichnis des ausgewählten Links übergeben. 
Weiterhin wird geprüft, ob das Verzeichnis, in dem der Link gespeichert werden soll – 
denn jeder Link wird in dem Verzeichnis gespeichert, in welchem auch der 
ausgewählte User den Link hinterlegt hat –, existiert oder nicht. Wenn es nicht 
existiert, wird es erstellt. 
Wenn die Bookmarkdatei bereits existiert, wird dies dem User mitgeteilt (siehe 
Abbildung 29 auf Seite 109 ). Hat der Benutzer den Link noch nicht heruntergeladen 
bzw. wenn die Datei noch nicht existiert, wird eine neue Bookmarkdatei erstellt. Mit 
Hilfe eines FileWriter-Objekts. Dieses Objekt benötigt lediglich den gesamten 
Pfad inklusive des Dateinamen des heruntergeladenen Hyperlinks. Die nächsten 
Zeilen zeigen es. 
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java.io.FileWriter infile = new java.io.FileWriter 
( 




Die Klasse FileWriter ist eine Ableitung der Klasse OutputStreamWriter und 
wird nur für das Schreiben von Daten in Dateien verwendet. Mit der Methode write 
wird der Inhalt der Variablen file_content in die Datei geschrieben und die 
Methode close schließt den Stream wieder. 
Wenn eine neue Datei erstellt wird, d.h., wenn ein Link hinzugefügt wird, wird eine 
Rückmeldung an den User erstellt, wie dies in Abbildung 28 auf Seite 108 zu sehen 
ist. Wie schon früher in der Arbeit erwähnt wurde, ist es nicht nötig, den MS IE 
während das Programm läuft zu beenden. Manchmal kann der Link ohne dass der 
MS IE neu geladen oder neu gestartet werden muss, im Menüpunkt MS IE 
ausgewählt werden. Wenn dies nicht der Fall sein sollte. Dann ist auf jeden Fall bei 
einem Neustart des MS IE der Link hinzugefügt und er kann angesurft werden. 
5.2.11 Verbindung schließen 
Das Beenden der Verbindung kann der Teilnehmer durch einen Button im Fenster 
„Benutzerdarstellung“ (Abbildung 25 auf Seite 105) herbeiführen. Dies wird von der 
Klasse CloseConnection gesteuert. Die Aufgabe dieser Klasse besteht haupt-
sächlich darin, die entsprechenden Datensätze der Tabelle pl_connection und 
pl_user upzudaten. Es werden also zwei UPDATE-Abfragen an die Datenbank 
gestellt, in denen das Feld time_off in der Tabelle pl_connection auf 0 und das 
Feld online des entsprechenden Datensatz der Tabelle pl_user auf off gesetzt 
wird. 
Das Schließen des Sockets übernimmt die in Programmbeispiel 10 vorgestellte 
Methode CloseSocket der Klasse PeerServer. Damit ist der Server des Users 
geschlossen – es kann kein Teilnehmer mehr eine Verbindung zu dem Teilnehmer 
aufbauen. 
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Das Programm kann nicht beendet werden, solange der Server-Socket nicht 
geschlossen wurde. 
5.3 Testläufe und –ergebnisse 
Die ersten Testversuche fanden auf einem Rechner statt, d.h. lokal auf dem bereits 
erwähnten Laptop, ohne Internetverbindung mit einer Windowsversion von MySQL. 
Diese Testversuche verliefen mit der Entwicklung einher, da natürlich Fortschritte in 
der Programmierung unmittelbar getestet werden mussten. Diese Tests können 
daher auch nicht als reale Tests angesehen werden, weil die Anwendung auf ver-
schiedenen Betriebssystemen laufen muss und die Verbindung zu fernen Peers 
getestet werden muss 
Alle Tests, die über eine Internetverbindung gemacht wurden, erfolgten lediglich mit 
zwei Peers. Das lag einerseits daran, dass alle gewünschten Testläufe vor Be-
endigung der Arbeit nicht zu Stande kommen konnten. Andererseits dienten diese 
Tests vor allem dazu, PeerLink auf anderen Betriebssystemen zu testen. Diese 
Kompatibilität wurde bei den ersten zwei Tests untersucht. Diese ist die erste 
Voraussetzung PeerLink zu benutzen. Die Handhabung von Netzwerkverbindungen 
per HTTP ist dagegen bei allen Windows-Betriebssystemen gleich – und nur die galt 
es zu testen, da PeerLink die Bookmarks des Windows-spezifischen Browser MS IE 
verwendet. Eine Anwendung mit mehreren Peers dürfte aus den angesprochenen 
Gründen unter der Voraussetzung es läuft auf dem verwendeten Betriebssystem, 
nicht sehr schwierig sein. 
Der erste Versuch erfolgte mit dem Betriebssystem mit Windows XP, auf dem ent-
fernten Peer. Es stellte sich jedoch bei der Registrierung des Windows XP-Teil-
nehmer heraus, dass, bei einem willkürlichen Platzieren der JAR-Datei für das 
Verzeichnis der Bookmarks des MS IE keine Schreibrechte vorhanden waren. 
Dieses Verzeichnis Favoriten befindet sich bei Windows XP unter 
<laufwerk>\dokumente und einstellungen\<name> und muss bei dem 
zweiten Registrierungsschritt eingegeben werden. Möglicherweise liegt das Problem 
darin, dass das Favoriten-Verzeichnis ein Unterverzeichnis vom Benutzer selbst 
angelegtes Verzeichnis darstellt. Das Problem konnte jedoch leider nicht gelöst 
werden, da der Entwickler nicht selbst, sondern der ferner Peer PeerLink mit dem 
Betriebssystem testete. 
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Mit dem Betriebssystem Windows 2000 war das Testergebnis ähnlich. Für das 
Favoriten-Verzeichnis waren keine Schreibrechte vorhanden. Es konnte, wie schon 
im ersten Testversuch, nicht festgestellt werden, weshalb keine Schreibrechte für 
dieses Verzeichnis verfügbar waren. Ebenfalls war es der ferne Peer der Windows 
2000 installiert hatte. Diese Testversuche und die genaue und unmittelbare 
Untersuchung am jeweiligen Betriebssystem müssen aus zeitlichen Gründen nach 
Beendigung dieser Arbeit erfolgen und werden dann auf entsprechend dokumentiert 
unter: http://www.weisenbacher.de/peerlink. 
Mehrmals wurde die Anwendung mit zwei Peers getestet, welche beide Windows 98 
installiert hatten. Insgesamt wurde das System drei Mal auf diese Art und Weise 
getestet. 
Der erste Test war negativ. Die Registrierung und Anmeldung erfolgten problemlos 
und auch der Server konnte ohne Probleme gestartet werden. Jedoch erfolgte eine 
Fehlermeldung beim Klicken auf den jeweiligen Usernamen, d.h. beim Versuch eine 
Verbindung zum fernen Server aufzubauen. Zunächst war die Vermutung, dass die 
Textdatei nicht gefunden wurde und es wurde dementsprechend das Programm 
etwas verändert. Der zweite Test wurde kurz darauf gemacht, jedoch das Ergebnis 
war dasselbe und keine Lösung für das Problem in Sicht. 
Eher zufällig wurde der Fehler entdeckt. Irrtümlicherweise wurde für den Ver-
bindungsaufbau ein falscher Parameter übergeben, welcher wesentlich für den 
korrekten Aufbau der Verbindung war. Nach der Erkennung und dem Ausmerzen 
dieses kleinen Fehlers erfolgte der dritte Test völlig reibungslos. Es wurde 
festgestellt, dass der Download der Daten fast ohne Zeitverzögerung erfolgte und 
sehr schnell war. Da das Klicken auf den Link – welches für den User erst als das 
eigentliche Herunterladen angesehen wird – mit der Internetverbindung selbst nichts 
zu tun hat, sondern lediglich die Bookmarkdatei erstellt und damit den Link in den MS 
IE des Benutzers integriert, gelang auch dieses ohne Probleme. 
Es wurde weiterhin festgestellt, dass die Dateinamen, welche als Beschriftung der 
Links in der Anzeige in PeerLink die Links repräsentieren, oft Interesse erwecken 
und da mit nur einem Klick der Link angesurft werden kann, wird dies gern gemacht. 
Mit weiteren wenigen Klicks kann die entsprechende Webseite angezeigt werden. 
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Die Tests zeigten weiterhin, dass, wenn Vaterknoten und Unterknoten genau gleich 
bezeichnet werden, es zu Konflikten kommt. Wenn z.B. im Vaterknoten „java“ ein 
Unterknoten existiert, der ebenfalls mit „java“ benannt ist, dann wird schon beim Klick 
auf den Vaterknoten – der ja eigentlich nur den Knoten als Verzeichnis darstellen 
und seine Unterknoten ermitteln soll – der entsprechende Link in den MS IE integriert 
und zwar unter dem Verzeichnis des Usernamens – da dies sein Vaterknoten ist. 
Wenn nun der Unterknoten „java“ angeklickt wird, erkennt die Routine diesen als 
Verzeichnis und so werden die Unterknoten des eigentlichen Vaterknotens „java“ 
nochmals als Unterknoten dargestellt, in dem wiederum „java“ als Unterknoten 
vorkommt. Das bedeutet, es wird beim Klick auf „java“ immer wieder ein Verzeichnis 
gebildet, es gibt gewissermaßen eine „Endlosschleife“ in der Darstellung – allerdings 
eben nur bei einem Klick, nicht als Eigendynamik. Die Funktionalität wird dadurch 
aber nicht weiter gestört, d.h. dass jeder Link trotzdem nur ein Mal integriert wird. 
Die Tests zeigten jedoch auch, dass insbesondere das Handling rundum das Öffnen 
und Schließen der Verbindung Probleme bereitet und noch nicht ausgereift ist. Un-
ausgereift ist vor allen Dingen die Situation, wenn sich ein Teilnehmer einloggt und 
kein anderer bisher angemeldet ist. Dann wird die Verbindung nicht geschlossen und 
der Benutzer erfährt nicht, wann sich ein weiterer Teilnehmer angemeldet hat und 
müsste, wenn sich ein weiterer User angemeldet hätte, noch einmal die Verbindung 
schließen und sie wieder öffnen. Das bedeutet, es fehlt dem Programm noch eine 
dynamische Abrufung der Userliste, sozusagen ein dynamischer Datenbankabruf bei 
jedem Peer, wenn sich ein weiterer User angemeldet hat. Dies muss momentan 
noch händisch gemacht werden. 
6 User Guide – Anleitung für Benutzer 94 
6 User Guide – Anleitung für Benutzer 
In den folgenden Kapiteln wurde vom Autor die direkte Anrede, Sie, an den Leser 
bzw. an den Benutzer gewählt, weil es vorgesehen ist, dass diese Kapitel in dieser 
Form in einer Anleitung unter http://www.weisenbacher.de/peerlink veröffentlicht 
werden. Auf dieser Webseite sind die in den folgenden Kapiteln niedergeschriebenen 
Installationsschritte beschrieben sowie ein .zip-Datei mit allen notwendigen Dateien. 
6.1 Systemvoraussetzungen 
PeerLink ist zunächst lediglich auf den Betriebssystemen Windows 95 und Windows 
98 verwendbar. Natürlich wird es in Zukunft für andere Betriebssysteme erweitert. 
Eine weitere Voraussetzung ist die Installation des Microsoft Internet Explorers, 
wobei die Version nicht Ausschlag gebend ist. 
Weiterhin erfordert die Java-Anwendung das Vorhandensein der JavaTM 2 Standard 
Edition Runtime Environment (JRE), in der Version 1.4 oder höher. Dieses Tool 
enthält die bereits erwähnte Java virtual machine (VM), welche den vom Compiler 
produzierten Byte-Code in maschinenlesbaren Code umwandelt. Das JRE können 
Sie hier runterladen http://www.java.com/en/download/manual.jsp. Sie können 
alternativ auf http://www.weisenbacher.de/peerlink die Datei peerlink.zip 
herunterladen, in der alle erforderlichen Programme enthalten sind. 
Das Wichtigste ist natürlich die JAR-Datei der Anwendung, nämlich PeerLink.jar. Sie 
ist erhältlich auf http://www.weisenbacher.de/peerlink/. Ein separater MySQL-Treiber 
ist nicht notwendig, da der standardmäßige MySQL-Treiber ebenfalls eine JAR-Datei 
ist und deren Klassen in PeerLink.jar integriert wurden. 
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6.2 Installation und Start 
Die Reihenfolge der Installation49 ist nicht unbedingt einzuhalten, vielmehr ist wichtig, 
dass die erforderlichen Tools installiert wurden. Nach dem Download der JRE-Datei 
genügt ein Doppelklick auf die Datei, um die Java Runtime Environment zu instal-
lieren. Das Verzeichnis, in das es installiert wird, ist unerheblich. 
Als nächstes müssen Sie die Datei PeerLink.jar in einem Verzeichnis Ihrer Wahl 
abspeichern. Der nächste Schritt wird gerne vergessen: 
Bauen Sie eine Internetverbindung auf! 
Mit den folgenden Schritten starten Sie PeerLink: 
1. Öffnen Sie das Startmenü mit einem Klick auf Start, links unten auf Ihrem 
Bildschirm. 
2. Klicken Sie auf Ausführen... 
3. Es öffnet sich ein Fenster mit einem Eingabefenster, in dem Sie Folgendes 
eingeben müssen: 
java -cp <Ihr Verzeichnis>\PeerLink.jar peerlink.start 
Schreiben Sie statt <Ihr Verzeichnis> bitte das Verzeichnis, in dem Sie die 
Datei PeerLink.jar gespeichert haben. Wenn Sie z.B. die Datei im Verzeichnis 
C:\Programme abgespeichert haben, muss die obige Zeile folgendermaßen 
aussehen: 
java -cp C:\Programme\PeerLink.jar peerlink.start 
Nun sollte sich dieses Fenster öffnen: 
                                                 
49  Eine JAR-Datei kann man nicht installieren, sondern lediglich auf der Festplatte 
speichern. Das JRE dagegen schon. Es wird für diesen Prozess der Verständlichkeit 
wegen und um den Benutzer nicht zu verwirren dennoch diese Terminologie verwendet. 
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Abbildung 11: Hauptmenü der Anwendung PeerLink50 
Das ist das Hauptmenü des Programms. Wenn sich dieses Fenster nicht öffnen 
sollte, schreiben Sie bitte eine E-Mail mit der Beschreibung der Fehlermeldung an 
den Entwickler der Anwendung: stefan_weisenbacher@web.de. 
6.3 Registrieren 
Wenn Sie PeerLink das erste Mal benutzen, müssen Sie sich erst registrieren. 
Vorher können Sie keine Verbindung herstellen oder sich anmelden. Klicken Sie auf 
den Button Registrieren im ersten Fenster, das nach dem Start des Programms 
erscheint. Nun erscheint dieses Fenster auf Ihrem Monitor: 
                                                 
50  Quelle: Autor 
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Abbildung 12: Eingabe der Registrierungsdaten: Benutzername, Passwort und Passwort-
Bestätigung51 
Hier können Sie einen Benutzernamen wählen, den Sie für die Verwendung von 
PeerLink benutzen möchten. Dasselbe gilt für das Passwort. Beide, sowohl 
Benutzername als auch Passwort sollten Sie sich gut merken, um sich später 
anmelden zu können. Ihr Benutzername wie auch das Passwort sollten nicht kürzer 
wie vier und nicht länger wie zehn Zeichen beinhalten. Außerdem sind folgende 
Zeichen in beiden nicht erlaubt: @, /, \, {, }. (, ), $, % und das Leerzeichen. Im 
Feld Passwort-Bestätigung geben Sie bitte Ihr Passwort noch einmal zur Sicherheit 
ein. Es wird geprüft, ob Sie sich nicht verschrieben haben. 
Klicken Sie auf „Daten senden“ und es erscheint ein zweites Fenster: 
 
Abbildung 13: Eingabe des Windows-Pfades für die Registrierung52 
                                                 
51  Quelle: Autor 
52  Quelle: Autor 
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Wie schon oberhalb des Eingabefeldes beschrieben, müssen Sie hier Ihren 
Windows-Pfad wie im Beispiel angegeben, eintragen. Klicken Sie anschließend auf 
„Senden“. 
Entweder Sie sind nun angemeldet, dann erscheint folgendes Fenster: 
 
Abbildung 14: Registrierung ist gelungen53 
Oder es kommt eine Fehlermeldung. Alle möglichen Fehlermeldungen werden im 
Folgenden aufgelistet und erklärt. 
6.3.1 Fehlermeldungen bei der Registrierung 
Generell kommen alle Fehlermeldung, die durch eine Eingabe des Benutzers ent-
stehen können, erst nachdem der Windows-Pfad eingegeben und auf „Senden“ 
geklickt wurde, da erst dann der Abgleich mit der Datenbank erfolgt. 
6.3.1.1 Probleme mit dem Benutzername oder Passwort 
Wenn Ihr gewählter Benutzername bereits schon von einem anderen Anwender 
verwendet wird, so erscheint dieses Fenster: 
                                                 
53  Quelle: Autor 
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Abbildung 15: Der gewählte Benutzername ist bereits vergeben54 
Klicken Sie auf „OK“, nun erscheint noch einmal das Fenster, in dem Sie Ihren Be-
nutzernamen wählen. Leider müssen Sie nochmals Ihren Windows-Pfad eingeben. 
Der Benutzername muss mindestens vier Zeichen lang sein. Ist diese Bedingung 
nicht erfüllt, erscheint folgende Meldung: 
 
Abbildung 16: Benutzername zu kurz55 
Mit einem Klick auf „OK“ können Sie dies revidieren. 
Ebenso erscheint eine Fehlermeldung, wenn der Benutzername aus mehr als zehn 
Zeichen besteht. Hier gilt dasselbe wie vorher: mit einem Klick auf „OK“ ist dieses 
Fenster weggeklickt und Sie können Ihre Eingabe wiederholen: 
                                                 
54  Quelle: Autor 
55  Quelle: Autor 
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Abbildung 17: Benutzername zu lang56 
Wenn unerlaubte Zeichen im Benutzernamen oder im Passwort verwendet werden, 
erscheint ebenfalls ein Fenster, in welchem darauf hingewiesen wird: 
 
Abbildung 18: Unerlaubte Zeichenverwendung bei der Eingabe von Benutzername oder 
Passwort57 
Hier besteht ebenfalls mit einem Klick auf „OK“ die Möglichkeit dies zu ändern. 
Eine weitere Fehlerquelle bei der Eingabe ist eine Ungleichheit bei den Passwörtern. 
Sollte das im Feld Passwort-Bestätigung eingegebene Passwort nicht mit dem im 
Feld Passwort eingegebene Passwort übereinstimmen, erscheint dieses Hinweis-
fenster: 
                                                 
56  Quelle: Autor 
57  Quelle: Autor 
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Abbildung 19: Ungleichheit bei der Eingabe der Passwörter58 
Ein Klick auf „OK“ genügt, um den Fehler im erscheinenden Registrierungsfenster zu 
beheben. 
6.3.1.2 Probleme bei der Eingabe des Windows-Pfades 
Die einzige mögliche Fehlermeldung ist, dass das Verzeichnis nicht gefunden 
werden kann. Dies wird in folgendem Fenster bekannt gegeben: 
 
Abbildung 20: Windows-Pfad wurde nicht gefunden59 
Erste Schritte zur Behebung könnten sein, dass Sie nach dem Verzeichnis 
„Favoriten“ suchen und den Pfad, der gefunden wurde, einzugeben. Wenn Sie nach 
diesen Schritten nicht weiterkommen, schreiben Sie dem Entwickler mit der Angabe 
Ihres Betriebssystem eine E-Mail: stefan_weisenbacher@web.de. Er wird versuchen 
Ihnen so schnell wie möglich zu helfen. 
                                                 
58  Quelle: Autor 
59  Quelle: Autor 
6 User Guide – Anleitung für Benutzer 102 
6.4 Anmelden 
Um sich anzumelden, klicken Sie im Hauptmenü auf Anmelden. Auch wenn Sie sich 
eben erst registriert haben, ist dieser Schritt notwendig. Danach erscheint das 
Fenster, das in Abbildung 21 zu sehen ist. Gleichzeitig verschwindet das Haupt-
menüfenster, was Sie nicht zu stören braucht, es erscheint wieder, wenn Sie sich 
erfolgreich angemeldet haben. 
 
Abbildung 21: Das Fenster zum Anmelden60 
Hier geben Sie bitte Ihren Benutzernamen und Ihr Passwort ein und klicken an-
schließend auf „Anmeldung absenden“. Sollten Sie jetzt Ihren Benutzernamen oder 
Ihr Passwort falsch eingegeben haben, wird Ihnen dies durch das folgende Fenster 
mitgeteilt: 
                                                 
60  Quelle: Autor 
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Abbildung 22: Eingabe eines falschen Passworts oder Benutzernamens bei der 
Anmeldung61 
Klicken Sie auf „OK“ und Sie können Ihre Eingabe wiederholen. 
Weiterhin kann es sein, dass das Verzeichnis, in dem die Bookmarks Ihres Microsoft 
Internet Explorers gespeichert werden, nicht mehr an dem Ort ist, an dem es bei der 
Registrierung oder einer vorherigen Anmeldung noch der Fall war. Wenn dem so ist, 
erscheint folgendes Fenster: 
 
Abbildung 23: Windows-Pfad existiert bei der Anmeldung nicht62 
Mit einem Klick auf „OK" können Sie das Fenster wegklicken, jedoch ist es nun 
erforderlich, dass Sie erstens nach dem Verzeichnis „Favoriten“ oder „Favorites 
suchen und des Weiteren sich mit dem Entwickler in Verbindung setzen, per E-mail: 
stefan_weisenbacher@web.de. 
Wenn die Anmeldung geglückt ist, erscheint neben dem Hauptmenü nun ein Fenster 
ähnlich wie in Abbildung 24, in dem Sie Ihre Benutzerdaten einsehen können. Mit 
einem Klick auf das Kreuz im rechten, oberen Eck, können Sie es wegklicken. 
                                                 
61  Quelle: Autor 
62  Quelle: Autor 
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Abbildung 24: Angemeldet: die Daten des Benutzers werden ihm gezeigt63 
Sie können nun im Hauptmenü auf Verbindung öffnen klicken, um mit anderen Teil-
nehmern in Verbindung zu treten und Links zu tauschen. 
6.5 Verbindung herstellen 
Klicken Sie im Hauptmenü auf „Verbindung öffnen“. Wenn mindestens ein weiterer 
Teilnehmer PeerLink gerade benutzt, erscheint ein Fenster, in dem alle User 
aufgelistet sind, ähnlich der folgenden Abbildung: 
                                                 
63  Quelle: Autor 
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Abbildung 25: Ansicht der Online-teilnehmenden Benutzer von PeerLink64 
In diesem Beispiel ist momentan nur ein Anwender online, nämlich „stefan“. Ein Klick 
auf den Namen stellt eine Verbindung zu dem User her und beschafft alle Links, die 
dieser User in seinem Internet Explorer hat. 
Das könnte ungefähr so aussehen: 
                                                 
64  Quelle: Autor 
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Abbildung 26: Ansicht der Ordner eines ausgewählten Benutzers65 
In der obigen Abbildung sieht man zunächst die Ordner, die der Anwender in seinem 
Internet Explorer hat. Mit einem Klick auf einen der Ordner werden die Links, die 
darin enthalten sind, sichtbar. Man sieht ebenfalls, dass Unterverzeichnisse auf 
derselben Ebene dargestellt werden wie ihre Vaterverzeichnisse. 
6.6 Bookmarks herunterladen 
Die folgende Abbildung stellt das Fenster aus Abbildung 26 noch einmal dar, 
nachdem das Verzeichnis Wonderwall_Links angeklickt wurde. 
                                                 
65  Quelle: Autor 
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Abbildung 27: Klick auf einen Ordner eines Benutzers66 
Man sieht einerseits, das auf der rechten Seite ein Scrollbalken hinzugekommen ist, 
weil der Inhalt größer ist, als der Fensterausschnitt. Sie können die Größe des 
Fensters auch beliebig verändern. Des Weiteren ist durch die blaue Umrandung 
sichtbar, dass das Verzeichnis „Wonderwall_Links“ im Moment aktiv, d.h. angeklickt 
ist. Durch einen Kreis und einen kleinen schwarzen Balken wird angezeigt, ob das 
Verzeichnis gerade geöffnet ist – nämlich wenn der schwarze Balken nach unten 
zeigt – oder ob es geschlossen ist, dann steht der schwarze Balken waagerecht. Es 
ist möglich mehrere Verzeichnisse gleichzeitig geöffnet zu haben. 
Wenn Sie nun einen Link angeklickt haben, wird nicht nur der Link ebenfalls wie beim 
Verzeichnis zu sehen war, blau umrandet, sondern, es geht ein Pop-Up-Fenster auf, 
das Ihnen dies anzeigt. Dies ist in der folgenden Abbildung zu sehen. 
                                                 
66  Quelle: Autor 
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Abbildung 28: Klick auf einen Link und Meldung, dass der Link in MS IE aufgenommen 
wurde67 
Mit einem Klick auf „OK“ ist das Pop-Up-Fenster weg und Sie können den Link schon 
in Ihrem Microsoft Internet Explorer auswählen und ansurfen oder den nächsten 
herunterladen. 
Wenn Sie den ausgewählten Hyperlink bereits heruntergeladen haben, wird Ihnen 
das ebenfalls angezeigt. Das folgende Bild zeigt die Meldung: 
                                                 
67  Quelle: Autor 
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Abbildung 29: Klick auf einen Link, der bereits heruntergeladen wurde68 
Mit einem Klick auf „OK“, verschwindet das Fenster wieder und Sie können mit dem 
Herunterladen der Links fortfahren. 
6.7 Verbindung schließen 
Das Klicken auf den Button „Verbindung schließen“ – zu sehen in Abbildung 27 – 
bewirkt die Trennung der Verbindung und das Schließen des Fensters. Bitte klicken 
Sie diesen Button immer bevor Sie das Programm beenden. 
Wenn Sie versuchen sollten, das Programm zu beenden, ohne vorher auf den Button 
„Verbindung schließen“ gedrückt zu haben, erscheint folgende Warnmeldung: 
                                                 
68  Quelle: Autor 
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Abbildung 30: Warnung, die Verbindung zu schließen, bevor die Anwendung beendet wird69 
                                                 
69  Quelle: Autor 
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7 Fazit und zukünftige Erweiterungsmöglichkeiten 
Die finale Bewertung der Anwendungsentwicklung und Ausarbeitung erfolgt in zwei 
Schritten. Zunächst wird ein Rückblick auf die vorliegende Arbeit und die Ent-
wicklungszeit der Anwendung geworfen sowie die daraus gewonnen Kenntnisse 
ebenfalls dargelegt. 
Das abschließende Kapitel behandelt mögliche, zukünftige Verbesserungsmöglich-
keiten der entwickelten Anwendung. 
7.1 Rückblick und Erkenntnis 
Die vorliegende Arbeit dokumentierte nicht nur die entwickelte Anwendung, sie bot 
darüber hinaus am Anfang einen kurzen Einblick in die Peer-to-Peer-Thematik, um 
die Anwendung in ihrem technologischen Rahmen einzugrenzen und besser ein-
ordnen zu können. Sie legte weiterhin dar, welche Möglichkeiten vorhanden sind, 
Peer-to-Peer-Systeme aufzusetzen hinsichtlich des Aufgabenbereichs des Servers. 
Daraus erfolgte die Wahl des Peer-to-Peer-Systems für PeerLink. 
Jedoch, der Hauptteil der Arbeit stellte die Dokumentation des Programms dar. Die 
Vorstellung der Gesamtarchitektur, der wichtigsten Prozesse sowie der Entwick-
lungstools zeigten eine Einführung in die Anwendung. In Kapitel 5 wurde die Ein-
richtung der Entwicklungsumgebung gezeigt, die notwendig ist, um ein erfolgreiches 
Programmieren zu garantieren, und damit die Kompilierung und Ausführung der ent-
sprechenden Klassen gelingt. 
Die auszugsweise vorgestellten Programmbeispiele wurden als relevanteste Bei-
spiele eingeschätzt, die das Nachvollziehen der durchgeführten Arbeiten am besten 
gewährleisteten. Die Testergebnisse zeigten darüber hinaus, dass Bedarf besteht 
das Programm weiterzuentwickeln und zu verbessern. Sie zeigten jedoch auch, dass 
es tatsächlich möglich ist ohne große Suche in Suchmaschinen an neue und 
interessante Links heranzukommen. Wie sich herausstellte, weckt oftmals der in 
PeerLink abgebildete Dateiname Interesse beim anderen Teilnehmer, wenngleich 
der Link nicht unbedingt das gesuchte Themenfeld abdeckt. Die Links sind sehr 
schnell heruntergeladen und können sofort angesurft werden. 
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Die Arbeit und Entwicklung der Anwendung zeigten dem Entwickler weiterhin, dass 
bei der Programmierung von PeerLink die umfangreichsten Entwicklungsschritte und 
Arbeiten mitnichten in der Netzwerkprogrammierung lagen, was man auf den ersten 
Blick eventuell annehmen könnte. Vielmehr war die Erstellung der Benutzerober-
fläche und die Programmierung der Weiterverwertung der Daten umfangreicher und 
zeitaufwendiger. 
Letztendlich wurde klar, dass die individuelle Anpassung des Programms an die 
unterschiedlichen Betriebssysteme und die Programmierung der einzelnen Be-
sonderheiten und Bestandteile des jeweiligen Betriebssystems oder der Dateiver-
waltung, insbesondere eben der Verwaltung der Bookmarks, mehr Probleme be-
reitet, als alles andere. 
Dennoch fällt das Fazit von Seiten des Autors und Entwicklers positiv aus. Es wurde 
ein Programm entwickelt, welches die Basis für eine neue Anwendungsmöglichkeit 
im Bereich Peer-to-Peer aufzeigt. Auf jeden Fall jedoch eine Anwendung die einfach 
zu bedienen, leicht verständlich ist, Aussicht für Verbesserungen und bei einem weit 
verbreiteten Einsatz möglicherweise eine alternative zur Suchmaschine bietet. 
7.2 Zukünftige Verbesserungsmöglichkeiten 
Wie die Testläufe bereits zeigten, sind zukünftige Verbesserungen hinsichtlich der 
Anpassung an andere Betriebssysteme zu erstreben und – wie vom Entwickler 
eingeschätzt – nicht sehr aufwendig. Wie bereits angesprochen, konnte dies aus 
zeitlichen Gründen nicht mehr vor Abschluss dieser Diplomarbeit geleistet werden. 
Zudem ist eine Erweiterung hinsichtlich anderer Browser zu empfehlen, weil dies die 
Anzahl der User erhöhen könnte. Diese Erweiterung wird dagegen als relativ um-
fangreich und zeitintensiv eingeschätzt, da andere Browser ihre Bookmarks auf eine 
völlig andere Art und Weise speichern. 
Zu verbessern ist darüber hinaus das Handling der Ansicht von Verbindungsauf- und 
abbau, sodass eine dynamischere und vom Webserver unabhängigere Einsicht 
jeden Benutzers gewährleistet ist hinsichtlich des Öffnens und Schließens der 
Serververbindung durch die Teilnehmer. 
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