Graphical programming, which is used here to mean creation of simulation models graphically, has been used in conjunction with In this research paper, a prototype graphical programming methodology for modeling and automatic interpretation of simulation problems is developed in the object-oriented environment of the Smalltalk-80 language. The modeler uses a high-level graphical representation formalism based on the activity-cycle diagrams to define simulation models in an interactive mode. These activity-cycle diagrams can then be interpreted into the underlying programming language and executed automatically. Thus, the modeler does not have to know the underlying Smalltalk 80 language in order to use our prototype simulation system. The future expansions to this system will include a simulation object editor, a graphical output view system and a richer high-level concept base for modeling purpose.
In this research paper, a prototype graphical programming methodology for modeling and automatic interpretation of simulation problems is developed in the object-oriented environment of the Smalltalk-80 language. The modeler uses a high-level graphical representation formalism based on the activity-cycle diagrams to define simulation models in an interactive mode. These activity-cycle diagrams can then be interpreted into the underlying programming language and executed automatically. Thus (Dahl and Nygaard, 1966) , which is a simulation extension to the Algol-60 language. The basic idea is to modularize the programming tasks on the basis of abstract or physical objects of the system. The data structures and methods associated with an object are encapsulated within the object so that the only way its data can be accessed or changed, or one of its methods can be invoked, is achieved by sending an appropriate message to the object. Programming in this paradigm involves creating a set of objects with the proper methods that will be invoked at the appropriate time through message passing among these objects. An object-oriented language comes with its own abstract classes of objects which form together a programming environment. An object can acquire the data structures and methods that it does not contain specifically from its &dquo;superior&dquo; classes. This is called &dquo;inheritance&dquo; of data and methods, and it is one of the most important characteristics of the object-oriented environments. The inheritance provides a flexible programming environment that is organized in a hierarchical structure of object classes with reusable programs.
In the object-oriented simulation paradigm, objects of the simulated world can interact with one another in the closest way to their natural behavior. These objects can be categorized into different kinds of classes. Objects created from each class will be similiar but not necessarily identical. This is actually a higher level of abstraction and more natural way of programming than is possible with the procedure-oriented simulation languages (Shannon, 1987) .
Object-oriented simulation programs make excellent use of modern software engineering concepts, such as modularization, extensibility, incremental and exploratory style of programming (Stairnmand and Kreutzer, 1988) . This style of programming will be one of the essential characteristics of a rapid model development environment for complex simulation problems. The availability of the computer languages using these advanced software concepts and the recent developments in hardware technology enable us to cmploy graphical programming methodology for simulation models on work stations and some high-end personal computers. It has been suggested that with the advent of parallel computers, future simulation environments can be built on the object-oriented paradigm in which concurrency will be a natural extension (Jefferson, 1984 and Unger, 1987) , increasing the efficiency of such programs many fold.
The Smalltalk-80 language (Smalltalk) is selected for development of the prototype graphical programming methodology here. Smalltalk is one of the major objectoriented programming languages, (Goldberg and Robson, 1983 (Knapp, 1987; Bezivin, 1987; Ulgen and Thomasma, 1986) .
Graphical Programming of Simulation Models
Visual interactive simulation (VIS) is a term that has been used in connection with a simulation program which has features for graphical creation of simulation models (Graphical programming), dynamic display of the simulated system (Visual Output) , and the user interaction with the running program (User interaction) (O'Keefe,1987; Hurrion, 1986 (Hurrion,1986; CYKeefe, 1987; Sargent, 1986; Ozden, 1988; Browne et al. 1986 iii) Dialogs and tree structured menus. These systems are described in the following sections. Network and block diagrams have been used as a modeling and communication tool in conventional simulation languages, such as GPSS, SLAM, and SIMAN etc. Here, the activities of the simulation entities are described by a sequence of blocks or a network of nodes. But these are language-dependent representations and usually the number of blocks or nodes may be quite large, (e.g., over 60 for GPSS). So the modeler's job is to find the right sequence of these macro elements with the correct parameter assignments. This is far from being a straightforward task for many real-life simulation problems. Some problems may even require some external subroutines to be written in another programming language due to the restrictive programming features of these simulation languages.
The programming language interface with icons, menus, forms and windows has originated from artificial intelligence research because of the crucial need for friendlier programming environment demanded by the difficult problems studied in this field. Some object-oriented languages extensively employ this convenient form of interface in which flexible and reusable codes must be browsed and modified frequently in an interactive mode. In simulation, this type of programming style has recently been used in specific application areas of queuing networks, such as computer performance evaluation or manufacturing, (e.g., Melamed and Morris, 1985; Browne, et al. 1986; Sinclair et al. 1985; Duersch and Laymon, 1985; Stanwood et al. 1986 ).
Dialog-based programming is new in simulation. It has been developed as a part of a simulation environment, (Unger et al. 1984 ; Birtwistle and Luker, 1984 Birtwistle, 1979; Pidd, 1988) .
In an ACD representing the behavior of a SO, the connections between activities may be a deterministic direct connection, or a conditional or probabilistic branching type. Also an activity may be initiated at completion of any of several activities independently. Figure 2 shows Then the stochastic behaviors of these objects will be constructed in the graphical model that will simulate the system at the desired level of detail. In the following section, the graphical representation framework (ACD) will be presented. Figure 3 . An airplane object repeats its process, which is composed of &dquo;flying&dquo; and &dquo;installing&dquo; activities during the entire simulation period. Note that for easy identification, the activity names are chosen as the verbs with the &dquo;ing&dquo; endings to describe an action. For flight of an airplane one pilot is needed as resource. At the end of flight because of a failed box, the airplane releases the pilot and is co-opted by the maintenace facility for discovery and removal of the faulty box. These two activities will be carried out in a co-opted manner between these two simulation objects, and they will need one repairman. After the removal of the faulty box, the airplane returns to its own activity of box installation. When one good box and one repairman are available, the airplane object starts its installation activity and releases the repairman at the end of this activity. If a good box is not immediately available, it has to wait for one to be &dquo;produced&dquo; by the delivery activity of the maintenance facility. After the faulty box is removed from the airplane it is repaired in the maintenance facility using the testing machine. Then, &dquo;delivering&dquo; activity produces one good box and the process of the maintenance facility starts all over again.
Note that the synchronized activities, &dquo;discovering and removing&dquo; beetween the airplanes and the maintenance facility take place only in one place: in our case, as the part of the maintenance facility ACD. This means that only one airplane can be served at a time and the entire facility will be closed to new airplanes until a good box is produced by the last delivery activity since the maintenance facility will be able to attend to one activity at a time.
Choppers have a very simple single-activity process for which the repairman must be captured. The repairman is released when the &dquo;fixing&dquo; activity is completed and becomes available for other simulation objects.
The ACDs shown in Figure 3 In the ACD representation, the process of a simulation object is composed of a special directed network of activities and each activity is described with a fixed set of attributes:
resource needs, co-opted simulation objects, duration of the activity, resources to be produced and other simulation objects to be released at the end of the activity, and finally the name of the next activity to be activated. In addition, some information related statistical data collection may be requested. All this information can be requested from the user automatically in a cyclic manner, one activity after another. The regularity in definitions of the activities which basically form the activity-cycle diagrams occurs across all problem instances and has been exploited successfully to interpret general types of simulation problems into computer programs.
As defined earlier, a SO is either a permanent or a temporary object in the simulation model. A PSO repeats its process continuously during simulation, and a temporary SO leaves the simulation model when its process is completed. The only additional information that needs to be requested for a TSO is related to the time period spent outside of the model, i.e., the interarrival time. For permanent SOs, the number of same type of objects to be engaged in the simulation model must also be supplied as a model parameter.
Building Activity-cycle Diagrams Interactively
Here, we will describe an efficient interactive way of building ACDs using our protype program called GraphSIM (Graphical Simulation Modeling) in the Smalltalk-80 environment. Smalltalk is a graphically oriented language which frequently utilizes the three-button mouse for programming. In Smalltalk terminology, the leftmost, middle and rightmost buttons of the mouse are referred to as the red (RB), yellow (YB) and blue (BB) buttons, respectively. When these buttons are clicked in certain &dquo;hot&dquo; regions (windows) of the screen, the Smalltalk usually answers with pop-up menus, and by selecting the choices the user invokes certain operations, such as creating a system browser or executing a selected statement, etc. In the GraphSIM, the same mode of communication is used extensively. In order to create the GraphSIM environment, one needs press the BB of the mouse in the clean part of the screen and select the choice &dquo;run GraphSIM&dquo; from the menu of a pop-up window. As a result of this action, the GraphSIM window will be constructed on the terminal screen by the computer as shown in Figure 4 . The GraphSIM window is a composite window which is composed of mainly three areas: the top part of button windows is reserved for execution control of an existing simulation model; the middle section is for interactive construction of ACDs and is composed of four subwindows for simulation objects, resources, activities and activity elements, respectively; the bottom section is only for pictorial display of ACDs. The top and middle sections of the . GraphSIM window are hot areas in that they respond to the RB, YB and BB buttons of the mouse. The bottom section is passive in this respect. As with any other standard system windows in Smalltalk, the GraphSIM window can be closed, framed, moved or collapsed at any time by the blue-button commends. The input-windows of the GraphSIM respond to the YB by creating different pop-up windows in the different regions; some of these pop-up windows are shown in Figure 5 . After the resource information, the user is then asked via a pop-up menu whether co-opting another SO is necessary for execution of this activity. If co-opting is not necessary for the current activity, the user picks up &dquo;skip&dquo; from the menu. If co-opting is the case, the co-opted SO is picked up from a menu of the existing SOs known by the GraphSIM. Then, the user is asked to identify the activity of the co-opted SO, at the end of which the SO will be co-opted. Subsequently, he will be asked to identify the activity of the co-opting SO at the end which co-opting will end, and the co-opted SO will return to its own process. One important point in the definition of activities of SOs is that the activities of the co-opted SOs have to be defined before the co-opting 50's. Thus, all the information about the coopting operation is requested at one point, that is, in describing the co-opting SOs.
The last piece of information that needs to be supplied is about the probability distribution for the activity duration. Figure 9 . The GraphSIM meets all of the requirements laid out for a good graphical programming facility in Section 4. The ACD formalism is extremely easy and intuitive for simulation problems and takes little time to learn. Therefore, it also proves to be beneficial as a communication medium for the modeler, user and managers who are all interested in the different aspects of simulation models. It is clear that &dquo;seeing&dquo; and easy comprehension of the simulation models make believers out of everyone involved in the use of the software.
At the present stage of this research, the prototype system developed for the graphical model builder and interpreter clearly demonstrates that automatic programming of a simulation problem is possible once a concise high-level conceptual representation of the problem is at hand. Currcntly, the GraphSIM is able to handle resource utilization/ production and activity synchronization for the simulation objects. This is sufficient for modeling most common simulation situations. But Ozden, 1989 for the intelligent simulation objects).
Another research study should be directed toward the computational efficiency of simulation programs in the object-oriented environments. While we were developing the GraphSIM system, our main concern was not to create an efficient programming environment. So a lot of improvements in object class definitions can still be incorporated into this prototype system to increase the execution speed significantly. But major gains in this respect can be expected Figure 8 . Chopper simulation object in the GraphSIM from the object-oriented languages that take advantage of the RISC and parallel processing technologies in the future. The earlier research efforts in the literature show a good prospect for the object-oriented languages.
