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Tato práce představuje reprezentaci grafických dat, progressive meshes. Jsou zde popsány
oblasti využití této metody a její základní reprezentace. Algoritmus převodu trojúhelníkové
síte na progressive mesh a jeho implementace je jádrem práce. Specifické upravy reprezen-
tace progressive meshes, podle způsobu užitím jsou také součástí práce. Výsledkem práce
je aplikace implementující výpočet progressive meshes reprezentace modelů.
Abstract
This thesis introduces a representation of graphical data, progressive meshes, and its fields
of usage. The main part of this work is mathematical representation of progressive meshes
and the simplification algorithm, which leads to this representation. Examples of changes in
progressive mesh representation are also part of this thesis, along with few examples. The
result is an application that implements the calculation of the Progressive Meshes model
representation
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Počítačová grafika se rychle vyvíjí. Se svým vývojem přináší zvyšující se objemy dat a nové
způsoby jejich reprezentace. Zvyšuje se propracovanost a náročnost grafických modelů.
Technika progressive meshes je jednou z reakcí na tento vývoj. Technika sama není nijak
nová, byla prezentována roku 1996. Jedná se o efektivní a bezztrátovou reprezentaci dat se
spojitým přechodem mezi úrovněmi detailů modelu (neboli spojitým prokreslováním), díky
čemuž řeší několik známých problémů grafiky, jako jsou plynulé geomorfování aproximací
úrovně detailu, progresivní přenos, progresivní kompresi a selektivní prokreslování.
Účelem této práce je prostudování a popsání progressive meshes, s důrazem na jejich
konstrukci a využití v praxi, a následná implementace vhodného algoritmu konstrukce pro-
gressive meshes. Výstupem práce je aplikace, která implementací algoritmu vznikla.
V jednotlivých kapitolách bude progressive meshes reprezentace trojúhelníkových sítí
podrobně představena.
Kapitola číslo 2 prezentuje techniku progressive meshes samotnou. Jsou v ní popsány
jak důvody vzniku, tak popis techniky a jejích výhod. Dále jsou přiblíženy různé oblasti
počítačové grafiky, které by se daly označit z hlediska implementace za problémové. Pro-
gressive meshes měly být přímou odpovědí na některé ze zmíněných problémů, časem se
však zjistilo, že jejich využití je mnohem širší. Jak již bylo uvedeno, jsou to oblasti zjedno-
dušování modelu, vykreslování úrovně detailů a s ním související geomorfování, progresivní
přenos a komprese, a selektivní prokreslování modelu.
V kapitole 3 jsou uvedeny algoritmy převodu trojúhelníkové sítě na progressive mesh,
reprezentace a možný způsob konstrukce progressive meshes.
Změny v reprezentaci progressive meshes podle oblasti, ve které se používají, jsou po-
psány v kapitole 4. Součástí této kapitoly je část 4.7, která prezentuje nové přístupy k
progresivní reprezentaci sítě. Většina ze zmíněných metod je zaměřena hlavně na optima-
lizaci zobrazení modelů objektů. Lze však nalézt i metody optimalizující samotný výpočet
progressive meshes.
Vlastní implementace techniky progressive meshes, ve formě aplikace Progressive Meshes
Editor, je popsána v rámci kapitoly 5. Kapitola se zaměřuje zejména na změny v algoritmu
výpočtu progressive meshes oproti řešení popsaném v kapitole 3 (v případě základního
algoritmu) a v kapitole 4 (v případě implementace rozšíření progressive meshes).
Ukázky výstupů aplikace při různém nastavení jsou prezentovány v kapitole 6. Součástí
této kapitoly je také porovnání výstupů aplikace použití různých konstrukčních algoritmů.
Dále jsou předvedeny typy modelů a přiblíženy důvody, při kterých dochází k selhání něk-
terých přístupů.
Poslední 7. kapitola shrnuje tuto práci, její výsledky, přínosy a možností návazného
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vývoje.
K práci jsou přiloženy ukázky obrázků, které byly pomocí implementované aplikace
vytvořeny (v příloze A). Součástí práce je také CD, jehož obsah je sepsán v příloze B.
Diplomová práce přímo navazuje na stejnojmenný semestrální projekt, proto byla jeho
značná část využita jako základ pro několik kapitol tohoto textu. Semestrální projekt byl
zaměřen zejména na teoretickou stránku problematiky progressive meshes, tudíž byly jeho
výstupy využity především v kapitolách zabívajících se teoretickým popisem progressive
meshes. Kapitoly 2 a 4 byly ze semestrálního projektu převzaté s jistými úpravami. Kapitola
3 také staví na výsledcích semestrálního projektu. Převládají v ní však nové informace,
které v rámci semestrálního projektu nebyly řešeny. Praktická stránka techniky progressive
meshes, tzn. implementace některého z algoritmů v praxi, nebyla součástí semestrálního




Kapitola prezentuje důvody, které vedli ke vzniku progressive meshes. Bude zde vysvětleno
co to progressive mesh je a kam lze tuto techniku zařadit.
V závěru kapitoly je uvedeno několik oblastí počítačové grafiky, ve kterých se spolu s
řadou jiných technik a metod, používají i progressive meshes. Mnohé z popisovaných pro-
blematik přímo souvisí s vznikem této techniky, protože právě progressive mesh je ideálním
řešením pro danou oblast.
2.1 Podněty ke vniku Progressive Meshes
Stále se zvyšující požadavky na realizmus v počítačové grafice vyžadují, aby byly zobrazo-
vané modely objektů propracované do nejmenších detailů. Modely objektů jsou získávány
buď skenováním daných modelů některou z velkého množství skenovacích technik (například
optickým 3D skenerem), nebo ručním modelováním.
Tradiční modelovací systémy používají pro tvorbu modelů řadu univerzálních operací,
které aplikují na velké množství geometrických primitiv. Pro zobrazování však musí být
tyto modely pravidelně rozděleny do polygonálních aproximací jejich povrchu — polygonál-
ních sítí. Polygonální sítě, jak z názvu vyplývá, jsou sítě obecných n-úhelníků (polygonů),
tedy útvarů dvourozměrného prostoru. Nejjednodušší polygon je trojúhelník. Kombinací
přiměřeného počtu trojúhelníků je možné vytvořit libovolný polygon. Proto je taky nejo-
becnější sítí, kterou jsou modely objektů popsány, právě trojúhelníková síť (jakoukoli jinou
polygonální síť lze převést na síť trojúhelníkovou).
Výsledné polygonální sítě, vytvořené použitím těchto algoritmů, jsou většinou velmi
složité a komplexní. Takové sítě jsou náročné na ukládání, přenos i vykreslování dat. Oblasti
počítačové grafiky, ve kterých se tyto problémy nejvíce projevují, a technika progressive
meshes, která představuje vhodný způsob řešení těchto problémů, jsou popsány v části 2.3
této práce. Zdrojem informací byla zejména práce [3].
2.2 Co je progressive mesh
Název techniky progressive mesh by se dal volně přeložit jako „progresivní síť“. Jedná se o
speciální způsob reprezentace polygonálních sítí. Libovolná síť Mˆ je uložená jako kombinace
mnohem jednodušší a tudíž hrubé sítě M0 (reprezentuje velmi hrubý model objektu) a
posloupnosti n záznamů o změnách úrovní detailů. Postupná aplikace informací uložených
v těchto záznamech vede k souvislému propracování a zjemňování M0 až na úroveň rozlišení
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detailů původní sítě Mˆ = Mn. Každý z těchto záznamů obsahuje informace o provedené
základní transformaci sítě dělení vrcholu, která rozdělením daného vrcholu přidá síti jak
další vrchol [3]. Tím je možné získat reprezentaci sítě, obsahující více polygonů, a tudíž
mnohem detailnější zobrazení modelu.
Progressive mesh má tyto vlastnosti [3]:
• reprezentaci sítě Mˆ lze definovat jako posloupnost sítí se zvyšující se přesností zobra-
zení M0,M1, . . . ,Mn. Z těchto sítí je možné efektivně získat libovolně složitou úroveň
vykreslovaných detailů;
• mezi dvěma po sobě následujícími sítěmi z posloupnosti M0,M1, . . . ,Mn lze efektivně
zkonstruovat geomorf (popsán v 2.3.3 a 4.3);
• reprezentace sítě přirozeně podporuje progresivní přenos dat;
• podporuje úsporné kódování (kompresi) výchozí sítě Mˆ ;
• též podporuje detailní prokreslování určité části modelu (výběrové prokreslování).
Na rozdíl od jiných zjednodušovacích metod, které předcházeli vzniku této techniky
(například 3.2), algoritmus konstrukce progressive mesh, jak ho popsal pan Hoppe [3], a
jak je uveden v kapitole 3, poprvé zachoval nejenom geometrii povrchu sítě, ale i diskrétní
a skalární atributy týkající se jejího povrchu.
2.3 Použití techniky progressive meshes v počítačové grafice
Existuje mnoho různých oblastí počítačové grafiky, kde lze využít princip techniky progres-
sive meshes, a s jejím dalším vývojem budou pravděpodobně přibývat. Oblasti, které měly
na vznik této techniky největší vliv, nebo je naopak tato technika značně ovlivnila, jsou
popsány v následujícím textu.
2.3.1 Zjednodušení objektu
Objekty vytvořené modelovacími a skenovacími systémy jsou obvykle reprezentovány až
příliš detailními a datově obsáhlými sítěmi polygonů, které představují jejich povrch. Příliš
vysoká úroveň detailů však vyžaduje mnoho prostoru pro ukládání dat a velkou výpočetní
sílu při vykreslování objektů. Objekty nejsou při svém vzniku optimalizovány pro efektivní
vykreslování a často mohou být nahrazeny téměř nerozeznatelnými aproximacemi s mno-
hem menším počtem polygonů povrchu. Tato možnost vyplývá z faktu, že některé detaily
nezvyšují celkovou kvalitu povrchu objektu, případně jsou některé části objektu reprezen-
továny větším počtem polygonů, než ve skutečnosti vyžadují. Příkladem mohou být rovinné
plochy, reprezentované stejně malými polygony, jako velmi detailní části objektu, přitom je
však lze nahradit mnohem menším počtem větších polygonů a tím dosáhnout stejnou kva-
litu zobrazení modelu. V některých případech je dokonce žádoucí zanedbat detaily povrchu,
čímž se zvýší efektivita nejenom při zobrazování ale i při ukládání sítě.
Zpočátku vyžadoval takovýto proces značné zásahy uživatele, ale dnes existuje několik
technik zjednodušování polygonální sítě, které pracují automaticky a většinou umožňují
přenos modelu na platformy s různým výkonem. To znamená, že úroveň detailu ukládaného,




Detaily objektů nejsou vždy ve výsledných obrazech nebo scénách patrné. Například de-
tailně propracované objekty, které jsou dostatečně vzdálené od pozorovatele nebo kamery,
se jeví jako mnohem hrubší (méně detailní) než ve skutečnosti jsou. Tento jev je využíván
v počítačové grafice k optimalizaci objemu vykreslovaných a ukládaných dat tak, že ob-
jektům, které nejsou v bezprostřední blízkosti kamery (pozorovatele) je snižována úroveň
detailů. Tím je optimalizován nejenom vykreslovací výkon, ale i objem ukládaných dat.
Dalšími rozhodujícími metrikami ovlivňujícími úroveň detailu mohou být důležitost ob-
jektu pro danou scénu, pozice a prostorová rychlost očí v případě pozorovatele, nebo čočky
v případě kamery. V pohyblivé scéně vnímá pozorovatel detaily rychle se pohybujících ob-
jektů jen velmi omezeně, někdy vůbec.
Běžným řešením bylo definování několika verzí objektu, přičemž každá měla jinou úroveň
detailů. Jak ze zmíněného jevu vyplývá, úroveň detailů objektu klesá s jeho vzdáleností, což
znamená že pro zobrazení objektu blízko pozorovatele se použila verze objektu s nejdetail-
nější reprezentací, a naopak pro zobrazení objektu vzdáleného od pozorovatele se použila
velice hrubá verze reprezentace objektu (pro vzdálené objekty stačí, abychom rozeznali je-
jich přibližný celkový tvar, detaily většinou vůbec nejsou patrné). Toto řešení však je stále
datově náročné a není estetické. V pohyblivých scénách nebo při přibližování a oddalování
objektů bylo patrné „bliknutí“ v momentě přechodu z jedné verze modelu na jinou.
Cílem proto bylo najít jiné způsoby reprezentace objektů, které by umožňovaly jak
optimalizaci výkonu a ukládaných dat, tak vyšší estetický dojem při využívání konceptu
různých úrovní detailů. Dnešní techniky zobrazování úrovně detailů zvyšují efektivitu vy-
kreslování tím, že snižují pracovní zatížení etap grafických pipeline. Nepříjemné blikání při
změně zobrazované úrovně detailů bylo také výrazně omezeno díky plynulejšímu přechodu
mezi dvěma úrovněmi detailu, které mají mnohem méně rozdílných prvků (úrovní detailů
je tudíž více).
2.3.3 Geomorf
Se zobrazováním objektů s různou úrovní detailů souvisí geomorfování. Při přechodech mezi
jednotlivými úrovněmi detailů modelu objektu mohou být pozorovány změny v obraze,
pokud je daný přechod ostrý. Nakolik jsou tyto změny patrné, závisí hlavně od velikosti
a počtu polygonů. U malého počtu velkých polygonů jsou změny vzhledu zcela zásadní.
Zejména se to projevuje „bliknutím“ při přechodu mezi jednotlivými úrovněmi detailů.
Geomorf je plynulým přechodem mezi dvěma libovolnými aproximacemi jedné polygo-
nální sítě, který zajistí jejich vizuální návaznost, tudíž je řešením zmíněného problému.
2.3.4 Progresivní přenos
Při přenosu dat modelovaných objektů se uživatel potýká s jejich objemem. Tento proces je
často časově náročný a model lze zobrazit až po úspěšném ukončení přenosu dat. Progresivní
přenos využívá vlastností reprezentace progressive meshes a umožňuje zobrazovat model v
rozlišení podle aktuálního objemu přenesených dat. To znamená, že jako první se přenesou
data nejjednodušší hrubé aproximace polygonové sítě, která tvoří základ progressive mesh.
Pak následují data postupných transformací sítě. Se získáním dat každé nové transformace
lze zobrazit verzi modelu s vyšším rozlišením a více detailními prvky.
Oproti jiným metodám, implementujícím postupné zobrazování modelu objektu v průběhu
přenosu jeho dat, vyžadují metody založené na technice progressive mesh méně přenosového
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času.
2.3.5 Komprese polygonální sítě
Obecně platí, čím propracovanější je model objektu, tím větší objem dat je nutný pro jeho
reprezentaci. Tato data je samozřejmě nutné někam ukládat. Pokud by však byly modely
ukládaly v jejich původním zobrazení, nejenom že by byl prostor úložných zařízení velice
rychle zahlcen datovou reprezentací modelů, ale i manipulace s těmito daty by byla velmi
náročná. Tento problém se samozřejmě projevuje při práci s daty jakéhokoli typu. S růstem
objemu dat přirozeně vznikla potřeba optimalizovat jejich velikost, někdy i na úkor kvality
dat. Z tohoto důvodu byly navrženy různé druhy komprese dat.
Problém minimalizace paměťového prostoru, který modely objektů zabírají, je možné
řešit dvěma přístupy. Buď zjednodušením polygonální síť reprezentující model, čím se sníží
počet jejich stěn, nebo minimalizací prostoru nutného pro uložení sítě vhodnou metodou
komprese.
2.3.6 Výběrové prokreslování
Polygonální sítě jednotlivých úrovní detailu zachycují celý model na jednotné úrovni pro-
kreslení bez ohledu na umístění v záběru nebo zorném poli. Tento přístup není vždy ideální.
Někdy je žádoucí přizpůsobit stupeň prokreslení ve vybraných oblastech sítě požadavkům
zobrazení.
Kupříkladu při zobrazení velkých a velice propracovaných modelů (modely uměleckých
objektů), je vyžadováno zobrazení vysoké úrovně detailu jenom v oblastech, které jsou v
zorném poli pozorovatele, nebo v záběru kamery. Tudíž části objektu, které pozorovatel
ve skutečnosti nevidí, mohou být reprezentovány hrubým modelem objektu. Stejný prin-
cip platí i při vykreslování terénu. Povrch terénu je nutné zobrazovat detailně jenom v
bezprostřední blízkosti a v zorném poli pozorovatele.
8
Kapitola 3
Převod trojúhelníkové sítě na
progressive mesh
kapitola se zabývá praktickou stránkou problematiky progressive meshes. Bude v ní při-
blížena reprezentace polygonové, konkrétně trojúhelníkové, sítě a její převod na progressive
mesh. Součástí kapitoly je také pohled na změny reprezentace progressive mesh z hlediska
různých oblastí použití.
Většina odborných popisů a matematických textů této kapitoly čerpá z práce pana
Hoppe [3], která je základem nejenom této práce, ale navazuje na ni valná část prací na
toto téma. Ostatní zdroje, ze kterých bylo čerpáno, budou označeny v příslušných pasážích
kapitoly.
3.1 Reprezentace trojúhelníkové sítě
Jak bylo popsáno v kapitole 2, všechny modely v počítačové grafice můžou být reprezento-
vány pomocí trojúhelníkových sítí. Z hlediska geometrické reprezentace, trojúhelníková síť
se skládá ze souboru trojúhelníkových stěn faces, které mají společné hrany edges.
Trojúhelníková síť může být geometricky označena uspořádanou dvojicí (K,V ). K je
komplex simplexů, určující spojitost jednotek sítě (přilehlost vrcholů, hran a stěn). V =
v1, ..., vm je soubor pozicí bodů definujících tvar sítě v R3 (trojrozměrném prostoru reálných
čísel).
Komplex simplexů K se skládá z množiny vrcholů {1, . . . ,m} a souboru neprázdných
podmnožin vrcholů, nazývaných simplexy K, takových, že každý soubor sestávající přesně
z jednoho vrcholu je simplex v K, a každá neprázdná podmnožina simplexu v K je opět
simplex v K. 0-simplexy {i} ∈ K se nazývají vrcholy (v angličtině označené jako verticies),
1-simplexy {i, j} ∈ K jsou tzv. hrany (edges) a 2-simplexy {i, j, k} ∈ K se nazývají stěny,
případně plochy (faces) [6].
Geometrickou reprezentaci sítě v R3 je možné vytvořit nalezením topologické realizace
|K| ⊂ Rm komplexu simplexů K. Topologickou realizaci |K| lze sestavit tak, že pro každý
vrchol z K bude nalezen totožný vektor kanonické báze prostoru Rm. Síť je pak definována
jako zobrazení φV (|K|), kde φV : Rm → R3 je lineární zobrazení (blíže [6] a [3]).
S polygonální (i trojúhelníkovou) sítí jsou často spojeny i jiné atributy vzhledu než
jenom geometrické. Tyto atributy mohou být jak diskrétní tak skalární.
Diskrétní atributy se obvykle týkají stěn sítě. Jedním z takových atributů je například
identifikátor materiálu, určující vykreslovací funkci použitou pro vykreslení dané stěny troj-
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úhelníkové sítě. To má vliv na parametry určené jednotně pro celý polygon jako například
textura, index lomu světla, lesklost, průhlednost a barva materiálů, aj.
Se sítí jsou však častěji než diskrétní spojovány skalární atributy. Jedná se o atributy,
jako jsou difuzní barva (r, g, b), normála (nx, ny, nz) a souřadnice textury (u, v). Obecně
tyto atributy specifikují lokální parametry vykreslovacích funkcí definovaných pro jednotlivé
stěny sítě.
Atributy je možné v jednoduchých případech přiřadit vrcholům sítě, obecně se však
tento způsob neužívá.
Aby bylo možné zohlednit nespojitosti ve skalárních polích a rozdílné vykreslovací funkce
přilehlých stěn, přiřazují se atributy rohům sítě. Roh je definován jako dvojice (vrchol,
stěna). Skalární atributy rohu (v, f), určují vykreslovací parametry stěny f ve vrcholu v.
Síť obvykle označujeme uspořádanou čtveřici M = (K,V,D, S), kde V popisuje její
geometrii, D je seznamem diskrétních atributů df stěn f = {j, k, l} ∈ K a S je seznamem
skalárních atributů s(v,f) rohů (v, f) z K.
Atributy D a S mohou způsobovat nespojitost ve vizuálním zobrazením sítě, tzv. ostré
hrany. Hranu {vj , vk} označme jako ostrou pokud:
1. je hranou koncovou (náleží jenom jednomu polygonu),
2. její přilehlé stěny mají různé diskrétní atributy,
3. její přilehlé rohy mají různé skalární atributy.
Ostré hrany pak tvoří křivky nespojitosti sítě.
3.2 Zjednodušení trojúhelníkové sítě
Protože trojúhelníková síť, kterou je model popsán, může obsahovat mnohem větší počet
dat než je pro jeho zobrazování nutné, vznikla potřeba tuto síť zjednodušovat. Jedna z prací
[6] zabývajících se touto tématikou, nabízí jako řešení postupnou aplikaci tří transformací
založených na principu minimalizace energetické funkce E(K,V ) sítě. Tyto transformace
snižují počet vrcholů, a tím i složitost celé sítě. Jedná se o transformace kolaps hrany,
rozdělení hrany a přehození (výměna) hrany.
3.2.1 Optimalizace sítě
Informace pro tuto část byly čerpány z práce [6]. Matematické výrazy a vzorce byly z této
práce převzaty.
Cílem optimalizace sítě je nalézt síť M = (K,V ), která co nejpřesněji prokládá množinu
X bodů xi, kdy xi ∈ R3, a současně obsahuje malý počet vrcholů. Řešení tohoto problému
lze nalézt minimalizací energetické funkce:
E(M) = Edist(M) + Erep(M) + Espring(M)
První dva výrazy Edist(M),Erep(M) mají zajistit dva hlavní cíle, tedy přesnost a stru-







Výraz pro výpočet energie reprezentace penalizuje m, tj. počet vrcholů sítě M :
Erep(M) = crepm
Poslední výraz, který je použit ve výpočtu energetické funkce, je výraz pro pružinovou
energii. Tento výraz reguluje optimalizační problém doplněním pomyslné pružiny do každé





Energetická funkce E(M) je minimalizována použitím zanořené optimalizační metody
složené z vnitřní a vnější smyčky.
• Vnější smyčka
Optimalizace probíhá nad K (tedy nad komplexem simplexů sítě), náhodným prová-
děním tří transformací sítě: kolaps hrany, rozdělení hrany a výměna hrany. Sestavu
těchto transformací je možné považovat za kompletní. Každý komplex simplexů K
stejného topologického typu jako Kˆ může být dosažen prostřednictvím posloupnosti
těchto transformací. Pro každou kandidátskou transformaci sítě K → K ′ počítá vni-
třní smyčka optimalizační metody minimum energetické funkce E, podmíněné novou
konektivitou K ′. Toto minimum je označené jako EK′ .
Pokud je změna energetické funkce ∆E = EK′ − EK negativní, budou transformace
aplikovány na síť (podobně jako u metody simulovaného žíhání při nízkých teplotách).
• Vnitřní smyčka
Pro každou kandidátskou transformaci sítě spočítá algoritmus EK′ = minV Edist(V )+
Espring(V ) pomocí optimalizace souboru pozic vrcholů V . Z důvodu efektivity je ve
skutečnosti optimalizovaná jenom pozice jediného vrcholu vs a algoritmus zohledňuje
jenom tu podmnožinu bodů X, která je mapována na okolí ovlivněné transformací
K → K ′. Pokud maximální prostorový úhel hran výsledného okolí překročí určitou
hraniční hodnotu, je transformace kolapsu hrany zamítnuta, aby nevznikly nežádoucí
průniky jednotlivých stěn.
Hoppe v [6] uvádí, že regulování výrazu pružinové energie Espring(M) je nejdůležitější
v časných stádiích optimalizace. Nejlepší výsledky jsou dosahovány opakovaným vyvolá-
ním výše-popsané vnořené optimalizační metody, za postupného snižování pružinové kon-
stanty κ.
Z uvedeného algoritmu lze usoudit, že optimalizace sítě je efektivním nástrojem pro
zjednodušení sítě reprezentující povrch modelu. V případě aproximace sítě Mˆ je vytvořena
hustá množina bodů X, která vznikne vzorkováním jak na vrcholech sítě Mˆ , tak náhodně
přes její stěny (plochy). Optimalizační algoritmus pak bude probíhat nad sítí Mˆ . Změnou
nastavení konstanty crep je možné dosáhnou optimalizaci sítě s různými úrovněmi přesnosti
a velikosti.
3.3 Algoritmus převodu na progressive mesh
V návaznosti na práci [6] bylo zjištěno, že pro efektivní zjednodušování trojúhelníkové sítě
stačí transformační metoda kolaps hrany.
11
Transformace kolaps hrany ecol({vs, vt}) spojuje dva přilehlé vrcholy vs a vt do jednoho
vrcholu vs, přičemž vrchol vt a přilehlé stěny {vs, vt, vl} a {vt, vs, vr} zaniknou. Jako nový
sjednocený vrchol je určená pozice vs.
Tím pádem výchozí síť Mˆ = Mn může být převedena na hrubší (méně detailní) síť
několikanásobným použitím postupného kolapsu hran:
(Mˆ = Mn) ecoln−1 −→ . . . ecol1 −→ M1 ecol0 −→ M0
Každá posloupnost transformací typu kolaps hrany musí být vybrána velice pečlivě,
protože určuje kvalitu aproximujících sítí Mi (i < n). Způsob, jakým vybírat hrany které
projdou transformací je popsán v [3].
Nejzásadnějším je však zjištění, že transformace kolaps hrany je vratná. Opačnou trans-
formací ke kolapsu hrany je transformace rozdělení vrcholu jak je vidět na obrázku 3.1,
označme ji vsplit(s, l, r, t, A).
Obrázek 3.1: Transformace dělení vrcholu a kolaps hrany
Tato transformace přidá informaci, kterou kolaps hrany odebral, tedy v blízkosti vrcholu
vS vznikne nový vrchol vt a většinou dvě nové stěny {vs, vt, vl} a {vt, vs, vr}. Současně
obnoví atributy sítě v okolí transformace. Jedná se o atributy transformace, označenými
parametrem A, včetně pozicí vs a vt zasažených vrcholů, diskrétních atributů nových stěn
a skalárních atributů zasažených rohů.
Na základě těchto faktů můžeme libovolnou trojúhelníkovou síť Mˆ vyjádřit pomocí
zjednodušené, hrubé sítě M0 a posloupnosti vsplit záznamů:
M0 vsplit0 −→ M1 vsplit1 −→ . . . vsplitn−1 −→ (Mn = Mˆ)
Uspořádanou dvojici (M0, {vsplit0, . . . , vsplitn−1}) nazýváme progressive mesh (PM)
reprezentací sítě Mˆ .
3.4 Konstrukce progressive meshes
Kvalita aproximací M i, i < n ležících mezi vstupní sítí Mˆ a základnou progressive meshes
M0 závisí na výběru algoritmu výběru hran, které chceme odstranit (transformace kolaps
hrany), a atributů které chceme přiřadit sousedům dotčeným transformací. Návrhů řešení
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tohoto algoritmu je několik, od téměř náhodných až po algoritmy uspokojující náročné
požadavky (oboje uvedeno v práci o optimalizaci sítě [6]).
Jako příklad konstrukce progressive meshes bude v této podkapitole uvedeno řešení
navržené v pracích Progressive meshes [3] a Efficient implementation of progressive meshes
[5].
Konstrukce progressive meshes je v rámci tohoto řešení předzpracována oﬄine, proto
není nutné použít časově nejúspornější algoritmus. Naopak, převládá snaha o implemen-
taci kvalitního způsobu výběru transformovaných hran a případná časová nenáročnost je
považována za bonus algoritmu konstrukce [3].
3.4.1 Optimalizační algoritmus v progressive meshes
Optimalizace sítě při výpočtu progressive meshes vychází z algoritmu použitého pro zjedno-
dušení trojúhelníkové sítě popsaného v části 3.2 této práce. Opět je definovaná energetická
funkce E(M), která zabezpečuje kvalitu aproximací sítě M = (K,V,D, S) s ohledem na
původní síť Mˆ , vstupující do optimalizačního algoritmu. Problém nalezení optimální sítě M
sekvencí transformací vstupní (původní) sítě Mˆ je i v tomto případě řešitelný minimalizací
energetické funkce E(M) v upraveném tvaru:
E(M) = Edist(M) + Espring(M) + Escalar(M) + Edisc(M)
Výrazy Edist(M) a Espring(M) a jejich funkce zůstaly nezměněné, přibily však výrazy
pro zachování diskrétních a skalárních atributů sítě M . Výraz Escalar(M) určuje přesnost
skalárních atributů sítě M a výraz Edisc(M) určuje geometrickou přesnost křivek nespo-
jitosti sítě M (přesný popis jednotlivých výrazů a jejich použití je uveden v 3.4.1). Pro
dosažení invariantnosti výpočtu vůči změně měřítka, je velikost sítě upravena tak, aby se
vešla do jednotkové krychle.
Jak již bylo uvedeno v části 3.3, na rozdíl od původního předpokladu (viz 3.2 nebo
[6]) není pro zjednodušení sítě nutné použít všechny tři známé transformace (kolaps hrany,
rozdělení vrcholu a výměna hrany). Pro efektivní dosažení obdobného výsledku postačí
transformace kolaps hrany, protože ostatní dvě transformace slouží především k rekonstrukci
povrchu [3].
Omezením transformací sítě při výpočtu progressive meshes jenom na kolaps hrany již
není možné v rámci optimalizačního algoritmu, projít všechny možné aproximace sítě Mˆ .
Kvalita výstupů upraveného algoritmu odpovídá původnímu řešení optimalizační funkce a v
některých případech je dokonce vyšší. Tento přístup také značně zjednodušuje implementaci
a zlepšuje výkon.
Oproti optimalizaci popsané v 3.2 („Zjednodušení trojúhelníkové sítě“), se nabízí i mož-
nost vylepšení algoritmu optimalizace použitím principu prioritní fronty. Původně byla op-
timalizace sítě prováděna náhodnou aplikací všech tří transformací. Omezením algoritmu
jenom na transformaci kolaps hrany je možné vyhodnocovat nejvhodnější hrany pro tuto
transformaci, s ohledem na co nejlepší progressive mesh reprezentaci sítě Mˆ . Výběr probíhá
na základně vyčíslení energetické funkce ∆E transformace (nebo-li kolapsu) dané hrany, a
následného seřazení těchto hodnot do prioritní fronty. Čím nižší je hodnota ∆E, tím vy-
šší prioritu bude mít příslušná transformace. Transformací hrany bude zasaženo její okolí,
což si vyžádá opětovné vyčíslení hodnot ∆E transformací zasažených hran a aktualizaci
jejich pozice v prioritní frontě. Výsledkem celého procesu je posloupnost aproximací, které
tvoří přechod od původní sítě Mˆ do „nejhrubší“ sítě M0 (tj. základní síť progressive mesh
reprezentace sítě).
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V důsledku úpravy algoritmu odpadá z výpočtu energetické funkce výraz Erep(M),
včetně konstanty crep. O geometrickou přesnost a úspornost reprezentace se postará princip
prioritní fronty a také možnost nastavení počtu polygonů finální progressive mesh repre-
zentace vstupní sítě, tudíž výraz Erep(M) ztrácí své opodstatnění.




Edist(V ) + Espring(V ) + Escalar(V, S) + Edisc(V )
Optimalizace funkce EK′ sítě s konektivitou K ′ probíhá jak nad množinou pozic jejích
vrcholů V , tak nad množinou jejích skalárních atributů S.
Zachování geometrie povrchu modelu (Edist(M) + Espring(M))
Geometrie vstupní sítě optimalizačního algoritmu Mˆ je zaznamenaná formou množiny bodů
X, které jsou promítnuty na tuto síť (dá se říct, že jsou „snímkem“ sítě). Body množiny X
jsou přitom promítnuty minimálně na všechny vrcholy sítě Mˆ . Uživatel však může poža-
dovat podrobnější obraz vstupní sítě, který bude v tomto případě vytvořen náhodným
vzorkováním povrchu sítě, zejména stěn sítě.
Optimalizace pozic vrcholů sítě s fixní konektivitou je řešena minimalizací výrazu Edist(V )+
Espring(V ) (podobně jako u optimalizačního algoritmu pro zjednodušení trojúhelníkové sítě
[6]). Vyhodnocení Edist(V ), vyžaduje vypočet vzdáleností všech bodů xi ∈ X od sítě,
přičemž nalezení těchto vzdáleností je také minimalizační problém:
d2(xi, φV (|K|)) = min
bi∈|K|
‖xi − φV (bi)‖2
Neznámá bi je parametrem projekce bodů xi na síť. Řešení nelineární minimalizace
Edist(V ) +Espring(V ) je pak nalezeno pomocí některého z dvou kroků iterativní procedury:
1. Pro fixní pozice vrcholů V je projekcí bodů množiny X do sítě vypočtena optimální
parametrizace B = {b1, . . . ,b|x|}.
2. Pro fixní parametr B je optimální pozice vrcholů V nalezena požitím metody nejme-
nších čtverců (suma vzdáleností d2(xi, φV (|K|))).
Při vyhodnocování transformace ecol({vs, vt}) je optimalizována jenom pozice vrcholu
vis. Optimalizace této pozice proběhne vypočtením následujícího výrazu pro každou z hod-
not množiny α a následným výběrem nejlepší varianty:




Globální pružinová konstanta κ použita ve výrazu Espring (blíže v 3.2) má nyní lokální
charakter, a její hodnota je upravována pokaždé, když je zvažována transformace kolaps.
Energie pružiny je nejdůležitější právě v okamžiku, kdy se do okolí transformované hrany
promítne několik bodů xi, protože pro hledání pozic vrcholů minimalizací výrazu Edist(V )
by pravděpodobně bylo zdola omezeným problémem. Z tohoto důvodu je pro každou zva-
žovanou transformací hodnota κ vypočtena jako poměr počtu promítnutých bodů a počtu
stěn v okolí transformace. Využitím tohoto adaptivního přístupu bude vliv Espring(M) na
výpočet progressive mesh reprezentace sítě postupně klesat tak, jak bude probíhat optima-
lizace sítě. Díky tomu není nutné upravovat pružinovou konstantu κ lokálně a zdlouhavě ji
přepočítávat, jak tomu bylo u zjednodušování trojúhelníkové sítě [6].
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Zachování skalárních atributů sítě modelu (Escalar(M))
V části 3.1 již byla uvedena reprezentace skalárních atributů. Po částech spojité pole ska-
lárních atributů je definováno skalárními atributy S v rozích sítě. V následující části práce
bude popsán jeden ze způsobů zachování těchto polí při výpočtu progressive mesh repre-
zentace vstupní sítě Mˆ . Opět se jedná o řešení zpracované na základě práce Progressive
meshes [3] a bude prezentováno ve stejném sledu případů použití.
1. Optimalizování skalárních atributů ve vrcholech
Nechť má vstupní síť Mˆ v každém vrcholu vj nejen pozici vj ∈ R3, ale i vektor
skalárních atributů vj ∈ Rd. Pro zachycení skalárních atributů sítě bude bodu xi
přiřazena hodnota atributu xi ∈ Rd odpovídající atributům vrcholu, kterého je vrchol
obrazem v X. Dále se zde projevuje snaha o zobecnění distanční metriky Edist tak, aby
kromě vzdálenosti bodů xi ∈ X od vrcholů sítě M rovněž měřila odchylku hodnoty
skalárních atributů X od skalárních atributů vrcholů sítě M .
Přirozeným způsobem, jak tohoto propojení dosáhnout, je upravit definici distanční
metriky tak, aby měřila vzdálenost v R3+d prostoru, místo původního R3:
d2((xi, xi),M(K,V, V )) = min
bi∈|K|
‖(xi, xi)− φV (bi)φV (bi)‖2
Takto upravený problém nalezení vzdáleností minimalizací by mohl být vyřešen stej-
ným iterativním přístupem, který byl popsán v rámci problematiky zachování geo-
metrie povrchu sítě 3.4.1. Hledání optimálního parametru bi každého bodu xi ∈ X
vyžaduje projekci do R3+d. Jedná se o velice náročný a neintuitivní proces, protože
se nejedná o parametry geometrického typu.
Jako druhá možnost se nabízí výpočet parametru bi použitím nezměněné definice
Edist(V ) (přesná formulace v části o zachování geometrie povrchu modelu) a vytvoření
nového výrazu Escalar pro výpočet energie odchylky skalárních atributů atributů da-
nou parametry bi:




‖xi − φV (bi)‖2
Konstanta cscalar určuje relativní váhu mezi chybami skalárních atributů (Escalar) a
geometrickými chybami (Edist).
Minimalizace
E(V, V ) = Edist(V ) + Espring(V ) + Escalar(V )
pak probíhá tak, že je nejprve nalezena pozice vrcholu vs minimalizací Edist(V ) +
Espring(V ) (dopočítáním parametrů bi projekcí bodů x ∈ X do sítě M a následným
použitím metody nejmenších čtverců). Použitím parametrů bi nalezených v předešlém
kroku výpočtu, je minimalizací výrazu Escalar hledán atribut vrcholu vs (opět pomocí
metody nejmenších čtverců). Zavedení výrazu Escalar do optimalizačního algoritmu
zvýší výpočetní náročnost jenom minimálně, co je velký rozdíl proti prvnímu popsa-
nému řešení problematiky optimalizace skalárních atributů ve vrcholech sítě.
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2. Optimalizování skalárních atributů v rozích
Postup navržen pro optimalizaci skalárních atributů S v rozích sítě M je zobecněním
řešení popsaného v předešlém bodu. Místo hledání jediné hodnoty atributu vs, algo-
ritmus rozděluje rohy kolem vrcholu vs do spojitých množin na základě ekvivalence
atributů rohů vrcholu. Algoritmus pak pro každou spojitou množinu samostatně hledá
optimální hodnota atributu.
3. Omezení rozsahu
Rozsah hodnot některých skalárních atributů je omezený. Například hodnoty složek
barvy (r, g, b) jsou vždy v intervalu od 0 do 1. Použitím metody nejmenších čtverců
v průběhu optimalizace sítě může způsobit, že bu se tyto hodnoty budou jednotlivým
složkám nastaveny hodnoty mimo stanovený rozsah. V tom případě je nutné hodnoty
upravit (ořezat) tak, aby do daného intervalu patřily.
4. Normálové vektory
Normály povrchu (nx, ny, nz) jsou běžně vyjádřené v jednotkové formě (jejich délka
je jedna), a proto jejich souřadnicový systém není karteziánský. Optimalizace normál
by proto musela být řešena minimalizací nelineární funkce s nelineárním omezením.
Tento postup je příliš náročný. Méně náročným řečením může být zachování normál v
průběhu zjednodušování sítě. Normála vrcholu visi , který vznikne po kolapsu hrany, je
stanovena interpolací normál vrcholů vi+1si a v
i+1
m0+i+1
zkolabované hrany, s ohledem na
nejlepší nalezenou pozici visi . Výsledek není natolik přesný jako první návrh výpočtu,
nicméně je dostačující. Přesná definice směru normál je totiž vizuálně méně zásadní,
než jejich nespojitost.
Zachování křivek nespojitosti sítě modelu (Edisc(M))
Charakteristický vzhled modelu je dán výraznými prvky jeho povrchu. Většinou se jedná o
oblasti s výraznou změnou vlastností vykreslovaného povrchu, které se projevují jako ostré
hrany a křivky nespojitosti 3.1. Rozdíly můžou nastat jak u diskrétních atributů jednotli-
vých stěn, tak u skalárních atributů asociovaných s rohy těchto stěn. Křivky nespojitosti
jsou velmi výraznými prvky povrchu modelu, a proto je vhodné zachovat jak jejich geome-
trické, tak i topologické parametry.
V průběhu optimalizačního procesu lze snadno detekovat, zda hrana, která je adeptem
na kolaps, změní topologii křivek nespojitosti (jedná se pak o ostrou hranu). Nenáročným
testováním lze zjistit, jestli se v okolí zkoumané transformace nachází ostrá hrana. Nechť
ostra(vj , vk) je funkce, která vrátí Ano, pokud je {vj , vk} je ostrá. Funkce pocetOstrch(vj)
pak vrací počet ostrých hran, které obsahují vrchol vj . Transformace ecol({vs, vt}) změní
topologii křivek nespojitosti v případě, že platí alespoň jedna z těchto podmínek:
1. ostra(vs, vl) a současně ostra(vt, vl);
2. ostra(vs, vr) a současně ostra(vt, vr);
3. pocetOstrch(vs) ≥ 1 a současně pocetOstrch(vt) ≥ 1 a současně ne ostra(vs, vt);
4. pocetOstrch(vs) ≥ 3 a současně pocetOstrch(vt) ≥ 3 a současně ostra(vs, vt);
5. ostra(vs, vt) a současně pocetOstrch(vs) = 1 a současně pocetOstrch(vt) 6= 2;
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6. ostra(vs, vt) a současně pocetOstrch(vt) = 1 a současně pocetOstrch(vs) 6= 2.
V případě, že bude některá z těchto podmínek splněná a topologie křivek nespojitosti
by se danou transformací změnila, je nutné transformaci zakázat, nebo penalizovat (navýše-
ním výsledné hodnoty energetické funkce E(M) transformace o vhodnou konstantu). Tím
pádem buď provedena nebude, nebo bude provedena až v posledních fázích optimalizace
sítě modelu.
vhodným řešením může být mapování množiny bodů Xdisc na ostré hrany sítě Mˆ a
definování dalšího energetického výrazu Edisc, ekvivalentního k již definovanému výrazu
Edist. Rozdíl spočívá v množině Xdisc že body nejsou obrazem vrcholů a stěn sítě (jak
tomu bylo doteď), ale křivek nespojitosti. Zkoumaná bude tedy odchylka křivek nespojitostí




mesh vzhledem k oblastem použití
V jednotlivých oblastech, ve kterých je techniku progressive mesh využívána, se mohou
konkrétní reprezentace samotného progressive mesh lišit v závislosti od výsledku, který je
v dané oblasti požadován. Proto jsou v této kapitole uvedeny úpravy, které lze na technice
progressive meshes provést tak, aby pro daný případ splnila svůj účel. Jedná se o úpravy
základní reprezentace původních progressive meshes, která je uvedená v kapitole 3, nebo
podrobně v práci [3].
Odborné popisy a matematické reprezentace v statích byly převzaty také z práce pana
Hoppe [3].
4.1 Zjednodušení objektu
Z pohledu požadavků zjednodušení objektu na ukládaná data, jsou informace o zpětné
transformaci dělení vrcholů naprosto nepodstatné. Zjednodušení objektů je nevratné a s
obnovením původní reprezentace objektu nepočítá, což vyplývá ze snahy minimalizovat
ukládaná data. Proto v případě použití techniky progressive meshes pro tyto účely bude
využit jenom kolaps hran a výpočet bude ukončen, jakmile je nalezena síť Mi s potřebným
počten vrcholů.
4.2 Úroveň detailů
Problematika zobrazování úrovně detailů modelu byla nastíněna už v části 2.3.2. Existují
dva možné způsoby vytvoření struktury několika verzí detailního vykreslení modelu. Lze
vytvořit několik verzí modelu, přičemž každá z nich bude reprezentovat jinou úroveň detailů.
V tomto případě si úrovně propracovanosti verzí modelu volí uživatel sám. Jednotlivé verze
jsou vytvořeny ručně, nebo zjednodušením objektu na několik požadovaných úrovní.
Dalším, mnohem efektivnějším způsobem vytvoření dat pro aplikace používající zob-
razení úrovně detailů, je vytvoření hrubé sítě M0 z původní reprezentace modelu pomocí
progressive mesh. V tomto případě je snaha o dosažení M0 s co nejnižší úrovní detailů. Zá-
roveň jsou ukládány všechny záznamy dělících transformací, aby bylo možné úplně obnovit
vstupní síť (polygonální síť modelu před provedením transformací). To znamená, dosáh-
nout nejlepší možné aproximace původní sítě modelu technikou progressive mesh. V tomto
případě není nutné provádět žádné změny v reprezentaci progressive mesh.
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Pro efektivní zobrazení různých úrovní detailu je nutná buď velká výpočetní síla, nebo
aplikaci s vhodným způsobem implementace progressive meshes. Pan Hoppe se v jedné ze
se svých prací, navazujících na Progressive Meshes, věnuje právě tomuto tématu [5].
Existují však již novější přístupy k dané problematice, které technologii progressive
meshes pro tuto oblast různě optimalizují 4.7.3.
4.3 Geomorf
Tato stať byla zpracována na základě informací z práce Progressive meshes [3]. Transfor-
mace dělení vrcholu a její inverzní transformace kolaps hrany umožňují vytvoření hladkého
přechodu, tedy geomorfu, mezi dvěma+* sítěmi Mi a Mi+1 operací M i vspliti −→ M i+1.
Vstupním předpokladem je, že sítě neobsahují jiné atributy než pozice vrcholů. Na zá-
kladě tohoto předpokladu je seznam provedených transformací rozdělení vrcholu zapsat
jako vspliti(si, li, ri, Ai = (vi+1si , v
i+1
m0+i+1
)). Geomorf MG(α) s parametrem prolínání (splý-
vání) sítí 0 ≤ α ≤ 1 takovým, že MG(0) vzhledově odpovídá M i a MG(1) vypadá jako
M i+1 (ve skutečnosti MG(1) = M i+1), lze zkonstruovat definováním sítě
MG(α) = (Ki+1, V G(α))
s konektivitou sítě M i+1 a pozicí vrcholů získanou lineární interpolací z vrcholů vsi ∈M i
do vrcholů vsi , vm0+i+1 ∈M i+1:
vGj (α) =
{
(α)vi+1j + (1− α)visi , j ∈ si,m0 + i+ 1
vi+1j = v
i
j , j /∈ si,m0 + i+ 1
Použitím těchhle geomorfů jsou aplikace schopny zobrazit hladký přechod ze sítě M i na
síť M i+1 nebo síť M i−1 bez žádných nežádoucích vizuálních projevů jakou jsou „bliknutí“
nebo „sekání“.
Navíc, protože přechody mezi jednotlivými ecol transformacemi (kolaps hrany) mohou
být plynulé, může být plynulá i jakákoli sekvence, která je z nich vytvořena. Tudíž geo-
morfy mohou být zkonstruovány mezi libovolnými dvěma sítěmi s reprezentací progressive
meshes. Pokud jsou zadané jemnější síť Mf a hrubá síť M c (obě typu progressive mesh)
takové, že 0 ≤ c < f ≤ n, jejich vrcholy mezi sebou přirozeně korespondují, každý vrchol z
Mf navazuje na svého jedinečného předka v síti M c. Toto surjektivní zobrazení lze získat
sestavením sekvence transformací kolaps hrany. Neboli, každý vrchol vj z Mf koresponduje




j , j ≤ m0 + c
Ac(sj−m0−1) , j > m0 + c
V praxi se informace o předcích v Ac získávají předem, tedy v momentě kdy se síť
zjemňuje.
Dědičná návaznost vrcholů umožňuje definovat geomorf MG(α) tak, že MG(0) vypadá
jako síť M c a MG(1) je totožný se sítí Mf . Proto je možné geomorf zapsat jako MG(α) =
(Kf , V G(α)), s konektivitou sítě Mf a pozicemi vrcholů
vGj (α) = (α)v
f
j + (1− α)vcAc(j).
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Doteď byla popsána torba geomorfů jenom pro progressive meshes bez skalárních a
diskrétních atributům, kdy se při výpočtu pracuje jenom s pozicí vrcholů těchto sítí. Dále
bude proto popsána konstrukce geomorfů obsahujících i tyto atributy.
V případě diskrétních atributů není možná plynulá interpolace (což samozřejmě vy-
plývá z povahy diskrétních hodnot). Diskrétní atributy se však vážou k jednotlivým stěnám
sítě a výše uvedený algoritmus tvorby geomorfů umožňuje se stěnami pracovat. Stěny sítě
M c jsou vlastní podmnožinou stěn sítě Mf . Stěny sítě Mf , které v síti M c chybí, jsou v
geomorfu MG(0) neviditelné, protože byly zbořeny degenerováním trojúhelníků (nulové ob-
lasti). Některé vylepšené reprezentace geomorfů, na rozdíl od této základní, přes své výhody
nedovolují vytvářet geomorfy mezi sítěmi s různými diskrétními atributy.
Skalární atributy, stejně jako vrcholy sítě, mohou být plynule interpolovány, i když ne
úplně bez problémů. Roh (v, f) sítě M není přirozeně propojen s žádným předkem v hrubé
síti M c pokud f není stěnou této sítě. Přesto je možné dedukcí odhadnout, jakou hodnotu
atributů by měl roh (v, f) v síti M c. Nejdříve bude prozkoumána síť M i+1, ve které je f
poprvé uvedeno. V téže síti bude nalezen jeho soused (v, f ′) , který má stejnou hodnotu
atributů, a rekurzivně bude hledán odpovídající roh v síti M c (odpovídajícího předka).
Pokud neexistuje sousední roh v síti M i+1, který by měl identickou hodnotu atributů, roh
(v, f) nemá v síti M c protějšek. Tím pádem se hodnota atributů tohoto rohu nemění, v
celém geomorfu zůstává konstantní.
Interpolační funkce skalárních atributů nemusí být jenom lineární, jak je tomu u vrcholů.
Kupříkladu pro interpolaci normál je vhodné použít jednotkovou kouli a pro interpolaci
barev je vyžíváno několik barevných prostorů (ne výhradně RGB).
4.4 Progresivní přenos
Jak již bylo zmíněno v části 2.3.4 progressive mesh je přirozenou reprezentací dat pro-
gresivního přenosu, proto je používán bez zásadních změn reprezentace. Zde však uvádím
zpřesněný postup, jak ho popsal pan Hoppe [3].
Jako první je přenesená zjednodušená, kompaktní síť M0 pomocí obvyklého formátu
jenom s jedním rozlišením. Poté bude přenášen proud dat vspliti záznamů. Proces přijí-
mající data rekonstruuje Mˆ s přírůstkem obdržených dat, a současně zobrazuje změny v
síti reprezentující model. Aby se odstranily nespojitosti zobrazení při přechodu na vyšší
rozlišení, mohou být změny sítě geomorfovány. Vzhledem k tomu, že progressive mesh je
bezztrátová reprezentace, je originální síť Mˆ modelu objektu obnovena v momentě obdržení
posledního ze všech n záznamů vspliti.
Výpočetní síla procesu přijímajícího data by měla být optimálně rozdělena mezi re-
konstrukci Mˆ a interaktivní zobrazování načítaného modelu objektu. Strategie zobrazování
může záviset od přenosové rychlosti komunikačních linek (nemusí se vždy jednat jenom o
připojení do Internetu). V případě přenosu dat pomalou komunikační linkou je nejjedno-
dušší strategií zobrazení aktuálního stavu sítě kdykoli je vstupní buffer prázdný. Naopak v
případě rychlého spojení lze zobrazovat sítě, jejichž složitost roste exponenciálně.
Existují i reprezentace jiných typů dat, než jsou polygonální sítě modelů, které využívají
myšlenku progresivního přenosu. Příkladem může být PGF, tedy Progressive Graphics File,
který používá jak ztrátovou tak i bezeztrátovou kompresi dat a byl vyvinut jako vylepšení




Při pohledu na algoritmus vytvoření progressive meshes lze usoudit, že progressive mesh
reprezentace sítě je paměťově náročná. Vyplývá to z potřeby ukládání a kódování jak sítě
Mˆ , tak množství jejích aproximací. Skutečnost je však navzdory tomuto předpokladu jiná,
a to ze dvou důvodů.
1. Polohu transformací dělících vrcholy je možné kódovat úsporně. Místo ukládání všech
tří indexů vrcholů (si, li, ri) operace vspliti, nutné je uložit pouze si a v průměru
pouze 5 bitů k označení zbývajících dvou vrcholů přilehlých vrcholu vsi .
2. Transformace dělení vrcholu má jenom lokální efekt, proto lze očekávat značnou spo-
jitost atributů sítě u každé provedené transformace. Kupříkladu, když je rozdělen





, je možné předem určit jejich pozici z původního
bodu visi. Pro redukci ukládaných dat pak lze použít kódování rozdílů mezi původním
a novými vrcholy. Stejný princip platí i v případe skalárních atributů rohů sítě Mi+1,
které je možné také jednoduše předurčit z atributů sítě Mi. Podobně lze použitím
několika kontrolních bitů určit identifikátory materiálů nových stěn v síti Mi+1 podle
identifikátorů přilehlých stěn v Mi.
Ve výsledku je možné při pečlivém návrhu reprezentace progressive mesh dosáhnout
srovnatelného objemu ukládaných dat jako při použití metod komprese sítí s jedinou úrovní
prokreslení modelu.
Zdrojem informací pro tuto část byla práce Progressive meshes [3]. Podrobný popis po-
rovnání výsledků komprese Progressive meshes a jiných metod komprese je uveden tamtéž.
4.6 Výběrové prokreslování
Reprezentace sítě typu progressive mesh také podporuje výběrové prokreslení, což je takové
zobrazení modelu, kde se zvyšuje úroveň detailu jenom v žádoucích oblastech. Pokud do
aplikace implementující progressive mesh doplníme funkci Prokresli(v) se zpětným volá-
ním a návratovou hodnotou typu Boolean (čili ano/ne), která indikuje zda se bude síť v
okolí vrcholu v dále prokreslovat. Výchozí síť M c se selektivně prokresluje opakovanými
průchody seznamu {vsplitc, . . . vsplitn−1} stejně jako v základním algoritmu, doplněním
však je podmíněné vykreslování vspliti(si, li, ri, Ai):
1. pokud jsou všechny tři vrcholy {vsi , vli , vri} přítomné v síti,
2. a současně hodnota funkce Prokresli(v) je ano.
Uvedené řešení není zcela optimální, protože prokreslení v okolí vrcholu proběhne, jenom
pokud jsou i jeho sousedé leží v zobrazovaném zorném poli. Pak tento problém nastane pro
všechny vrcholy na okraji zorného pole, kterých sousední vrcholy nejsou jeho součástí. Tím
vznikne nejednotnost úrovně prokreslení. Zamezení tohoto chování lze dosáhnout upravením
podmínky (1).
Definujme nejbližšího žijícího předka vrcholu vj jako vrchol s indexem
A′(j) =
{
j , pokud vj existuje v síti
A′(sj−m0−1) , jinak
Upravená podmínka pak zní:
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1. ’ vsi je součástí sítě (neboli A
′(si) = si) a vrcholy vA′(li) a vA′(ri) jsou přilehlé vsi .
Pokud jsou splněny obě podmínky, vsplit(si, A′(li), A′(ri), Ai) se provede. I když byly
provedeny značné úpravy zobrazované části sítě, pořád lze mezi původní sítí M c a prokres-
leným výběrem konstruovat geomorfy.
4.7 Jiné úpravy a vylepšení techniky progressive meshes
Různých vylepšení a úprav původní techniky progressive meshes je skutečně mnoho a po-
skytují širokou škálu výhod oproti původnímu návrhu, skoro ve všech oblastech, které byly
dosud v rámci kapitoly popsané (výjimkou může být zjednodušení modelu). Dále bude
uvedeno několik z těchto přístupů optimalizace původní koncepce.
4.7.1 Uživatelem řízená konstrukce progressive meshes
Některé detaily v modelu jsou důležité nejen z estetického hlediska, ale taky pro zachování
charakteru modelu a usnadnění jeho rozpoznání. Například, pokud je modelována postava,
je žádoucí, aby i při zobrazení nejhrubší aproximace sítě modelu bylo jasné, kde je její
přední a kde zadní část. Normálně se to zjistit podle znaků jako jsou oči, nos, rty, a jiné.
U hrubých aproximací se dá předpokládat takové zjednodušení modelu, že některé důležité
poznávací znaky zmizí (v nejhorším případě nezůstane žádný).
Této situaci se dá předejít použitím metody uživatelem řízené konstrukce progressive
meshes. Uživatel přímo označí vrcholy, případně části modelu, které mají být zachovány.
Poté těmto označeným místům přiřadí významnost, podle které se budou při vytváření
progressive mesh aproximovat, vyjádřenou formou specifického parametru. Parametr vý-
znamnosti určí jinou frekvenci aproximace pro vybrané části. Čím významnější daná oblast
je, tím menší je frekvence aproximace. To znamená, že pokud se neoznačené oblasti sítě mo-
delu aproximují (proběhne transformace kolaps hrany) v každém cyklu konstrukce, označené
oblasti se transformují jenom jednou za x cyklů (kde x odpovídá hodnotě parametru vý-
znamnosti). Je pravděpodobné, že ve výsledné (hrubé) aproximaci sítě modelu M0, budou
oblasti s vyšší významností prokreslené podrobněji než jiné části modelu.
Metoda vyžaduje úpravu reprezentace progressive mesh. Konkrétně se jedná o přidání
diskrétního atributu vrcholů sítě. Do tohoto atributu se bude značit parametr významnosti,
na který bude při konstrukci progressive mesh brán zřetel.
Existuje několik implementací této metody, většinou však formou plugin rozšíření urči-
tého modelovacího prostředí. Příklad takové implementace naleznete na webu [2].
4.7.2 CPM – Compressed Progressive meshes
Velké množství 3D modelů je uloženo v online přístupných datových úložištích. Většina
uživatelů, přistupujících k těmto modelům však nevlastní silné výpočetní zařízení, a ne-
zřídka mají i pomalejší připojení k Internetu. Stahování dat je pak pro ně časově náročná
zátěž připojení a původní kompresní metody progressive meshes nejsou ideálním řešením.
Aby bylo možné využít progresivního přenosu a zobrazovat hrubé aproximace modelu už
v době stahování, posílají se data kontinuálně v pořadí, ve kterém bude model obnovován.
To znamená, že kromě zakódované minimální aproximace M0, je nutné zakódovat každý
přenášený záznam vspliti. To vede k dalšímu navýšení původních data a k výrazně delšímu
stahování modelu.
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Metoda CPM [8] (komprimované progressive meshes) nekóduje každý vspliti záznam se-
parátně, ale ve shlucích. Objem přenášených dat se tím oproti klasickým progressive meshes
značně zmenší. Nevýhodou však je, že prokreslování modelu není spojité, ale provádí se po
obdržení jednotlivých shluků dat. Zvýší se přenosová rychlost na úkor kvality kontinuálního
prokreslování zobrazovaného modelu v progresivním přenosu.
4.7.3 View-Dependent Refinement of Progressive Meshes
Český ekvivalent názvu této techniky by mohl znít „Prokreslení progressive meshes závise-
jící na zorném úhlu“. Oproti původní metodě výběrové prokreslování, počítá nová metoda
prokreslení podle zorného úhlu s větší škálou parametrů zobrazení, které ovlivňují kvalitu
a objem datové reprezentace modelu. Kritéria efektivního prokreslování jsou definovány na
základě zorného úhlu, orientace povrchu a geometrické chyby prostoru obrazovky. Jedná se
o real-time algoritmus, který postupně „zjemňuje“ nebo „zdrsňuje“ vykreslovanou síť podle
zmíněných kritérií.
Také je zde patrná snaha o optimalizaci práce se zobrazovanou a nezobrazovanou částí
sítě. To co leží mimo zorného pole, pozorovatele nezajímá a nemělo by to zajímat ani
výpočetní jednotku. Úplný popis algoritmu, jeho implementace a výhod je součástí jedné z
prací pana Hoppe [4].
Parallel View-Dependent Refinement of Progressive Meshes
Tato metoda je kombinaci předešlého prokreslení 4.7.3 a metody HLOD (hierarchicky
uspořádané úrovně detailů). Hierarchické uspořádání umožňuje výpočetní optimalizace,
jako například paralelní zpracování procesorem, správa paměti a.j. [7].
Peer-Assigned View-Dependent Refinement of Progressive Mesh Streaming
Přestože se spíše jedná o progresivní přenos dat, i tato metoda navazuje na metodu 4.7.3.
Existují aplikace, jako jsou virtuální světy a muzea, které skladují a zobrazují skutečně
velké modely s vysokým rozlišením. Stahování dat ze serverů, které tyto aplikace využívají,
umožňuje technologii progresivního přenosu, ale je velmi neefektivní a pomalé. Dalšími
aplikacemi, které vyžadují velice rychlý progresivní přenos, jsou například online aukční
síně. Aby se klienti mohli rozhodnout pro koupi daného předmětu, musí být schopni si
prohlédnout zásadní detaily modelu v krátkém čase.
Protože bylo nutné snížit zátěž serverů, byly hledané jiné, efektivnější způsoby šíření dat.
Řešením je šíření dat způsobem P2P (Peer-to-peer, „každý s každým“). Nevýhodou tohoto
způsobu stahování dat je stálé přepínání uživatelů, a tím pádem nutnost často vyhledávat
nové zdroje (připojené uživatele s danou částí dat). Zdroje jsou však omezeny uživatelem
zvoleným zobrazením. To znamená, že musí být nalezen zdroje se stejným uhlem pohledu
na tentýž model.
Protože i tento typ komunikace (vyhledávání zdrojů) je veden přes servery, je potřebná
další optimalizace. Metoda asistovaného P2P stahování prokreslovaných progressive meshes




V rámci této kapitoly bude popsáno, jakým způsobem byla technika progressive meshes im-
plementovaná v praxi. Výsledkem implementace je aplikace pro výpočet, editaci a zobrazení
progressive meshes.
Aplikace vznikala paralelně se studiem problematiky progressive meshes, kvalita vý-
početních algoritmů a funkcionalita aplikace se proto postupně zvyšovala. Výsledná aplikace
sestává ze základního výpočtu progressive meshes, z výpočtu jejich rozšíření a uživatelského
rozhraní s doplňující funkcionalitou. Každá část aplikace bude popsána v následujícím textu.
5.1 Implementace základního algoritmu
Základním algoritmem se rozumí nepozměněný algoritmus výpočtu progressive meshes.
Toto označení vychází z oblastí použití výsledné aplikace, kterými jsou zjednodušení modelu
a proměnlivá úroveň detailů modelu. Na rozdíl od některých jiných (např. od geomorfu,
komprese a výběrového prokreslování), nevyžadují úpravu základního algoritmu, datové
struktury, nebo využití jiných zobrazovacích či přenosových technologií, jak bylo popsáno
v kapitole 4.
Implementace vhodného algoritmu převodu trojúhelníkové sítě na progressive mesh je
jedním z bodů zadání. Vývoj aplikace, která je výstupem této práce, proto začal právě
implementací vhodného základního algoritmu pro výpočet progressive meshes.
Jako velmi vhodným a ověřeným řešením se zdála efektivní implementace progressive
meshes, kterou popsal pan Hoppe [5]. Většina datových struktur a výpočetních algoritmů
byla navrhnuta právě podle zmíněné práce. Časem se však ukázalo, že toto řešení bylo
navrhnuto s důrazem na kvalitu aproximací sítě a nízkou paměťovou náročnost datové
reprezentace, nicméně samotný výpočet byl značně neefektivní. Hlavně z tohoto důvodu byl
výpočetní algoritmus aplikace modifikován. To si následně vyžádalo také úpravy použitých
datových struktur.
Následující část práce bude věnována zejména vlastnímu řešení základního algoritmu
výpočtu progressive meshes s ohledem na rozšíření a změny ve výpočetním algoritmu této
aplikace v porovnání s řešením popsaným v 3.4.
5.1.1 Datové struktury
Při návrhu datových struktur bylo čerpáno z práce [5]. Postupně byly během implementace
některé struktury sloučeny (např. atributy vrcholu byly do patřičné struktury přímo za-
hrnuty). Tímto způsobem vznikly struktury Vertex, Wedge, Face a Mesh. Struktura Split
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(Vsplit v podání [5]) použita nebyla kvůli své složitosti, díky čemuž musí být Split nároč-
něji vyhodnocován a přepočítáván. Na rozdíl od [5] byla pro uložení zvolena třída místo
struktury. Ve třídě jsou zároveň implementovány i transformace kolaps hrany (collapse) a
rozdělení vrcholu (split), které jsou v [5] implementovány samostatně pomocí iterátorů.
Výsledné datové struktury byly navrženy tak, aby závisely pouze na STL1 a matematické
knihovně (kvůli použití funkce sqrt() pro odmocninu). Při implementaci GUI byla vytvořena
třída QProgMesh, která dědí od ProgMesh a QObject, a tím umožňuje snadnější komunikaci
s dalšími částmi využívající knihovnu Qt.
struct Vertex {
double a , b , c ; // Souřadnice v r c h o l u
double w; // Váha
} ;
struct Wedge{
double normal [ 3 ] ; // Normála
double t ex ture [ 3 ] ; // Souřadnice t e x t u r y
int Vertex ; // Vrchol , kterému wegde n á l e ž í
} ;
struct Face {
int wedges [ 3 ] ; // Wedge asoc iované se stěnou
int nface [ 3 ] ; // Sousední s t ěny
int mate r i a l ; // I d e n t i f i k á t o r mater iá lu
int smooth ; // Způsob s t í n o v á n í s t ěny
} ;
struct Mesh{
std : : map <int , Vertex∗> v e r t i c i e s ;
s td : : map <int , Wedge∗> wedges ;
s td : : map <int , Face∗> f a c e s ;
s td : : vec to r <Mater ia l∗> m a t e r i a l s ;
} ;




int ed i tedFace ; // Stěna , k t e r á b y l a p ř i t rans formac i upravena
int editedWedge ; // Souřadnice wedge , změněného p ř i t rans formac i
int oldVertex ; // Původně p o u ž i t ý v r c h o l
int newVertex ; // Nově používaný v r c h o l
} ;
struct S p l i t {
// Stěny odstraněné p ř i ko lapsu
std : : vector<std : : pa ir<int , Face∗> > de l e tedFaces ;
// Wedge odstraněné p ř i ko lapsu
std : : vector<std : : pa ir<int , Wedge∗> > deletedWedges ;
// Vrcholy odstraněné p r i ko lapsu
std : : vector<std : : pa ir<int , Vertex∗> > d e l e t e d V e r t i c i e s ;
// Seznam přesunutých v r c h o l ů
std : : vector<MovedVertex> movedVert ic ies ;
// Vrchol př idaný p ř i ko lapsu (−1 pokud n e b y l př idán )
int addedVertex ;
// Ukaza te l na přidaný v r c h o l
Vertex∗ addedVertexPointer ;
} ;
class ProgMesh { // Část d e k l a r a c e t ř í d y ProgMesh
public :
// Kontruktor pro v y t v o ř e n í ProgMesh
ProgMesh (Mesh mesh , CollapseType colType ) ;
// Konstruktor pro nač ten í
ProgMesh ( std : : s t r i n g path , CollapseType colType ) ;
bool c o l l a p s e ( ) ;
bool s p l i t ( ) ;
private :
// Pokud e x i s t u j e transformace r o z d ě l e n í , není po třeba p o č í t a t k o l a p s
bool i n t e r p r e t C o l l a p s e ( ) ;
protected :
// Sí ť , na k terou j sou a p l i k o v á n y transformace
Mesh base ;
// Předpočí tané transformace r o z d ě l e n í
std : : vec to r <S p l i t∗> s p l i t s ;
// Ukaza te l na s p l i t k t e r ý má b ý t i n t e r p r e t o v á n
int s p l i t P o i n t e r ;
// Hodnocení t rans formac í hran
std : : map<std : : pa ir<int , int>, double> e r r o r s ;
} ;
5.1.2 Optimalizační funkce
Jedná se o funkci, která nejvíce ovlivňuje kvalitu progressive mesh reprezentaci vstupní
sítě. Na základě výsledků optimalizační funkce jsou totiž vybrány hrany, které v daném
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kroku výpočtu progressive meshes zkolabují. Existuje několik prací, které se problematikou
optimalizační funkce zabývají a to jak v rámci problematiky progressive meshes [3], tak
v rámci problematiky optimalizace modelu [6]. V rámci této práce byla vytvořena nová
optimalizační funkce. Navržena byla podle aktuálních požadavků implementace aplikace.
Jako nejzásadnější informace pro nalezení vhodné hrany pro kolaps, jsem zvolila délku
této hrany. Jako adepti byly vybrány nejkratší hrany. Nicméně tento způsob se ukázal
jako nedostatečný, protože u složitějších modelů nevykazoval výsledky požadované kvality.
Postupným rozšiřováním parametrů dospěla optimalizační funkce do tvaru, kdy je výsledek
ovlivněn dalším souborem podmínek.
Jako vhodní adepti pro kolaps jsou vybírány hrany, které mají aktuálně nejnižší hodnotu
optimalizační funkce. Pokud nenastala výjimečná situace, je hodnota optimalizační funkce
hrany rovna její délce. Hrana bude v tomto případě definovaná například vrcholy v1 a v2:
fopt = |v1v2|
Optimalizační funkce hrany má hodnotu ∞, tedy nekonečno v případě, že je součástí
křivky nespojitosti (blíže v 3.1):
• daná hrana nemá přilehlé dvě stěny, povrch modelu tedy dále nepokračuje;
• materiály stěn, kterým hrana náleží, se různí;
• úhel svíraný normálami stěn, kterým hrana náleží, je větší než 45o.
V případě těchto stavů se jedná o hranu, která má velký vliv na charakter a vzhled
modelu. Vždy se jedná o nějakou oblast s výraznou linií, která udává buď základní tvar
modelu (v případě ukončení nebo výrazného zalomení povrchu), nebo jeho optické členění (v
případě změny materiálu povrchu modelu). Není žádoucí, aby byly tyto hrany odstraněny,
a to zejména v případě, že v modelu existují hrany, které jsou sice delší, ale pro charakter
modelu nejsou podstatné.
5.2 Implementace rozšíření progressive meshes
Modely v počítačové grafice vznikly jako odpověď na potřebu datové reprezentace objektů
reálného světa. V současné době jsou však stále častější modely, které mají formu umělec-
kého díla, a objekt, který reprezentují nemusí mít s realitou nic společné. U takových modelů
můžou být určité detaily povrchu důležité pro správné pochopení díla i autora samotného. I
u běžných modelů, reprezentujících reálné objekty, může být zásadní vyobrazení některých
významných detailů.
Problém nastává při procesu zjednodušování povrchu modelu. Základní algoritmus vý-
počtu progressive meshes zajistí efektivní zjednodušení modelu i zobrazení úrovně detailů
modelu. Charakteristické a často důležité rysy modelu však můžou na nižších úrovních de-
tailu úplně zaniknout. Jedním z řešení tohoto problému je uživatelem řízená konstrukce
progressive meshes, které princip byl popsán v části 4.7.1. Vymezením významných částí
povrchu modelu bude zajištěna méně agresivní aproximace sítě v dané oblasti. Díky tomu
budou detaily v této oblasti rozeznatelné i v hrubších aproximacích povrchu modelu (nižší
úroveň detailu modelu).
Z těchto důvodů bylo k základnímu algoritmu výpočtu progressive meshes doplněno
rozšíření na principu uživatelem řízené konstrukce progressive meshes. Rozšířený algorit-
mus výpočtu využívá váhy jednotlivých vrcholů. Rozdíly mezi základním a rozšířeným
algoritmem výpočtu progressive meshes budou popsány v následují části práce.
27
5.2.1 Datová struktura
V rámci implementace rozšíření byl nutný jenom minimální zásah do datových struktur
základního algoritmu výpočtu progressive meshes, a to konkrétně ve struktuře vrchol. Zde
přibil nový diskrétní atribut weight neboli váha vrcholu, který určuje jeho význam a důleži-
tost pro charakter a vzhled modelu.
5.3 Váhy a jejich použití
Některé druhy modelů obsahují části, které jsou důležité pro rozpoznávání předmětu, který
model reprezentuje. Příkladem takového modelu může být model lidské tváře. Tvář obsahuje
velké množství drobných detailů např. oči, nos, uši, . . . Odstranění těchto detailů výrazně
zhoršuje rozpoznání toho, co model reprezentuje. Tyto detaily bývají obvykle drobné, a
proto je vzdálenost vrcholů malá. Pokud bychom použili pouze optimalizační funkci, jak byla
popsána v 5.1.2, došlo by s velkou pravděpodobností k odstranění právě těchto důležitých
detailů. Z tohoto důvodu byla vrcholům přiřazená váha.
Každý vrchol má přednastavenou hodnotu váhy, kterou může uživatel dle vlastního
uvážení měnit. Hodnota váhy vrcholu by měla být úměrná jeho významnosti pro zacho-
vání charakteru povrchu modelu. To znamená, čím důležitější je zachování vrcholu a jeho
okolí, tím vyšší váha by mu měla být přiřazena. Váhy pak určují prioritu, se kterou budou
jednotlivé hrany, v součinnosti s optimalizační funkcí, kolabovat.
5.3.1 Nastavení vah
Váha může být jednotlivým vrcholům nastavena ručně nebo automaticky.
Ruční nastavení vah vrcholů je zcela v režii uživatele, který volně vybírá jednotlivé
vrcholy a přiřazuje jim důležitost podle vlastního uvážení. Zvolené hodnoty váhy vrcholů
pak ovlivní, zda budou hrany těmito vrcholy definovány, kolabovat dříve nebo později než
hrany tvořené vrcholy s nezměněnými vahami.
Automatické nastavení vah přiřadí v nejvyšší úrovni detailů modelu každému vrcholu
váhu jedna. Postupně se váha vrcholu zvyšuje na základě hustoty sítě v okolí daného vrcholu.
Především v případech, kdy byl model tvořen člověkem, který se snažil o co nejpodrobnější
detaily, je v modelu informace o důležitosti jednotlivých částí již obsažena. Autor totiž
při modelování věnoval důležitým částem modelu větší pozornost, která se projevuje vyšší
hustotou vrcholů v důležité oblasti. Pomocí vhodného typu algoritmu pro šíření vah lze
tedy dosáhnout automatického zvyšování jejich hodnoty při každém kolapsu. Díky takto
zvýšeným vahám dojde k transformaci hrany později, než by tomu bylo bez použití vah.
5.3.2 Šíření vah
Aby bylo možné informace o změně důležitosti vrcholu efektivně použít, je nutné tyto
informace ukládat nejenom v datové struktuře příslušného bodu, ale i v jeho předcích a
potomcích. Předky jsou myšleny vrcholy, ze kterých příslušný vrchol vznikl kolapsem hrany
v některém z předešlých kroků výpočtu progressive meshes. Potomkem je pak myšlen vrchol,
který vznikne kolapsem některé z hran, definovaných daným vrcholem.
Přenos informací o důležitosti dané části povrchu modelu definován váhou příslušných
vrcholů můžeme označit jako šíření vah vrcholů. Šířením váhy vrcholu na jeho předky a po-
tomky jsou zajištěny kontinualita výpočtu a zachování charakteristických nebo podstatných
rysů povrchu modelu při výpočtu progressive meshes, a to co nejdéle.
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V případě automatického nastavování vah probíhá proces změny vah všech vrcholů sou-
časně s výpočtem progressive meshes. Šíření vah proto postupuje jednosměrně, konkrétně
dopředně.
Ruční nastavení vah umožňuje upravit váhu zvoleným vrcholům na kterékoli úrovni
prokreslení modelu. To znamená, že uživatel není omezen nastavením vah jednotlivým vr-
cholům jenom při zobrazení plného modelu v nejvyšší úrovni detailu, ale kdykoliv a na
kterékoliv zobrazené úrovni detailu modelu. Pokud uživatel na některé z nižších úrovní de-
tailu modelu zjistí, že je pro něj důležité zachování určité charakteristiky povrchu modelu,
jednoduše upraví váhy příslušným vrcholům a ty se přenesou přes předky na celkový model.
Poté proběhne nový výpočet progressive meshes modelu s ohledem na změněnou prioritu
kolapsu vrcholů. V tomto případě se jedná o zpětné šíření vah.
Šíření vah není náhodné. Pro účely této práce byly navrženy tři typy algoritmů šíření. S
ohledem na efektivitu algoritmu a náročnost výpočtu pak byla hodnocena nejlepší varianta.
Sčítání
Prvním algoritmem bylo sčítání vah příslušných vrcholů. Při dopředném šíření se váha
výsledného vrcholu po kolapsu hrany (potomka) rovnala součtu jeho předků, tj. vrcholů
definujících kolabovanou hranu.
Wpotomek = Wpredek1 +Wpredek2
U zpětného šíření vah je každému z předků připočten stejný podíl rozdílu původní a
nové váhy. Vzorec pro výpočet předka 1 v cyklu t tedy bude:
Wpredek1(t) = Wpredek1(t− 1) ∗ Wpotomek
(Wpredek1(t− 1) +Wpredek2(t− 1))
Algoritmus je výpočetně nenáročný a jednoduše použitelný. Důležité detaily s vyššími
vahami jsou v průběhu výpočtu progressive meshes zachovány. Oblastem s vysokou kon-
centrací vrcholů při každém kolapsu roste váha a tím pádem se snižuje pravděpodobnost
odstranění hrany, díky čemuž zůstanou zachovány i v nízkých úrovních detailů modelu.
Díky této vlastnosti je sčítání obzvlášť vhodné při výpočtu zjednodušení modelu bez uži-
vatelského zásahu.
Násobení
Algoritmus násobení již vyžaduje vyšší výpočetní výkon a to zejména při zpětném šíření
vah. Princip dopředného šíření vah je podobný jako u sčítacího algoritmu, kdy se váha
potomka vypočítá jakou součin jeho předků:
Wpotomek = Wpredek1 ∗Wpredek2
U zpětného šíření váhy se pak počítá s násobením předků změnou váhy příslušného
potomka ve stejném poměru. Jde tedy o násobení předků odmocninou z koeficientu změny
váhy příslušného potomka.
Wpredek1(t) = Wpredek1(t− 1) ∗
√
Wpotomek
(Wpredek1(t− 1) ∗Wpredek2(t− 1))
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Operace odmocnění je však výpočetně náročná a značně by zpomalovala celý proces
zpětného šíření vah. Další nevýhodou násobení je možná ztráta důležitých detailů. V pří-
padě, že má jeden z vrcholů kolabující hrany nízkou váhu (v řádu desetinných čísel), bude
váha potomka nízká, a to i v případě, že měl druhý z předků váhu vysokou.
Obdobně to bude v případě záporných hodnot, kdy uživatel předpokládá, že záporná
hodnota váhy vrcholu značí jeho nízkou důležitost. Hrana mezi dvěma „zápornými“ hodno-
tami by po svém kolapsu měla vytvořit potomka také se zápornou hodnotou váhy. Násobe-
ním záporných hodnot předků však vznikne potomek s kladnou hodnotou váhy, co výrazně
změní hodnocení transformace hran v okolí tohoto vrcholu.
Toto chování nemá jenom lokální charakter. Stačí zanesení několika nevhodných hodnot
do malé části sítě povrchu modelu a několikanásobným opakováním operace násobení se
můžou roznést na převážnou část povrchu modelu. Výsledný progressive mesh pak bude
mít zcela jinou podobu, než uživatel zamýšlel.
Tyto vlastnosti značně omezují použitelnost algoritmu. Při použití tohoto algoritmu by
bylo nutné dbát na omezení uživatelského vstupu pouze na čísla větší nule.
Průměr
Poslední algoritmus využívá průměr vah vrcholů hran. Při dopředném šíření se váha po-




Výpočet nových vah předků při zpětném šíření je o něco složitější, samotné instrukce
však nejsou výpočetně náročné. Změna váhy potomka se přímou úměrou projeví na změně
vah obou předků. Vzorec pro výpočet předka 1 v cyklu t tedy bude:
Wpredek1(t) = Wpredek1(t− 1) ∗ 2 ∗Wpotomek
Wpredek1(t− 1) +Wpredek2(t− 1)
Podobně jako v případě sčítání, dává průměr přijatelné výsledky. Nehrozí negativní
efekty ztráty nebo radikální změny priority lokální aproximace povrchu modelu, které se
projevují při použití násobení vah. Další výhodou oproti předešlým algoritmům jsou vyrov-
nané hodnoty vah. Při algoritmu sčítání a násobení většinou dochází k výrazné změně váhy
potomka, která pak ovlivní jeho vlastní potomky. Může tedy nastat situace, kdy po několika
cyklech výpočtu progressive meshes, bude váha potomků určitého vrcholu několikanásobně
vyšší, než byla uživatelem nastavená hodnota. Díky tomu je průměr nejvhodnějším algorit-
mem pro šíření vah zadaných uživatelem.
5.3.3 Optimalizační funkce
Původní optimalizační funkce 5.1.2 byla pro potřeby rozšíření základního algoritmu výpočtu
progressive meshes upravena, princip však zůstal stejný. Pokud nastane některá z mezných
situací ovlivňujících křivky nespojitosti, bude výstupná hodnota optimalizační funkce hrany
rovna ∞ (stejně jako tomu bylo u základního algoritmu). V případě, že nenastala mezná
situace, bude hodnota optimalizační funkce počítána podle následujícího vzorce:
fopt = |h{v1,v2}| ∗Wh
Kde h{v1,v2} je zkoumaná hrana, a Wh je její váha. Hodnota váhy hrany se určí na
základě hodnoty vah vrcholů, které hranu definují. Buď může být stejná jako hodnota
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potomka, který by kolapsem této hrany vznikl, nebo může být použit jiný výpočet. V
případě této aplikace je hodnota váhy hrany dána součtem vrcholů hrany.
5.4 Uživatelské rozhraní
Pro zjednodušení práce s progressive meshes bylo jako součást implementované aplikace vy-
tvořeno grafické uživatelské rozhraní (GUI). Aplikace Progressive Meshes Editor umožňuje
načítat a ukládat modely ve formátech .obj a .pm. Zobrazené modely je možné uložit jako
rastrové obrázky .png.
5.4.1 Grafické uživatelské rozhraní
Uživatelské rozhraní na obrázku 5.1 je rozděleno na pět částí, účelem se ale liší jen čtyři
(zobrazovací část je přítomna dvakrát):
1. zobrazovací části – jsou dvě části uživatelského rozhraní, které slouží k vizualizaci mo-
delu, jeho hran a vrcholů, přepínání úrovní detailů a výběru bodů. Aby bylo možné
modely vizuálně porovnávat mezi různými úrovněmi prokreslení detailů, jsou části
dvě. K přepínání úrovně detailů slouží posuvník. Povrch modelu je zobrazen při za-
trhnutí volby „Faces“, hrany se zobrazí při zatrhnutí volby „Edges“ a vrcholy při
zapnutí volby „Verticies“. Označení nebo odznačení vrcholu probíhá stiskem pravého
tlačítka myši na zobrazený vrchol. Označení/odznačení vrcholu se projeví v obou
zobrazovacích částech a v části zaměřené na výběr vrcholů. Levým tlačítkem myši je
možné provádět rotaci modelu. Prostředním tlačítkem myši se provádí posuv modelu.
Kolečkem myši je možné model zmenšovat a zvětšovat;
2. část výběru vrcholů – slouží k zobrazení a úpravě vah. V této části jsou v tabulce
zobrazeny body, které byly vybrány v zobrazovací sekci. Nastavení lze provést pro
každý vrchol samostatně, nebo vybrat skupinu a nastavit celé skupině stejnou váhu.
Po ukončení nastavení vah je pro projevení změn potřeba stisknout tlačítko „Ap-
ply changes“. Po stisknutí tohoto tlačítka dojde k přepočítání modelu se změněnými
vahami;
3. tagy – slouží k usnadnění práce s aplikací a pro předání informace dalším aplikacím.
Jedná se o značky, které pojmenovávají nějakou úroveň detailů. Některé tagy mohou
mít speciální vlastnost:
• minimum – je značka, která označuje místo pod které by neměla klesnout úroveň
prokreslení detailů, protože jinak je model neidentifikovatelný;
• maximum – tato značka označuje místo, nad které je zbytečné zvyšovat úroveň
detailů, protože dané podrobnosti už nejsou rozpoznatelné volným okem.
U každého modelu se může vyskytovat nejvíce jedna značka pro minimum a nejvíce
jedna pro maximum. Na značky je možné posouvat úroveň detailů jednotlivých zobra-
zovacích oken. Dále slouží k ukládání sady obrázků a/nebo exportování sady modelů.
4. nastavení světel – umožňuje změnit osvětlení scény. Pomocí této části grafického roz-
hraní je možné jednotlivá světla vypínat a zapínat, mazat, přidávat a upravovat.
Světla mají několik parametrů:
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• číslo světla („Light“) – které označuje, o jaké světlo se jedná, počet světel je ome-
zen podle implementace OpenGL. Počet světel je dán konstantou GL MAX LIGHTS,
která je větší nebo rovna osm [17];
• stav světla („Enables“) – je hodnota, která indikuje, zda je světlo použito (True)
a nebo vypnuto (False);
• umístění světla – tři hodnoty (Position X, Y a Z), které určují pozici světla vůči
modelu (ve výchozím nastavení rotace);
• ambientní složka světla – tři hodnoty (Ambient R, G a B);
• difuzní složka světla – tři hodnoty (Diffuse R, G a B);
• spekulární složka světla – tři hodnoty (Specular R, G a B);
• pozice světla vůči kameře (Position) – může nabývat dvou hodnot:
(a) Static – světlo se při rotaci modelem pohybuje a osvětluje vždy model stejně
vůči kameře;
(b) Dynamic – světlo se při rotaci modelem nepohybuje a osvětlena je pořád
stejná část modelu;
Obrázek 5.1: Grafické uživatelské rozhraní
Některé části GUI jsou při různých akcích uživatele většinu času nevyužívané (příkla-
dem může být část pro nastavení světel, které se obvykle nastavují pouze jednou pro jeden
model, při načtení), pro efektivnější využití plochy monitoru je možné tyto části skrýt.
Skrývání jednotlivých sekcí je možné provádět pomocí menu „View“, nebo pomocí přísluš-
ných klávesových zkratek. Skrývání částí GUI je důležité především při použití aplikace na
počítači s menším monitorem, kde by pro samotnou práci nezbývalo mnoho místa.
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Načítání a ukládání modelů je možné provést volbami File→ Load a File→ Save jenom
v případě modelu uloženého ve formátu .pm. Import z formátu obj je možné provést volbou
File→ Import, export do tohoto formátu volbami File→ Export→ Left/Right/Tags (dojde
k exportu modelu ve stavu v jakém je v levém nebo pravém okně, případně se exportují se
úrovně prokreslení označené pomocí tagů). Ukládání obrázků vykreslených v zobrazovací
oblasti okna do formátu png je možné provést Image→ Save→ Left/Right. Uložení všech
tagů do obrázku.png je možné provést volbou Image→ Save→ Tags.
Progressive Meshes Editor umožňuje přepínat mezi dvěma druhy výpočtu kolapsu hrany:
• Constant collapse – při tomto druhu kolapsu jsou ignorovány váhy, takže se provádí
základní implementace progressive meshes jak byla popsána v kapitole 3;
• Summation collapse – tento druh kolapsu počítá s vahami, jejichž distribuci provádí
sčítací metodou popsanou v části 5.3.2.
Výpočetní algoritmy je možné přepínat pomocí volby Settings→ Collapse type.
5.4.2 Vstupní a výstupní formáty souborů
Jako většina aplikací i Progressive Meshes Editor provádí zpracování dat, která mu před-
loží uživatel. Editor umožňuje dva druhy vstupů (import/load) a výstupů (export/save).
Import/Export slouží k načtení a zpracování dat ve formátu wavefront .obj (podmnožina
tohoto formátu) a uložení do tohoto formátu. Load/Save slouží pro načtení souborů ve
formátu .pm. Soubor wavefront .obj je popisem modelu v plné úrovni detailů. Soubor.pm
obsahuje reprezentaci modelu s nízkou úrovní detailů a popis splitů, které umožní postupné
prokreslení modelu.
Wavefront .obj
Tento formát slouží pro reprezentaci 3D modelu. Jedná se o textovou reprezentaci, která je
snadno čitelná jak programově, tak uživatelsky. Hlavní výhodou tohoto formátu je, že díky
své jednoduchosti a otevřenosti je podporován velkým množstvím nástrojů pro modelování,
jako jsou Blender, Maya, . . . Progressive Meshes Editor podporuje podmnožinu tohoto
formátu. Formát se skládá z řádků, jejichž význam je dán řetězcem na začátku řádku. K
oddělení parametrů slouží bílé znaky. Podporovaná podmnožina wavefront .obj:
• #. . . – řádky, které začínají tímto symbolem, jsou komentáře;
• v 1.000000 -1.000000 -1.000000 – definice bodu v prostoru, skládá se ze tří souřadnic
ve formátu plovoucí desetinné čárky;
• vn -0.000000 -1.000000 0.000000 – definice normály, skládá se ze tří souřadnic ve
formátu plovoucí desetinné čárky;
• vt 1.000000 0.000000 [1.000000] – souřadnice textury, obsahují dvě až tři čísla ve
formátu plovoucí desetinné čárky;
• s off/1 – určuje typ stínování. Hodnota je off při použití konstantního stínování nebo
kladné celé číslo při použití hladkého stínování;
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• f 1[/[1]/1] 2[/[2]/1] 3/[[3]/1] . . . – definice povrchu pomocí trojúhelníkové sítě. Trojú-
helníková síť se skládá z minimálně tří trojic (resp. dvojic/jednic) celých čísel. První
číslo reprezentuje vrchol, který má být použit (vrcholy, normály a textury jsou číslo-
vány od 1 dle svého výskytu), druhé číslo souřadnice textury a třetí číslo normálu.
Takto definována trojúhelníková síť nevyžaduje opakované zadávání sousedních vr-
cholů, protože je vždy využit první vrchol a dva po sobě jdoucí další vrcholy. Na
obrázku 5.2 je znázorněna trojúhelníková síť, skládající se z pěti vrcholů a tří trojú-
helníků;
• mtllib soubor – definuje soubor, ze kterého mají být načteny informace o materiálech
stěn. Soubor je ve formátu .mtl;
• usemtl Material – pro stěny definované za tímto řádkem bude použit jako materiál
Material;
Obrázek 5.2: Trojúhelníková síť
Plná definice formátu obj je v dispozici na webových stránkách [16].
Formát .mtl
Pro definici materiálů využívají formáty .obj i .pm formát .mtl. Stejně jako v případě .obj
Progressive Meshes Editor podporuje pouze podmnožinu tohoto formátu:
• newmtl Material.001 – deklaruje nový materiál, který se jmenuje Material.001
• Ns 96.0784 – vyzařování materiálu;
• d 1 – definuje index průhlednosti pomocí čísla ve formátu plovoucí desetinné čárky;
• map Kd file.png – bude použita textura ze souboru file.png;
• Ka 0 0 0 – ambientní složka materiálu;
• Kd 0.64 0.64 0.64 – difuzní složka materiálu;
• Ks 0.5 0.5 0.5 – spekulární složka materiálu;
Definice formátu mtl je k dispozici na stránkách [10] a [11].
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Formát .pm
Aby bylo možné ukládat progressive mesh bez nutnosti jej vždy znova počítat bylo navrženo
rozšíření formátu wavefront .obj (resp. jeho podmnožiny jak byla popsána v části 5.4.2).
Kromě toho, že formát obsahuje informace o splitech, jejichž výpočet je časově náročný,
také umožňuje načíst model pouze v nižší úrovni detailů, takže snižuje i využití paměti
(pouze pokud není načtena většina modelu). Rozšíření spočívá v úpravě definice bodu na:
• v 1.000000 -1.000000 -1.000000 2.000000 – definice bodu s váhou. První tři čísla jsou
souřadnice bodu a čtvrté číslo je váha bodu.
A definice nových značek:
• S – deklarace splitu;
• V – bod, který byl při kolapsu odstraněn a při splitu má být přidán;
• M 1 2 3 4 – bod, který byl při kolapsu přesunut. Parametry jsou čtyři celočíselné
hodnoty:
1. modifikovaná stěna;
2. modifikovaný wedge (souřadnice v rámci stěny);
3. původní vrchol;
4. nový vrchol.
• n 78 – vrchol, který byl při kolapsu přidán a při splitu má být odstraněn. Parametrem
je celočíselná hodnota indexu vrcholu;
• F 1[/[1]/1] 2[/[2]/1] 3/[[3]/1] – stěna, která byla při kolapsu odstraněna a při splitu
má být přidána. Tato značka je obdobou značky ’f’ ve formátu .obj. Parametry jsou
shodné, byl však upraven jejich počet na právě tři jednice až trojice celých čísel. Tato
úprava byla aplikována i na značku ’f’ formátu .pm. Důvodem k úpravě je fakt, že v
progressive meshes se pracuje s jednotlivými trojúhelníky a informaci jejich sousedství
by nebylo možné využít;
Není-li řečeno jinak jsou parametry značek stejné jako u obdobných značek (s malými
písmeny) ve formátu .obj.
Soubor se tedy skládá ze dvou částí:
1. model ve formátu wavefront .obj – model s nízkou úrovní detailů,
2. seznam splitů – začíná prvním použitím značky ’S’ a popisuje přechod na vyšší úroveň
detailů.
Stejně jako v případě formátu wavefront .obj používá i formát .pm k popisu materiálů
soubory ve formátu .mtl.
Formát .tags
Tento formát je rozšířením formátu .pm. Slouží k uchovávání značek popsaných v části 3.
Soubor v tomto formátu se skládá z řádků ve tvaru:
• Jméno 123[ m/M] – prvním parametrem je řetězec, který reprezentuje název značky.
Druhým parametrem je celočíselná hodnota, která reprezentuje počet vrcholů. Třetí
parametr je nepovinný. Jedná se o písmeno ’m’ nebo ’M’, které reprezentuje minimum
nebo maximum (ve smyslu značky jak bylo popsáno v části 3).
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Formát .png
Pro ukládání obsahu zobrazovací části uživatelského rozhraní byl zvolen formát PNG2.
Jedná se o formát pro ukládání komprimované rastrové grafiky. Ukládán je vždy aktuální
obsah zobrazovací části uživatelského rozhraní, a proto je nutné před uložením provést
patřičné korekce. Při ukládání tagů je použita pravá zobrazovací část.
5.5 Překlad a testování
Při implementaci byl použit jazyk C++ knihovny Qt4 a GLU3 (tato knihovna je v některých
verzích Qt 4 obsažena, ale pro úplnost je zde uvedena). Obě tyto knihovny jsou multiplat-
formní. Podporované OS knihovny Qt4.7 jsou napsány v [18]. Knihovna GLU, resp. toolkit
který ji obsahuje, je k dispozici ve formě zdrojových kódů i předkompilovaných binárních
balíčcích na [15].
Vývoj probíhal v OS Ubuntu 10.10 GNU/Linux. S použitím QT4.7 a toolchainu GNU
(překlad probíhal překladačem GCC 4.5.2 z tohoto toolchainu). Testování probíhalo kromě
vývojového OS ještě v OS Ubuntu 10.04 GNU/Linux pro platformu amd64 (GCC 4.4.3,
Qt4.6), OS Ubuntu 12.04 GNU/Linux (GCC, Qt4.8) a MS Windows 7 Enterprise pro
architekturu x86 (GCC 4.44, Qt4.7 a 4.8).
Pro překlad pod OS GNU/Linux i MS Windows je možné provést příkazy:
• qmake – tento příkaz vytvoří z projektového soubor progmesheditor.pro Makefile
• make – příkaz provede překlad
Pro správné fungování musí být nastaveny cesty k daným programům (pro spuštění ke
knihovnám). Další cestou jak provést překlad je použití QT Creatoru, který tyto příkazy
provede s automatickým nastavením cest.
2Portable Network Graphics
3OpenGL Utility Library
4pro OS z rodiny MS Windows je tento překladač dodáván v balíčku Minimalist GNU for Windows –





V této kapitole budou předvedeny výsledky použití programu Progressive Meshes Editor.
V části 6.1 bude ukázaná redukce modelu pomocí základního algoritmu progressive meshes
5.1. Dále budou oba algoritmy (jak základní, tak rozšířený) porovnané a zhodnocené.
6.1 Nemodifikovaný progressive mesh
Pro tuto ukázku byl použit model Halloweenská dýně, který byl stažen z webových stránek
[21].
Tento model se skládá z více materiálů, což omezuje kolaps hran. Na obrázku 6.1a je
model v nejvyšší kvalitě. Na obrázcích 6.1b, 6.1c, 6.1d, 6.1e a 6.1f je zobrazena postupná
redukce modelu. Postupně dochází ke snižování detailů, ale díky vlastnostem modelu, je
na obrázcích 6.1b-6.1d původní model stále rozpoznatelný. Na obrázku 6.1e je už redukce
rozsáhlá a dochází k poškození povrchu. Na obrázku 6.1f již model není možné rozpoznat.
Při použití modelu by bylo vhodné zabránit snížení detailů pod úroveň 1250 vrcholů např.
použitím tagů.
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(a) 10308 vrcholů (b) 5000 vrcholů
(c) 2500 vrcholů (d) 1250 vrcholů
(e) 625 vrcholů (f) 100 vrcholů
Obrázek 6.1: Nemodifikovaný progressive mesh
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6.2 Porovnání metod
Model, na kterém budou výsledky metod demonstrovat, je socha Venuše Mélské (někde i
Venuše Miloská). Model byl stažen z [13].
Jedná se o případ ručně tvořeného modelu, což je patrné především na detailech očí,
nosu, úst a prsou, kterým autor věnoval zvláštní pozornost. Díky těmto vlastnostem vynik-
nou výhody všech tří přístupů, které Progressive Meshes Editor umožňuje nastavit.
Na obrázcích 6.2a-6.2g byla použita základní implementace progressive meshes bez pou-
žití vah. Díky tomuto přístupu dojde k postupnému rovnoměrnému rozložení trojúhelníkové
sítě, díky čemuž socha ztratí většinu detailů, ale celek si zachovává tvar déle než u dalších
metod.
Obrázky 6.3a-6.3g demonstrují použití vah bez uživatelského zásahu. Díky zvýšení hod-
noty vah při kolapsu hrany dochází k lepšímu zachování podrobností. Toto je možno vidět
např. při porovnání aproximací nosu, který je zachován až do úrovně 3000 vrcholů (na
obrázku 6.3f) na rozdíl od výpočtu bez vah, kde dochází k jeho odstranění již při úrovni
4000 vrcholů (na obrázku 6.2e). Díky zachování drobných detailů dojde k rychlejší destrukci
jiných částí modelu. Tento případ nastává u části modelu znázorňujícího látku, kterou je
postava zahalena.
Ručně upravené váhy jsou znázorněny na obrázcích 6.4a-6.4g. Při ruční úpravě byly
zvýšeny váhy vrcholů v detailech, např. v obličeji. Tímto způsobem bylo dosaženo ještě
lepší zachování drobných detailů, ale zároveň došlo k prohloubení problému popsanému
výše. Tento problém by však byl řešitelný citlivým zvýšením vah na patřičných místech.
Na všech třech přístupech je možné vidět, že přílišná redukce vede k destrukci modelu.
















































































































































































































































































6.3 Použití ručního nastavení vah
Tento příklad slouží k předvedení modelu, v jehož případě je inkrementace vah při ko-
lapsu nedostatečná pro zachování hlavních znaků modelu. Modelem je vánoční ozdoba.
Tato ozdoba se skládá ze dvou částí, baňky a závěsu. Problematickou částí je závěs, který
se skládá z většího množství bodů oproti zbytku modelu. Při redukci dojde k navýšení vah,
takže závěs zůstane zachován. Redukce však neproběhne optimálně a dojde k výraznému
vizuálnímu poškození modelu. Na obrázcích 6.5a-6.5f je zobrazen model, pro jehož redukci
byla použita metoda bez použití vah. Obrázky 6.6a-6.6f představují model s využitím au-
tomatické inkrementace vah. Redukce modelu s ručně definovanými vahami je na obrázcích
6.7a-6.7f.
Nejpatrnější rozdíl je možné vidět v případě redukce na 790vertexů, zobrazené na ob-
rázcích 6.5c (nepoužité váhy), 6.6c (automaticky definované váhy) a 6.7c (ručně definované
váhy), kde vyhazuje nejhorší výsledky model redukovaný metodou automatického nasta-
vení vah (6.6c). Model ručně definovaných vah vykazuje jako jediný „použitelný“ závěs i
u redukce na 385vertexů. Cenou za zachování závěsu je větší redukce jiných částí. Tuto
redukci je vidět na všech úrovních, nejmarkantnější je však na úrovni detailů s 200vertexy,
zobrazené na obrázcích 6.5e (nepoužité váhy), 6.6e (automaticky definované váhy) a 6.7e
(ručně definované váhy).
Zdrojem modelu je web [21].
(a) 3160 vrcholů (b) 1580 vrcholů (c) 790 vrcholů
(d) 385 vrcholů (e) 200 vrcholů (f) 100 vrcholů
Obrázek 6.5: Model bez použití vah
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(a) 3160 vrcholů (b) 1580 vrcholů (c) 790 vrcholů
(d) 385 vrcholů (e) 200 vrcholů (f) 100 vrcholů
Obrázek 6.6: Model s váhami
(a) 3160 vrcholů (b) 1580 vrcholů (c) 790 vrcholů
(d) 385 vrcholů (e) 200 vrcholů (f) 100 vrcholů
Obrázek 6.7: Model s ručně upravenými váhami
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Obrázek 6.8: 36000 vrcholů Obrázek 6.9: 36000 vrcholů
Obrázek 6.10: 18000 vrcholů Obrázek 6.11: 18000 vrcholů
6.4 Příklad selhání automatického zvýšení váhy
V některých případech zvýšení vah při kolapsu hrany není dostatečné pro zlepšení výsledku.
Příkladem takového modelu je např. tzv. Stanfordský králík [20].
Tento model byl získán 3D skenem keramické figurky. Skener převedl figurku do rovno-
měrně rozložené trojúhelníkové sítě. Díky tomuto rovnoměrnému rozložení dojde při kolapsu
hrany k navýšení hodnoty váhy, ale zároveň i ke zvýšení vzdálenosti mezi body trojúhelníků,
které měly v zkolabované hraně použit pouze jeden vrchol. Z tohoto důvodu jsou modely
při stejných úrovních detailů velice podobné (resp. stejné).
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Obrázek 6.12: 9000 vrcholů Obrázek 6.13: 9000 vrcholů
Obrázek 6.14: 4500 vrcholů Obrázek 6.15: 4500 vrcholů
Obrázek 6.16: 2250 vrcholů Obrázek 6.17: 2250 vrcholů
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Obrázek 6.18: 1700 vrcholů Obrázek 6.19: 1700 vrcholů
6.5 Další přiložené modely
Na přiloženém CD (příloha B) jsou k dispozici další modely stažené z webových stránek:
• pencil, trushbin, hammer [21];
• dragon [14];
• elephant [13];
• old-key, vase [9];




Tato práce se zabývá datovou reprezentaci povrchu modelu, známou jako progressive me-
shes. Jedním z úkolů práce bylo prostudování této techniky, které vedlo ke zpracování úvodu
do problematiky progressive meshes, včetně důvodů vzniku této techniky a způsobů jejího
použití. Téma progressive meshes je velice obsáhlé a stále aktuální. Mnoho odborníků a
nadšenců algoritmy popsané v této práci dále rozvíjí a hledá nové způsoby jejich využití.
Například progresivní přenos a kompresi lze použít i na jiná data než trojdimenzionální
modely objektů.
Značná část práce se věnuje problematice reprezentaci a optimalizaci polygonálních sítí,
algoritmům převodu na jejich progressive mesh reprezentaci a samotné konstrukci progres-
sive meshes. Jsou v ní uvedeny různé úpravy a vylepšení techniky progressive meshes podle
oblastí využití v počítačové grafice.
Dalším z úkolů zadání byla implementace vhodného algoritmu převodu trojúhelníkové
sítě na progressive mesh. Získané teoretické poznatky byly proto využity při implementaci
aplikace pracující na principu progressive meshes, se zaměřením na zobrazování úrovní
detailů modelů. Tato aplikace vytvoří progressive mesh reprezentaci sítě vstupního modelu,
a to buď v základní, nebo rozšířené formě. Postupným prokreslováním modelu pak lze
zobrazit jeho verzi s libovolnou úrovní detailů.
Rozšířený algoritmus výpočtu progressive meshes pracuje s vahami, které určují vý-
znamnost prvků sítě modelu. Tento princip se nazývá uživatelsky řízená konstrukce progres-
sive meshes a implementován byl nad rámec zadání jako zajímavé rozšíření. Oba algoritmy
byly srovnány a vyhodnoceny jejich výstupy
Další vývoj aplikace Progressive Meshes Editor je možné vést několika směry. Například
zlepšením výkonu aplikace z hlediska spotřeby paměti a efektivity výpočtu, vizuální kvality
získaného řešení a v neposlední řadě výrazným rozšířením funkcionality grafického uživatel-
ského rozhraní. Také je možné rozšířit funkcionalitu výpočtu progressive meshes doplněním
nových způsobů distribuce vah.
Změnami by mohla projít optimalizační funkce, která je poměrně jednoduchá a vý-
běr adeptů pro transformaci (tedy hran sítě) není optimální. Funkce se zaměřuje spíše
na rychlost, než na výběr nejvhodnější hrany pro transformaci kolaps. Literatura ([6], [3],
aj.) obsahuje návrhy komplexních řešení optimalizační funkce, které kladou velký důraz
na vysokou kvalitu výběru možných adeptů. Nicméně jejich nevýhodou je poměrně velká
časová náročnost, která se projevuje, v případě úprav modelu nebo atributů povrchu mo-
delu (např. vah), nutností transformace přepočítat. V aplikaci na úpravu modelu pomocí
ručního zadávání vah, která byla v rámci této práce navržena a implementována, by se kom-
plexní optimalizační funkce projevovala velkou časovou odezvou (která je už tak značná). Z
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tohoto důvodu by bylo vhodné se při budoucím vývoji zaměřit na návrh a vývoj optimaliza-
ční funkce, která bude kompromisem mezi rychlostí a kvalitou výběru nejlepších aproximací
sítě modelu. Dále by bylo možné oddělit optimalizační funkci, použité při automatickém
výpočtu progressive meshes (zde používána jako základní implementace), od optimalizační
funkce použité při uživatelsky řízené konstrukci. Komplexní optimalizační funkce by mohla
výrazně zlepšit kvalitu dosažených výsledku při různých úrovních detailů.
Při výpočtu transformace kolaps dochází k umístění nového bodu, který nahrazuje od-
straněnou hranu. V aktuální implementaci dochází k umístění nového bodu doprostřed
odstraněné hrany (krom speciálních případů, kdy je zachován jeden z původních bodů).
Toto umístění není optimální a bylo by možné bod umístit lépe např. metodou půlení in-
tervalů najít vhodné umístění. Pro tuto modifikaci platí ,co již bylo napsáno v předchozím
odstavci, tzn., vylepšení by zlepšilo výsledky, ale prodloužilo výpočet.
Aplikace by mohla poskytovat uživateli větší možnosti nastavení. Např. zvolené barvy
hran, vrcholů a pozadí nemusí být pro každý model optimální.
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