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Resumen 
 
En este trabajo de final de carrera tiene por objetivo implementar un 
microcontrolador con diferentes periféricos para poder controlar y extraer datos 
de los  diferentes procesos productivos de una empresa. 
 
Las empresas incorporan en la planta de producción un TCP (Terminal de 
control de producción). Estos aparatos son conectados a la máquina a 
controlar y manipulados por el operario nos dan diferentes datos de la 
máquina como tiempos de inactividad y otros mediante unos códigos de 
incidencias. 
 
Los terminales se comunican a un ordenador central que recoge todas 
incidencias de la producción, y de esta manera al finalizar la jornada se tienen 
los informes para ser analizados. 
La aplicación informática recoge los datos introducidos por el operario de la 
máquina mediante un teclado matricial, que se encarga de informar a la 
aplicación de la interrupción producida en la máquina.  
Los datos son manipulados por la aplicación para poder realizar los informes 
de producción basados en las técnicas de mantenimiento productivo total 
‘TPM’. Estos informes nos servirán para poder mejorar la eficiencia de 
nuestros procesos productivos de la empresa. 
 
Este TFC simula un Terminal de control de producción  a partir del 
microcontrolador PIC 16F877 para gobernar los diferentes periféricos como 
son el teclado, las entradas digitales del autómata programable de la máquina, 
la pantalla lcd, etc. El Terminal se comunicará con un ordenador mediante 
rs232 para enviar los datos al ordenador y puedan ser tratados por una 
aplicación programada en C# la cual nos puede dar al cabo de la jornada 
diferentes informes como piezas producidas, tipos de paradas, piezas/hora, 
etc. 
 
El Terminal de Control de Producción se divide en bloques y se estudian por 
separado cada uno de los bloques, uniendo al final todos los bloques y 
probando el circuito final (solo por simulación), para comprobar su correcto 
funcionamiento.  
 
Se realiza la parte de simulación con el programa Proteus ISIS para 
comprobar que el circuito funciona correctamente, y se realiza el layout de la 
placa. 
 
Como el TCP tendrá que recibir señales externas (en la práctica será de un 
autómata programable), se diseña un simulador de PLC con un PIC 16F84. 
Este simulador de PLC también nos sirve para introducirnos en el mundo de 
los microcontroladores, su diseño, y su programación. 
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Overview 
 
This final project is aimed to implement a microcontroller with different 
peripherals to be able to control and extract data form various productive 
processes in a company. 
 
Normally enterprises include in its production plant a PCT (Production 
Controller Terminal). These devices, which are connected to machine and 
handled by workers, give us different data from the controlled machine such as 
inactivity times and others through incidence codes. 
 
Terminals are connected to a central computer that gathers all production 
incidences and in this way, at the end of a working day reports are ready to be 
analyzed. 
 
Computer application picks up data given by the machine worker trhough a 
matricial keyboard that informs the application about interruption produced by 
the machine. 
 
Data are handled by the application to carry out production reports based on a 
total production maintenance techniques “PMT”. These reports will allow us to 
improve efficiency in our company productive processes. 
 
This TFC simulates a control production terminal through a PIC 16F877 
microcontroller to direct different peripherals such as keyboard, digital 
entrances of a programmable automaton machine, liquid crystal display and so 
on. This terminal will be switched on to a computer through RS232 with the 
purpose to send data to it and be treated by a C# programmed application that 
will give us different reports at the end of the day, as for example, produced 
pieces, kind of stops, pieces per hour, etc. 
 
Control production terminal is divided in parts that are studied one by one, 
joining at the end all of them in one and testing the final circuit (just for 
simulation) to check its correct working. 
 
Simulation is performed by Proteus ISIS program to check that the circuit 
works properly, and a  layout is realized. 
 
Due to TCP will receive external signs (in practice will be received from a 
programmable automaton), a PLC simulator is previously designed with a PIC 
16F84. This PLC simulator is also used to introduce us in microcontrollers’ 
world, its design and its programming. 
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Introducción 
 
 
La industria en los últimos treinta años ha tenido una gran evolución con el 
desarrollo de los autómatas programables coincidiendo con la aparición de los 
microcontroladores. Gracias a la creciente evolución de aplicaciones 
electrónicas, el bajo coste de los componentes, el desarrollo de los 
microprocesadores y la miniaturización de los circuitos de memoria, ha habido 
una introducción masiva en la industria de autómatas programables. 
 
Este trabajo se basa en poder controlar las incidencias y producciones de una 
máquina que esta conectada a un autómata programable. De esta manera 
poder llegar a hacer informes para mejorar el método de trabajo, producciones, 
etc. 
 
Estos informes están basados en los sistemas de gestión de la producción y 
más concretamente, en la implantación del sistema TPM (mantenimiento 
productivo total) (ver anexo2). Este sistema fue desarrollado por la empresa de 
automóviles  NISSAN en Japón, y es actualmente, el sistema de gestión más 
utilizado por las empresas y que hemos tratado de desarrollar en este proyecto. 
 
Proponemos hacer un Terminal de Control de Producción (TCP), que 
conectaremos al autómata para recoger las señales que nos interesen para 
poder hacer los informes (por ejemplo la máquina trabaja normal, o esta 
parada), y el TCP a su vez estará conectado a un PC central el cual nos cogerá 
todos los datos los guarda en una base de datos y los analizará. En la Fig.  1 
vemos un ejemplo de interconexión. 
 
Máquina/herramienta Máquina/herramienta Máquina/herramienta
plc plc plc
Concentrador de RS 485
PC central
Terminal de 
Control de Producción
TCP
TCP TCP
Conexión máquina/herramienta – plc. Normalmente 
conexionado en cobre
Conexión plc – Terminal de Control de producción. 
Normalmente conexionado en cobre
Conexión TCP- Concentrador. Se utilizará RS 485 si 
hay mas de una máquina RS 232 si solo hay una
Conexión concentrador – PC. Puede ser 
con RJ 45 o con RS 485
 
Fig.  1 Esquema general de interconexión 
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Para hacer este proyecto lo hemos dividido en varios bloques diferenciados y 
de esta manera por atacar por separado sus problemas para luego juntarlos. 
 
Estos bloques son los siguientes: 
 
? Como en la escuela no tenemos ningún autómata programable para 
poder entrenar hemos diseñado con un microcontrolador PIC 16F84 un 
simulador de autómata, que si bien no controla ninguna máquina si nos 
da las señales necesarias para poder hacer nuestro proyecto. 
? El segundo bloque lo hemos dedicado a diseñar y realizar el Terminal 
de Control de Producción con un microcontrolador PIC 16F877 y que ha 
partir de un teclado y una pantalla LCD el operario de la máquina a 
controlar pueda introducir incidencias. 
? El tercer bloque ha sido la simulación de los dos bloques anteriores, 
comprobar que funciona y que problemas teníamos. 
? El cuarto bloque y último a sido hacer una pequeña aplicación de 
recogida de datos para ver el potencial de este TCP y comprobar que 
efectivamente nos daba los rendimientos de trabajo esperados.  
 
 
Bloque 1. El simulador del autómata programable 
 
Hemos decidido hacer el simulador del autómata programable con un 
microcontrolador porque de esta manera era una buena forma de empezar 
a diseñar y programar el Terminal de Control de Producción. Podríamos 
decir que nos ha servido para poder adentrarnos en el mundo de los PIC. 
 
 
Fig.  2 Esquema del simulador de PLC 
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Este simulador nos va a controlar una serie de leds que representarán los 
diferentes estados de una máquina cualquiera que pueda trabajar en 
automático. Cuando llegué al último led (hay ocho) representará que la 
máquina ha hecho todo el proceso y la pieza se ha realizado. También 
hemos puesto a nuestro simulador varios pulsadores para poder parar o 
arrancar la máquina o simular averías. (Véase Fig.  2). 
 
 
Bloque 2. El Terminal de Control de Producción 
 
Este Terminal tiene incorporado un teclado matricial con una pantalla LCD. 
Esto nos va a servir para que el operario a parte de saber las piezas que 
lleva, si ocurre una incidencia, pueda introducir en el sistema que clase de 
incidencia es para poder realizar informes de tipos de averías mas 
frecuentes, paros, etc.  (Véase Fig.  3). 
 
 
Fig.  3 Esquema del  Terminal de Control de Producción 
 
 
 
A parte también lleva su fuente de alimentación propia a 5 voltios para 
alimentar al circuito, un adaptador de señales para adaptar la tensión que nos 
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venga del autómata programable (normalmente será de 12 o 24V), una salida 
serie para poder comunicarnos con el PC (se ha realizado con el RS232), y el 
ICSP para poder hacer actualizaciones o modificaciones de programa del PIC 
sin tener que sacarlo del circuito impreso. 
 
 
Bloque 3. La simulación 
 
Para la simulación hemos unidos los dos primeros bloques y hemos 
comprobado su funcionamiento. 
 
Para hacer la simulación hemos utilizado el programa Proteus ISIS. Este 
programa ha sido una herramienta muy útil para poder comprobar su 
funcionamiento y arreglar lo que no salía como nosotros esperábamos. 
 
 
 
Fig.  4 Esquema de simulación 
 
 
A parte de la simulación se estaña en una placa el circuito del simulador de 
autómata programable.  
 
También se realiza el layout del Terminal de Control de Producción aunque no 
se monta en la práctica. Para poder realizar la comprobación práctica se utiliza 
para el TCP un entrenador. 
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Bloque 4. La aplicación en el PC 
 
Se realiza una pequeña aplicación con  lenguaje C# para poder comprobar que  
los datos son enviados correctamente y el PC puede recogerlos y tratarlos. 
En realidad en el PC central tenemos dos aplicaciones abiertas. La primera nos 
recoge los datos que le vienen del Terminal de producción y la segunda 
aplicación nos servirá para la generación de los informes. 
 
En este bloque solo hemos hecho una pequeña muestra del gran potencial de 
información que nos puede ofrecer el sistema para hacer una mejora continua, 
encontrar el mejor método de trabajo, economizar en el proceso, y sacar mejor 
rendimiento, entre otras ventajas. 
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CAPÍTULO 1: El simulador de PLC 
Introducción 
El Terminal de Control de Producción  estará conectado a un autómata 
programable (plc), para poder recoger las incidencias que ocurran en la jornada 
de trabajo, y pueda recoger las señales de la máquina a controlar como por 
ejemplo cuando la máquina está trabajando en automático, cuando está parada 
por una avería, etc. 
 
Como no disponemos de ningún autómata programable en la escuela para 
poder practicar con estas señales hemos realizado un pequeño simulador que 
nos pueda simular estas señales. 
 
Este simulador es el primer paso que se ha dado en el trabajo de final de 
carrera, ya que además de ser indispensable para poder probar el TCP, hemos 
intentado hacerlo simple para poder hacer el diseño tanto hardware como 
software y poder practicar con un microcontrolador sencillo. Esto nos ha 
permitido poco a poco adentrarnos dentro del mundo de los microcontroladores 
y practicar con un circuito sencillo que además nos serviría para el TFC. 
 
1.1 El autómata programable (plc) 
 
 
 
Fig.  5 Ejemplo de autómata Programable 
Según la definición entendemos como Autómata Programable (véase Fig.  5), o 
PLC (Controlador Lógico Programable), toda máquina electrónica, diseñada 
para controlar en tiempo real y en medio industrial procesos secuenciales. Su 
manejo y programación puede ser realizada por personal eléctrico o electrónico 
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sin conocimientos informáticos. Realiza funciones lógicas: series, paralelos, 
temporizaciones, contajes y otras más potentes como cálculos, regulaciones, 
etc. 
 
La función básica de los autómatas programables es la de reducir el trabajo del 
usuario a realizar el programa, es decir, la relación entre las señales de entrada 
que se tienen que cumplir para activar cada salida, puesto que los elementos 
tradicionales (como relés auxiliares, de enclavamiento, temporizadores, 
contadores...) son internos. 
1.1.1    Estructura básica de un autómata programable 
 
 
 
Fig.  6 Estructura de un autómata programable 
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1.1.1.1. Fuente de alimentación 
 
Es la encargada de convertir la tensión de la red, 220V o 380V corriente 
alterna, a baja tensión de corriente continua, normalmente a 24v. Siendo esta 
la tensión de trabajo en los circuitos electrónicos que forma el autómata. 
 
1.1.1.2. Unidad Central de Procesos o CPU 
 
Se encarga de recibir las órdenes del operario por medio de la consola de 
programación y el módulo de entradas. Posteriormente las procesa para enviar 
respuestas al módulo de salidas. En su memoria se encuentra residente el 
programa destinado a controlar el proceso. 
 
Contiene las siguientes partes: 
 
? Unidad central o de proceso 
? Temporizadores y contadores 
? Memoria de datos 
? Memoria de imagen de entrada 
? Memoria de salida 
 
 
1.1.1.3.    Módulo de entradas 
 
Es al que se unen los captadores (interruptores, finales de carrera, 
pulsadores,...). 
 
Cada cierto tiempo el estado de las entradas se transfiere a la memoria imagen 
de entrada. La información recibida en ella, es enviada a la CPU para ser 
procesada de acuerdo a la programación. 
 
Se pueden diferenciar dos tipos de captadores conectables al módulo de 
entradas: los pasivos y los activos. 
Los captadores pasivos son los que cambian su estado lógico (activado o no 
activado) por medio de una acción mecánica. Estos son los interruptores, 
pulsadores, finales de carrera,... 
 
Los captadores activos son dispositivos electrónicos que suministran una 
tensión al autómata, que es función de una determinada variable. 
 
 
1.1.1.4. Módulo de salidas 
 
Es el encargado de activar y desactivar los actuadores (bobinas de 
contactores, lámparas, motores pequeños,...) 
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La información enviada por las entradas a la CPU, una vez procesada, se envía 
a ala memoria imagen de salidas, de donde se envía a la interface de salidas 
para que estas sean activadas y a la vez los actuadores que en ellas están 
conectados. 
 
Según el tipo de proceso a controlar por el autómata, podemos utilizar 
diferentes módulos de salidas. Existen tres tipos bien diferenciados: 
 
? A relés: son usados en circuitos de corriente continua y corriente alterna. 
Están basados en la conmutación mecánica, por la bobina del relé, de 
un contacto eléctrico normalmente abierto. 
? A triac: se utilizan en circuitos de corriente continua y corriente alterna 
que necesitan maniobras de conmutación muy rápidas. 
? A transistores a colector abierto: son utilizados en circuitos que 
necesiten maniobras de conexión / desconexión muy rápidas. El uso de 
este tipo de módulos es exclusivo de los circuitos de corriente continua. 
 
1.1.1.5. Terminal de programación 
 
El terminal o consola de programación es el que permite comunicar al operario 
con el sistema. 
 
Las funciones básicas de éste son las siguientes: 
 
? Transferencia y modificación de programas. 
? Verificación de la programación. 
? Información del funcionamiento de los procesos. 
 
Como consolas de programación pueden ser utilizadas las construidas 
específicamente para el autómata, tipo calculadora o bien un ordenador 
personal, PC, que soporte un software específicamente diseñado para resolver 
los problemas de programación y control. 
 
1.1.1.6. Periféricos 
Los periféricos no intervienen directamente en el funcionamiento del autómata, 
pero sin embargo facilitan la labor del operario. 
 
Los más utilizados son: 
 
? Impresoras. 
? Cartuchos de memoria EPROM. 
? Visualizadores y paneles de operación OP. 
? Memorias EEPROM. 
 
El Terminal de Control de producción que proponemos en este TFC formaría 
parte de los periféricos del autómata, ya que aunque no interviene directamente 
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en el funcionamiento del autómata, facilitará la labor de recogida de datos para 
generar informes que luego pueden ser estudiados para mejorar el proceso. 
 
1.2      El simulador 
1.2.1     El diseño 
 
Nuestro simulador de autómata (véase Fig.  7) se ha realizado para encender y 
apagar ocho leds. Estos ocho leds simularan el proceso de una máquina desde 
el inicio (el primer led) hasta el final (el último led). 
 
 
Fig.  7 Simulador del PLC 
 
Con este circuito queremos simular el comportamiento de una máquina. Tiene 
tres pulsadores el de start el de avería y el de stop. Cuando pulsamos el botón 
de start el simulador (a partir de ahora lo llamaremos la máquina), se pondrá a 
trabajar. Encenderá alternativamente cada uno de los leds (primero el led 0 
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luego el led 1…), y cuando llegue al led 7 la máquina ya tendrá la pieza 
realizada. Esta máquina irá repitiendo el proceso e irá realizando sus piezas.  
 
Nos podemos imaginar que la máquina a controlar es una fresa automática con 
cargador automático. Cuando se le da al botón de arrancar carga la primera 
pieza en el útil de sujeción de la fresa y esta empieza a fresar. Tardará un 
tiempo en realizar su trabajo y luego la pieza ya estará realizada. Cuando 
acabe el proceso sacará la pieza acabada de fresar, y acto seguido cogerá una 
nueva para volver a hacer el mismo proceso. Este proceso lo seguirá haciendo 
indefinidamente hasta que se quede sin piezas (y tenga un detector que le 
indique que ya no tiene ninguna pieza a fresar), hasta que el operario pare la 
máquina (le de al botón de paro), o hasta que la propia máquina tenga una 
avería. 
 
Para parar nuestra máquina podemos hacerlo de dos maneras diferentes. La 
primera es con el pulsador de stop y simula que el operario quiere parar la 
máquina al final de una pieza. La segunda manera de parar será cuando tenga 
una avería la máquina (el motor se quema, o la fresa se atasca por ejemplo) o 
el operario le de a algún paro de emergencia. Entonces la máquina se parará 
en cualquier punto del proceso y lo mas seguro que la pieza que estaba 
realizando se tenga que desechar. 
 
Este simulador simulará cuando una máquina está trabajando en automático y 
los dos paros mas frecuentes, el requerido por el operario y el que se produce 
de forma accidental y de golpe. 
 
Las resistencias de Pullup (R1,R2 y R3) de los tres pulsadores serán de 10K. 
En cuanto a las resistencias que van en serie a los leds serán de 330 ohmios 
ya que de esta manera aseguramos que por los leds  pase una intensidad de 
unos 10mA y por lo tanto buena luminosidad. Para el cálculo de estas 
resistencia (de R4 a R10) hemos seguido lo siguiente: 
 
 
Ω≈Ω=−=−= 330329
10
71.15'1'
mA
VV
I
VledVR  
 
 
Donde V’1’ es la tensión que tendremos cuando haya un ‘1’ lógico en la salida 
del PIC. La Vled es la tensión entre ánodo y el cátodo del led que como los 
ocho leds son rojos es de 1’71V.  
 
Para el PIC 16F84 (Véase Fig.  9) hemos escogido un oscilador tipo RC. Como 
no necesitamos mucha velocidad ni precisión hemos creído que era la mejor 
opción. La velocidad que hemos escogido es de unos 650KHz a una tensión de 
5 voltios (véase tabla Fig.  8) Para ello necesitamos un condensador de 100pF 
y una resistencia de 10K. 
 
12                                                                                  Control productivo basado en microcontroladores para la industria 
 
 
 
Fig.  8 Tabla para el oscilador RC del PIC 16F84 
 
1.2.2      La programación del simulador 
 
El módulo PLC esta compuesto por microcontrolador pic 16F84. Este 
dispositivo será el encargado de simular los estados de la máquina, es decir, 
máquina parada por avería, maquina parada por actividad acabada o inicio del 
proceso de la máquina. 
 
Estos estados son simulados mediante interruptores y controlados por el 
microcontrolador PIC 16F84 que tiene la misión enviar señales al 
microcontrolador central del TCP para que este interactúe sobre los periféricos 
conectados a él. 
 
 
Fig.  9  Circuito del simulador con el PIC 16F84 
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Si observamos la Fig.  9, se observa como los 8 pins del puerto B del pic 16F84 
están configurados como puertos de salida y conectados directamente a los 
leds. 
 
Luego los pins 0,1 y 3 del puerto A están configurados como puertos de 
entrada y en ellos se conectan los interruptores inicio, avería y stop, 
respectivamente, que nos permite saber en todo momento el estado del 
sistema. 
 
Por último, tenemos el pin 2 del puerto A configurado como salida que realiza 
conexiones con el pic 16F877 para indicarle los estados del PLC y éste actuar 
en consecuencia. 
 
En la Fig.  10, se observa las señales de entrada y salida soportadas por el 
sistema.  
 
 
 
PLC
inicio
stop
averia
leds
automático
 
Fig.  10  Diseño de entradas/salidas 
 
 
En la Fig.  11, podemos observar el diagrama de flujo del programa del PLC. 
 
En un principio el sistema esta parado hasta que se active la señal de puesta 
en marcha donde se pondrán a cero todos los registros del PLC. 
 
Una vez el sistema esta en marcha necesita que se le introduzca una señal 
para iniciar el sistema. Esta señal puede ser de inicio, de stop o de avería. 
 
Inicialmente antes de iniciar el proceso de la máquina deberemos pulsar la 
interrupción de avería, de esta forma podremos insertar el número de operario 
que va a trabajar en la máquina, aunque el sistema también admite iniciar el 
proceso sin necesidad de registrar al operario que esta interactuando en el 
sistema. 
 
Una vez insertado, o no, el operario se pulsará el interruptor de inicio, de esta 
forma se inicia el ciclo de la máquina. Los leds se encenderán secuencialmente 
del primero al último y vuelta a empezar hasta que no se pulse el interruptor de 
stop o de avería. Cuando se enciende el led 8, el PLC mediante su 
microcontrolador enviará una señal al PIC 16F877 para indicarle que ha 
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concluido un tiempo de ciclo, y de esta forma se incrementa el contador de 
piezas. 
 
Si durante el funcionamiento normal de la máquina se introduce una avería, 
mediante el interruptor de avería, entonces el tiempo de ciclo se detiene de 
forma brusca sin acabar de contar la pieza que estaba realizando pero que no 
se había acabado. En este punto, el PLC envía una señal al PIC 16F877 
avisando que se ha producido una avería y éste actuará en consecuencia. Para 
poder iniciar otra vez el proceso normal hemos de pulsar nuevamente el 
pulsador de inicio, de esta forma, el tiempo de ciclo se pone otra vez en marcha 
con los leds encendiéndose secuencialmente. 
 
Si pulsamos el interruptor de stop el sistema se para y no se podrá volver a 
iniciar si no se realiza una puesta en marcha del sistema. 
 
PUESTA EN MARCHA
INTERRUPTORSTOP INICIO
AVERÍA
ENCIENDO LEDS
LED 8 
ENCENDIDO
FIN
ENVÍO 
SEÑAL PIC 
16f877
ENVÍO SEÑAL 
CONTADOR 
PIC 16f877
PULSAR
STOP
PULSAR 
AVERÍA
PULSAR
INICIO
SI
NO
SI
INICIAR 
SISTEMA
 
Fig.  11  Diagrama de flujo del PLC 
    
 
 
En la Fig.  13, se observa el diagrama de flujo del programa asociado al PLC. 
 
EL programa del PLC se compone de la función Main y una función de pause. 
Esta última permite establecer los tiempos que el microcontrolador necesita 
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para ejecutar las diferentes instrucciones implementadas en la función 
Principal. 
 
Cuando arrancamos el sistema, lo primero que efectuamos es la configuración 
de puertos del microcontrolador y definición de variables de control. 
 
Definimos la configuración de puertos con la instrucción TRISA y TRISB. Estas 
instrucciones están definidas dentro de la librería del microcontrolador PIC 
16F84 y permiten configurar los pines de los puertos como entradas o como 
salidas. Luego se definen 4 variables que se usan para controlar los eventos 
del programa. Estas variables son: salir, a, b y stop. 
 
El sistema permanece en espera hasta que el usuario pulsa la tecla de inicio, 
entonces se entra en el bucle if(PORTA == 0x01), esto nos indica que el pin 1 
del puerto A tenemos un 1 lógico y, por tanto, se inicia el sistema de arrancada. 
 
Mientras se cumpla la condición de inicio, el programa irá ejecutando las 
instrucciones siguientes, entrado en un bucle while. 
Este bucle tiene la misión de controlar cuando el sistema esta en 
funcionamiento, es decir, permanecerá en marcha la máquina mientras no se 
pulse el Stop.  
 
Si se pulsa la tecla de Stop el puerto A  tendría el valor de 0x02 y nos 
cambiaría el valor de la variable salir a 1,  saliendo del bucle while(salir ¡=1) y 
volviendo al bucle if inicial, a la espera de volver a pulsar el interruptor de inicio 
para poder asignarle a PORTA el valor 0x01. 
 
Dentro del bucle while(salir ¡=1) , podemos tener tres alternativas: 
 
La primera (la hemos visto en el párrafo anterior) es pulsar stop, la segunda no 
pulsar tecla y la tercera pulsar avería. 
 
Si hemos pulsado el interruptor de inicio y el sistema se ha iniciado, entonces 
nos encontramos dentro del bucle while. En este bucle, el funcionamiento es el 
normal, se procesan piezas cada cierto tiempo y se ve en los leds la secuencia 
del proceso. 
 
Para efectuar el encendido de los leds, se recurre a un bucle de tipo for, 
realizando un recorrido desde la variable i declarada dentro del bucle y la 
variable b que se incrementa cada vez que acabamos el recorrido anterior. 
 
Este bucle permite encender los leds secuencialmente de la siguiente forma: 
 
PORTB = 0x00 + a; //incialmenta el valor será de 1. 
 
for(i=0,a=1;i<=b;i++) 
 a=a*2; 
 
b++; 
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Variable a Variable b Valor 
1 1 A = 1*2=2       PORTB 0000 0010 
1 2 A=1*2=2        
A=2*2 = 4       PORTB 0000 0100 
1 3 A=1*2=2 
A=2*2 = 4 
A= 4*2 = 8        PORTB 0000 1000 
1 4 A=1*2=2 
A=2*2 = 4 
A= 4*2 = 8 
A= 8*2 = 16      PORTB 0001 0000 
1 5 A=1*2=2 
A=2*2 = 4 
A= 4*2 = 8 
A= 8*2 = 16 
A=16*2 = 32     PORTB 0010 0000 
1 6 A=1*2=2 
A=2*2 = 4 
A= 4*2 = 8 
A= 8*2 = 16 
A=16*2 = 32 
A=32*2 = 64     PORTB 0100 0000 
1 7 A=1*2=2 
A=2*2 = 4 
A= 4*2 = 8 
A= 8*2 = 16 
A=16*2 = 32 
A=32*2 = 64 
A=64*2 = 128   PORTB 1000 0000 
Fig.  12  Valores del puerto B 
   
En la Fig.  12, se muestran los diferentes valores que va tomando el puerto B, 
que se encarga de encender los leds.  
 
¿Qué pasa cuando b es igual a ocho? 
 
En este caso, se entra dentro condicional que si cumple b=8, realiza una nueva 
asignación de las variables para poder volver a enviar un 1 lógico por cada pin 
del puerto B, además, envía el número hexadecimal 0x04 por el puerto A, esto 
permite enviar una señal al microcontrolador pic 16F877, para que realice la 
cuenta de piezas procesadas. 
 
Por último, y con la condición de estar dentro del bucle While, nos podemos 
encontrar con la última posibilidad que es la de pulsar la tecla de avería en 
cualquier momento dentro del tiempo de ciclo asignado a cada pieza. 
Si esto sucede, entraremos en un condicional que verificará si b es igual a 8, si 
la condición no se cumple se continuará en un bucle for para acabar la pieza 
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que se estaba procesando mientras se a pulsado la interrupción de avería. Este 
bucle for, realiza la misma función que hemos detallado en la tabla 1. 
 
Si, por el contrario, se cumple la condición la variable salir tomará valor 1, es 
decir, el sistema estará en espera hasta que volvamos a pulsar la interrupción 
de inicio para continuar con el proceso de producción. 
 
 
Fig.  13  Diagrama de flujo del simulador PLC 
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  CAPÍTULO 2: El microcontrolador para el Terminal de 
Control de Producción (TCP)  
 
Se ha decidido utilizar un capítulo exclusivo para hablar de la parte central de 
nuestro Terminal : el microcontrolador PIC 16F877. 
 
2.1      Porque utilizamos este PIC en concreto 
 
La decisión para hacer servir este PIC y no otro han sido por varios motivos: 
 
El primero es que para realizar el Terminal de Control de Producción 
necesitamos como mínimo cuatro puertos de entradas/salidas (el 
microcontrolador contiene cuatro puertos de entradas/salidas). 
 
El segundo motivo es que la Escuela tiene licencia del programa HI-TECH 
PICC-LITE Compiler para este microcontrolador, y como se quería programar 
en C y no en ensamblador, este compilador nos venía muy bien. El problema 
del HI-TECH PICC-LITE Compiler de la Escuela que como es una licencia de 
entrenamiento solo deja programar el PIC hasta una capacidad de 2Kbytes 
teniendo el PIC 16F877 una capacidad de hasta 8Kbytes. Este ha sido un gran 
problema para nosotros porque cuando superabas los 2Kbytes de memoria del 
PIC daba un error poco esclarecedor con lo que nos costo mucho deducirlo. Al 
final no se ha podido añadir todas las funciones que en un principio se habían 
programado, pero lo principal si que se ha podido dejar dentro de los 2Kbytes 
de memoria de PIC. En concreto tenemos llena un 92% de estos 2Kbytes (otra 
función y nos pasamos de la capacidad). 
 
2.2      Características principales del PIC 16F877 
 
Las características principales del PIC  utilizado para el Terminal de Control de 
Producción, el PIC 16F877 son [9]: 
? Procesador de arquitectura RISC avanzada 
? Juego de solo 35 instrucciones con 14 bits de longitud. Todas 
ellas se ejecutan en un ciclo de instrucción, menos las de salto 
que tardan dos. 
? Hasta 8K palabras de 14 bits para la Memoria de Programa, tipo 
FLASH . 
? Hasta 368 Bytes de memoria de Datos RAM. 
? Hasta 256 Bytes de memoria de Datos EEPROM. 
? Pines de salida compatibles para el PIC 16C73/74/76/77. 
? Hasta 14 fuentes de interrupción internas y externas. 
? Pila de 8 niveles. 
? Modos de direccionamiento directo e indirecto. 
? Power-on Reset (POP).  
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? Temporizador Power-on (POP) y Oscilador Temporizador Start-
Up (OST). 
? Perro Guardián (WDT). 
? Código de protección programable. 
? Modo SLEEP de bajo consumo. 
? Programación serie en circuito con dos pines (ICSP). 
? Solo necesita 5V para programarlo en este modo. 
? Voltaje de alimentación comprendido entre 2 y 5,5 V. 
? Bajo consumo:   < 2 mA valor para 5 V y 4 Mhz 
? Frecuencia máxima DX-20MHz. 
? Cuatro puertos de entradas/salidas A,B,C y D. 
? Número de pines 40. 
 
 
 
 
2.2.1      Dispositivos periféricos 
 
? Timer 0: Temporizador-contador de 8 bits con preescaler de 8 bits 
? Timer 1: Temporizador-contador de 16 bits con preescaler que puede 
incrementarse en modo sleep de forma externa por un cristal/clock. 
? Timer2: Temporizador-contador de 8 bits con preescaler y postescaler. 
 
 
? Dos módulos de Captura, Comparación, PWM (Modulación de Anchura 
de Impulsos). 
? Conversor A/D de 1 0 bits. 
? Puerto Serie Síncrono Master (MSSP) con SPI e I2C (Master/Slave). 
Fig.  14  Patillaje del PIC 16F877 
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? USART/SCI (Universal Syncheronus Asynchronous Receiver 
Transmitter) con 9 bit.  
? Puerta Paralela Esclava (PSP). 
 
 
 
 
Fig.  15  Diagrama de bloques del PIC 16F877 
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2.2.2      Descripción de los pines del 16F877 
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2.3      Recursos utilizados para el TCP 
 
A parte de los puertos de  entradas y salidas utilizados se han aprovechado los 
periféricos, interrupciones y otros recursos que ofrece el PIC. Esto nos ha 
ayudado mucho para conseguir nuestro objetivo de una forma eficiente. 
 
Se va a explicar los diferentes recursos utilizados, para que sirven y como se 
han utilizado en nuestro Terminal. 
 
2.3.1      Oscilador de frecuencia 
 
El oscilador de frecuencia lo necesitamos para la generación de impulsos del 
reloj interno del PIC. Este oscilador dirá al microcontrolador a que velocidad 
tiene que trabajar. 
 
La frecuencia máxima que puede trabajar el PIC 16F877 es de 20MHz, aunque 
para nuestro caso no vamos a necesitar una frecuencia tan alta. 
 
El PIC16F877 puede utilizar cuatro tipo diferentes de reloj oscilador externos. 
El tipo de oscilador dependerá de la precisión, velocidad y potencia que 
requiramos; por otro lado, el coste también es un aspecto a tener en cuenta a 
la hora de elegir un oscilador u otro. 
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Los cuatro tipos distintos de osciladores de frecuencia que el PIC 16F877 
puede utilizar son los siguientes. 
 
1. Oscilador tipo "XT" (XTal) para frecuencias no mayores de 4 Mhz. 
 
La condición básica importante para que este oscilador funcione es que 
los condensadores C7 y C8 deberán ser iguales. Hay unos valores 
estándar para los condensadores en una tabla que Microchip 
recomienda.  
 
 
Fig.  16  Conexiones para un cristal de cuarzo en el PIC 16F877 
 
 
 
2. Oscilador tipo "LP" (Low Power) para frecuencias entre 32 y 200 Khz. 
 
Este oscilador es igual que el anterior, con la diferencia de que el PIC 
trabaja de una manera distinta. Este modo está destinado para trabajar 
con un cristal de menor frecuencia, que, como consecuencia, hará que el 
PIC consuma menos corriente. 
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3. Oscilador tipo "HS" (High Speed) para frecuencias comprendidas entre 4 
y 20 MHz. 
 
Esta configuración se usará cuando usemos cristales mayores de 4 
MHz. La conexión es la misma que la de un cristal normal, 
 
4. Oscilador tipo "RC" (Resistor/Capacitor) para frecuencias no mayores de 
5.5 Mhz.  
 
Por último tenemos el oscilador tipo RC que es el más económico por 
que tan solo se utiliza un condensador no polarizado y una resistencia. 
Este tipo de oscilador proporciona una estabilidad mediocre en la 
frecuencia generada y podrá ser utilizado para aquellos proyectos que 
no requieran precisión. Hay también una tabla que muestra según el 
condensador que utilicemos el valor de la resistencia.  
 
Este oscilador como ya se ha explicado anteriormente ha sido el 
utilizado para el simulador de PLC. 
 
Nosotros por las características de nuestro Terminal podíamos escoger entre el 
primer oscilador y el cuarto. La velocidad que recomiendan es sobre unos 
4MHz aunque nosotros al final nos hemos decidido por uno de 1MHz dado que 
no tendrá que hacer muchas operaciones a la vez. Al final nuestra elección ha 
sido la del cristal de cuarzo porque si que es un poco mas caro que el oscilador 
tipo RC pero nos daba mas seguridad sobretodo para la comunicación serie de 
RS232 y para el ICSP. 
 
2.3.2      El temporizador TMR0 
 
El TMR0 es un contador ascendente de 8 bits, que puede funcionar con reloj 
interno o externo y ser sensible al flanco ascendente o descendente. El TMR0 
puede trabajar también como una interrupción cuando se desborda. 
 
El TMR0 nos ha servido en nuestro Terminal como una interrupción.  Esta 
interrupción detendrá el programa en curso y realizará una determinada rutina 
para atender la causa que ha provocado la interrupción. En nuestro caso nos 
servirá para atender el contador de piezas y de esta manera el PIC no tendrá 
que testear todo el rato con una rutina con un bucle la entrada que le vendrá 
del adaptador y le dirá que se ha fabricado una pieza nueva. Tendremos la 
interrupción que cuando detecte que hay una pieza nueva entrará dentro de la 
rutina de la interrupción y realizará la cuenta de la pieza. 
 
Todas las interrupciones trabajan con flags o banderas. Para el caso del TMR0 
la bandera T0CS nos determinará si trabaja como contador si está a ‘1’ o como 
temporizador si está a ‘0’. En nuestro caso tendremos que poner la bandera de 
T0CS a ‘1’ ya que nos interesa que trabaje como contador. El bit T0SE 
selecciona si queremos que cuente en el flanco ascendente ‘0’ o descendente 
‘1’. En nuestro caso elegimos el flanco descendente. 
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La interrupción de TMR0 se produce cuando el registro TMR0 se desborda al 
pasar de FFh a 00h y se activa el bit INTCON. Este actúa como una bandera 
de señalización del desbordamiento. Si además el T0IE está a uno (el flag que 
da permiso a la interrupción), se genera la interrupción. A parte de estas 
banderas también tendremos que activar el bit general de activación de las 
interrupciones el bit GIE.  
 
Para nuestro caso tendremos que activar el bit GIE, el T0CS, el T0IE, y el 
T0SE a ‘1’. Cargaremos el valor de FFh al TMR0 y asi cuando cuente uno se 
desbordará el contador y entraremos en la rutina de la interrupción.  Cuando 
llegue la señal que desbordará el contador el bit T0IF se pondrá a ‘1’. Una vez 
haya hecho la rutina de la interrupción nos tenemos que asegurar de volver a 
poner a ‘0’ el bit T0IF y además volver a cargarle el valor de FFh al TMR0 (ya 
que al contar uno el valor estará en 00h), si queremos que la próxima vez nos 
vuelva a entrar en la misma rutina de la interrupción. 
 
2.3.3      Interfaz de comunicaciones serie (USART) 
 
La interfaz de comunicaciones que usamos en la placa para comunicarnos con 
el PC es una comunicación SCI (Serial Communications Interface) que nuestro 
PIC dispone. Esto nos facilita el trabajo ya que tiene las mismas prestaciones 
que una USART programable.  
 
Nosotros hemos configurado nuestra USART en modo asíncrono bidireccional 
(aunque en ningún momento utilicemos la comunicación del PC al Terminal). 
Para esta configuración necesitamos un bit de Stara, ocho o nueves bits de 
datos (en nuestro caso utilizamos ocho), y un bit de stop. Este modo se detiene 
durante la función sleep. 
 
USART tiene funciones independientes para la transmisión y recepción, los 
formatos de datos y de velocidad de transmisión son iguales para los dos 
casos.  
 
En nuestro caso la información que enviamos en cada transmisión al ser para 
contar las piezas  que se fabrican en la máquina, y las posibles incidencias que 
serán introducidas por el operario, la información que  enviamos al PC será 
muy poca. Hemos decidido enviar un solo carácter para cada información y de 
esta manera ser mucho mas fácil poder rescatar el mensaje (esto lo hace la 
aplicación del PC, al igual que la hora que se produce el evento). Al enviar un 
solo carácter no tenemos que recorrer ningún vector para leer el mensaje y de 
esta manera traducimos el significado del carácter al contador de piezas o a la 
incidencia que corresponda. A esta forma de enviar la información la única 
ventaja es que la información es fácil de rescatar, pero tiene varios 
inconvenientes ya que es muy vulnerable al error (cualquier ruido nos podría 
cambiar el carácter y darnos un error), y a la larga si fuésemos aumentando 
códigos de error nos quedaríamos sin caracteres para utilizar. Para nuestra 
implementación nos parece correcto el sistema (funciona). 
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En nuestra aplicación habrá toda la información en el PC central, y la 
información que le llegue (el carácter) del Terminal, la procesará y la convertirá 
en una incidencia o en una pieza contada también le pondrá la hora (si es 
incidencia la hora de inicio y la hora final de la misma), para posteriormente 
poder hacer el informe con la información posible. 
 
La hora que se produce una incidencia lo pone el PC y no el Terminal porque 
de esta manera hay un reloj central y como este sistema esta pensado para 
conectar varios terminales de varias máquinas a la vez, necesitamos el reloj 
central. También se ha puesto centralizado por la posible manipulación del 
mismo en el  Terminal y los desfases de tiempo que puede haber entre uno y 
otro reloj. 
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CAPÍTULO 3: El Terminal de Control de 
Producción (TCP) 
 
Introducción 
 
Para poder realizar nuestro simulador de un terminal de control de producción 
hemos dividido el diseño por bloques para dividir el problema y de esta manera 
poder atacar pequeños problemas por separado.  
 
? El eje central de estos bloques es el microcontrolador PIC 16F877 
que gobernará toda la placa y además nos servirá para la 
comunicación con el ordenador central. 
? Un teclado para poder introducir incidencias. 
? Una pantalla LCD para poder consultar las incidencias  que 
hemos introducido y tener control de las piezas que llevamos en 
la máquina. 
? Una fuente de alimentación para poder alimentar a toda la placa. 
? Un bloque que nos ayudará en la comunicación con el ordenador 
central y al cual le pasaremos todos los datos para que 
posteriormente pueda realizar los informes. 
? Un bloque de adaptación para las distintas señales que nos 
vengan del autómata programable de la máquina, para igualar 
tensiones y regenerarlas. 
? Y un bloque para poder programar nuevas aplicaciones y 
actualizaciones al microcontrolador sin tener que sacarlo de la 
placa (ICSP). 
 
Estudiando estos bloques por separado y luego juntándolos hemos podido 
hacer el TCP para poder controlar de momento dos señales de la máquina: el 
start y el stop. Estas señales nos las dará el autómata a partir de dos salidas 
digitales y nos servirán para poder contar las piezas que hemos hecho, los 
paros que hemos tenido, y a partir de aquí el operario poder poner la clase de 
incidencia. Que el autómata programable de la máquina ponga la clase de 
incidencia automáticamente no se ha contemplado por la cantidad de señales 
que tiene (tanto sensores, finales de carrera, presostatos, detectores, etc.) y 
eso repercutiría mucho en el precio final y en la complejidad del diseño, y 
porque muchas señales como falta de suministro y averías mecánicas no se 
podrían implementar dando por sentado que igualmente el operario las tendría 
que introducir a mano. 
 
Como podemos observar en la Fig.  17, todas las señales de los diferentes 
bloques van a parar a un bloque central que hemos llamado TCP y este  será el 
encargado de establecer comunicación entre distintos bloques cuando se 
requiera o de recoger señales. 
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Fig.  17 Esquema por bloques del TCP propuesto 
3.1 Los diferentes bloques del diseño 
 
Vamos ahora a explicar como están cada uno de estos bloques por dentro y 
que función tienen, como los hemos diseñado y el porque son necesarios en 
nuestra placa para que funcione correctamente. 
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3.1.1      Teclado matricial 
 
Para que el operario pueda poner las incidencias cuando la máquina registra 
un paro, necesitamos un teclado. Hemos escogido un teclado matricial (4x4 
teclas), porque para las funciones que se le quiere dar ya hay suficiente. 
 
Cuando la máquina registre un paro el operario lo va a introducir la incidencia 
por el teclado de la siguiente manera: 
 
Tendrá una tabla al lado con un número de tres cifras y una letra (de la A a la 
E), que corresponderán a cada una de las incidencias que queramos tener 
controladas. Las letras corresponderán a diferentes tipos de incidencias como 
incidencias por logísticos (falta de suministro, etc.), averías de la máquina 
(avería de un final de carrera, etc.), y así hasta cinco grupos diferentes. 
 
Fig.  18  Esquema del teclado 
La forma que nuestro teclado detecta la pulsación de una tecla, cosiste en 
enviar una señal constante a cada una de las columnas a través de las salidas 
de un puerto del microcontrolador (de RA0 a RA3) y verificar cual de las filas se 
activa a través de un puerto de entrada del mismo microcontrolador (de RC0 a 
RC3). En la programación del microcontrolador se ha hecho una rutina de 
código que funciona de forma cíclica. 
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3.1.2      LCD 2x16 
 
La pantalla de cristal líquido o LCD (Liquid Crystal Display), nos servirá para la 
visualización de las incidencias que el operario ponga a través del teclado, y 
además también para el contador de piezas. 
 
El LCD que hemos escogido nosotros tiene dos filas de 16 caracteres cada 
una. Este dispositivo esta gobernado internamente por un microcontrolador 
para regular todos los parámetros  para la presentación en pantalla. Hemos 
utilizado este LCD por ser uno de los mas comunes y baratos del mercado, y 
que para la funcionalidad que le queremos dar nos va muy bien. 
 
 
Fig.  19  LCD 2x16 
 
La manera que trabajamos con el es a partir de un bus de 8 (de RD0 a RD7 del 
microcontrolador 16F877), aunque también puede trabajar solo con un bus de 
4. 
 
Descripción de los pines: 
 
1 VSS Tierra de alimentación GND 
2 VDD Alimentación de +5V CC 
3 VEE Contraste del cristal liquido. ( 0 a +5V ) 
4 RS 
Selección del registro de control/registro de datos:  
         RS=0 Selección registro de control 
         RS=1 Selección registro de datos 
5 R/W 
Señal de lectura/escritura: 
         R/W=0 Escritura (Write) 
         R/W=1 Lectura (Read) 
6 E 
Habilitación del modulo: 
         E=0 Módulo desconectado 
         E=1 Módulo conectado 
7-14 D0-D7 Bus de datos bidireccional. 
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A partir de estos pines se ha hecho un código para que el microcontrolador 
pueda gobernar el LCD y nos escriba lo que nosotros queremos. 
 
 
 
3.1.3      RS 232 
 
Para la comunicación del TCP con el ordenador central se hará a través de un 
puerto serie RS 232. Aprovechamos que el microcontrolador que utilizamos 
para hacer nuestro Terminal PIC 16F877 dispone de un adaptador de 
comunicación serie USART a través de solo dos patillas (en el apartado del PIC 
16F877 se habla mas extensamente del adaptador USART). 
 
Para poder conectar el microcontrolador a un interface de RS 232 (DB 9) 
necesitamos un circuito tal como se muestra en la figura de abajo con un 
MAX232 como adaptador de niveles entre el microcontrolador y el ordenador. 
 
 
 
Fig.  20  Esquema del bloque RS 232 
 
 
El MAX232 dispone internamente de 4 conversores de niveles TTL al bus  
RS232, para comunicación serie al puerto Com del ordenador. Estos 
conversores 2 son de nivel de TTL a RS232 y los otros 2 de RS232 a TTL y así 
podemos manejar hasta cuatro señales del puerto serie del PC. En nuestro 
caso solo utilizamos dos la transmisión TX y la recepción RX, aunque también 
son muy comunes la RTS y la CTS que sirven para sincronizar el ordenador y 
el RS232 y nosotros no lo necesitamos.  
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El diodo les D1 nos indicará cuando se están recibiendo datos del ordenador ya 
que está conectada a la patilla de RX, y el led D2 nos indicará cuando se estén 
enviando datos al ordenador al estar conectado a la patilla Tx. De esta manera 
podemos saber si hay traspaso de información entre nuestro Terminal y el 
ordenador. 
 
3.1.4      Adaptador de señales 
 
Las señales que nosotros recogeremos (a parte de las que introduzca el 
operario por el teclado) serán del autómata programable  o PLC (Programable 
Logic Controler) de la máquina. 
 
Un PLC es un equipo programable en lenguaje no informático, diseñado para 
controlar en tiempo real procesos secuenciales normalmente en la industria.  El 
PLC trabaja  en base a la información recibida por los captadores que tiene 
diseminados en la máquina (finales de carrera, sensores, detectores de 
presencia, presostatos, pulsadores, etc.), y a partir del programa interno del 
PLC actúa sobre los accionadores de la máquina (cilindros, motores, lámparas, 
etc.). 
 
 
Las señales que recogemos del PLC nos entran directamente tanto del módulo 
de entradas como del módulo de salidas del mismo. El módulo de entrada  es 
la que se unen los captadores. Cada cierto tiempo este estado de las entradas 
se transfiere a la memoria imagen de entrada. La información recibida en ella 
es enviada a la CPU del autómata i también será enviada al Terminal. El 
módulo de salida es el módulo que se encarga de activar o desactivar los 
actuadores. La información enviada por las entradas a la CPU del autómata, se 
envía a la memoria imagen de salidas, de donde se envía a la interface de 
salidas para que estas sean activadas y a la vez los actuadotes que en ellas 
están conectados. 
 
Nosotros las dos señales que hemos propuesto que recoja nuestro Terminal 
son la de ciclo automático y la de stop. Se pueden coger todas las que el 
autómata tenga en los módulos de salida y de entrada, pero a parte que 
muchas son innecesarias, complicaría mucho el sistema. Este Terminal sirve 
para llevar control de las producciones de piezas hechas buenas y de recoger 
los paros que haya tenido la máquina durante la jornada  (introducidos por el 
operario mediante el teclado matricial). En ningún momento se plantea hacer 
un sistema para diagnosis y control de la máquina (sería un sistema SCADA 
industrial).  
 
Cogiendo las dos señales que hemos nombrado anteriormente nos solucionan 
perfectamente el sistema propuesto. Cuando la máquina esta trabajando 
normalmente (modo automático) el TCP irá contando las piezas producidas y 
cuando tenga algún paro, recibirá una señal del paro que le hará cambiar de 
estado para que el operario pueda introducir  el tipo de paro. Toda esta 
información será enviada al ordenador central el cual contará el tiempo que la 
máquina ha estado parada para poder realizar el informe.  
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Tanto la señal de automático como de stop las cogeremos del módulo de salida 
del autómata. Activaremos dos salidas nuevas para poder asegurar que la 
máquina esta trabajando o está parada. Serán unas salidas con diferentes 
marcas porque sobretodo el paro se podrá producir por diferentes factores.   
 
La tensión que trabajan los PLC’s industriales normalmente son de 12 o 24 
Vcc. Como nuestro Terminal trabaja a 5Vcc necesitamos un circuito que nos 
adapte las señales que vienen del PLC y no quememos el Terminal. 
 
El circuito que proponemos para nuestro Terminal es un circuito sencillo con un 
transistor haciéndolo trabajar en corte o saturación. De esta manera 
conseguidos dos objetivos: 
 
El primero es que como ya hemos mencionado conseguimos transformar la 
tensión de 24 o 12Vcc a 5Vcc para el buen funcionamiento de nuestro 
Terminal.  
 
La segunda es que como nuestro Terminal estará situado en el lugar donde el 
operario realice su actividad de trabajo  para que no tenga que desplazarse 
cuando haya alguna incidencia, no necesariamente se encontrará al lado del 
autómata programable, sino que puede estar separado algunos metros. Como  
no encontramos necesario ninguna comunicación serie para estas señales sino 
que serán cables de cobre aislados que saldrán del módulo de salida hasta el 
Terminal (un cable por señal), estas señales cuando lleguen al Terminal 
pueden llegar con cierta atenuación gracias a la distancia entre el autómata  y 
el Terminal, y a los diferentes campos magnéticos que se encontrará (motores, 
etc.). Al pasar por el circuito adaptador regenera la señal dando 5V o 0V según 
nos convenga sin problemas de atenuaciones por los metros de cables 
utilizados. 
 
 
Fig.  21 Esquema del adaptador de señales 
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Como nuestro diseño podrá ser para dos tensiones de entrada la manera de 
seleccionar una u otra tensión será a través de un jumper.  Tanto la señal de 
stop como la señal de automático tendrán dos circuitos con transistores (uno  
para 12Vcc y otro para 24Vcc) con su jumper correspondiente, por lo tanto para 
estas dos señales vamos a necesitar cuatro transistores. 
 
Como podemos observar en la figura de arriba  el circuito del adaptador de 
señales esta compuesto por cuatro transistores (Q3, Q4, Q5 y Q6), dos de ellos 
servirán para la señal de automático o start y los otros dos servirán para la 
señal de stop. J5 y J6 son los jumpers antes mencionados que nos servirán 
para seleccionar nosotros si trabajaremos con un autómata programable de 12 
o 24 Vcc. Cabe destacar que J1, J2, J3 y J4 serán las cuatro posibles entradas 
del autómata al Terminal: J1 para autómatas de 12Vcc y la señal de start, J4 
para autómatas de 24Vcc y la señal de start, J2 para autómatas de 12Vcc y la 
señal de stop y J3 para autómatas de 24Vcc y la señal de stop. A parte de la 
señal de start y stop también nos tiene que llegar del autómata la señal de 
masa (GND), del autómata para de esta manera poder coger el mismo punto 
de referencia en lo que a tensión se refiere. Podemos observar que J1,J2,J3 y 
J4 tienen un segundo pin para poder conectar GND. Cuando se realiza el 
layout de la placa estos pines se unen a la masa común de toda la placa.  
 
3.1.1.1 El transistor en corte y saturación 
 
El transistor que nosotros hemos utilizado para el circuito para adaptar las 
señales que nos vienen del autómata programable, es un BJT o transistor 
bipolar. Nosotros utilizamos en concreto uno de  tipo PNP (BC547). 
 
Un transistor tiene varias regiones de trabajo en concreto tres (región de corte, 
región de saturación y región activa), y nosotros lo que pretendemos es que 
solo nos trabaje en dos de ellas la de corte y de saturación. De esta manera 
podemos hacer que el transistor nos trabaje como un interruptor (que es lo que 
pretendemos con las señales digitales que nos entraran del PLC). 
 
 
 
Fig.  22 Zonas de trabajo de un transistor BJT 
Un transistor funciona como un interruptor para el circuito conectado al colector 
(Rc) si se hace pasar rápidamente de corte a saturación y viceversa. En corte 
es un interruptor abierto y en saturación es un interruptor cerrado. 
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Para que el transistor este trabajando en corte necesitamos que la corriente del 
colector y la corriente del emisor sea 0. En este caso la tensión entre el colector 
y el emisor del transistor es la tensión de alimentación del circuito. 
Para que el transistor trabaje en saturación necesitamos que la intensidad del 
colector sea la misma que la intensidad del emisor y que estas sean la 
intensidad máxima del circuito. En este caso la intensidad depende de la 
tensión de alimentación del circuito y de las resistencias conectadas en el 
colector. Esto pasa cuando tenemos en la base una intensidad suficientemente 
grande como para inducir una corriente de colector ß veces más grande.   
 
3.1.1.2 Cálculos del adaptador de señales 
 
Para el cálculo del circuito de adaptador de señales se ha realizado primero el 
cálculo para la entrada de 12Vcc y luego para la entrada de 24Vcc. Para 
realizar este cálculo hemos cogido el valor de ß ideal que es de 100. 
Necesitamos saber que valor máximo puede tener Rb para estar en saturación 
y la Rc mínima. 
 
 
Fig.  23  Esquema del circuito a calcular 
 
Datos conocidos: 
 ß=100 
 Icsat=10mA  
 Vcesat=0.2V 
 Vbe=0.7V 
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Para 12Vcc: 
 Malla de base: 
 
 
 
Fig.  24 Malla base 
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 Malla de colector: 
 
Fig.  25  Malla colector 1 
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Para 24Vcc: 
 Malla de base: 
 
  
KRb
KRb
K
µA
VV
Ibsat
VbeVRb
VbeIbRvV
IbsatµAmAIbsat
ß
IcIbsat
220
233
233
100
7.024
min
24max
012
min100
100
10
≈
<
=−=−=
=−∗−
==>
>
 
 
 Malla de colector: 
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Una cosa que tenemos que tener en cuenta de este circuito y muy importante 
para el buen funcionamiento, es que la señal que tengamos en  la salida de 
este circuito adaptador, será justo la inversa a la señal de entrada. Eso quiere 
decir que si tenemos un ‘1’ lógico (12 o 24Vcc) en la entrada en la salida 
tendremos un ‘0’ lógico (0V) y al revés. Esto se puede solucionar o colocando 
un inversor en la salida de circuito, con lo cual el ‘1’ lógico de la entrada la final 
sería un ‘1’ lógico en la salida, o mediante el código del PIC 16F877 sabiendo 
que nivel de entrada necesitamos para activar la señal de start y de stop. 
Nosotros hemos optado por esta segunda opción porque sabiéndolo de 
antemano la programación no es mas compleja, y al no poner el inversor 
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quitamos elementos hardware que encarecen y hacen mas complejo el layout 
de la placa. 
 
3.1.5      Módulo ICSP 
 
El bloque ICSP nos va a servir para la programación del PIC 16F877 desde 
nuestra placa, sin tener que quitar el microcontrolador en ningún momento. 
Esto nos va a ir muy bien cuando tengamos que introducir al microcontrolador 
nuevas actualizaciones o nuevas funciones. 
 
 
 
Fig.  26 Esquema circuito ICSP 
 
ICSP (In Circuit Serial Program) es propiedad de Microchip y además de poder 
programar el PIC sin tener que quitarlo de la placa también utiliza muy pocas 
señales para programar el PIC  y eso nos facilita el cableado y el layout de 
placa. 
 
Es un sistema de programación serie sincronía en el que intervienen dos 
señales, una de entrada y salida para la transmisión y recepción de datos y otra 
de entrada para la sincronización de la transmisión y recepción de los datos. 
Las líneas utilizadas se ubican en el pin RB6/PGC (clock) para la señal de 
sincronización (reloj) y en el RB7/PGD (data) para los datos. 
 
El protocolo trabaja con dos tensiones, una de alimentación (Vdd), cuyo valor 
en nuestro caso es de 5Vcc, y otra de programación (Vpp) cuyo rango puede 
oscilar entre unos 12Vcc y unos 14Vcc. 
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Para programar el microcontrolador PIC necesitamos activar internamente el 
protocolo de programación que lleva interno. Para accionar este modo de 
programación la tensión del pin MCLR debe de variar de valor desde 0Vcc 
hasta el valor de la tensión de programación Vpp. El chip entra entonces en un 
estado denominado por Microchip “Program/VerifY”. Una vez en este modo se 
puede acceder a la memoria del programa, de datos y a la configuración  para 
programarla y verificarla. 
 
La comunicación con el chip se realizará mediante una serie de comandos 
específicos que mediante una transmisión serie se podrá acceder a leer, borrar 
y programar cada uno de los bytes de memoria de dispositivo. 
 
Normalmente el pin MCLR también se conecta con un circuito RC (R7 y C9). El 
diodo D4 nos va a servir para proteger el resto del circuito de la tensión de 
programación Vpp. Al poner el diodo te aseguras que esta tensión no vaya a 
Vdd del Terminal y quememos el circuito. 
 
3.1.6     La fuente de alimentación 
 
Su principal objetivo es de obtener una tensión general de +5Vcc para poder 
alimentar los diferentes dispositivos de la placa.  
   
 
 
Fig.  27  Esquema de la fuente de alimentación 
 
El esquema eléctrico se muestra en la figura de arriba (Fig.  27). A la fuente de 
alimentación se le aplica una tensión de 9 a 15 VDC procedente de un 
alimentador estándar. El interruptor SW1 nos servirá para poder conectar toda 
la placa será nuestro botón de encendido/apagado del TCP. El diodo D3 evita 
la polarización inversa y con ello los daños que pudiera ocasionar a la placa. El 
regulador U3 estabiliza la tensión a +5Vcc a una intensidad de 1A máximo con 
la que trabajará la placa. Esta tensión está en la salida VDD y la GND está en 
la salida VSS.          
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Fig.  28  Bloque de la fuente de alimentación 
Para nuestra fuente de alimentación estabilizada hemos escogido un regulador 
integrado monolítico (U3 7805), de esta manera nos proporciona para 1A de 
salida una tensión de 5V estabilizada para nuestra placa. 
 
Este regulador tiene que estar bien refrigerado y por lo tanto en la placa vamos 
a ponerle un plaquita de metal a modo de intercambiador de calor. 
 
3.2 La programación del TCP 
 
Como ya hemos dicho anteriormente el TCP esta compuesto por un 
microcontrolador pic16F877 que es el encargado de manejar los periféricos 
asociados a sus puertos, como son: el teclado, el LCD y el puerto Serie. 
 
En la (Fig.  29), se observa el diseño general del TCP (Terminal de control de 
producción). Las entradas que recibe el TCP son las generadas por el PLC de 
la máquina simulada. Una vez llegan las señales al microcontrolador este 
realizará una comunicación con el dispositivo de comunicación serie, o con el 
lcd, también dependerá del teclado matricial que es el que determina que datos 
se envían al LCD y al puerto serie de comunicación con el PC donde se 
encuentra la aplicación de recogida y manipulación de datos. 
 
 
TCPSeñal PLC
Datos al PC
Mensajes LCD
 
Fig.  29 Entradas/salidas del sistema 
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. 
El TCP gobernado por el PIC 16F877, inicialmente esta esperando recibir las 
señales del PLC. Las señales recibidas pueden ser dos, una informará al PIC 
que se ha procesado una pieza y tiene que incrementar el contador y la otra 
que se ha producido una avería y tenemos que insertar mediante el teclado la 
avería. 
 
El funcionamiento descrito en el flujo de datos de la Fig.  30 nos da una visión 
global de actuación del sistema. 
 
Inicialmente ponemos en marcha el sistema y pulsamos el interruptor de 
avería, de esta forma hacemos que el teclado matricial se ponga en 
funcionamiento para la entrada de datos. Los datos que vamos a introducir 
inicialmente son los de operario, según la Fig.  31 de incidencias. 
 
La opción de entrada de operario es opcional, el sistema permite iniciar el 
sistema sin necesidad de introducir el operario. 
 
Una vez, insertado o no el operario, pulsamos el interruptor de inicio, como ya 
hemos visto, este interruptor hace que los leds de simulación de tiempo de ciclo 
se pongan en marcha. Cuando el último led se enciende se envía por la línea 
de automático una señal al pic 16F877. Esta señal es recogida mediante el 
TMR0 del PIC 16F877 y utilizado como contador en los flancos de subida, 
cuando esto sucede el PIC realiza una comunicación con el periférico LCD para 
que se vea en pantalla el contador de piezas. 
 
Si durante el proceso normal del sistema se pulsa la interrupción de avería, 
entonces el PIC 16F877 por uno de sus puertos recibe una señal que hará que 
se ponga en funcionamiento el teclado matricial. 
 
Según la avería que hayamos detectado marcaremos el código asociado a esa 
avería. Por ejemplo: si la máquina deja de producir por que es la hora del 
bocadillo entonces mediante el teclado insertaremos el código 503 E.  
 
Una vez insertado el código, el PIC se encarga de asociar este código al 
mensaje que ha de sacar por el LCD, en este caso, Bocadillo. Quedando 
registrada la incidencia. Para poder iniciar el sistema de nuevo se ha de pulsar 
en el PLC el interruptor de inicio, continuando el contador de piezas que 
aparece en el LCD en el punto donde se quedo antes de la interrupción. 
 
Si durante el proceso se pulsa el interruptor de stop, el sistema se resetea 
hasta una nueva entrada de interruptor inicio. 
 
Tanto si se activa el contador como si se introduce una incidencia, el PIC 
16F877 envía por el puerto serie el carácter x (cada x enviada es una pieza) o 
el carácter asociado a cada mensaje de incidencia (véase Fig.  31)  visionado 
en el LCD. 
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Fig.  30 Diagrama de flujo del TCP 
 
 
Codigo entrada Carácter enviado Descripción incidencia 
100 A B Avería 
101 A C Atascos 
200 B D Cambio referencia 
201 B E Etalonado 
301 C F Falta Material 
302 C G Falta Asistencia 
303 C P Falta Personal 
400 D N Parada Calidad 
501 E H Ajuste 
502 E M Descanso 
503 E J Bocadillo 
001 F U Javier Esteban 
002 F V Carlos Cabedo 
Fig.  31  Tabla de incidencias 
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3.2.1      Descripción del programa principal del TCP 
 
Inicialmente se llama a la rutina de inicialización del LCD, que enviará una serie 
de comandos para determinar el modo de funcionamiento de este periférico.  
 
Una vez inicializado el LCD se pasa a un bucle infinito. Permaneceremos en 
este bucle mientras no se apague el sistema.  
 
Dentro del bucle infinito tenemos dos condicionales:  
 
? El condicional de contador igual a 1: 
 
Si se cumple la condición de contador igual a 1, el programa llama a una rutina 
de comunicación serie que enviará un carácter (x) por el puerto de 
comunicación y será recogido en un fichero para su posterior tratamiento en la 
aplicación de gestión de datos. Cada carácter x transmitido corresponde a una 
pieza realizada, es decir, un tiempo de ciclo agotado. 
 
Una vez realizada la comunicación se llama a la rutina de contador de piezas, 
que como veremos, será el encargado de incrementar las piezas para luego 
visualizarlas por el LCD. Después del contador llamamos a la rutina pause, 
esta es una rutina muy sencilla que nos da unos tiempos de espera para que 
se ejecuten las instrucciones del procesador interno. 
 
Por último, se carga la variable contador a cero para iniciar otra vez la 
secuencia. 
 
 
 
 
? El condicional PORTC 
 
Entramos en este condicional si se cumple que el puerto C es igual a 0xA0, 
secuencia en binario 1010 0000, indicando que recibimos por el pin 5 y 7  un 1 
lógico.  
 
Si se recibe este número binario por el puerto quiere decir que se ha producido 
una incidencia en el proceso y por tanto, se pone en funcionamiento el teclado 
matricial llamando a la función calculate para introducir por teclado la 
incidencia, y posteriormente, mostrar el mensaje por LCD y enviar la incidencia 
por el puerto de comunicaciones serie hasta la aplicación. 
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Fig.  32 Diagrama de flujo de la rutina principal 
 
3.2.2      Descripción de rutinas para el periférico LCD 
 
3.2.2.1      Rutina de inicio del LCD 
 
Inicialmente se configuran los puertos del microcontrolador conectados al 
periférico LCD, dónde tenemos los 8 pins del puerto D conectados al bus de 
datos del LCD y  los tres primeros pins del puerto B conectados a los pins 
Envela, escritura/lectura y reset del LCD, que nos permitirán realizar las 
operaciones de lectura, escritura, habilitación del LCD. 
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Una vez determinada la configuración de los puertos que intervienen en la 
manipulación del LCD, se llama a la función Wrcmd. Esta función permite 
enviar comandos al LCD para determinar el modo de funcionamiento del LCD, 
en nuestro caso, una línea de datos, cursor no visible y sin parpadear, e inicio 
de escritura de datos desde la izquierda de la pantalla. Las variables que 
enviamos están definidas dentro de la librería del LCD, como son: set_function, 
set_mode, set_visible y set_addr. 
 
Para enviar estos comandos al LCD la rutina wrcml configura el puerto D donde 
se conectan los buses del LCD como puerto de salida y cargamos en dicho 
puerto las variables definidas en el librería con los valores que nos interesan. 
Para que los comandos sean leídos por el LCD, se debe de enviar por el puerto 
B las señales de enable, lectura/escritura y reset adecuadas para que el LCD 
pueda leerlas y aplicarlas. Para ello, debemos enviar la siguiente secuencia por 
el puerto B: enable = 1, Lectura/escritura = 0, reset = 0.  Para  no contradecir 
las especificaciones del fabricante, en cuanto a tiempos de espera para la 
lectura de comandos, se llama a la función pause, que nos proporciona el 
tiempo especificado. 
 
Una vez configurado el modo de actuación del LCD, se vuelve a la función 
principal. 
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Fig.  33  Diagrama de flujo de la rutina inicio LCD 
 
 
3.2.2.2      Rutina de escritura del LCD 
 
Esta función nos permite mostrar por el LCD los códigos de incidencias 
introducidos por el LCD. Como vemos en la Fig.  34, la función recibe el 
carácter pulsado en el teclado. Inicialmente se configuran los puertos del 
microcontrolador. El puerto D conectado al bus de datos del LCD se configura 
como salida y en la variable PORTD cargaremos la variable recibida. 
 
Para poder enviar la variable al LCD y que éste la muestre por pantalla 
tenemos que enviar por el puerto B del microcontrolador, configurado como 
salida,  la secuencia que permite la escritura del carácter recibido por el bus de 
datos, para ello, enviamos por el puerto B la variable LCD_DATA_WR, definida 
en la librería del LCD y su valor pone los valores de reset a 1, modo carácter, 
rw/rd a cero, para escribir por el LCD y el valor de E a 1 para habilitar el 
periférico. 
 
A continuación, se llama a la función LCD_wait que nos proporciona los 
tiempos definidos por el fabricante para la escritura de caracteres en el LCD. 
Una vez realizado esto se vuelve a la función principal.  
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Fig.  34  Diagrama de flujo de la rutina escritura de datos. 
 
3.2.2.3      Rutina de escritura de incidencias en el  LCD 
 
Como hemos visto en la Fig.  34, los códigos se insertan por el teclado y se ven 
en el LCD. Cuando esto sucede se genera un mensaje que se visualiza por el 
LCD y que corresponde a la incidencia correspondiente como podemos ver en 
la Fig.  35, o en la tabla de incidencias (véase Fig.  31). 
 
 
 
¿Como funciona esta función? 
 
La función recibe una matriz de 4 elementos que corresponden a un código de 
mensaje. Este código esta formado por 3 números y una letra. El código 
recibido se compara con los diferentes condicionales que encontramos  en la 
rutina, si uno de los códigos coincide con la variable condicional, entonces se 
procede a su tratamiento.  
 
? Dentro de un condicional 
 
Se declara una variable cod[], que será una matriz de longitud variable 
dependiendo de cada mensaje, posteriormente se llama a la función 
clac_display pasándole la matriz con el contenido del mensaje. Esta función 
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realiza un recorrido por la matriz y a cada carácter leído se llama a la función 
wr_data (rutina escritura) para imprimir por pantalla cada uno de los caracteres 
que contiene la matriz recibida. 
 
Ahora que visualizamos el mensaje de incidencia por LCD, se debe de enviar 
por el puerto serie de comunicaciones la incidencia, para ello, llamamos a la 
función serie para enviar un carácter asociado a la incidencia (véase Fig.  31) y 
de esta forma poder registrar la hora y la incidencia en la aplicación del PC. 
 
Una vez registrada y mostrada por pantalla la incidencia, se llama a una 
pequeña función para la limpieza del buffer que contiene el código de 
incidencia, de esta forma el buffer se prepara para poder recibir otra incidencia. 
Al finalizar esta acción se vuelve  a la función principal.  
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Fig.  35  diagrama de flujo de la rutina de mensajes 
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3.2.3      Descripción de rutinas para el periférico teclado 
3.2.3.1      Rutina calculate 
 
Esta función permite obtener las teclas pulsadas en el teclado matricial. 
 
Inicialmente declaramos las variables de pos y key, la primera impedirá que los 
códigos introducidos sean de 4 caracteres y la segunda variable se carga con 
el carácter introducido por teclado. 
 
El condicional de pos permite entrar en un bucle para la recogida de 
caracteres. Si pos es menor que 4 llamamos a la función calc_getkey que tiene 
la misión de devolver la tecla pulsada y cargarla en la variable key. Cuando 
esto se produce pasamos al condicional de key y portc igual 0x10, esto indica 
que se ha insertado mediante el pin 5 del puerto C la señal de avería desde el 
PLC. En este momento, se activan los 4 primeros pins de salida del puerto C, 
de esta forma cuando pulsemos la tecla sabremos a que fila y columna 
pertenece. 
 
Si no se cumple la condición de key y PORTC igual a 0x10, el bucle 
permanecerá a la espera hasta que pulsemos las teclas del teclado matricial. 
 
Una vez recogido el código del teclado tendremos que comparar la dimensión 
del Array con el código y la posición, esto se realiza para que los códigos sean 
de 4 dígitos, si se cumple esta condición insertamos en una variable buffer el 
código entrado por teclado. Y llamamos a la función calc_display pasándole el 
array con los 4 caracteres del código recogidos del teclado, de esta forma se 
nos mostrará el código tecleado en la pantalla del LCD. 
 
Una vez recogemos el código llamamos a la función mensaje (véase Fig.  35) 
para que muestre el mensaje correspondiente al código y lo muestre por 
pantalla. Para acabar llamamos a la función de pause y volvemos al inicio del 
bucle que controla que la posición  sea menor que 4.  
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Fig.  36  diagrama de flujo de la función calculate 
 
 
 
 
 
3.2.3.2 Rutina getkey 
 
Esta función se llama dentro de la función calculate y lo que realiza es la 
captura de la tecla pulsada en el teclado. 
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Inicialmente definimos una variable key, donde cargaremos el carácter devuelto 
por la función Keypadread. Esta función determinará la tecla pulsada haciendo 
un escaneo de filas y columnas del teclado, devolviendo el carácter tecleado 
previamente definido en una tabla de códigos como se muestra en la Fig.  37. 
Si esta función devuelve una valor 0x00, es que ya tenemos la captura de la 
tecla pulsada y volvemos a la rutina principal, sino esperamos hasta que se 
pulse la tecla. En la Fig.  38, se observa el diagrama de flujo de la rutina. 
 
 
 PORTA 
 RA0 RA1 RA2 RA3 
RC0 71110 1110 81101 1110 91011 1110 A0111 1110 
RC1 4 11101101 51101 1101 61011 1101 B0111 1101 
RC2 111101011 21101 1011 310111011 C0111 1011 PO
R
TB
 
RC3 D1110 0111 01101 0111 E1011 0111 F0110 0111 
Fig.  37  Relación pins/tecla 
 
 
 
 
Fig.  38  Diagrama de flujo de la rutina getkey 
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3.2.3.3      Rutina testkey 
 
Esta función se llama desde la rutina calculate y tiene la misión de controlar 
que los caracteres recogidos mediante el teclado estén comprendidos  entre el 
0 y  F, que pertenecen a los 16 pulsadores que tenemos en el teclado. 
 
Si cumple la condición envía variable booleana envía true, sino envía false. 
 
Inicio rutina clac_teskey
Recibe carácter  key de 
tecla pulsada
Key es un carácter comprendido 
entre 0 y F?
Devuelve verdadero
Devuelve false
cumple
No cumple
 
Fig.  39  diagrama de flujo de la rutina testkey 
 
 
3.2.4      Descripción de rutina para comunicación serie 
 
Esta función permite enviar los datos a la aplicación del PC, la cual, realizará 
informes de producción con los registros obtenidos del TCP. 
 
Como ya hemos visto en apartados anteriores, la comunicación serie se llama 
cada vez que se agota un tiempo de ciclo, cuando se genera una avería o 
cuando se introduce el código de un operario. 
 
La función serie recibe el carácter a transmitir por el puerto serie, luego 
pasamos a llamar a una definición init_comms situada en la librería usart que 
permite preparar lo registros para la transmisión del carácter. 
 
La llamada a la función Putch es la que nos va a enviar el carácter, para ello 
hace una evaluación del registro TXIF. Este registro nos informa si el buffer de 
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la usart este lleno o vacio, si esta lleno se transmite el carácter mediante el 
registro TXREG. 
 
Posteriormente, llamamos a la función de pausa y a la definición ult_comms 
definida en la librería de usart que pondrá los registros de comunicaciones 
serie a cero. Por último, volvemos a la rutina principal. En la Fig.  40, se 
observa el diagrama de flujo de la rutina. 
 
 
Fig.  40  Diagrama de flujo para la comunicación serie 
 
 
3.2.5      Descripción de la rutina de interrupciones / contador de 
piezas 
 
En la Fig.  41, se observa como se generan las interrupciones en el programa 
principal. Cuando se produce una interrupción el programa principal  se detiene 
y se atiende la interrupción. Una vez atendida la interrupción se vuelve al 
programa principal en la misma instrucción en la que se detuvo. 
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Fig.  41 Diagrama de flujo para interruptores 
 
 
La función de atención de interrupciones nos servirá como contador de piezas. 
Esta función posee un condicional que determina el valor de TOIF, que es el 
flag de estado de la interrupción producida por el TRM0, si se desborda el 
Timer 0 se produce la interrupción. Si esto se produce se generan una serie de 
condicionales que tiene la misión de establecer el conteo de piezas, según se 
pasa de unidades a decenas o a centenas. 
 
Cuando aumentamos el contador ponemos el TOIF a cero y el TRM0 a valor 
0xFF y volvemos al inicio del condicional, esto tiene el mismo funcionamiento 
como si el primer condicional tuviese el valor de TOIF a cero. 
 
 
 
 
 
 
 
 
 
 
 
56                                                                                  Control productivo basado en microcontroladores para la industria 
 
 
 
Fig.  42  Diagrama de flujo de atención a las interrupciones 
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CAPÍTULO 4: La aplicación de recogida de datos 
 
En el ordenador central se dispone de dos aplicaciones de consola que nos 
permitirá recoger los datos recibidos del TCP y realizar informe de datos. 
 
Por un lado tenemos el programa Serial que se encarga de visualizar los 
caracteres recibidos y generar un fichero con todos los datos recibidos y la hora 
en que se recibieron. 
 
En la Fig.  43, se muestra una imagen esta aplicación. 
 
En el cuadro de texto superior aparecerán los caracteres que se reciben por el 
puerto serie, si se marca la casilla Display in Hex los caracteres aparecerán en 
formato hexadecimal. 
 
Los cuadros de arriba nos permite configurar la comunicación y ver su estado, 
estos controles son: 
 
? Active port: Puerto por el que se leen los datos. 
? Handsale: Se mostrará la configuración del enlace, en nuestro caso 
velocidad e 2400, 8 bits, sin paridad y uno de parada. 
? SeXOFF: Es el tipo de comunicación que usaremos. 
? MODEM singular se mostrarán en color verde los pins del puerto COM 
activos. 
? Terminate: Cerramos la aplicación. 
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Fig.  43 Aplicación serie 
 
 
Como ya hemos mencionado, la aplicación Serial genera un fichero con la 
recogida de datos por el puerto serie.  
 
La aplicación de generación de informes. Esta aplicación realiza la lectura de 
los datos del fichero.  
 
En este fichero tenemos las piezas realizadas, los paros introducidos y la hora 
en que se generaron todas las entradas. 
 
Como vemos en la Fig.  44, tenemos un cuadro de texto donde  aparecen las 
incidencias asociadas a la hora en que se generaron y las piezas que en ese 
momento se contabilizaban. 
 
En la parte derecha de la Fig.  44, se ve el informe global de tiempos de paro 
totales en la jornada, las piezas totales realizadas   y las horas de trabajo 
totales. 
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Fig.  44  Aplicación de gestión de datos 
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CAPÍTULO 5: MONTAJE DEL PROTOTIPO. Verificación 
y simulación. 
 
5.1     Introducción 
 
La simulación que en apartado 4.2 explicamos ha sido la unión de varios 
bloques que se han ido diseñando poco a poco introduciendo al circuito 
principal hasta acabar con la simulación de todo el circuito. 
 
5.1.1     Evolución 
 
Primero nos dedicamos al simulador del autómata programable y de pasada 
nos sirvió para practicar con un PIC sencillo. Una vez los leds ya se movían 
secuencialmente como nosotros queríamos pasamos al TCP. 
 
Para el TCP lo primero que hicimos fue poner la pantalla LCD y el teclado. 
Teníamos que escribir algo por el teclado y  verlo por la pantalla. Una vez 
superada esta parte unimos el simulador del autómata programable al PIC 
16F877 con el teclado y la pantallas LCD. 
 
A partir de aquí ya empezamos a diseñar y programar el TCP. Queríamos que 
le llegase las señales del simulador las sacará por pantalla y también se 
puedan introducir por caracteres por el teclado y puedan ser vistas también por 
la pantalla. 
 
Una vez conseguido esto conectamos primero un terminal virtual que nos 
ofrece Proteus para la comunicación en serie. Luego nos conectamos a otro 
ordenador con un cable rs 232 y a través del Hyperterminal estudiamos lo que 
recibíamos. Cuando ya enviábamos lo que nosotros pedíamos se hizo la 
aplicación para realizar informes en el ordenador.   
 
5.2      Simulación del Sistema 
 
En la simulación de nuestro sistema se usa el software de simulación de 
circuitos digitales, Proteus. 
 
A continuación se describen los pasos de la simulación de este software. 
 
En la Fig.  45, se observa el diseño del sistema sin iniciar. En esta figura se 
observan los diferentes elementos que conforman el sistema, cajas TCP y PLC, 
periféricos LCD, teclado y comunicación serie COMPIM. 
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Fig.  45  Simulador Proteus 
 
 
En la Fig.  47, presionamos el botón de inicio del sistema y vemos como se 
inicializa el sistema, ver como el LCD y  los pins del puerto serie se iluminan. 
En este momento, ya estamos preparados para interactuar sobre los diferentes 
interruptores del sistema. 
 
 
 Codigo entrada Carácter enviado Descripción incidencia 
100 A B Avería 
101 A C Atascos 
200 B D Cambio referencia 
201 B E Etalonado 
301 C F Falta Material 
302 C G Falta Asistencia 
303 C P Falta Personal 
400 D N Parada Calidad 
501 E H Ajuste 
502 E M Descanso 
503 E J Bocadillo 
001 F U Javier Esteban 
002 F V Carlos Cabedo 
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Fig.  46  Tabla de incidencias 
 
 
Fig.  47  Inicio programa 
 
 
Una vez tenemos inicializado el sistema debemos introducir el código de 
operario que va a interactuar sobre la máquina. Este paso es opcional, 
podríamos iniciar el ciclo de la máquina sin registrar al operario. 
 
Para registrar el código de operario, éste debe de pulsar el interruptor de 
avería, porque de este modo ponemos en funcionamiento el teclado matricial. 
El sistema tiene registrados dos operarios (véase Fig.  46), en el teclado 
matricial se introduce el número de operario y se pulsa la F para que quede 
registrado. En la pantalla del LCD  se muestra el nombre de operario que ha 
sido introducido (Fig.  48), además en un proceso paralelo se envía por el 
puerto serie el carácter que identifica al operario introducido (Fig.  46). 
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Fig.  48  Mensaje de identificación de operario 
 
En la Fig.  49, se observa la aplicación de comunicación serie que tenemos en 
el PC y que recoge los datos enviados por el TCP (Terminal de control de 
producción). Esta aplicación muestra el COM1 como puerto de 
comunicaciones, con protocolo Xon/Xoff y velocidad de 2400 bps, 8 bits sin 
paridad y un bit de Stop. 
 
En al cuadro de señales del MODEM se observa como las señales CTS, DSR y 
DLSD están en verde, esto indica que tenemos comunicación de extremo a 
extremo. En el cuadro de texto se muestran los caracteres recibidos y su 
homólogo en hexadecimal. Estos caracteres se guardan en un fichero creado 
por la aplicación para su posterior manipulación. 
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Fig.  49 Aplicación serie recibe carácter identificación de operario 
 
 
Una vez tenemos registrado al operario debemos de pulsar el botón de inicio, 
de esta forma, la simulación de la máquina iniciará el procesado de las piezas. 
 
En este paso se observa Fig.  50, como los leds se encienden secuencialmente 
simulando el tiempo de ciclo de la máquina. Cuando el último led se apague, se 
produce una comunicación del PIC al LCD, mostrando por éste el número de 
pieza que se ha procesado, simultáneamente se produce una comunicación 
serie con la aplicación serie para registrar el número de piezas. 
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Fig.  50  Simulación de TC mediante leds 
 
 
En la aplicación (Fig.  51), se muestra en el cuadro de texto como a cada ciclo 
de pieza concluido se recibe por el puerto serie un carácter ‘x’ que indica una 
pieza procesada. Este carácter, al igual que el código de usuario introducido, 
se registra en el fichero creado por la aplicación para su posterior 
manipulación. 
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Fig.  51  Aplicación serie recibe pieza procesada 
 
 
Si durante el proceso normal de la máquina se produce una incidencia, la cual 
simularemos pulsando el botón de avería, la hemos de registrar mediante el 
teclado matricial. 
 
Cuando pulsamos la interrupción de avería tenemos operativo el teclado 
matricial y podremos insertar el código de la interrupción según Fig.  46.  
 
En la Fig.  52, se observa como vamos a introducir una avería, en este cado, 
hemos tenido una incidencia de código 200 B. Una vez introducido el número 
de código y la letra asociada nos aparece en el LCD la interrupción introducida 
(Fig.  53), ‘Cambio de Referencia’.  
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Fig.  52  Introducción código avería 
 
 
 
Fig.  53  Mensaje relacionado con código 
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Paralelamente a la inserción de la incidencia y su mensaje asociado visionado 
por el LCD, se produce una comunicación serie con la aplicación, la cual recibe 
el carácter asociado  a la incidencia. La aplicación (Fig.  54) muestra el carácter 
‘D’ asociado a la incidencia y la registra en el fichero que ha generado para su 
posterior manipulación. 
 
 
 
Fig.  54 Aplicación recibe carácter asociado al código de interrupción introducido 
 
 
Una vez subsanada la incidencia, para poder continuar el proceso normal de la 
máquina se ha de pulsar el botón de inicio. En este punto y a cada ciclo de 
máquina acabado, el LCD mostrará el número de piezas procesadas, 
continuando el contador en la misma posición que tenía antes de introducir la 
incidencia. En la Fig.  55, se muestra de nuevo el proceso normal de la 
máquina, con su comunicación serie a la aplicación en cada momento que se 
agota el tiempo de ciclo para poder registrar la pieza procesada en el fichero. 
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Fig.  55  Procesado de pieza normal 
 
 
Si durante el ciclo normal de la máquina, pulsamos el botón de stop se 
producirá una parada de la máquina, es decir, se acabará de procesar la última 
pieza (lo observamos cuando acabe de encenderse el último led) y apagará 
todos los leds del ciclo de la máquina (Fig.  56). 
 
En este punto, podemos actuar de dos formas, la primera es pulsar el botón de 
inicio y volver a ‘encender la máquina’ continuando de esta forma con el ciclo 
normal de la máquina y el contador de piezas. Y segundo, parando la máquina, 
es decir, parando el sistema por falta de actividad en la máquina. A partir de 
este momento, ya podemos mostrar mediante la aplicación del PC los 
resultados de la jornada de trabajo anteriormente registrados en el fichero que 
ha generado la aplicación serie. 
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Fig.  56  Leds apagados stop pulsado 
 
 
Una vez, hemos pulsado el botón de stop y hemos desconectado la máquina 
(en la simulación del Proteus pulsamos stop), hemos de pulsar el botón de 
‘terminate’ de la aplicación serie (Fig.  57) y, de esta forma, podremos tener 
acceso al fichero de registro de datos de la jornada de trabajo. 
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Fig.  57  Cerramos aplicación serie 
 
 
Al acabar la jornada de trabajo podemos obtener el registro de incidencias, 
para ello, abrimos la aplicación TCP (véase Fig.  58). 
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Fig.  58  Aplicación informes serie 
 
Si pulsamos el botón de inicio de la aplicación TCP, en los campos del 
formulario (véase Fig.  59) se mostrarán los resultados de la jornada de trabajo. 
 
En el campo de ficha de trabajo se muestra el nombre del operario insertado al 
inicio de la jornada. Luego tenemos un cuadro de diálogos donde se registran 
tres líneas por cada incidencia registrada. Estas líneas informan de la hora de 
inserción de las incidencias, la descripción de la incidencia y las piezas 
procesadas que se llevaban cuando se produjo la incidencia. 
 
A la derecha de formulario, se muestran los resúmenes de la jornada. Este 
resumen tiene tres campos visibles que son; El tiempo de incidencias totales 
introducidas por el operario en la jornada laboral, el total de piezas procesadas 
en la jornada de trabajo y el tiempo total de la jornada de trabajo, es decir, el 
tiempo que ha transcurrido desde que se encendió la máquina hasta que se 
apagó, contabilizando todo el tiempo de ciclo de cada una de las piezas 
procesadas, así como, la suma de tiempos de incidencias introducidos. 
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Fig.  59  Generación resumen de jornada 
 
 
5.3      El layout de la placa 
 
Se realiza el layout de la placa del Terminal de Control de Producción con el 
programa Proteus ARES. En un principio se quería realizar este layout con el 
PCAD pero al final se opta por la otra opción ya que toda la simulación y el 
programa se realizan con el Proteus ISIS. 
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Fig.  60 Layout componentes 
 
 
Componentes: 
 
  
 Nombre  Valor o referencia 
 
U1   PIC 16F877 
 U2   MAX 232 
 U3   7805 
  
LCD1   LM016M 
 
Teclado  Teclado matricial 4x4 
 
X1   CRYSTAL 1MHz 
  
J1   Conector 2 hilos de cobre 
J2   Conector 2 hilos de cobre 
J3   Conector 2 hilos de cobre 
J4   Conector 2 hilos de cobre 
J5   Jumper 
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Nombre  Valor o referencia 
 
J6   Jumper 
 
Q3        BC547 
Q4   BC547  
Q5   BC547 
Q6   BC547 
 
CN1   DB-9 
 
D1   Led - rojo 
D2    Led - rojo 
D3   1N4007 
D4   1N4007 
 
SW1   Interruptor 
 
R1   10K                                                                     
 R2   10K 
R3   10K 
R4   10K 
R5   330Ω 
R6   1K 
R7   10K 
R9   100K 
R10   560 Ω 
R11   100K  
R12   560 Ω 
R15    220K 
R16   560 Ω 
 
C1    100nF 
C2   100nF 
C3   100nF 
C4   100nF 
C5   100µF 
C6   1nF 
C7    10pF 
C8    10pF 
C9    1µF 
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Fig.  61  Layout cara superior 
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Fig.  62  Layout cara inferior 
 
 
5.4      Pruebas con hardware 
 
El sistema implementado mediante software se ha realizado en hardware, 
como podemos observar en la Fig.  63, donde vemos el simulador del PLC con 
sus respectivos componentes.  
 
Para la realización de la placa de simulación del PLC se han usado placas de 
baquelita agujereadas y se han realizando las pistas estañando con un 
soldador JVC. 
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Fig.  63  Parte superior placa PLC 
 
 
Fig.  64  Parte inferior placa PLC 
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En la Fig.  65, se puede observar la placa de desarrollos adquirida a la empresa 
Microsystems. Como se puede observar esta placa nos ha venido muy bien 
para la realización del proyecto, ya que, permite diferentes tipos de 
microcontroladores dependiendo de sus patillajes, además, incorpora un 
circuito grabador de microcontroladores y todos los periféricos que hemos 
usado en el proyecto como son: comunicaciones RS232, LCD y teclado 
matricial, así como, otros componentes que se pueden usar para una posible 
ampliación del proyecto como son: comunicación USB, RS 485, BUS CAN, 
entradas analógicas, pulsadores, leds, etc. 
 
 
 
Fig.  65  Entrenador utilizado para el TCP 
 
En la Fig.  66, se observa la implementación del sistema global con la 
secuencia de leds que se encienden en el simulador de PLC y como el 
entrenador recoge las incidencias y las muestra por la pantalla del LCD. Esta 
última parte, no ha sido posible implementarla en hardware por problemas en el 
entrenador. Estos problemas han derivado en una devolución de la placa 
entrenadora a la empresa proveedora de la placa para su posible testeo por 
problemas de comunicación con el PIC 16F877, ya que, por en los pics de 18 
patillas como el PIC 16F84 y el PIC de 28 patillas como el PIC 16F876, no 
tenían este problema y se podía comunicar el microcontrolador con los 
diferentes dispositivos sin ningún problema. 
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Fig.  66  Simulación del TCP 
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Líneas futuras 
 
 
Este proyecto admite ampliaciones para futuros proyectistas, ya que, el sistema 
admite un sinfín de nuevos registros y ampliación de control de máquinas en 
una misma aplicación de PC. 
 
A continuación detallaremos las ampliaciones posibles para el sistema. 
 
• Comunicación serie y control de mayor número de máquinas: El 
TCP usa la comunicación serie para enviar datos desde el TCP a la 
aplicación del TCP que se encuentra en el ordenador. Al usar la 
comunicación serie, sólo podemos obtener los datos de una sola 
máquina y este hace que el sistema no sea escalable. Para realizar 
un sistema escalable se aconseja realizar comunicación con el 
protocolo RS 485 o TCP (Transmission Control Protocol). Estos dos 
protocolos admiten que diversas máquinas se puedan conectar a una 
misma aplicación, esto se consigue por que estos dos protocolos 
diferencian a los diferentes PLC´s de las máquinas con un campo en 
la cabecera del mensaje que identifican la dirección de cada 
máquina. 
 
• Ampliación de mensajes de incidencia. El sistema TPM 
(mantenimiento total productivo) registra 21 incidencias posibles para 
su posterior estudio. Debido a las limitaciones del HI-TECH_PICC-
LITE_Compiler (utilizado para la programación del PIC) no se han 
podido implementar todas las incidencias, debido a que teníamos 
una limitación de 2k de código. Se aconseja realizar el código con un 
software sin limitaciones para poder registrar todos los registros. 
 
• Aplicaciones serie e informes: Para la recogida  de datos  del TCP 
se usan dos aplicaciones: una recoge los datos del TCP y generan 
un fichero y otra aplicación que lee el fichero y realiza los informes de 
producción. La idea es realizar una única aplicación que realice las 
dos funciones y que en lugar de generar un fichero para su posterior 
lectura, genere una base de datos por cada máquina. Además para 
que el sistema sea más eficiente, se debería conseguir informe de 
datos en tiempo real. 
 
• Ampliación de los informes: En los informes de la jornada laboral 
implementados solo nos centramos en los tiempos de paro, piezas 
totales y tiempo de trabajo total. La aplicación permite registrar un 
mayor número de datos que nos proporcionarían, por ejemplo,  
Método de trabajo mejorado, Coste real de la pieza, registro de 
mantenimientos o gráficos de actividad. Para ello, se debe de 
estudiar detenidamente en el anexo el tema de TPM y sus 
posibilidades. 
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• Comunicaciones móviles: Una de las aplicaciones que no hemos 
implementado y que seria muy útil para las empresa es la 
comunicación móvil con los carretilleros, es decir, cuando se produce  
una incidencia del tipo de falta de material, el sistema ha de ser lo 
suficientemente eficaz como para realizar una comunicación móvil 
con la PDA del carretillero para informarle del material que tiene que 
servir a una máquina específica. Esta comunicación se realizará 
cuando se hay agotado el 90% del material servido con anterioridad, 
así se dará tiempo para servir el material y que el proceso productivo 
se paralice lo menor posible. 
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Conclusiones 
 
 
Este trabajo nos ha servido para, adquirir mayores conocimientos en 
aplicaciones de simulación para entornos industriales. 
 
En la parte de software hemos trabajado con el software de desarrollo Matlab 
IDE y el lenguaje de alto nivel en C Hi-Tech para la realización de los 
programas para el microcontrolador. En la realización de estos programas para 
los microcontroladores hemos tenido algunos problemas como la restricción 
que teníamos de memoria en el software, lo que ha derivado en un recorte de 
funciones en los mensajes de incidencias mostradas en la pantalla del LCD. 
 
Para la realización de la aplicación de recogida de datos y generación de 
informes se ha usado el entorno de programación Visual C# 2005, el cual nos 
ha ido muy bien, ya que, este entorno de programación incorpora las librerías 
de comunicación serie, cosa que el Visual C# 2003 no incorpora estas librerías. 
 
En cuanto a la grabación de los ficheros ejecutables en los microcontroladores, 
en un primer momento se uso el TS-20, que es una pequeña placa de 
programación para Pics de 18 patillas. Esta placa de programación no se pudo 
usar para el microcontrolador pic 16F877, ya que, éste dispone de 40 patillas, 
este pequeño problema lo solucionemos con la placa de desarrollos adquirida a 
la empresa Microsystems, la cual dispone de programador incorporado para 
pic´s de 40 patillas. 
 
Uno de los mayores problemas que hemos tenido ha sido la realización del 
hardware. Se diseño la placa del simulador PLC. Una vez, teníamos el diseño  
de la placa se compraron los componentes y se soldaron, realizando las pistas 
mediante soldadura con estaño. El problema fue, que después de un buen 
diseño y una buena conectividad (probada con un tester) la placa no realizaba 
las funciones que se habían programado, esto nos hizo perder mucho tiempo 
hasta que nos dimos cuenta que teníamos trozos de pista denominadas 
‘soldaduras frías’. 
 
Una vez solucionado el tema de soldaduras, nos centremos en la 
implementación del sistema global usando la placa de desarrollo adquirida. El 
problema que tuvimos fue ajeno a nosotros, ya que, la comunicación del Pic 
16F877 con los periféricos no se producía, dado que esta placa no fue 
realizada por nosotros se envío la placa a la empresa donde se compro para 
que nos determinasen el problema que había en el hardware. 
 
Como conclusiones, hemos adquirido nuevos conocimientos de programación 
de microcontroladores, apoyado por una herramienta desconocida antes de la 
realización del proyecto como el Proteus, que simplifica mucho el trabajo con 
hardware. El proyecto también nos ha servido para ver que la implementación 
de un sistema en hardware no es nada trivial y depende de muchos factores, 
entre ellos una buena formación en electrónica digital y analógica. 
84                                                                                  Control productivo basado en microcontroladores para la industria 
 
 
Este proyecto nos ha servido profesionalmente en nuestras respectivas 
empresas para poder tener una visión más especifica sobre los sistemas de 
gestión de la producción y su implementación en máquinas. 
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Estudio de ambientalización 
 
 
Los aspectos relacionados con la preservación del medio ambiente, por lo que 
respecta a este trabajo es el siguiente: 
 
La cantidad de papel innecesario que se utiliza en la industria para poder 
rellenar las producciones de cada operario, luego aglutinar estas producciones 
por secciones en otros papeles para luego introducir en el ordenador los datos 
necesarios para el área de producción. Con este trabajo informatizamos todo el 
sistema teniendo un gran ahorro (toneladas de papel anuales) y preservando el 
medio ambiente. 
 
A parte como la alimentación que utilizamos es pequeña (5V en continua), no 
supone un gran gasto energético. 
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ANEXO 1: CONTROL DE TIEMPOS 
 
1.1      Definición y objetivo de la medición de tiempos 
La organización internacional del trabajo establece que la medición del 
trabajo consiste en la aplicación de técnicas para fijar el tiempo que invierte 
un trabajador cualificado en llevar a cabo un proceso determinado definido 
según una norma de ejecución establecida. 
El estudio de métodos de trabajo permite optimizar al máximo los procesos 
productivos de una empresa permitiendo obtener unos altos grados de 
productividad, así como una referencia para los operarios a la hora de iniciar 
una nueva tarea dentro del proceso que vaya a ejecutarse, de esta forma, los 
tiempos de improductividad se minimizan notablemente obteniendo una 
relación coste/hora mejorada y competitiva. 
El estudio de tiempos y aplicación de métodos de trabajo detallado por tareas 
o elementos que interviene en un proceso productivo, permite obtener un 
eficiencia global en los entornos productivos bajo demanda del cliente, es 
decir, con estas técnicas de gestión y control obtendremos un programa de 
producción ajustado a los tiempos reales de ejecución pudiendo ajustar los 
plazos de entrega a los clientes sin necesidad de reajustar personal, el coste 
de la pieza disminuye debido a la reducción de tiempos improductivos, fijar 
normas sobre utilización de maquinaria, etc. 
Así pues, el estudio de tiempos es un elemento esencial dentro en la 
organización y control de todas aquellas actividades de la empresa, 
resultando un método idóneo para aumentar la productividad y mejorar su 
competitividad en el mercado. 
 
1.2 Precisión, exactitud y fiabilidad en la medición 
Se entiende por precisión de un instrumento al grado en que concuerdan las 
distintas medidas de un mismo fenómeno al utilizar varias veces el citado 
instrumento en la medida. 
Se entiende exactitud de un instrumento de medida el grado en que el valor 
obtenido se acerca al valor real del elemento medido. 
Se entiende fiabilidad de una medida el grado en que los valores obtenidos 
en una muestra se acercan al valor real de la población de la que ha sido 
extraída. 
Cuando se realiza una medición de tiempos en un proceso productivo 
intervienen algunos factores no controlados que pueden incurrir en 
desajustes temporales que perjudican a la productividad de la empresa, 
como pueden ser; elección de operarios no cualificados, realización de 
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operaciones secuenciales determinadas por el método de trabajo, buena 
iluminación, componentes de montaje accesibles, toma de muestras extensa, 
etc. 
Desde siempre, la medición de tiempos de trabajo y aplicación del método de 
trabajo a sido y sigue siendo un problema para la empresa y para el 
trabajador, ¿Por qué quien me dice que al operario que evalúan no trabaja a 
bajo rendimiento? O por el contrario, ¿Quien determina si el tiempo de 
medición se ajusta a la realidad, o a sido inflado por la empresa para buscar 
una mayor producción a costa de infligir la norma de la O.I.T? 
Al principio, se definían la precisión, exactitud y fiabilidad pero ¿Quien puede 
asegurar al 100% la rigurosidad de estos conceptos cuando todavía se 
efectúa la medición de tiempos manualmente?. 
Actualmente, las herramientas utilizadas para la medición de tiempos son: 
Cronometro manual,  tablero de observaciones y formulario para la recogida 
de valores medidos, así como otro material complementario como puede ser: 
una cinta métrica, una calculadora, una regla de metal, etc. 
Este TFC pretende solucionar estos problemas, ya que, se aboga por una 
medición de tiempos automática y la implantación de métodos ajustados 
realmente a las posibilidades reales de los trabajadores sin hacer 
distinciones entre buenos y malos operarios acabando de esta forma con las 
suspicacias y conflictos que este proceso de medición conlleva. 
 
1.3 Principales parámetros para la medición de tiempos 
En los métodos de trabajo por ley se deben de exponer en cada una de las 
máquinas que componen los diferentes procesos de producción. 
Como ya hemos comentado, en estos métodos de trabajo se especifican los 
diferentes elementos de los que consta un proceso productivo, y asociado a 
cada elemento tenemos unos parámetros que nos dan unos tiempos 
establecidos que determinarán la piezas / horas que se deben de realizar una 
actividad normal, entendiendo por normal como la realización de una tarea 
realizada con criterio y sin prisas pero sin incurrir a la lentitud. 
 
1.4      Ejemplos de toma de datos de TCP 
Para poder apreciar con mayor exactitud una toma de tiempos y creación de 
método asociado, se ha desarrollado una serie nueva recogida de datos que 
los actuales TCP no implementaban. De esta forma, se obtiene una mayor 
eficiencia, fiabilidad y precisión en la medición de tiempos. 
A continuación se exponen una serie de ejemplos de toma de datos reales en 
diferentes máquinas. 
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En la Fig.  67, se observan la nueva serie de datos que se evalúan, de esta 
forma obtenemos unos datos de medición de tiempos que se ajustan  a la 
realidad y a lo que el operario realiza durante la jornada de trabajo. 
Con estos datos se pueden elaborar métodos de trabajo muy fiables. En la 
gráfica se observan en gris los datos que proporcionan actualmente los 
TCP´s y en azul los nuevos datos que se han incluido. 
Los nuevos campos incluidos son: 
• PDP (paro dentro de proceso); Este paro identifica a una incidencia 
en máquina o paro que ha sido incluido dentro del método de 
trabajo, es decir, al trabajador ya se le ha otorgado un tiempo para 
realizar el elemento descrito ‘reponer’. Todo el tiempo empleado se 
ha de recuperar al finalizar la jornada. 
• PFP (paro fuera de proceso); Este paro identifica a una incidencia 
en máquina o paro que no ha sido incluido dentro del método de 
trabajo, es decir, al trabajador no se le ha otorgado un tiempo para 
realizar el elemento descrito ‘pieza atascada’. Todo el tiempo 
empleado  no se ha de recuperar, por tanto, son piezas perdidas al 
cabo de la jornada. 
• TIJ-TIP (tiempo de inicio jornada a tiempo inicio paro); Con esta 
variable obtendremos los pasos intermedios de piezas reales y 
rendimientos de la jornada.  
• TIJ-TFP (tiempo de inicio jornada a tiempo final paro); Con esta 
variable obtendremos los pasos intermedios de piezas reales y 
rendimientos de la jornada. 
• PI crono (piezas iniciales del paro según cronometraje); No da las 
piezas que debemos llevar al inicio del paro y contando el tiempo 
de trabajo que llevamos desde que se inicio la jornada de trabajo, 
exceptuando los tiempos que no están dentro del método. 
• PF crono (piezas iniciales del paro según cronometraje); No da las 
piezas que debemos llevar al final del paro y contando el tiempo de 
trabajo que llevamos desde que se inicio la jornada de trabajo, 
exceptuando los tiempos que no están dentro del método. 
• T. real (Tiempo Real); Obtenemos el tiempo real de trabajo desde 
el inicio de la jornada descontando los tiempos de paros no 
incluidos dentro del método. 
• Piezas Reales; Con el tiempo real antes calculado obtenemos las 
piezas reales que llevamos en cada instante dentro de la jornada 
de trabajo, de esta forma obtenemos el tiempo real que se necesita 
para ejecutar un tiempo de ciclo. 
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• R. Inicial (Rendimiento inicial); Con el tiempo real de trabajo y las 
piezas que llevamos  obtenemos los rendimientos, estos 
rendimientos se marcan al inicio y final del paro para ver como 
ciertos operarios ajustan sus producciones al termino de la jornada 
de trabajo.  
• R. final (rendimiento final); Igual que el anterior pero tomado al final 
de la incidencia. 
Con estos datos podemos hacer una estimación real de lo que produce 
una línea de montaje, y vemos como la información es más extensa que la 
que actualmente muestran los TCP. 
 
 
máquina 380 piezas real 96 ciclos
Referencia 1051701 hora inicio 5:43
Ph 50 hora final 14:00
T. Ciclo 1,2 minutos/pieza minutos
tipo descripciónt. Inicio t.final PDP PFP TIJ/TIP TIJ/TFP PIPcrono PFPcrono t.Real Piezas ReaR. inicial R. Final
PDP reponer 5:43 6:03 0:20 0:00 0:20 0 17 0:00 0 0% 0%
PFP pieza atasc 6:16 6:18 0:02 0:33 0:33 28 28 0:13 13 48% 48%
PFP pieza atasc 6:40 6:42 0:02 0:55 0:55 46 46 0:35 36 78% 78%
PDP para en pro 6:55 6:59 0:04 1:08 1:12 57 60 0:48 49 87% 82%
PDP descanso 6:59 7:22 0:23 1:12 1:35 60 79 0:48 49 82% 62%
PFP pieza atasc 7:44 7:46 0:02 1:57 1:57 98 98 1:10 71 73% 73%
PDP reponer 7:49 7:53 0:04 2:00 2:04 100 103 1:13 75 75% 72%
PDP para en pro 7:54 8:00 0:06 2:05 2:11 104 109 1:14 76 73% 69%
PFP pieza atasc 8:00 8:02 0:02 2:11 2:11 109 109 1:14 76 69% 69%
PFP iinterrupcio 8:05 8:08 0:03 2:14 2:14 112 112 1:17 79 70% 70%
PDP para en pro 8:22 8:25 0:03 2:28 2:31 126 126 1:31 93 74% 74%
PFP falta asiste 8:25 14:00 5:35 2:31 2:31 126 126 1:34 96 76% 76%
0:57 5:46
hora totales trabajadas 8:17
horas de paro fuera 5:46:00
horas de para dentro 0:57 PH estimado 51,06383
Piezas realizadas 96 PH actual 50
tiempo real trabajado 1:34:00
Real tiempo/pieza 0,979167 minutos
rendimiento 76%  
Fig.  67 Hoja de trabajo 
 
 
A continuación, se expone un claro ejemplo de la ineficiencia de toma de 
tiempos manual que se realiza en la totalidad de las empresas. 
En la Fig.  68, se observa la evolución de rendimientos durante la jornada de  
trabajo con las nuevas implementaciones de datos. Estas gráficas 
proporcionadas no son viables en los TCP´s actuales por que no cogen datos 
intermedios.  
A simple vista podemos observar la ineficiencia de la toma de tiempos 
para este proceso, ya que, los rendimientos están inusualmente altos (>120), 
pero para poder corroborar lo dicho únicamente hemos de situarnos al 
termino de la jornada para observar una disminución del rendimiento a 
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consciencia para poder acabar justo al 100 % de rendimiento que es lo 
exigible al termino de la jornada, esto se puede hacer introduciendo paros 
dentro del proceso los cuales son ficticios, la única función que tiene es 
reducir el rendimiento.  
 
 
 
 
   
 
 
 
 
 
Fig. 1.2 
 
En la Fig.  69, hemos realizado la gráfica comparando las piezas reales (rojo) 
que se llevan a cada instante de tiempo con las piezas según cronometraje 
(azul) que tendrían que llevar a cada instante de tiempo. 
Se observa claramente como las dos columnas se igualan al final de la jornada, 
verificando la idea de la gráfica anterior sobre una toma de tiempos poco 
eficiente. 
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Por último, nos centraremos en la gráfica Fig.  70, que nos da las incidencias de 
la máquina en cada instante de tiempo certificamos lo expuesto anteriormente. 
 
Paros dentro de proceso para disminuir el rendimiento y acabar en el 100 % 
que es lo pedido por el cronometraje. El paro que todos nuestros pasos es el 
ajuste de máquina, paro dentro de proceso que hace que disminuya el 
rendimiento de un115% a un 98,8 %. 
 
Como datos de interés: 
 
El tiempo de ciclo de la máquina cronometrado nos da 51,6 piezas/hora. 
El tiempo de ciclo con TCP y nuevos datos nos da 81,1 piezas/hora. 
 
Estos datos demuestran la poca productividad que tiene esta línea de montaje 
y la ineficiencia en la toma de tiempos. 
 
Nota: Estos datos son todos verídicos tomados en una empresa del sector del 
automóvil. 
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Fig. 1.4 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig.  70  Evolución a cada paro 
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ANEXO 2: MANTENIMIENTO PRODUCTIVO TOTAL  
 
2.1      Conceptos y características de TPM 
 
El TPM (mantenimiento total productivo) surgió y se desarrollo inicialmente en 
las empresas del automóvil como Nissan, Toyota o Mazda. 
 
Debido al éxito del TPM otras empresas han desarrollado este método de 
gestión de la producción y las empresas auxiliares a las grandes empresas del 
automóvil no han tenido más remedio que incorporar este método de gestión. 
 
La gran idea de TPM es que todos los integrantes de la empresa gestionen el 
mantenimiento a través de actividades en  pequeños grupos. 
 
TPM tiene 5 grandes objetivos: 
 
• Participación de todo el personal, desde la alta dirección hasta los 
operarios de planta. Incluir a todos y cada uno de ellos para alcanzar 
con éxito el objetivo. 
• Creación de una cultura corporativa orientada a la obtención de la 
máxima eficiencia en el sistema de producción y gestión de equipos. 
Es lo que se da a conocer como objetivo:  
  
 Eficiencia global = producción + gestión de equipos. 
 
• Implantación de un sistema de gestión de las plantas productivas tal 
que se facilite la eliminación de las pérdidas antes de que se 
produzcan y se consigan los objetivos. 
• Implantación del mantenimiento preventivo como medio básico para 
alcanzar el objetivo de cero pérdidas mediante actividades integradas 
en pequeños grupos de trabajo y apoyado en el soporte que 
proporciona el mantenimiento autónomo. 
• Aplicación de los sistemas de gestión de todos los aspectos de la 
producción, incluyendo diseño y desarrollo, ventas y dirección. 
 
El mantenimiento productivo total se basa en una nueva concepción de trabajo 
en las plantas industriales, enfatizando en la participación de todo el personal 
de la planta, eficacia total y sistema total de gestión del mantenimiento de 
equipos desde su diseño hasta la corrección, y la prevención. 
 
• Participación total del personal: 
o Implicación total de la dirección. 
o Trabajo de equipo: grupos multidisciplinares. 
o Colaboración interdepartamental. 
o Estrecha colaboración entre operarios: producción – 
mantenimiento. 
• Eficacia Total: 
o Máximo rendimiento de equipos. 
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Máxima rentabilidad económica. 
• Sistema total de gestión de mantenimiento: 
o Mantenimiento correctivo eficaz: registros, recambios y 
documentación. 
 
Además del objetivo de alcanzar cero averías y cero problemas de seguridad, 
el TPM también considera otros aspectos relacionados con la gestión 
productiva como son los outputs (calidad, coste, rendimiento del producto, 
tiempo, entrega y seguridad)  con el mínimo de inputs posibles (equipos, 
trabajadores, materiales, energía y consumibles) , de esta forma obtenemos  
un competitividad máxima. 
 
2.2      Mejora de la gestión de equipos productivos 
 
La aplicación del TPM garantiza: 
 
• Productividad de equipos. 
• Mejoras corporativas. 
• Capacitación del personal. 
• Transformación del puesto de trabajo. 
 
2.2.1 Productividad de equipos 
 
Con la implantación del TPM se quiere conseguir la reducción total de las 
averías, los defectos y los accidentes, con estos parámetros junto con una 
buena recogida de datos y análisis de las líneas productivas para conseguir los 
mejores métodos de trabajo, aseguran un aumento sustancial de la 
productividad, la calidad, reduciendo los costes y mejorando los beneficios. 
 
2.2.2 Mejoras corporativas 
 
Para la puesta en marcha del TPM y su viabilidad se requiere la participación 
de todos los integrantes de la empresa desde el director hasta el último 
operario de producción pasando por todo el personal  de oficinas, aunque no 
estén ligados directamente con el departamento de producción. 
 
Para se tenga  éxito en la implantación del sistema se requiere la participación 
y motivación de todos los operarios, esto se consigue haciendo participe al 
operario otorgándole responsabilidades en los pequeños grupos de trabajo que 
se habrán de crear, y que  cada uno de ellos se responsabilizará de que se 
cumplan los puntos de acción para la célula de trabajo asignada a cada grupo. 
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2.2.3 Preparación del personal 
 
Para obtener una buena eficiencia global tenemos que tener un conjunto de 
operarios altamente cualificados y preparados para asumir mayores 
responsabilidades. 
 
 
2.2.4 Transformación del puesto de trabajo 
 
La gestión de la seguridad es uno de los aspectos a reducir en las células de 
trabajo. El empeño es lograr las cero averías y cero defectos que son fuentes 
de riesgos. 
 
El lugar de trabajo se debe de transformar en un lugar limpio y bien organizado 
a través de la aplicación rigurosa de la 5’s como parte del mantenimiento 
autónomo. 
 
Las 5’s se componen de 5 palabras que en la fonética japonesa comienzan por  
S. 
• Seiri: Implica organización, limpieza y método. 
• Seiton: Orden, Implica localización separada e identificada de cada 
cosa. 
• Seiso: Limpieza de equipo, herramientas y áreas de trabajo.  
• Seiketsu: Mantener en buen estado del equipo, los útiles y las 
herramientas.  
• Shitsuke: Disciplina. Implica el cumplimiento de las reglamentaciones 
establecidas.  
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ANEXO 3: PÉRDIDAS DE FABRICACIÓN 
 
3.1      Detección de Pérdidas  
 
Los sistemas de gestión de la producción avanzados intentan eliminar los 
despilfarros ocasionados en las plantas de producción, esto se consigue 
implantando lo que se denomina la producción ajustada o Just in Time, que 
consiste en evitar los despilfarros consumiendo únicamente la cantidad de  
recursos mínima. 
 
La siguiente tabla muestra la agrupación de pérdidas en función de los efectos 
que provocan. 
 
 
PÉRDIDAS EFECTOS 
1. Averías 
2. Preparaciones y ajustes 
Tiempos muertos 
3. Tiempo en vacío y paradas cortas
4. Velocidad reducida. 
Caídas de velocidad 
5. Defectos de calidad y re-procesos
6. Puesta en Marcha 
Defectos 
Fig.  71  Clasificación de pérdidas 
   
En la siguiente tabla se clasifican las pérdidas por tipos y el objetivo que 
queremos conseguir en cada una de las pérdidas con el fin de obtener una 
eficiencia productiva alta y un ahorro de despilfarros en la planta de producción. 
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Tipo Perdidas 
Tipo y 
Características Objetivo 
1. Averías 
tiempos de paro del 
proceso por fallos, 
errores o averías, 
ocasionales o 
crónicas, de los 
equipos 
Eliminar 
Tiempos 
muertos y 
de vacío 
2. Tiempos de 
preparación y ajuste de 
equipos 
Tiempos de paro del 
proceso por 
preparaciones de 
máquinas o útiles 
necesarios para su 
puesta en marcha. 
Reducir al 
máximo 
3. Funcionamiento a 
velocidad reducida 
Diferencia entre la 
velocidad actual y la 
de diseño del equipo 
según su capacidad. 
Se pueden mejorar m 
los equipos para 
disminuir el tiempo de 
ciclo. 
Anular o 
hacer 
negativa la 
diferencia 
con el 
diseño. Pérdidas de 
velocidad y 
del proceso
4. Tiempo en vacío y 
paradas cortas 
intervalos de tiempo 
en el el equipo esta en 
espera para poder 
continuar, paradas 
cortas por desajustes 
varios. 
Eliminar 
5. Defectos de Calidad 
y repetición de trabajos
Producción con 
defectos crónicos u 
ocasionales en el 
producto resultante. 
Eliminar 
producto o 
proceso 
fuera de 
tolerancia. 
Producto o 
procesos 
defectuosos 
6. Puesta en marcha 
Pérdidas de 
rendimiento durante la 
fase de arranque del 
proceso, que pueden 
derivar de exigencias 
técnicas. 
Eliminar o 
minimizar. 
Fig.  72  Objetivos  
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 3.1.1      Pérdidas por averías de equipos 
 
Las pérdidas por averías, fallos o errores provocan tiempos muertos en el 
proceso con paros totales o parciales que impiden el buen funcionamiento del 
proceso.  
 
Las averías se clasifican en esporádicas y crónicas. Éstas últimas repercuten 
en el volumen de producción porque ocasionan unos incrementos de tiempos 
de ciclo mayores que los obtenidos en la fase de diseño, impidiendo cumplir 
con el lifetime del cliente. 
 
La reducción y la eliminación de las pérdidas por avería pueden evaluarse y 
erradicarse mediante las siguientes etapas: 
 
- Establecer las condiciones básicas de operaciones. 
- Mantener las condiciones operativas básicas. 
- Restaurar las funciones deterioradas, a su nivel original. 
- Mejorar los aspectos débiles de diseño de las máquinas y equipos. 
- Mejorar las capacidades de mantenimiento y operación. 
 
3.1.2      Pérdidas debidas a preparaciones. 
 
Estas pérdidas derivan de los tiempos necesarios por parte de los operarios 
para realizar las tareas de cambios de utillajes y herramientas. 
 
Las operaciones de preparación de máquinas se efectúan cuando se va ha 
realizar otro proceso diferente al que se estaba realizando. Este tiempo es 
improductivo, ya que, en la mayoría de los casos se lleva a cabo en los tiempos 
de máquina parada (MP), también se pueden realizar preparaciones en 
tiempos de máquina. 
 
La mayoría de empresas han adoptado ciertas técnicas repreparaciones de 
máquina que tiene su origen en la compañía toyota y que tan buenos 
resultados les han reportado. Una de estas técnicas se conoce como SMED 
(Single Minute Exchange Die), cuyo objetivo es la ejecución de la preparación 
completa en un tiempo inferior a 10 minutos. 
 
Las técnicas SMED se basan en solapar tres tipos de acciones: 
 
- Minimizar la cantidad de acciones a MP (Máquina parada) y convertir 
estas acciones en MM (Máquina marcha). Esto se puede conseguir 
haciendo una preparación previa de herramientas antes de iniciar la 
preparación como tal. 
- Reducir los tiempos de operaciones de `preparación, y sobre todo las de 
MP, las operaciones de fijación y ajuste, pueden ser en particular 
objetivos para la minimización de tiempos de preparación. 
- Simultanear operaciones no necesariamente secuenciales. Es decir, 
todas aquellas operaciones que se pueden efectuar a la vez. 
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3.1.3      Pérdidas provocadas por tiempo de ciclo en vacío y paradas 
cortas. 
 
Los tiempos de vacío la máquina opera, pero sin efectuar ninguna pieza debido 
a un problema temporal. 
 
Este tipo de pequeños problemas pueden impedir la operación eficiente del 
equipo y son muy comunes en plantas con una alto nivel de automatización. Su 
reducción a cero es imprescindible para mantener una producción automática 
en flujo continuo. 
 
Las consecuencias de la existencia de paradas breves son: 
- Caídas en la capacidad y por tanto productividad de los equipos. 
- Disminución del número de máquinas o equipos que pueden llevar un 
mismo trabajador. 
- Posible aparición de defectos. 
 
Problemas y causas de las paradas breves: 
 
1.- Problema relacionado con el transporte de materiales, producidos por 
atascamientos, enganches o caídas de materiales, así como mezclado 
incorrecto de piezas o insuficiencia de las mismas. 
 
Las causas que pueden dar lugar a estos problemas son: 
 
- Referidas al material o producto. 
- Relacionadas con el sistema de transporte. 
- Causas provocadas por el alimentador. 
 
2.- Problemas relacionados con las operaciones de producción y en especial 
los montajes. 
 
Las causas más frecuentes de este tipo de problemas son: deformaciones y 
falta de precisión en las medidas de las piezas, errores en la fijación y ajustes 
de la misma antes de iniciar el proceso. 
 
3.- Problemas relacionados con el control de las operaciones y lkos sistemas 
de detección. 
 
 
3.1.4      Pérdidas por funcionamiento a velocidad reducida 
 
Estas pérdidas hacen referencia a la diferencia entre el tiempo otorgado en el 
diseño y el tiempo real de duración del proceso. 
 
Los puntos clave de este tipo de pérdidas son: 
 
- El personal de producción puede no conocer los límites operativos 
reales de los equipos de producción, por no disponer de métodos de 
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trabajo, los cuales describen con detalle los elementos que deben 
realizar para realizar el proceso en cuestión. 
- El personal de producción se aproxima a los límites de velocidad sin 
poder llegar al tiempo de diseño. 
 
 
La mejora de los procesos se basa en las siguientes etapas: 
 
- Determinar el nivel actual de velocidad y determinar cual es el cuello de 
botella de la célula para determinar con exactitud el tiempo de ciclo real 
de la máquina. 
- Gap o desviación de tiempo entre el real y el diseño. 
- Historial de acciones que afectan a la velocidad. 
- Estudio de las operaciones actuales para poder mejorarla y de esta 
forma reducir el tiempo y aumentar la capacidad de la célula de trabajo. 
- Establecimiento de nuevos estándares de elementos operativos dentro 
del actual proceso. 
 
 
3.1.5      Pérdidas por defectos de calidad, recuperaciones y 
reprocesados 
 
Estas pérdidas repercuten en el tiempo de ciclo del proceso, se deben a 
problemas de calidad de las piezas producidas, las cuales no cumplen con las 
normativas demandadas por el cliente.  
 
En la mayoría de casos estas piezas son reprocesadas lo que deriva en un 
tiempo de ciclo mayor que en un ciclo normal. Estas pérdidas, además de 
incrementar el tiempo de ciclo son un incremento en el coste de procesado de 
las piezas por dos razones, una es el incremento de tiempo y otra es que hay 
piezas que no se pueden recuperar o reprocesar y tienen que ser eliminadas 
perdiendo el material usado sin poder recuperarlo. 
 
La mayoría de empresas  incorporan  en sus plantas sistemas de gestión de la 
calidad. Hay muchos sistemas, pero nosotros solo nos detenemos en uno de 
ellos conocido como poka-yoke. 
 
Los sistemas poka-yoke o dispositivos a toda prueba son sistemas intercalados 
en los procesos de producción que actúan como filtros de actividad de las 
personas, impidiendo físicamente que puedan cometer un error ni siquiera  
deliberado. 
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3.1.6      Pérdidas de funcionamiento por puesta en marcha del 
equipo 
 
Estas pérdidas se refieren al inicio de la jornada laboral cuando se pone en 
funcionamiento el sistema. Este inicio lleva  asociado un tiempo de puesta en 
marcha y funcionamiento donde la célula de trabajo no procesa ninguna pieza 
hasta un cierto tiempo después de iniciar el arranque. Para minimizar estos 
tiempos se impone los que se denomina arranque vertical o libre de 
dificultades. 
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ANEXO 4: EFICIENCIA DE LOS EQUIPOS Y DE SU 
MANTENIMIENTO 
 
4.1      Eficiencia global de los equipos 
 
El TPM permite mejorar la eficiencia de las plantas de producción. Para obtener 
una eficiencia óptima nos centraremos en reducir o eliminar las seís grandes 
pérdidas detectadas en las plantas de producción. 
 
Para poder obtener nuestro objetivo y aumentar la eficiencia global, el sistema 
TPM se debe de apoyar en la implicación de todos los componentes de la 
planta, así como los departamentos anexos a producción, sobretodo el 
departamento de mantenimiento y implantar el sistema de las 5´s . 
 
Cuando se implanta el sistema se debe de registrar todos los aspectos de 
tiempo que influyen en la productividad. Estos registros nos reportarán tres 
coeficientes que nos evaluarán la eficiencia de la planta y nos permitirán 
aumentarla. 
 
Los coeficientes a registrar son: Disponibilidad, efectividad y calidad. 
 
La disponibilidad se ve afectada por las pérdidas de averías y tiempos de 
preparación. 
 
La efectividad se ve afectada por las pérdidas de paradas y tiempos de vacío y 
reducciones de velocidad. 
 
La calidad se ve afectada por las pérdidas de productos reprocesados y 
defectuosos y puesta en marcha. 
 
La expresión que nos determinará la eficiencia global del equipo es: 
 
EG = D x E x C  
 
El coeficiente de eficiencia global nos  determinará el porcentaje de eficiencia 
actual del equipo y sobre este porcentaje se deberá de trabajar para poder 
aumentarlo. Los valores óptimos de eficiencia deben de estar entre valores de 
80-85 %. 
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4.1.1      Expresiones de tiempo y eficiencias a registrar por el 
sistema  
 
Tiempo Obtenido deduciendo del anterior 
los tiempos de: 
Siglas y cálculos
Tiempo disponible Tiempo previsto que el equipo se 
pueda utilizar 
TD 
Tiempo de carga Tiempo muerto para: 
Mantenimiento preventivo 
Mantenimiento productivo 
Descanso y paros previsto 
TC 
Tiempo operativo Tiempo de paro por: 
Averías y reparaciones 
Otros especiales 
TO 
Tiempo operativo 
real 
Pérdidas de velocidad por: 
Paradas cortas 
Reducciones de velocidad 
TOR = CR x Q 
Con 
CR:ciclo real 
Q: volumen 
producción 
Tiempo operativo 
eficiente 
Tiempo operativo sin producción 
Tiempo puesta en marcha 
Tiempo perdido en defectuosos 
TOE 
 
 
 
4.1.2      Coeficiente de operatividad por paros: 
 
Es la relación entre el tiempo que el equipo está teóricamente operativo y el 
tiempo en que lo está considerando paradas cortas y funcionamiento a 
velocidad inferior a la especificada: 
 
 OP = Tiempo operativo real TOR / Tiempo operativo = (CR/TO) x Q. 
 
4.1.3      Coeficiente de operatividad del ciclo 
 
Es una relación entre el tiempo de ciclo para realizar una unidad y el tiempo 
real de producción: 
 
OC = Tiempo real de ideal CI / Tiempo de ciclo real CR 
 
4.1.4      Coeficiente de disponibilidad 
 
D = tiempo operativo TO / Tiempo de carga TC 
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4.1.5      Coeficiente de efectividad 
 
E = tiempo operativo real / tiempo operativo TO 
 
Lo que se representará de la siguiente forma: 
 
E = CI x Q/ FO = OC x CR x Q / TO = OC x TOR / TO = OC x OP 
 
 
4.1.6      Coeficiente de calidad 
 
C = tiempo operative eficiente TOE / tiempo operative real TOR 
 
C = TOE / TOR 
 
Con todo ello el valor de la eficiencia global del equipo, teniendo en cuenta 
todas las posibles pérdidas y los tiempos sobre los que incide, será el producto 
de estos 3 últimos coeficientes. 
 
EG = D x E x C = (TO / TC ) x (OC x OP) x (TOE / TOR) 
 
Eficiencia o rendimiento total ? EG = F x E x C = (TOE x TC) x (OC). 
 
TOE = tiempo operativo efectivo total. 
TC = tiempo de carga inicial. 
OC = Coeficiente de operatividad de ciclo. 
 
 
4.2      Factores que inciden en el rendimiento 
 
El rendimiento de un equipo y el nivel de pérdidas depende de diversos 
factores. 
 
Estos factores nos permitirán detectar las pérdidas, analizar la capacidad para 
su mejora y poder medir los resultados. 
 
4.2.1      Duración y frecuencia de paros debidos a preparaciones y 
ajustes 
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TIPO DESCRIPCION 
Tiempo medio entre 
preparaciones 
TMP = Tiempo carga (TC) / numero de preparaciones 
(P). 
Frecuencia de 
preparaciones 
FP = 1 / TMP 
Nos determina la duración de las series de fabricación 
Tiempo medio por 
preparación 
TMPR = tiempo de preparaciones total(TPT) / numero 
de preparaciones (NP). 
Tasa de preparaciones TPR = Cantidad de trabajos de mantenimiento 
relacionados con las preparaciones(TMPP) / cantidad 
de trabajos de mantenimiento™. 
Pérdidas de eficiencia 
por preparaciones 
IP = tiempo total de paro por preparaciones (TPP) / 
Tiempo de carga (TC). 
 
La carga de tiempo por preparaciones puede estar o 
no dentro de las previsiones.  
Tasa provisional de 
preparaciones 
TPPR = cantidad de preparaciones / previsión de 
preparaciones. 
Tasa provisional de 
tiempo de 
preparaciones 
TPT = Teimpo mantenimiento por preparaciones / 
previsión tiempo preparaciones. 
Mejora de tiempo de 
preparaciones 
MT = tiempo mantenimiento preparaciones actual / Id. 
Periodo anterior 
 
4.2.2      Importancia y frecuencia de las averías y fallos generales 
 
TIPO  DESCRIPCIÓN 
Tiempo medio entre 
fallos 
MTBF = Tiempo de carga (TC) / Numero de paros por 
fallos (PF). 
FF = Frecuencia de fallos será su inverso : 1 / MTBF 
Tiempo medio 
perdido por fallo 
TMPF = Tiempo parada total (TP) / número de paros por 
fallo (PF) 
Si tuviéramos en cuenta todos los paros:  
TMPF = (TC – TO ) / (NP + PF) 
Siendo NP el número de preparaciones. 
Tiempo medio de 
reparación 
MTTR = Tiempo total de reparaciones (TR) / Número de 
reparaciones (NP) 
Tasa de averías TA = Cantidad de trabajos de mantenimiento por averías 
(TMA) / cantidad de trabajos de mantenimiento (TM). 
Ineficiencia por 
averías 
IA = tiempo total de paro por averías (TP) / tiempo de 
carga (TC) 
IA = (TC – TO) / TC 
Tasa provisional de 
fallos 
TPF = Cantidad de preparaciones / previsión de 
preparaciones 
Tasa provisional de 
tiempo 
TPT = tiempo mantenimiento reparaciones / previsión de 
tiempo reparaciones 
Mejora de fallos MF = cantidad de reparaciones actual / Id. Período 
anterior 
Mejora de tiempos MT = tiempo mantenimiento actual / Id. anterior 
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4.2.3      Eficiencia derivada de los distintos tipos de avería 
 
Cada tipo de avería se va a traducir en una reducción en una reducción del 
tiempo real disponible para operar, hasta llegar al tiempo operativo efectivo. 
 
- Ineficiencia por paros por averías y fallos en general: 
o IAF = tiempo de paros por averías y fallos / tiempo de carga TC. 
- Ineficiencia por paros de preparaciones: 
o IPP = Tiempo de paros por preparaciones / tiempo de carga TC. 
- Ineficiencia por paradas cortas y tiempos de vacío: 
o IPV = Tiempos de paros por paradas cortas y de vacío / Tiempo 
de carga TC. 
- Ineficiencia por reducciones de velocidad: 
o IRV = Tiempo perdido por funcionamiento a velocidad reducida / 
Tiempo de carga. 
- Ineficiencia por pérdidas en puesta en marcha: 
o IPM = Tiempo perdido en las puestas en marcha / Tiempo de 
carga TC 
- Ineficiencia por productos defectuosos o reprocesados 
o IDR = Tiempo empleado en producto defectuoso o reprocesado / 
tiempo de carga TC. 
 
4.2.4      Factores intrínsicos a la eficiencia 
 
Estos factores inciden directamente en la productividad. 
 
TIPO DESCRIPCIÓN 
Productividad media Tiempo total de operaciones efectivo (TOE) / 
tiempo de carga TC 
Tasa de defectos Cantidad de productos defectuosos / total de 
productos fabricados 
Eficiencia sobre el 
consumidor 
Cantidad de producto entregado / cantidad de 
producto a entregar, planificado. 
Cantidad de entregas a tiempo / Cantidad de 
entregas 
Cantidad de reclamaciones / Cantidad de clientes 
Tasa de renovación de 
los equipos 
Valor de los equipos retirados por obsoletos / 
inmovilizado material del balance 
Objetivos TPM  Valor de los equipos retirados por obsoletos / Total 
de objetivos planificados 
Mejora de la 
productividad 
Productividad media actual / Productividad media 
período anterior. 
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4.2.5      Rendimiento de las actividades de mantenimiento 
 
 
TIPO DESCRIPCIÓN 
Tasa de mejoras de 
mantenimiento 
TMM = Cantidad de mejoras de mantenimiento / 
productividad media período anterior 
Tasa de realización de 
mantenimiento 
planificado 
TRMP = Cantidad de actividades de mantenimiento 
realizadas / Cantidad planificada 
Índice de nivel de 
incidencia del 
mantenimiento 
productivo 
IMP = Cantidad de actividades de mantenimiento 
productivo / cantidad de actividades de 
mantenimiento productivo + mantenimiento 
preventivo + mantenimiento correctivo. 
Índice de nivel de 
incidencia del 
mantenimiento 
preventivo 
IMP = cantidad de actividades de mantenimiento 
preventivo / cantidad de actividades de 
mantenimiento productivo + mantenimiento 
preventivo + mantenimiento correctivo 
Índice  de nivel de 
incidencia del 
mantenimiento correctivo 
IMP = cantidad de actividades de mantenimiento 
correctivo / cantidad de actividades de 
mantenimiento productivo + mantenimiento 
preventivo + mantenimiento correctivo 
Índice de nivel de 
incidencia del costo total 
del mantenimiento 
ICTM = Costo total de las actividades de 
mantenimiento + costo de las pérdidas en los 
equipos / costo total de la producción. 
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ANEXO 5: CÓDIGOS DE PROGRAMA  
 
 
 
5.1 Códigos del plc 
 
El siguiente código pertenece a la rutina Main del PLC. Este código ha sido 
grabado en el microcontrolador Pic 16F84.  
 
#include <pic1684.h> 
#include<stdio.h> 
#include<pic.h> 
 
 
 
void pause (int num); 
main() 
{ 
 int a=1,i,b=0,salir=0,stop=0;; 
 
   TRISA = 0x1B; 
   TRISB = 0x00; 
   PORTB =0x00; 
 PORTA =0X00; 
  if(PORTA == 0x01) 
  { 
   while(salir != 1) 
   { 
  PORTA =0X00; 
  PORTB = 0x00+((a)); 
  for(i=0,a=1;i<=b;i++) 
  { 
   a=a*2; 
  } 
  pause(5000); 
  b++; 
 
  if(b==8) 
  { 
   a=1; 
   b=0; 
   PORTA = 0X04; 
  } 
   
  if((PORTA == 0X08)) 
  { 
   while(b!=8) 
   { 
    PORTB = 0x00+((a)); 
    for(i=0,a=1;i<=b;i++) 
    { 
     a=a*2; 
    } 
    pause(5000); 
    b++;  
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   } 
   PORTA = 0X04;  
   salir = 1;  
  } 
  if((PORTA == 0X02)) 
  { 
   salir = 1; 
    
  }   
    } 
 salir=0;   
   
  }   
} 
 
void pause (int num) 
{ 
 while(num--) 
 {} 
} 
 
 
 
5.2 Código asociado al TCP 
 
Los  siguientes códigos pertenecen al Terminal de control de producción y 
están insertados en el microcotrolador Pic 16F877. 
 
5.2.1 Rutina Principal 
//programa principal 
#include"lcdlibrary.h" 
#include"pic1687x.h" 
#include"stdio.h" 
#include"string.h" 
#include"usart.h" 
#include"time.h" 
 
 
 
CHAR number[MAX_DISPLAY_CHAR+1]; 
CHAR len[11] = {'0','1','2','3','4','5','6','7','8','9'}; 
 
 
VOID limpia_buf(CHAR *buf); 
VOID calc_display(CHAR *buf); 
VOID calculate(); 
static void interrupt atencion_interrupciones(void); // La función de 
atenció a las interrupciones 
VOID serie(char con); 
 
INT uni=0; 
INT dec=0; 
INT cent=0; 
INT contador=0; 
unsigned char input; 
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VOID main() 
{  
 
 INT i=0; 
  
 
 T0IE = 1;  //Declaraciones de las interrupciones 
 T0CS = 1; 
 T0SE = 1; 
 
 TMR0 = 0xFF; 
 
 GIE = 1; 
 
   
 for(i=0;i<=12000;i++) 
 {} 
 lcd_init(); 
    
 
 
 for(;;) 
 { 
  if(contador == 1) 
  { 
   serie('X'); 
   Contador_piezas(len[cent],len[dec],len[uni]); 
   pause(5000);  
   contador=0;  
    
  } 
   
  if(PORTC == 0xA0) 
  { 
   calculate();    
  } 
   
  
  
 }  
 
} 
 
static void interrupt atencion_interrupciones(void) 
{ 
 if(T0IF) 
 { 
   if((uni<10) && (dec<10) && (cent<10)) 
   { 
    uni++; 
   } 
   if(uni==9 && dec<10) 
   { 
   uni=0; 
   dec++; 
   } 
   if((dec==9) && (cent<10)) 
   { 
    uni++; 
    dec=0; 
ANEXOS  113 
 
 
    cent++; 
   } 
   if((uni==9) && (dec==9) && (cent==9)) 
   { 
    uni=0; 
    dec=0; 
    cent=0; 
   } 
  /*Contador_piezas(len[cent],len[dec],len[uni]); 
   pause(5000);*/ 
  contador=contador +1; 
 } 
 T0IF = 0; 
 TMR0 = 0xFF; 
}  
 
 
VOID calculate() 
{ 
 CHAR key; 
 INT8 pos; 
 pos = 0; 
 while(pos<4)  
   { 
    key = calc_getkey(); 
    if((calc_testkey(key)) && 
(PORTC!=0x10))//CAMBIO C POR D 
    {  
     if(pos != MAX_DISPLAY_CHAR - 6) 
     { 
      number[pos++] = key; 
      number[pos] = 0; 
      calc_display(number); 
      mensajes(number); 
      pause(2000);    
     } 
    } 
    
   } 
   PORTC=0x10;//CAMBIO C POR D 
   pos=0; 
   pause(5000);//super inportante  para que me escriba 
array  
}    
VOID Contador_piezas(CHAR uni,CHAR dec, CHAR cent) 
{  
 pause(5000); 
 
  
  clearscreen(); 
  wrdata(uni); 
  pause(2000); 
  wrdata(dec); 
  pause(2000); 
  wrdata(cent); 
  lcd_init(); 
  pause(2000); 
  
} 
 
VOID mensajes(CHAR *buf) 
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{  
 
 //**************************************************************
********************** 
 //*******************AVERIA*************************************
********************** 
 //**************************************************************
********************** 
   
   if((buf[0] == '1') && (buf[1] == '0') && (buf[2] == 
'0') && (buf[3] == 'A'))   
    { 
     CHAR cod[] = "Av."; 
     calc_display(cod); 
      
     serie("\n"); 
     serie('A');  
     limpia_buf(buf); 
 
      
     
    } 
     
    if((buf[0] == '1') && (buf[1]=='0') && (buf [2] 
== '1') && (buf [3] == 'A')) 
    { 
     CHAR cod[8] = "ATASCOS"; 
     calc_display(cod); 
     serie('B'); 
     limpia_buf(buf); 
     
    } 
 
 //**************************************************************
********************** 
 //*******************CAMBIOS************************************
*********************** 
 //**************************************************************
********************** 
 
    if((buf[0] == '2') && (buf[1] == '0') && 
(buf[2] == '0') && (buf[3] == 'B'))   
    { 
     CHAR cod[14] = "CAMBIO REFER."; 
     calc_display(cod); 
     serie('C'); 
     limpia_buf(buf); 
     
      
    } 
    if((buf[0] == '2') && (buf[1]=='0') && (buf [2] 
== '1') && (buf [3] == 'B')) 
    { 
     CHAR cod[10] = "ETALONADO"; 
     calc_display(cod); 
     serie('D'); 
     limpia_buf(buf); 
     
    } 
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//********************************************************************
************ 
//********************************************************************
*************** 
 
   
    if((buf[0] == '3') && (buf[1]=='0') && (buf [2] 
== '1') && (buf [3] == 'C')) 
    { 
     CHAR cod[9] = "FALTA MAT"; 
     calc_display(cod); 
     serie('E'); 
     limpia_buf(buf); 
      
    } 
    if((buf[0] == '3') && (buf[1]=='0') && (buf [2] 
== '2') && (buf [3] == 'C')) 
    { 
     CHAR cod[12] = "FALTA ASIST."; 
     calc_display(cod); 
     serie('F'); 
     limpia_buf(buf); 
     
    } 
   if((buf[0] == '3') && (buf[1]=='0') && (buf [2] == 
'3') && (buf [3] == 'C')) 
    { 
     CHAR cod[14] = "FALTA PERSONAL"; 
     calc_display(cod); 
     serie('P'); 
     limpia_buf(buf); 
      
    } 
    
 
   if((buf[0] == '4') && (buf[1]=='0') && (buf [2] == 
'0') && (buf [3] == 'D')) 
    { 
     CHAR cod[14] = "PARADA CALIDAD"; 
     calc_display(cod); 
     serie('N'); 
     limpia_buf(buf); 
     
    } 
  
    if((buf[0] == '5') && (buf[1]=='0') && (buf [2] 
== '1') && (buf [3] == 'E')) 
    { 
     CHAR cod[6] = "AJUSTE"; 
     calc_display(cod); 
     serie('X'); 
     limpia_buf(buf); 
      
    } 
    
     
    if((buf[0] == '5') && (buf[1]=='0') && (buf [2] 
== '5') && (buf [3] == 'E')) 
    { 
     CHAR cod[8] = "DESCANSO"; 
     calc_display(cod); 
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     serie('Ñ'); 
     limpia_buf(buf); 
      
    } 
    
    if((buf[0] == '5') && (buf[1]=='0') && (buf [2] 
== '7') && (buf [3] == 'E')) 
    { 
     CHAR cod[9] = "BOCADILLO"; 
     calc_display(cod); 
     serie('G'); 
     limpia_buf(buf); 
      
      
    } 
  
//********************************************************************
************************** 
//*********************OPERARIOS**************************************
*************************** 
//    if((buf[0] == '0') && (buf[1]=='0') && (buf [2] 
== '1') && (buf [3] == 'F')) 
//    { 
//     CHAR cod[31] = "JAVIER"; 
//     calc_display(cod); 
//     limpia_buf(buf);  
//    } 
//    if((buf[0] == '0') && (buf[1]=='0') && (buf [2] 
== '2') && (buf [3] == 'F')) 
//    { 
//     CHAR cod[31] = "CARLES"; 
//     calc_display(cod); 
//     limpia_buf(buf);  
//    } 
   
    
} 
 
 
VOID limpia_buf(CHAR *buf) 
{ 
 INT i=0; 
 for(i=0;i<=MAX_DISPLAY_CHAR;i++) 
 { buf[i]=' ';} 
}  
 
 
BOOL calc_testkey(CHAR key) 
{ 
 if((key >= '0') && (key <= 'F')) 
  return TRUE; 
 else 
     return FALSE; 
} 
CHAR calc_getkey(VOID) 
{ 
 CHAR mykey; 
 while((mykey = keypadread()) == 0x00); 
 return mykey; 
} 
VOID calc_display(CHAR *buf) 
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{ 
 INT8 i; 
 clearscreen(); 
 for(i=0; buf[i] != 0; i++) 
 { 
   wrdata(buf[i]); 
   
 }     
} 
VOID pause(INT num) 
 {   
  while(num--) 
    {} 
}  
 
 
VOID serie(char con) 
{ 
 init_comms(); 
  
 
 input = con; 
 putch(input); 
 pause(1000); 
 ult_comms(); 
 
  
} 
 
 
5.2.2 Rutinas del LCD 
 
//funciones para el control del LCD 
 
 
#include "lcdlibrary.h" 
#include "pic1687x.h" 
 
VOID lcd_init() 
{ 
 TRISD = 0xFF;//CAMBIO D POR C 
 PORTB = TRISB = 0;  
 PORTC = PORTD = 0;  
 TRISC = 0xF0; //CAMBIO D POR C  
 wrcmd(LCD_SETFUNCTION+0x14); 
 wrcmd(LCD_SETVISIBLE+0x04); 
 wrcmd(LCD_SETMODE+0x03); 
 wrcmd(LCD_SETDDADDR+0x0F); 
} 
 
 
VOID wrcmd(CHAR cmdmode) 
{ 
 TRISD = 0; //CAMBIO C POR D 
 PORTD = cmdmode; //CAMBIO C POR D 
 
 PORTB = LCD_CMD_WR; //valor introducido R/S=R/W=E = 0; 
 PORTB |= E_PIN_MASK; 
 asm("NOP"); 
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 PORTB &= ~E_PIN_MASK; 
 
 lcd_wait(); 
} 
 
VOID lcd_wait() 
{ 
 BYTE status; 
 TRISD = 0xFF;//CAMBIO C POR D 
 PORTB = LCD_BUSY_RD; 
 do{ 
 PORTB|= E_PIN_MASK; 
 asm("NOP"); 
 status = PORTD; 
 PORTB &=~E_PIN_MASK; 
 }while(status & 0x80); 
} 
 
VOID wrdata(CHAR data) 
{ 
 TRISD= 0; 
 PORTD = data;//CAMBIO C POR D 
  
 PORTB = LCD_DATA_WR; 
 PORTB |= E_PIN_MASK; 
 asm("NOP"); 
 PORTB &= ~E_PIN_MASK; 
 lcd_wait(); 
} 
 
VOID clearscreen() 
{ 
 wrcmd(LCD_CLS); 
 wrcmd(LCD_SETDDADDR+0x0F); 
} 
VOID clearscreen_cont() 
{ 
 wrcmd(LCD_CLS); 
 wrcmd(LCD_SETDDADDR+0x4F); 
} 
  
VOID wrcont(CHAR data) 
{  
 TRISD = 0; //CAMBIO C POR D 
 PORTD = data; //CAMBIO C POR D 
  
 PORTB = LCD_DATA_WR; 
 PORTB |= E_PIN_MASK; 
 asm("NOP"); 
 PORTB &= ~E_PIN_MASK; 
 lcd_wait(); 
} 
5.2.3 Rutinas del teclado 
 
//funciones para el control del teclado 
 
 
 
#include "lcdlibrary.h" 
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#include "pic1687x.h" 
 
CHAR keycodes[16] = 
{'7','8','9','A','4','5','6','B','1','2','3','C','D','0','E','F'}; 
 
CHAR keypadread() 
 { CHAR key = scankeypad(); 
   if (key) 
      while (scankeypad() != 0) 
       {}  
   return key; 
 }  
 
CHAR scankeypad() 
{  
   INT8 row,col,tmp=0; 
   CHAR key=0; 
 
   // Disable ADC functionality on Port A 
   ADCON1 = 6;  
  
 TRISA = TRISC = 0xFF; 
 
 TRISC = 0; 
 
  for (row=0; row < KEYP_NUM_ROWS; row++) 
    {  
      PORTC = ~(1 << row); 
      asm ( "NOP");      
      tmp = PORTA; 
     
      // See if any column is active (low): 
      for (col=0; col<KEYP_NUM_COLS; ++col) 
         if ((tmp & (1<<col)) == 0) 
         { INT8 idx = (row*KEYP_NUM_COLS) + col; 
           key = keycodes[idx];  
            goto DONE; 
          } 
    } 
   DONE: 
   TRISD = 0xFF; 
   return key; 
 } 
 
 
 
5.2.4 Rutinas de la comunicación serie 
 
#include <pic.h> 
#include <stdio.h> 
#include "usart.h" 
 
void  
putch(unsigned char byte)  
{ 
  
 while(!TXIF)  
  continue; 
 TXREG = byte; 
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} 
 
unsigned char  
getch() { 
 
 while(!RCIF)  
  continue; 
 return RCREG;  
} 
 
unsigned char 
getche(void) 
{ 
 unsigned char c; 
 putch(c = getch()); 
 return c; 
} 
 
 
5.3 Códigos de la aplicación de recogida de datos 
 
El siguiente código pertenece a la clase principal de la aplicación de la gestión 
de datos, la cual, recoge los datos de un fichero generado por la aplicación 
serie. 
 
5.3.1 Rutina principal de la aplicación de gestión 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using System.IO; 
using Libreria; 
using System.Collections; 
using LibreriaDatos; 
 
namespace Aplicacion_TFC 
{ 
    public partial class Form1 : Form 
    { 
         
        public Form1() 
        { 
            InitializeComponent(); 
        } 
 
        private void listBox1_SelectedIndexChanged(object sender, 
EventArgs e) 
        { 
            
        } 
 
        private void button2_Click(object sender, EventArgs e) 
        { 
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            Close(); 
        } 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            
            Datos nuevosDatos = new Datos(); 
            ClassDatos DN = new ClassDatos(); 
            ArrayList nuevo = new ArrayList(); 
            ArrayList Paros = new ArrayList(); 
            TimeSpan TempoTotal = new TimeSpan(); 
            TimeSpan TotalTrabajado = new TimeSpan(); 
            DateTime horainicio = new DateTime(); 
            DateTime horafinal = new DateTime(); 
            int Pie_Total = 0; 
            int ultimo = 0; 
            
          
 
            int i = 0; 
            int j = 0; 
            string nombre = null; 
            string tiempo = null; 
            string parodes = null; 
            
 
            string[] cadena; 
            cadena = nuevosDatos.abrir_fichero(); 
            
 
             
         
     
 
             
            while (cadena[i] != null) 
            { 
  
                ClassDatos datos = new ClassDatos(); 
                nombre = cadena[i]; 
                j = nuevosDatos.SacarPiezas(nombre); 
                tiempo = nuevosDatos.Sacahora(nombre); 
                parodes = nuevosDatos.sacarParos(nombre); 
                if(parodes.Equals("Carles Cabedo")) 
                    nom.Text = parodes; 
                if (parodes.Equals("Javier Esteban")) 
                    nom.Text = parodes; 
 
 
                datos.Dparo = parodes; 
                datos.Piezas = j; 
                datos.Tiempoparo = Convert.ToDateTime(tiempo); 
 
                 
                nuevo.Add(datos.Dparo); 
                nuevo.Add(datos.Piezas); 
                nuevo.Add(datos.Tiempoparo); 
                 
                i++; 
                 
            } 
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            ultimo = nuevo.Count; 
            Pie_Total = Convert.ToInt16(nuevo[ultimo - 2]); 
            horainicio = Convert.ToDateTime(nuevo[2]); 
            horafinal = Convert.ToDateTime(nuevo[ultimo - 1]); 
            TotalTrabajado = horafinal - horainicio; 
            TimeSpan TC = new TimeSpan(); 
       
 
            
            Paros = DN.consola(nuevo); 
 
            
             
            for (i = 0; i < Paros.Count; i++) 
            { 
                 j = (i - 3); 
                bool igualdescriopcion = false; 
                bool igualhora = false; 
                if (i > 3) 
                { 
                    int indice = i % 3; 
                    igualdescriopcion = (Paros[i].Equals(Paros[j])); 
                    igualhora = (Paros[i - 1].Equals(Paros[j - 1])); 
                    if ((igualdescriopcion == false) && (igualhora == 
false) && (indice == 0)) 
                    { 
                         
                        listBox1.Items.Add(" "); 
                        listBox1.Items.Add(Paros[i]); 
                        listBox1.Items.Add(Paros[i + 2]); 
                        listBox1.Items.Add(Paros[i + 1]); 
                         
 
                    } 
                } 
 
                if (i < 3) 
                    listBox1.Items.Add(Paros[i]); 
                    
                 
            } 
            TempoTotal = DN.Dif_tempo(nuevo, Paros); 
            label4.Text = Convert.ToString(TempoTotal) ; 
            label6.Text = Convert.ToString(Pie_Total); 
            label8.Text = Convert.ToString(TotalTrabajado); 
           
 
           
        } 
    } 
} 
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5.3.2 Librería asociada a la rutina principal  
 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
using System.IO; 
using System.Collections; 
 
 
 
namespace Libreria 
{ 
    public class Datos 
 
    { 
        
        public string[] abrir_fichero() 
        { 
            StreamReader sr = null; 
            string[] cadena = new string[1000000]; 
            string str; 
            int i = 0; 
           
             
            try{ 
                 
                sr = new StreamReader("D:/Documents and 
Settings/Administrador/Escritorio/ComPorts/ComPorts/ComPorts/VsProject
s/Serial/Terminal/bin/Debug/datos.txt"); 
                str = sr.ReadLine(); 
                while (str != null) 
                { 
                    cadena[i] = str; 
                    str = sr.ReadLine();  
                    i++; 
                } 
                
            } 
                catch(IOException e){ 
                    Console.WriteLine("Error" + e.Message); 
                } 
                 
                return cadena; 
                              
        } 
        public int SacarPiezas(string cadena) 
        { 
            int contador = 0; 
            for (int k = 0; k < cadena.Length; k++) 
            { 
                if (cadena[k] == 'X') 
                    contador++; 
            } 
            return contador; 
        } 
        public string Sacahora(string cadena) 
        { 
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            char ultimo; 
            int Cont = 0; 
            //coger posicion length - 8 si es /0 array de 8 sino array 
de 7 posisciones. 
            ultimo = cadena[cadena.Length - 8]; 
            if(ultimo == ' ') 
                Cont = 7; 
            if (ultimo != ' ') 
                Cont = 8; 
            char[] cadena2 = new char[Cont]; 
             
            int pos = Cont; 
            
            
            for (int k = cadena.Length-1; k >= cadena.Length-pos; k--) 
            { 
                char b = cadena[k]; 
                cadena2[Cont-1] = b; 
                Cont--; 
                 
                 
            } 
            string tiempo = new string(cadena2); 
            return tiempo; 
        } 
        
        public string sacarParos(string cadena) 
        { 
           char dato; 
            string descripcion = null; 
            for (int k = 0; k < cadena.Length; k++) 
            { 
                if ((cadena[k] > 'A') && (cadena[k] < 'Y') && 
(cadena[k + 2] != 'X')) 
                { 
                    dato = cadena[k]; 
                 
                    switch (dato) 
                    { 
                        case 'B': 
                            descripcion = "Averia"; 
                            break; 
                        case 'C': 
                            descripcion = "Atascos"; 
                            break; 
                        case 'D': 
                            descripcion = "cambio Referencia"; 
                            break; 
                        case 'E': 
                            descripcion = "Etalonado"; 
                            break; 
                        case 'F': 
                            descripcion = "falta Material"; 
                            break; 
                        case 'G': 
                            descripcion = "Falta Asistencia"; 
                            break; 
                        case 'P': 
                            descripcion = "Falta Personal"; 
                            break; 
                        case 'N': 
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                            descripcion = "Parada Calidad"; 
                            break; 
                        case 'H': 
                            descripcion = "Ajuste"; 
                            break; 
                        case 'M': 
                            descripcion = "Descanso"; 
                            break; 
                        case 'J': 
                            descripcion = "Bocadillo"; 
                            break; 
                        case 'U': 
                            descripcion = "Javier Esteban"; 
                            break; 
                        case 'V': 
                            descripcion = "Carles Cabedo"; 
                            break; 
                        default: 
                            descripcion = null; 
                            break; 
                    } 
                } 
            } 
            if (descripcion == null) 
            { 
                descripcion = "No"; 
            } 
                return descripcion; 
 
        } 
 
 
        
    } 
         
     
} 
 
 
 
5.4 Código de la aplicación serie 
 
Este código pertenece a la aplicación encargada de recoger los datos del TCP 
y generar el fichero con los registros recibidos. 
 
5.4.1 Rutina de SerialPort 
 
/*====================================================================
========= 
 File:   SerialBase.cs    Base serial 
port interface class.  
  
 Created:  1.00 10/27/03 TJK  Timothy J. Krell
 (SAIC) 
 
 Version:  1.00 
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 Revisions:  1.00 10/27/03 TJK  Initial Release. 
 
 Copyright(c) 2003, Science Applications International Corporation 
(SAIC) 
    All Rights Reserved. Sponsored by the U.S. 
Government under 
    Contract #DAAH01-00-D-0013/10. This software 
may be reproduced 
    by or for the US Government pursuant to the 
copyright license 
    under clause at DFARS 252.227-7014 (June 1995). 
======================================================================
=======*/ 
 
using System; 
using System.IO; 
using System.Text; 
 
namespace SerialPorts 
{ 
 #region Delegation 
 // Delegate class declarations. 
 public delegate void VoidFunc(); 
 public delegate void BoolFunc(bool b); 
 public delegate void StrnFunc(string s); 
 public delegate void ByteFunc(byte[] b); 
 
 /// <summary> 
 /// This structure contains one delegate method for each 
override event 
 /// method in the serial port base class. Each delegate provides 
a hook 
 /// that can be used by any application that wishes to connect 
to the 
 /// asynchronous OnXXX methods. 
 /// </summary> 
 public struct WithEvents 
 { 
  public VoidFunc Break; 
  public VoidFunc TxDone; 
  public StrnFunc Error; 
  public ByteFunc RxChar; 
  public BoolFunc CtsSig; 
  public BoolFunc DsrSig; 
  public BoolFunc RlsdSig; 
  public BoolFunc RingSig; 
 } 
 #endregion 
 
 /// <summary> 
 /// Serial port interface class. Provides the required 
inheritance of the base 
 /// "SerialComm" abstract class which encapsulates the 
supporting Win32xxx  
 /// wrapper classes, and provides the override methods (which 
also must be  
 /// inherited) that handle the base class event methods. The 
class also 
 /// merges with the port configuration class. This class forms 
the basis  
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 /// for using one or more serial ports that can be either 
instantiated or 
 /// inherited as best suits the application. 
 /// </summary> 
 public class SerialPort : SerialComm 
 { 
  #region Members 
  /// <summary> 
  /// The current port index (1-N). 
  /// </summary> 
  private int index; 
  /// <summary> 
  /// The port's config file name. 
  /// </summary> 
  private string file; 
  /// <summary> 
  /// The port's config file path. 
  /// </summary> 
  private string path; 
  /// <summary> 
  /// The port's config file extension. 
  /// </summary> 
  private string extn; 
  /// <summary> 
  /// The port's config file name. 
  /// </summary> 
  private string name; 
  /// <summary> 
  /// The event method interface hooks. 
  /// </summary> 
  private WithEvents ev; 
  /// <summary> 
  /// The port's configuration data. 
  /// </summary> 
  private SerialCnfg cnfg; 
  #endregion 
 
  #region Constructor 
  /// <summary> 
  /// Default constructor. Create port and setup delegates. 
  /// </summary> 
  /// <param name="ev">Event handler delegates.</param> 
  public SerialPort(WithEvents ev) 
  { 
   this.ev = ev; 
   this.index = 1; 
   this.path = ""; 
   this.file = "Port"; 
   this.extn = ".cfg"; 
   this.SetName(); 
   this.cnfg = new SerialCnfg(this.index, this.name); 
   return; 
  } 
  #endregion 
 
  #region Methods 
  /// <summary> 
  /// Load port settings from file (if it exists), then open. 
  /// </summary> 
  /// <param name="index">Com port index (1-N).</param> 
  public bool Open(int index) 
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  { 
   if(index != this.index) 
   { 
    this.index = index; 
    this.SetName(); 
    this.cnfg.Load(this.name); 
   } 
   return this.Create(this.cnfg); 
  } 
 
  /// <summary> 
  /// Close the port. 
  /// </summary> 
  public void Close() 
  { 
   this.Destroy(); 
   return; 
  } 
 
  /// <summary> 
  /// Set the config file name based on current member 
settings. 
  /// </summary> 
  private void SetName() 
  { 
   this.name = this.path + this.file +  
    this.index.ToString() + this.extn; 
   return; 
  } 
  #endregion 
 
  #region Overrides 
  /// <summary> 
  /// Take action when an error condition occurs. 
  /// </summary> 
  /// <param name="fault">Fault message.</param> 
  protected override void OnError(string fault) 
  { 
   if(ev.Error != null) 
    ev.Error(fault); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when a break condition is detected. 
  /// </summary> 
  protected override void OnBreak() 
  { 
   if(ev.Break != null) 
    ev.Break(); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when TX is complete & queue empty. 
  /// </summary> 
  protected override void OnTxDone() 
  { 
   if(ev.TxDone != null) 
    ev.TxDone(); 
   return; 
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  } 
 
  /// <summary> 
  /// Process each received byte immediately. 
  /// </summary> 
  /// <param name="b">Received byte.</param> 
  protected override void OnRxChar(byte[] b) 
  { 
   if(ev.RxChar != null) 
    ev.RxChar(b); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the CTS modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnCTS(bool state) 
  { 
   if(ev.CtsSig != null) 
    ev.CtsSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the DSR modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnDSR(bool state) 
  { 
   if(ev.DsrSig != null) 
    ev.DsrSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the RLSD modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnRLSD(bool state) 
  { 
   if(ev.RlsdSig != null) 
    ev.RlsdSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the RING modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnRING(bool state) 
  { 
   if(ev.RingSig != null) 
    ev.RingSig(state); 
   return; 
  } 
  #endregion 
 
  #region Properties 
  /// <summary> 
  /// Get base port reference. 
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  /// </summary> 
  public SerialPort Port 
  { 
   get { return this;  } 
  } 
  /// <summary> 
  /// Get port configuration reference. 
  /// </summary> 
  public SerialCnfg Cnfg 
  { 
   get { return this.cnfg; } 
  } 
  /// <summary> 
  /// Get configuration file name. 
  /// </summary> 
  public string ConfigFileName 
  { 
   get { return this.name; } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetPath 
  { 
   set 
   { 
    this.path = value; 
    this.SetName(); 
   } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetFile 
  { 
   set 
   { 
    this.file = value; 
    this.SetName(); 
   } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetExtension 
  { 
   set 
   { 
    this.extn = value; 
    this.SetName(); 
   } 
  } 
  #endregion 
 } 
} 
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5.4.2 Rutina serialComm 
 
/*====================================================================
========= 
 File:   SerialBase.cs    Base serial 
port interface class.  
  
 Created:  1.00 10/27/03 TJK  Timothy J. Krell
 (SAIC) 
 
 Version:  1.00 
 
 Revisions:  1.00 10/27/03 TJK  Initial Release. 
 
 Copyright(c) 2003, Science Applications International Corporation 
(SAIC) 
    All Rights Reserved. Sponsored by the U.S. 
Government under 
    Contract #DAAH01-00-D-0013/10. This software 
may be reproduced 
    by or for the US Government pursuant to the 
copyright license 
    under clause at DFARS 252.227-7014 (June 1995). 
======================================================================
=======*/ 
 
using System; 
using System.IO; 
using System.Text; 
 
namespace SerialPorts 
{ 
 #region Delegation 
 // Delegate class declarations. 
 public delegate void VoidFunc(); 
 public delegate void BoolFunc(bool b); 
 public delegate void StrnFunc(string s); 
 public delegate void ByteFunc(byte[] b); 
 
 /// <summary> 
 /// This structure contains one delegate method for each 
override event 
 /// method in the serial port base class. Each delegate provides 
a hook 
 /// that can be used by any application that wishes to connect 
to the 
 /// asynchronous OnXXX methods. 
 /// </summary> 
 public struct WithEvents 
 { 
  public VoidFunc Break; 
  public VoidFunc TxDone; 
  public StrnFunc Error; 
  public ByteFunc RxChar; 
  public BoolFunc CtsSig; 
  public BoolFunc DsrSig; 
  public BoolFunc RlsdSig; 
  public BoolFunc RingSig; 
 } 
 #endregion 
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 /// <summary> 
 /// Serial port interface class. Provides the required 
inheritance of the base 
 /// "SerialComm" abstract class which encapsulates the 
supporting Win32xxx  
 /// wrapper classes, and provides the override methods (which 
also must be  
 /// inherited) that handle the base class event methods. The 
class also 
 /// merges with the port configuration class. This class forms 
the basis  
 /// for using one or more serial ports that can be either 
instantiated or 
 /// inherited as best suits the application. 
 /// </summary> 
 public class SerialPort : SerialComm 
 { 
  #region Members 
  /// <summary> 
  /// The current port index (1-N). 
  /// </summary> 
  private int index; 
  /// <summary> 
  /// The port's config file name. 
  /// </summary> 
  private string file; 
  /// <summary> 
  /// The port's config file path. 
  /// </summary> 
  private string path; 
  /// <summary> 
  /// The port's config file extension. 
  /// </summary> 
  private string extn; 
  /// <summary> 
  /// The port's config file name. 
  /// </summary> 
  private string name; 
  /// <summary> 
  /// The event method interface hooks. 
  /// </summary> 
  private WithEvents ev; 
  /// <summary> 
  /// The port's configuration data. 
  /// </summary> 
  private SerialCnfg cnfg; 
  #endregion 
 
  #region Constructor 
  /// <summary> 
  /// Default constructor. Create port and setup delegates. 
  /// </summary> 
  /// <param name="ev">Event handler delegates.</param> 
  public SerialPort(WithEvents ev) 
  { 
   this.ev = ev; 
   this.index = 1; 
   this.path = ""; 
   this.file = "Port"; 
   this.extn = ".cfg"; 
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   this.SetName(); 
   this.cnfg = new SerialCnfg(this.index, this.name); 
   return; 
  } 
  #endregion 
 
  #region Methods 
  /// <summary> 
  /// Load port settings from file (if it exists), then open. 
  /// </summary> 
  /// <param name="index">Com port index (1-N).</param> 
  public bool Open(int index) 
  { 
   if(index != this.index) 
   { 
    this.index = index; 
    this.SetName(); 
    this.cnfg.Load(this.name); 
   } 
   return this.Create(this.cnfg); 
  } 
 
  /// <summary> 
  /// Close the port. 
  /// </summary> 
  public void Close() 
  { 
   this.Destroy(); 
   return; 
  } 
 
  /// <summary> 
  /// Set the config file name based on current member 
settings. 
  /// </summary> 
  private void SetName() 
  { 
   this.name = this.path + this.file +  
    this.index.ToString() + this.extn; 
   return; 
  } 
  #endregion 
 
  #region Overrides 
  /// <summary> 
  /// Take action when an error condition occurs. 
  /// </summary> 
  /// <param name="fault">Fault message.</param> 
  protected override void OnError(string fault) 
  { 
   if(ev.Error != null) 
    ev.Error(fault); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when a break condition is detected. 
  /// </summary> 
  protected override void OnBreak() 
  { 
   if(ev.Break != null) 
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    ev.Break(); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when TX is complete & queue empty. 
  /// </summary> 
  protected override void OnTxDone() 
  { 
   if(ev.TxDone != null) 
    ev.TxDone(); 
   return; 
  } 
 
  /// <summary> 
  /// Process each received byte immediately. 
  /// </summary> 
  /// <param name="b">Received byte.</param> 
  protected override void OnRxChar(byte[] b) 
  { 
   if(ev.RxChar != null) 
    ev.RxChar(b); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the CTS modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnCTS(bool state) 
  { 
   if(ev.CtsSig != null) 
    ev.CtsSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the DSR modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnDSR(bool state) 
  { 
   if(ev.DsrSig != null) 
    ev.DsrSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the RLSD modem signal changes. 
  /// </summary> 
  /// <param name="state">The current signal state.</param> 
  protected override void OnRLSD(bool state) 
  { 
   if(ev.RlsdSig != null) 
    ev.RlsdSig(state); 
   return; 
  } 
 
  /// <summary> 
  /// Take action when the RING modem signal changes. 
  /// </summary> 
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  /// <param name="state">The current signal state.</param> 
  protected override void OnRING(bool state) 
  { 
   if(ev.RingSig != null) 
    ev.RingSig(state); 
   return; 
  } 
  #endregion 
 
  #region Properties 
  /// <summary> 
  /// Get base port reference. 
  /// </summary> 
  public SerialPort Port 
  { 
   get { return this;  } 
  } 
  /// <summary> 
  /// Get port configuration reference. 
  /// </summary> 
  public SerialCnfg Cnfg 
  { 
   get { return this.cnfg; } 
  } 
  /// <summary> 
  /// Get configuration file name. 
  /// </summary> 
  public string ConfigFileName 
  { 
   get { return this.name; } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetPath 
  { 
   set 
   { 
    this.path = value; 
    this.SetName(); 
   } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetFile 
  { 
   set 
   { 
    this.file = value; 
    this.SetName(); 
   } 
  } 
  /// <summary> 
  /// Set configuration file path. 
  /// </summary> 
  public string SetExtension 
  { 
   set 
   { 
    this.extn = value; 
136                                                                                Control productivo basado en microcontroladores para la industria 
 
 
    this.SetName(); 
   } 
  } 
  #endregion 
 } 
} 
 
 
5.4.3 Rutina  Setting 
 
/*====================================================================
========= 
 File:   Settings.cs     Comm port 
setup form class.  
 
 Created:  1.00 10/13/03 TJK  Timothy J. Krell
 (SAIC) 
 
 Version:  1.00 
 
 Revisions:  1.00 10/13/03 TJK  Initial Release. 
 
 Copyright(c) 2003, Science Applications International Corporation 
(SAIC) 
    All Rights Reserved. Sponsored by the U.S. 
Government under 
    Contract #DAAH01-00-D-0013/10. This software 
may be reproduced 
    by or for the US Government pursuant to the 
copyright license 
    under clause at DFARS 252.227-7014 (June 1995). 
======================================================================
=======*/ 
 
using System; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
 
namespace SerialPorts 
{ 
 /// <summary> 
 /// Summary description for Configure. 
 /// </summary> 
 public class Settings : System.Windows.Forms.Form 
 { 
  private System.Windows.Forms.Button CmdSave; 
  private System.Windows.Forms.Button CmdCancel; 
  private System.Windows.Forms.Panel panel7; 
  private System.Windows.Forms.CheckBox ChkParity; 
  private System.Windows.Forms.Label label7; 
  private System.Windows.Forms.ComboBox ErrorBox; 
  private System.Windows.Forms.CheckBox ChkDiscard; 
  private System.Windows.Forms.Label label13; 
  private System.Windows.Forms.ComboBox EventBox; 
  private System.Windows.Forms.Label label12; 
  private System.Windows.Forms.ComboBox EofBox; 
  private System.Windows.Forms.Label label11; 
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  private System.Windows.Forms.ComboBox XoffBox; 
  private System.Windows.Forms.Label label10; 
  private System.Windows.Forms.ComboBox XonBox; 
  private System.Windows.Forms.Label label6; 
  private System.Windows.Forms.ComboBox HshakeBox; 
  private System.Windows.Forms.Label label5; 
  private System.Windows.Forms.ComboBox ParityBox; 
  private System.Windows.Forms.Label label4; 
  private System.Windows.Forms.ComboBox StopBox; 
  private System.Windows.Forms.Label label3; 
  private System.Windows.Forms.ComboBox DataBox; 
  private System.Windows.Forms.Label label2; 
  private System.Windows.Forms.Label label1; 
  private System.Windows.Forms.ComboBox BaudBox; 
  private System.Windows.Forms.ComboBox PortBox; 
  private System.Windows.Forms.CheckBox ChkEvent; 
  private System.Windows.Forms.ToolTip toolTip; 
  private System.ComponentModel.IContainer components; 
 
  // Configuration app constants. 
  private const int MAX_PORTS  = 32; 
  private SerialCnfg config; 
  private string  fileName; 
  private bool  changed; 
 
  /// <summary> 
  /// Default constructor. Initializes the settings form. 
  /// </summary> 
  /// <param name="fileName">Name of file the receives 
changes.</param> 
  /// <param name="cfg">Reference to current 
configuration.</param> 
  public Settings(string fileName, SerialCnfg cfg) 
  { 
   // 
   // Required for Windows Form Designer support 
   // 
   InitializeComponent(); 
 
   // Set selected port. 
   this.PortBox.Items.Add(cfg.PortName); 
   this.PortBox.SelectedIndex = 0; 
 
   // Load basic settings. 
   this.EnumLoad(typeof(LineSpeed), this.BaudBox,   
cfg.BaudRate); 
   this.EnumLoad(typeof(ByteSize),  this.DataBox,   
cfg.DataBits); 
   this.EnumLoad(typeof(StopBits),  this.StopBox,   
cfg.StopBits); 
   this.EnumLoad(typeof(Parity),    this.ParityBox, 
cfg.Parity); 
   this.EnumLoad(typeof(Handshake), this.HshakeBox, 
cfg.FlowCtrl); 
 
   // Load ctrl/char boxes. 
   this.LoadCtrl(this.XonBox,   cfg.XonChar); 
   this.LoadCtrl(this.XoffBox,  cfg.XoffChar); 
   this.LoadChar(this.EofBox,   cfg.EofChar); 
   this.LoadChar(this.EventBox, cfg.EvtChar); 
   this.LoadChar(this.ErrorBox, cfg.ErrChar); 
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   // Set check boxes. 
   this.ChkEvent.Checked   = cfg.ReceiveMode ? true : 
false; 
   this.ChkParity.Checked  = cfg.ErrReplace  ? true : 
false; 
   this.ChkDiscard.Checked = cfg.NullDiscard ? true : 
false; 
 
   Application.DoEvents(); 
   this.Focus(); 
 
   // Set local references. 
   this.config = cfg; 
   this.fileName = fileName; 
   this.changed  = false; 
  } 
 
  /// <summary> 
  /// Clean up any resources being used. 
  /// </summary> 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Windows Form Designer generated code 
  /// <summary> 
  /// Required method for Designer support - do not modify 
  /// the contents of this method with the code editor. 
  /// </summary> 
  private void InitializeComponent() 
  { 
   this.components = new 
System.ComponentModel.Container(); 
   this.CmdSave = new System.Windows.Forms.Button(); 
   this.CmdCancel = new System.Windows.Forms.Button(); 
   this.panel7 = new System.Windows.Forms.Panel(); 
   this.ChkParity = new System.Windows.Forms.CheckBox(); 
   this.label7 = new System.Windows.Forms.Label(); 
   this.ErrorBox = new System.Windows.Forms.ComboBox(); 
   this.ChkDiscard = new 
System.Windows.Forms.CheckBox(); 
   this.ChkEvent = new System.Windows.Forms.CheckBox(); 
   this.label13 = new System.Windows.Forms.Label(); 
   this.EventBox = new System.Windows.Forms.ComboBox(); 
   this.label12 = new System.Windows.Forms.Label(); 
   this.EofBox = new System.Windows.Forms.ComboBox(); 
   this.label11 = new System.Windows.Forms.Label(); 
   this.XoffBox = new System.Windows.Forms.ComboBox(); 
   this.label10 = new System.Windows.Forms.Label(); 
   this.XonBox = new System.Windows.Forms.ComboBox(); 
   this.label6 = new System.Windows.Forms.Label(); 
   this.HshakeBox = new System.Windows.Forms.ComboBox(); 
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   this.label5 = new System.Windows.Forms.Label(); 
   this.ParityBox = new System.Windows.Forms.ComboBox(); 
   this.label4 = new System.Windows.Forms.Label(); 
   this.StopBox = new System.Windows.Forms.ComboBox(); 
   this.label3 = new System.Windows.Forms.Label(); 
   this.DataBox = new System.Windows.Forms.ComboBox(); 
   this.label2 = new System.Windows.Forms.Label(); 
   this.label1 = new System.Windows.Forms.Label(); 
   this.BaudBox = new System.Windows.Forms.ComboBox(); 
   this.PortBox = new System.Windows.Forms.ComboBox(); 
   this.toolTip = new 
System.Windows.Forms.ToolTip(this.components); 
   this.panel7.SuspendLayout(); 
   this.SuspendLayout(); 
   //  
   // CmdSave 
   //  
   this.CmdSave.Location = new System.Drawing.Point(24, 
464); 
   this.CmdSave.Name = "CmdSave"; 
   this.CmdSave.Size = new System.Drawing.Size(96, 32); 
   this.CmdSave.TabIndex = 1; 
   this.CmdSave.Text = "Save"; 
   this.CmdSave.Click += new 
System.EventHandler(this.CmdSave_Click); 
   //  
   // CmdCancel 
   //  
   this.CmdCancel.Location = new 
System.Drawing.Point(128, 464); 
   this.CmdCancel.Name = "CmdCancel"; 
   this.CmdCancel.Size = new System.Drawing.Size(96, 
32); 
   this.CmdCancel.TabIndex = 2; 
   this.CmdCancel.Text = "Cancel"; 
   this.CmdCancel.Click += new 
System.EventHandler(this.CmdCancel_Click); 
   //  
   // panel7 
   //  
   this.panel7.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.panel7.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
          this.ChkParity, 
           
          this.label7, 
           
          this.ErrorBox, 
           
          this.ChkDiscard, 
           
          this.ChkEvent, 
           
          this.label13, 
           
          this.EventBox, 
           
          this.label12, 
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          this.EofBox, 
           
          this.label11, 
           
          this.XoffBox, 
           
          this.label10, 
           
          this.XonBox}); 
   this.panel7.Location = new System.Drawing.Point(24, 
200); 
   this.panel7.Name = "panel7"; 
   this.panel7.Size = new System.Drawing.Size(200, 256); 
   this.panel7.TabIndex = 14; 
   //  
   // ChkParity 
   //  
   this.ChkParity.Location = new 
System.Drawing.Point(16, 56); 
   this.ChkParity.Name = "ChkParity"; 
   this.ChkParity.Size = new System.Drawing.Size(168, 
24); 
   this.ChkParity.TabIndex = 41; 
   this.ChkParity.Text = "Replace On Parity Error"; 
   this.toolTip.SetToolTip(this.ChkParity, "Replace each 
char with an error with the Error Char (set below)."); 
   this.ChkParity.CheckedChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label7 
   //  
   this.label7.Location = new System.Drawing.Point(8, 
224); 
   this.label7.Name = "label7"; 
   this.label7.Size = new System.Drawing.Size(112, 24); 
   this.label7.TabIndex = 40; 
   this.label7.Text = "Error Character"; 
   this.label7.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // ErrorBox 
   //  
   this.ErrorBox.Location = new 
System.Drawing.Point(128, 224); 
   this.ErrorBox.Name = "ErrorBox"; 
   this.ErrorBox.Size = new System.Drawing.Size(64, 24); 
   this.ErrorBox.TabIndex = 39; 
   this.toolTip.SetToolTip(this.ErrorBox, "Parity error 
replacement char."); 
   this.ErrorBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // ChkDiscard 
   //  
   this.ChkDiscard.Location = new 
System.Drawing.Point(16, 32); 
   this.ChkDiscard.Name = "ChkDiscard"; 
   this.ChkDiscard.Size = new System.Drawing.Size(168, 
24); 
   this.ChkDiscard.TabIndex = 37; 
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   this.ChkDiscard.Text = "Discard Received NULs"; 
   this.toolTip.SetToolTip(this.ChkDiscard, "Throw away 
all NULL chars received."); 
   this.ChkDiscard.CheckedChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // ChkEvent 
   //  
   this.ChkEvent.Location = new System.Drawing.Point(16, 
8); 
   this.ChkEvent.Name = "ChkEvent"; 
   this.ChkEvent.Size = new System.Drawing.Size(168, 
24); 
   this.ChkEvent.TabIndex = 36; 
   this.ChkEvent.Text = "OnEvent Receive Mode"; 
   this.toolTip.SetToolTip(this.ChkEvent, "If true, each 
char received is handled immediately. If false, the receiver must b" + 
    "e polled for available data."); 
   this.ChkEvent.CheckedChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label13 
   //  
   this.label13.Location = new System.Drawing.Point(8, 
192); 
   this.label13.Name = "label13"; 
   this.label13.Size = new System.Drawing.Size(112, 24); 
   this.label13.TabIndex = 35; 
   this.label13.Text = "Event Character"; 
   this.label13.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // EventBox 
   //  
   this.EventBox.Location = new 
System.Drawing.Point(128, 192); 
   this.EventBox.Name = "EventBox"; 
   this.EventBox.Size = new System.Drawing.Size(64, 24); 
   this.EventBox.TabIndex = 34; 
   this.toolTip.SetToolTip(this.EventBox, "Event 
signaling char."); 
   this.EventBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label12 
   //  
   this.label12.Location = new System.Drawing.Point(8, 
160); 
   this.label12.Name = "label12"; 
   this.label12.Size = new System.Drawing.Size(112, 24); 
   this.label12.TabIndex = 33; 
   this.label12.Text = "EOF Character"; 
   this.label12.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // EofBox 
   //  
   this.EofBox.Location = new System.Drawing.Point(128, 
160); 
   this.EofBox.Name = "EofBox"; 
   this.EofBox.Size = new System.Drawing.Size(64, 24); 
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   this.EofBox.TabIndex = 32; 
   this.toolTip.SetToolTip(this.EofBox, "End of file 
(data) char."); 
   this.EofBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label11 
   //  
   this.label11.Location = new System.Drawing.Point(8, 
128); 
   this.label11.Name = "label11"; 
   this.label11.Size = new System.Drawing.Size(112, 24); 
   this.label11.TabIndex = 31; 
   this.label11.Text = "XOFF Character"; 
   this.label11.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // XoffBox 
   //  
   this.XoffBox.Location = new System.Drawing.Point(128, 
128); 
   this.XoffBox.Name = "XoffBox"; 
   this.XoffBox.Size = new System.Drawing.Size(64, 24); 
   this.XoffBox.TabIndex = 30; 
   this.toolTip.SetToolTip(this.XoffBox, "Software 
suspend flow char."); 
   this.XoffBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label10 
   //  
   this.label10.Location = new System.Drawing.Point(8, 
96); 
   this.label10.Name = "label10"; 
   this.label10.Size = new System.Drawing.Size(112, 24); 
   this.label10.TabIndex = 29; 
   this.label10.Text = "XON Character"; 
   this.label10.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // XonBox 
   //  
   this.XonBox.Location = new System.Drawing.Point(128, 
96); 
   this.XonBox.Name = "XonBox"; 
   this.XonBox.Size = new System.Drawing.Size(64, 24); 
   this.XonBox.TabIndex = 28; 
   this.toolTip.SetToolTip(this.XonBox, "Software flow 
resume char."); 
   this.XonBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label6 
   //  
   this.label6.Location = new System.Drawing.Point(16, 
168); 
   this.label6.Name = "label6"; 
   this.label6.Size = new System.Drawing.Size(80, 24); 
   this.label6.TabIndex = 26; 
   this.label6.Text = "Handshake"; 
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   this.label6.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // HshakeBox 
   //  
   this.HshakeBox.Location = new 
System.Drawing.Point(104, 168); 
   this.HshakeBox.Name = "HshakeBox"; 
   this.HshakeBox.Size = new System.Drawing.Size(120, 
24); 
   this.HshakeBox.TabIndex = 25; 
   this.toolTip.SetToolTip(this.HshakeBox, "Peer flow 
control mode."); 
   this.HshakeBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label5 
   //  
   this.label5.Location = new System.Drawing.Point(16, 
136); 
   this.label5.Name = "label5"; 
   this.label5.Size = new System.Drawing.Size(80, 24); 
   this.label5.TabIndex = 24; 
   this.label5.Text = "Parity:"; 
   this.label5.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // ParityBox 
   //  
   this.ParityBox.Location = new 
System.Drawing.Point(104, 136); 
   this.ParityBox.Name = "ParityBox"; 
   this.ParityBox.Size = new System.Drawing.Size(120, 
24); 
   this.ParityBox.TabIndex = 23; 
   this.toolTip.SetToolTip(this.ParityBox, "Receiver 
parity checking"); 
   this.ParityBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label4 
   //  
   this.label4.Location = new System.Drawing.Point(16, 
104); 
   this.label4.Name = "label4"; 
   this.label4.Size = new System.Drawing.Size(80, 24); 
   this.label4.TabIndex = 22; 
   this.label4.Text = "Stop Bits:"; 
   this.label4.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // StopBox 
   //  
   this.StopBox.Location = new System.Drawing.Point(104, 
104); 
   this.StopBox.Name = "StopBox"; 
   this.StopBox.Size = new System.Drawing.Size(120, 24); 
   this.StopBox.TabIndex = 21; 
   this.toolTip.SetToolTip(this.StopBox, "Number of stop 
bits following each char."); 
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   this.StopBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label3 
   //  
   this.label3.Location = new System.Drawing.Point(16, 
72); 
   this.label3.Name = "label3"; 
   this.label3.Size = new System.Drawing.Size(80, 24); 
   this.label3.TabIndex = 20; 
   this.label3.Text = "Data Bits:"; 
   this.label3.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // DataBox 
   //  
   this.DataBox.Location = new System.Drawing.Point(104, 
72); 
   this.DataBox.Name = "DataBox"; 
   this.DataBox.Size = new System.Drawing.Size(120, 24); 
   this.DataBox.TabIndex = 19; 
   this.toolTip.SetToolTip(this.DataBox, "Number of 
bits/char."); 
   this.DataBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // label2 
   //  
   this.label2.Location = new System.Drawing.Point(16, 
40); 
   this.label2.Name = "label2"; 
   this.label2.Size = new System.Drawing.Size(80, 24); 
   this.label2.TabIndex = 18; 
   this.label2.Text = "Baud Rate:"; 
   this.label2.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // label1 
   //  
   this.label1.Location = new System.Drawing.Point(16, 
8); 
   this.label1.Name = "label1"; 
   this.label1.Size = new System.Drawing.Size(80, 24); 
   this.label1.TabIndex = 17; 
   this.label1.Text = "Serial Port:"; 
   this.label1.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // BaudBox 
   //  
   this.BaudBox.Location = new System.Drawing.Point(104, 
40); 
   this.BaudBox.Name = "BaudBox"; 
   this.BaudBox.Size = new System.Drawing.Size(120, 24); 
   this.BaudBox.TabIndex = 16; 
   this.toolTip.SetToolTip(this.BaudBox, "Serial port 
line speed (bits/second)."); 
   this.BaudBox.SelectedIndexChanged += new 
System.EventHandler(this.ChangeHandler); 
   //  
   // PortBox 
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   //  
   this.PortBox.Location = new System.Drawing.Point(104, 
8); 
   this.PortBox.Name = "PortBox"; 
   this.PortBox.Size = new System.Drawing.Size(120, 24); 
   this.PortBox.TabIndex = 15; 
   this.toolTip.SetToolTip(this.PortBox, "Serial port 
that settings apply to."); 
   //  
   // Settings 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(6, 
15); 
   this.ClientSize = new System.Drawing.Size(238, 506); 
   this.ControlBox = false; 
   this.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
         this.label6, 
           
         this.HshakeBox, 
           
         this.label5, 
           
         this.ParityBox, 
           
         this.label4, 
           
         this.StopBox, 
           
         this.label3, 
           
         this.DataBox, 
           
         this.label2, 
           
         this.label1, 
           
         this.BaudBox, 
           
         this.PortBox, 
           
         this.panel7, 
           
         this.CmdCancel, 
           
         this.CmdSave}); 
   this.FormBorderStyle = 
System.Windows.Forms.FormBorderStyle.Fixed3D; 
   this.MaximizeBox = false; 
   this.MinimizeBox = false; 
   this.Name = "Settings"; 
   this.StartPosition = 
System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "           Configure Serial Port"; 
   this.panel7.ResumeLayout(false); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
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  /// <summary> 
  /// Handle the save command button 
  /// </summary> 
  private void CmdSave_Click(object sender, System.EventArgs 
e) 
  { 
   this.UpdateConfig(); 
   this.config.Save(this.fileName); 
   this.changed = false; 
   this.Close(); 
  } 
 
  /// <summary> 
  /// Handle the cancel command button 
  /// </summary> 
  private void CmdCancel_Click(object sender, 
System.EventArgs e) 
  { 
   if(this.changed) 
   { 
    Confirm dialog = new Confirm(); 
    if(dialog.Display("Confirm Close", "The 
Settings Were Changed." + 
     "Are You Sure You Want To Discard All 
Changes?", 1) == false) 
    { 
     return; 
    } 
   } 
   this.Close(); 
  } 
 
  /// <summary> 
  /// Set the change flag when and control is selected. 
  /// </summary> 
  private void ChangeHandler(object sender, System.EventArgs 
e) 
  { 
   this.changed = true; 
  } 
   
  /// <summary> 
  /// Load the combo box with the printable ASCII and control 
codes. 
  /// </summary> 
  /// <param name="cb">Combo box reference.</param> 
  /// <param name="obj">Initially focused member.</param> 
  private void LoadChar(ComboBox cb, object obj) 
  { 
   this.LoadCtrl(cb, null); 
   for(int c = 33; c < 127; c++) 
   { 
    cb.Items.Add((char) c); 
   } 
   cb.SelectedIndex = this.FindMatch(cb, obj); 
  } 
 
  /// <summary> 
  /// Load the combo box with the ASCII control code members. 
  /// </summary> 
  /// <param name="cb">Combo box reference.</param> 
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  /// <param name="obj">Initially focused member.</param> 
  private void LoadCtrl(ComboBox cb, object obj) 
  { 
   this.EnumLoad(typeof(CtrlChar), cb, obj); 
   return; 
  } 
 
  /// <summary> 
  /// Copies to current form settings to the configuration 
reference. 
  /// </summary> 
  private void UpdateConfig() 
  { 
   // Update baud rate. 
   this.config.BaudRate = (LineSpeed) 
int.Parse(this.BaudBox.Text.Substring(5)); 
 
   // Update data bits. 
   this.config.DataBits = (ByteSize)  
    this.EnumFind(typeof(ByteSize), 
this.DataBox.Text); 
 
   // Update stop bits. 
   this.config.StopBits = (StopBits)  
    this.EnumFind(typeof(StopBits), 
this.StopBox.Text); 
 
   // Update parity. 
   this.config.Parity = (Parity)  
    this.EnumFind(typeof(Parity), 
this.ParityBox.Text); 
 
   // Update handshake. 
   this.config.FlowCtrl = (Handshake)  
    this.EnumFind(typeof(Handshake), 
this.HshakeBox.Text); 
 
   // Update receive mode, null discard and error 
replacement. 
   this.config.ReceiveMode = this.ChkEvent.Checked; 
   this.config.NullDiscard = this.ChkDiscard.Checked; 
   this.config.ErrReplace  = this.ChkParity.Checked; 
 
   // Update XON/XOFF characters. 
   this.config.XonChar  = (byte) 
Enum.Parse(typeof(CtrlChar), this.XonBox.Text); 
   this.config.XoffChar = (byte) 
Enum.Parse(typeof(CtrlChar), this.XoffBox.Text); 
 
   // Update EOF, Event and Error characters. 
   this.config.EofChar  = (this.EofBox.Text.Length > 1) 
    ? (byte) Enum.Parse(typeof(CtrlChar), 
this.EofBox.Text) 
    : (byte) Char.Parse(this.EofBox.Text); 
 
   this.config.EvtChar  = (this.EventBox.Text.Length > 
1) 
    ? (byte) Enum.Parse(typeof(CtrlChar), 
this.EventBox.Text) 
    : (byte) Char.Parse(this.EventBox.Text); 
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   this.config.ErrChar  = (this.ErrorBox.Text.Length > 
1) 
    ? (byte) Enum.Parse(typeof(CtrlChar), 
this.ErrorBox.Text) 
    : (byte) Char.Parse(this.ErrorBox.Text); 
 
   this.config.SetFlowControl(); 
   return; 
  } 
 
  /// <summary> 
  /// Return the enum which matches the member name. 
  /// </summary> 
  /// <param name="type">typeof(Enum)</param> 
  /// <param name="member">String member name.</param> 
  /// <returns>Enum member or null.</returns> 
  private object EnumFind(System.Type type, string member) 
  { 
   try 
   { 
    return Enum.Parse(type, member); 
   } 
   catch 
   { 
    return null; 
   } 
  } 
 
  /// <summary> 
  /// Load a combo box list with the members of an enum. 
  /// </summary> 
  /// <param name="type">typeof(Enum)</param> 
  /// <param name="cb">Combo box reference.</param> 
  /// <param name="obj">Initially focused member.</param> 
  private void EnumLoad(System.Type type, ComboBox cb, object 
obj) 
  { 
   try 
   { 
    string[] names = Enum.GetNames(type); 
    for(int i = 0; i < names.Length; i++) 
    { 
     cb.Items.Add(Enum.Parse(type, names[i])); 
    } 
    cb.SelectedIndex = this.FindMatch(cb, obj); 
   } 
   catch 
   { 
    return; 
   } 
  } 
 
  /// <summary> 
  /// Find a matching object (integer) in the combo box. 
  /// </summary> 
  /// <param name="cb">Combo box reference.</param> 
  /// <param name="obj">Object to find.</param> 
  /// <returns>Index of object.</returns> 
  private int FindMatch(ComboBox cb, object obj) 
  { 
   if(obj == null) 
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    return 0; 
    
   int i = 0; 
   foreach(object item in cb.Items) 
   { 
    if(Convert.ToInt32(item) == 
Convert.ToInt32(obj)) 
    { 
     return i; 
    } 
    ++i; 
   } 
   return 0; 
  } 
 
 } 
 
 
} 
 
 
5.4.4 Rutinas Datos 
 
using System; 
using System.IO; 
using System.Text; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Threading; 
using SerialPorts; 
 
 
namespace SerialTerminal 
{ 
    public partial class Datos : Form 
    { 
        public Datos() 
        { 
            InitializeComponent(); 
        } 
 
        private void lista_SelectedIndexChanged(object sender, 
EventArgs e) 
        { 
            StreamReader sr = null; 
            string str; 
            try{ 
                sr = new StreamReader("datos.txt"); 
                str = sr.ReadLine(); 
                while(str!=null) 
                { 
                    lista.Text = str; 
                    str = sr.ReadLine(); 
                } 
            } 
            catch 
            { 
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            } 
            finally{ 
                if (sr != null) 
                    sr.Close(); 
            } 
        } 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            Application.Exit(); 
            Close(); 
             
             
        } 
    } 
} 
 
5.4.5 Rutina del Terminal 
 
/*====================================================================
========= 
 File:   Terminal.cs     Serial 
terminal/debugger Class.  
 
 Created:  1.00 10/13/03 TJK  Timothy J. Krell
 (SAIC) 
 
 Version:  1.00 
 
 Revisions:  1.00 10/13/03 TJK  Initial Release. 
 
 Copyright(c) 2003, Science Applications International Corporation 
(SAIC) 
    All Rights Reserved. Sponsored by the U.S. 
Government under 
    Contract #DAAH01-00-D-0013/10. This software 
may be reproduced 
    by or for the US Government pursuant to the 
copyright license 
    under clause at DFARS 252.227-7014 (June 1995). 
======================================================================
=======*/ 
 
using System; 
using System.IO; 
using System.Text; 
using System.Drawing; 
using System.Collections; 
using System.ComponentModel; 
using System.Windows.Forms; 
using System.Threading; 
using SerialPorts; 
 
namespace SerialTerminal 
{ 
 /// <summary> 
 /// Used to launch a stand-alone terminal app. 
 /// </summary> 
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 public class TerminalMain 
 { 
  /// <summary> 
  /// The main entry point for the application. 
  /// </summary> 
  [STAThread] 
  static void Main()  
  { 
   Application.Run(new Terminal()); 
   return; 
  } 
 } 
 
 /// <summary> 
 /// Summary description for Terminal. 
 /// </summary> 
 public class Terminal : System.Windows.Forms.Form 
 { 
  private System.Windows.Forms.ComboBox ComPort; 
  private System.Windows.Forms.Label LblModem; 
  private System.Windows.Forms.Label LblRING; 
  private System.Windows.Forms.Label LblRLSD; 
  private System.Windows.Forms.Label LblDSR; 
  private System.Windows.Forms.Label LblCTS; 
  private System.Windows.Forms.Label LblStatus; 
  private System.Windows.Forms.Label LblPort; 
  private System.Windows.Forms.Label LblTxData; 
  private System.Windows.Forms.Label LblRxData; 
  private System.Windows.Forms.Label LblXmit; 
  private System.Windows.Forms.Label LblSettings; 
  private System.Windows.Forms.Label LblTxCnt; 
  private System.Windows.Forms.Label LblRxCnt; 
  private System.Windows.Forms.Label LblReadRate; 
  private System.Windows.Forms.Label LblMsec1; 
  private System.Windows.Forms.Label LblHandshake; 
  private System.Windows.Forms.Label LblForces; 
 
  private System.Windows.Forms.Panel PnlCom; 
  private System.Windows.Forms.Panel PnlHandshake; 
  private System.Windows.Forms.Panel PnlModem; 
  private System.Windows.Forms.Panel PnlTxData; 
  private System.Windows.Forms.Panel PnlRxData; 
  private System.Windows.Forms.Panel PnlRING; 
  private System.Windows.Forms.Panel PnlRLSD; 
  private System.Windows.Forms.Panel PnlDSR; 
  private System.Windows.Forms.Panel PnlCTS; 
 
  private System.Windows.Forms.Button CmdOpen; 
  private System.Windows.Forms.Button CmdQuit; 
  private System.Windows.Forms.Button CmdConfig; 
  private System.Windows.Forms.Button CmdCont; 
  private System.Windows.Forms.Button CmdSend; 
  private System.Windows.Forms.Button CmdClear; 
  private System.Windows.Forms.Button CmdBreak; 
  private System.Windows.Forms.Button CmdRts; 
  private System.Windows.Forms.Button CmdDtr; 
  private System.Windows.Forms.Button CmdXoff; 
 
  private System.Windows.Forms.CheckBox ChkTxHex; 
  private System.Windows.Forms.CheckBox ChkRxHex; 
  private System.Windows.Forms.CheckBox ChkRxEcho; 
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  private System.Windows.Forms.CheckBox ChkUpdate; 
 
  private System.Windows.Forms.Timer RecvTimer; 
 
  internal System.Windows.Forms.TextBox TxStr; 
  internal System.Windows.Forms.TextBox TxData; 
  internal System.Windows.Forms.TextBox RxData; 
  internal System.Windows.Forms.TextBox TxCount; 
  internal System.Windows.Forms.TextBox RxCount; 
  internal System.Windows.Forms.TextBox Settings; 
  internal System.Windows.Forms.TextBox Status; 
  internal System.Windows.Forms.TextBox RecvRate; 
  internal System.Windows.Forms.TextBox HndShake; 
 
  private System.ComponentModel.IContainer components; 
 
  #region Members 
  // Terminal app constants. 
  private const int MAX_PORTS  = 32; 
  private const int RANDOM_LO  = 32; 
  private const int RANDOM_HI  = 127; 
  private const int RANDOM_CNT = 80; 
 
  // Terminal app locals. 
  private int   TxBytes = 0; 
  private int   RxBytes = 0; 
  private string  TxString = ""; 
  private string  RxString = ""; 
  private Thread  TxThread; 
  private bool  TxThreadStop; 
 
 
  // Terminal interface port. 
  private SerialPort Port; 
 
  // Terminal functions that  
  // handle base class events. 
  private WithEvents Func; 
  #endregion 
 
  #region Constructor 
  /// <summary> 
  /// Terminal constructor. Initialization. 
  /// </summary> 
  public Terminal() 
  { 
   InitializeComponent(); 
 
   this.ChkTxHex.Checked = false; 
   this.ChkRxHex.Checked = false; 
   this.ChkRxEcho.Checked = false; 
 
   TxBytes = 0; 
   this.TxString = ""; 
   this.TxCount.Text = "0"; 
   this.TxData.Text = ""; 
   this.TxStr.Text = ""; 
 
   RxBytes = 0; 
   this.RxString = ""; 
   this.RxCount.Text = "0"; 
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   this.RxData.Text = ""; 
 
   this.Status.Text = ""; 
   this.Settings.Text = ""; 
   this.HndShake.Text = ""; 
   this.RecvRate.Text = 
this.RecvTimer.Interval.ToString(); 
 
   // Fill com port list. 
   this.FillAvailable(); 
 
   // Instantiate base class event handlers. 
   this.Func = new WithEvents(); 
   this.Func.Error   = new StrnFunc(this.OnError); 
   this.Func.RxChar  = new ByteFunc(this.OnRecvI); 
   this.Func.CtsSig  = new BoolFunc(this.OnCts); 
   this.Func.DsrSig  = new BoolFunc(this.OnDsr); 
   this.Func.RlsdSig = new BoolFunc(this.OnRlsd); 
   this.Func.RingSig = new BoolFunc(this.OnRing); 
 
   // Instantiate the terminal port. 
   this.Port = new SerialPort(this.Func); 
   return; 
  } 
  #endregion 
 
  /// <summary> 
  /// Clean up any resources being used. 
  /// </summary> 
  protected override void Dispose( bool disposing ) 
  { 
   if( disposing ) 
   { 
    if(components != null) 
    { 
     components.Dispose(); 
    } 
   } 
   base.Dispose( disposing ); 
  } 
 
  #region Windows Form Designer generated code 
  /// <summary> 
  /// Required method for Designer support - do not modify 
  /// the contents of this method with the code editor. 
  /// </summary> 
  private void InitializeComponent() 
  { 
   this.components = new 
System.ComponentModel.Container(); 
   this.PnlCom = new System.Windows.Forms.Panel(); 
   this.HndShake = new System.Windows.Forms.TextBox(); 
   this.LblHandshake = new System.Windows.Forms.Label(); 
   this.ComPort = new System.Windows.Forms.ComboBox(); 
   this.Settings = new System.Windows.Forms.TextBox(); 
   this.LblSettings = new System.Windows.Forms.Label(); 
   this.LblPort = new System.Windows.Forms.Label(); 
   this.Status = new System.Windows.Forms.TextBox(); 
   this.LblStatus = new System.Windows.Forms.Label(); 
   this.PnlHandshake = new System.Windows.Forms.Panel(); 
   this.CmdXoff = new System.Windows.Forms.Button(); 
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   this.CmdDtr = new System.Windows.Forms.Button(); 
   this.CmdRts = new System.Windows.Forms.Button(); 
   this.LblForces = new System.Windows.Forms.Label(); 
   this.CmdBreak = new System.Windows.Forms.Button(); 
   this.PnlModem = new System.Windows.Forms.Panel(); 
   this.PnlRING = new System.Windows.Forms.Panel(); 
   this.PnlRLSD = new System.Windows.Forms.Panel(); 
   this.PnlDSR = new System.Windows.Forms.Panel(); 
   this.LblRING = new System.Windows.Forms.Label(); 
   this.LblRLSD = new System.Windows.Forms.Label(); 
   this.LblDSR = new System.Windows.Forms.Label(); 
   this.LblCTS = new System.Windows.Forms.Label(); 
   this.PnlCTS = new System.Windows.Forms.Panel(); 
   this.LblModem = new System.Windows.Forms.Label(); 
   this.PnlTxData = new System.Windows.Forms.Panel(); 
   this.TxData = new System.Windows.Forms.TextBox(); 
   this.ChkUpdate = new System.Windows.Forms.CheckBox(); 
   this.TxCount = new System.Windows.Forms.TextBox(); 
   this.LblTxCnt = new System.Windows.Forms.Label(); 
   this.ChkTxHex = new System.Windows.Forms.CheckBox(); 
   this.LblXmit = new System.Windows.Forms.Label(); 
   this.TxStr = new System.Windows.Forms.TextBox(); 
   this.LblTxData = new System.Windows.Forms.Label(); 
   this.PnlRxData = new System.Windows.Forms.Panel(); 
   this.LblMsec1 = new System.Windows.Forms.Label(); 
   this.RecvRate = new System.Windows.Forms.TextBox(); 
   this.LblReadRate = new System.Windows.Forms.Label(); 
   this.RxCount = new System.Windows.Forms.TextBox(); 
   this.LblRxCnt = new System.Windows.Forms.Label(); 
   this.ChkRxEcho = new System.Windows.Forms.CheckBox(); 
   this.ChkRxHex = new System.Windows.Forms.CheckBox(); 
   this.RxData = new System.Windows.Forms.TextBox(); 
   this.LblRxData = new System.Windows.Forms.Label(); 
   this.CmdOpen = new System.Windows.Forms.Button(); 
   this.CmdQuit = new System.Windows.Forms.Button(); 
   this.CmdConfig = new System.Windows.Forms.Button(); 
   this.CmdCont = new System.Windows.Forms.Button(); 
   this.CmdClear = new System.Windows.Forms.Button(); 
   this.CmdSend = new System.Windows.Forms.Button(); 
   this.RecvTimer = new 
System.Windows.Forms.Timer(this.components); 
   this.PnlCom.SuspendLayout(); 
   this.PnlHandshake.SuspendLayout(); 
   this.PnlModem.SuspendLayout(); 
   this.PnlTxData.SuspendLayout(); 
   this.PnlRxData.SuspendLayout(); 
   this.SuspendLayout(); 
   //  
   // PnlCom 
   //  
   this.PnlCom.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlCom.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
          this.HndShake, 
           
          
this.LblHandshake, 
           
          this.ComPort, 
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          this.Settings, 
           
          
this.LblSettings, 
           
          this.LblPort}); 
   this.PnlCom.Location = new System.Drawing.Point(8, 
8); 
   this.PnlCom.Name = "PnlCom"; 
   this.PnlCom.Size = new System.Drawing.Size(432, 64); 
   this.PnlCom.TabIndex = 0; 
   //  
   // HndShake 
   //  
   this.HndShake.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.HndShake.Location = new 
System.Drawing.Point(120, 32); 
   this.HndShake.Name = "HndShake"; 
   this.HndShake.Size = new System.Drawing.Size(128, 
26); 
   this.HndShake.TabIndex = 54; 
   this.HndShake.Text = ""; 
   this.HndShake.TextAlign = 
System.Windows.Forms.HorizontalAlignment.Center; 
   //  
   // LblHandshake 
   //  
   this.LblHandshake.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblHandshake.ForeColor = 
System.Drawing.Color.Teal; 
   this.LblHandshake.Location = new 
System.Drawing.Point(120, 0); 
   this.LblHandshake.Name = "LblHandshake"; 
   this.LblHandshake.Size = new System.Drawing.Size(128, 
24); 
   this.LblHandshake.TabIndex = 53; 
   this.LblHandshake.Text = "Handshake"; 
   this.LblHandshake.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // ComPort 
   //  
   this.ComPort.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.ComPort.Location = new System.Drawing.Point(8, 
32); 
   this.ComPort.MaxDropDownItems = 16; 
   this.ComPort.Name = "ComPort"; 
   this.ComPort.Size = new System.Drawing.Size(96, 26); 
   this.ComPort.TabIndex = 51; 
   //  
   // Settings 
   //  
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   this.Settings.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Settings.Location = new 
System.Drawing.Point(264, 32); 
   this.Settings.Name = "Settings"; 
   this.Settings.Size = new System.Drawing.Size(160, 
26); 
   this.Settings.TabIndex = 41; 
   this.Settings.Text = ""; 
   this.Settings.TextAlign = 
System.Windows.Forms.HorizontalAlignment.Center; 
   //  
   // LblSettings 
   //  
   this.LblSettings.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblSettings.ForeColor = 
System.Drawing.Color.Teal; 
   this.LblSettings.Location = new 
System.Drawing.Point(264, 0); 
   this.LblSettings.Name = "LblSettings"; 
   this.LblSettings.Size = new System.Drawing.Size(160, 
24); 
   this.LblSettings.TabIndex = 40; 
   this.LblSettings.Text = "Settings"; 
   this.LblSettings.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // LblPort 
   //  
   this.LblPort.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblPort.ForeColor = System.Drawing.Color.Teal; 
   this.LblPort.Location = new System.Drawing.Point(8, 
0); 
   this.LblPort.Name = "LblPort"; 
   this.LblPort.Size = new System.Drawing.Size(96, 24); 
   this.LblPort.TabIndex = 39; 
   this.LblPort.Text = "Active Port"; 
   this.LblPort.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // Status 
   //  
   this.Status.Font = new System.Drawing.Font("Microsoft 
Sans Serif", 7.753846F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.Status.Location = new System.Drawing.Point(64, 
704); 
   this.Status.Name = "Status"; 
   this.Status.Size = new System.Drawing.Size(944, 23); 
   this.Status.TabIndex = 11; 
   this.Status.Text = ""; 
   //  
   // LblStatus 
   //  
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   this.LblStatus.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblStatus.Location = new System.Drawing.Point(8, 
704); 
   this.LblStatus.Name = "LblStatus"; 
   this.LblStatus.Size = new System.Drawing.Size(56, 
24); 
   this.LblStatus.TabIndex = 12; 
   this.LblStatus.Text = "Status:"; 
   this.LblStatus.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // PnlHandshake 
   //  
   this.PnlHandshake.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlHandshake.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
             
this.CmdXoff, 
           
             
this.CmdDtr, 
           
             
this.CmdRts, 
           
             
this.LblForces, 
           
             
this.CmdBreak}); 
   this.PnlHandshake.Location = new 
System.Drawing.Point(448, 8); 
   this.PnlHandshake.Name = "PnlHandshake"; 
   this.PnlHandshake.Size = new System.Drawing.Size(344, 
64); 
   this.PnlHandshake.TabIndex = 34; 
   //  
   // CmdXoff 
   //  
   this.CmdXoff.Location = new System.Drawing.Point(8, 
32); 
   this.CmdXoff.Name = "CmdXoff"; 
   this.CmdXoff.Size = new System.Drawing.Size(80, 24); 
   this.CmdXoff.TabIndex = 67; 
   this.CmdXoff.Text = "Set XOFF"; 
   this.CmdXoff.Click += new 
System.EventHandler(this.CmdXoff_Click); 
   //  
   // CmdDtr 
   //  
   this.CmdDtr.Location = new System.Drawing.Point(176, 
32); 
   this.CmdDtr.Name = "CmdDtr"; 
   this.CmdDtr.Size = new System.Drawing.Size(80, 24); 
   this.CmdDtr.TabIndex = 66; 
   this.CmdDtr.Text = "Set DTR"; 
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   this.CmdDtr.Click += new 
System.EventHandler(this.CmdDtr_Click); 
   //  
   // CmdRts 
   //  
   this.CmdRts.Location = new System.Drawing.Point(88, 
32); 
   this.CmdRts.Name = "CmdRts"; 
   this.CmdRts.Size = new System.Drawing.Size(80, 24); 
   this.CmdRts.TabIndex = 65; 
   this.CmdRts.Text = "Set RTS"; 
   this.CmdRts.Click += new 
System.EventHandler(this.CmdRts_Click); 
   //  
   // LblForces 
   //  
   this.LblForces.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblForces.ForeColor = System.Drawing.Color.Teal; 
   this.LblForces.Location = new 
System.Drawing.Point(16, 0); 
   this.LblForces.Name = "LblForces"; 
   this.LblForces.Size = new System.Drawing.Size(320, 
24); 
   this.LblForces.TabIndex = 41; 
   this.LblForces.Text = "Force Signals"; 
   this.LblForces.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // CmdBreak 
   //  
   this.CmdBreak.Location = new 
System.Drawing.Point(256, 32); 
   this.CmdBreak.Name = "CmdBreak"; 
   this.CmdBreak.Size = new System.Drawing.Size(80, 24); 
   this.CmdBreak.TabIndex = 64; 
   this.CmdBreak.Text = "Set BRK"; 
   this.CmdBreak.Click += new 
System.EventHandler(this.CmdBreak_Click); 
   //  
   // PnlModem 
   //  
   this.PnlModem.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlModem.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
            this.PnlRING, 
           
            this.PnlRLSD, 
           
            this.PnlDSR, 
           
            this.LblRING, 
           
            this.LblRLSD, 
           
            this.LblDSR, 
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            this.LblCTS, 
           
            this.PnlCTS, 
           
            
this.LblModem}); 
   this.PnlModem.Location = new 
System.Drawing.Point(800, 8); 
   this.PnlModem.Name = "PnlModem"; 
   this.PnlModem.Size = new System.Drawing.Size(208, 
64); 
   this.PnlModem.TabIndex = 35; 
   //  
   // PnlRING 
   //  
   this.PnlRING.BackColor = System.Drawing.Color.Red; 
   this.PnlRING.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlRING.Enabled = false; 
   this.PnlRING.Location = new System.Drawing.Point(160, 
40); 
   this.PnlRING.Name = "PnlRING"; 
   this.PnlRING.Size = new System.Drawing.Size(32, 16); 
   this.PnlRING.TabIndex = 47; 
   //  
   // PnlRLSD 
   //  
   this.PnlRLSD.BackColor = System.Drawing.Color.Red; 
   this.PnlRLSD.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlRLSD.Enabled = false; 
   this.PnlRLSD.Location = new System.Drawing.Point(112, 
40); 
   this.PnlRLSD.Name = "PnlRLSD"; 
   this.PnlRLSD.Size = new System.Drawing.Size(32, 16); 
   this.PnlRLSD.TabIndex = 46; 
   //  
   // PnlDSR 
   //  
   this.PnlDSR.BackColor = System.Drawing.Color.Red; 
   this.PnlDSR.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlDSR.Enabled = false; 
   this.PnlDSR.Location = new System.Drawing.Point(64, 
40); 
   this.PnlDSR.Name = "PnlDSR"; 
   this.PnlDSR.Size = new System.Drawing.Size(32, 16); 
   this.PnlDSR.TabIndex = 45; 
   //  
   // LblRING 
   //  
   this.LblRING.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.LblRING.Location = new System.Drawing.Point(152, 
24); 
   this.LblRING.Name = "LblRING"; 
   this.LblRING.Size = new System.Drawing.Size(48, 16); 
   this.LblRING.TabIndex = 44; 
   this.LblRING.Text = "RNG"; 
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   this.LblRING.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // LblRLSD 
   //  
   this.LblRLSD.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.LblRLSD.Location = new System.Drawing.Point(104, 
24); 
   this.LblRLSD.Name = "LblRLSD"; 
   this.LblRLSD.Size = new System.Drawing.Size(48, 16); 
   this.LblRLSD.TabIndex = 43; 
   this.LblRLSD.Text = "RLSD"; 
   this.LblRLSD.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // LblDSR 
   //  
   this.LblDSR.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.LblDSR.Location = new System.Drawing.Point(56, 
24); 
   this.LblDSR.Name = "LblDSR"; 
   this.LblDSR.Size = new System.Drawing.Size(48, 16); 
   this.LblDSR.TabIndex = 42; 
   this.LblDSR.Text = "DSR"; 
   this.LblDSR.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // LblCTS 
   //  
   this.LblCTS.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.LblCTS.Location = new System.Drawing.Point(8, 
24); 
   this.LblCTS.Name = "LblCTS"; 
   this.LblCTS.Size = new System.Drawing.Size(48, 16); 
   this.LblCTS.TabIndex = 41; 
   this.LblCTS.Text = "CTS"; 
   this.LblCTS.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // PnlCTS 
   //  
   this.PnlCTS.BackColor = System.Drawing.Color.Red; 
   this.PnlCTS.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlCTS.Enabled = false; 
   this.PnlCTS.Location = new System.Drawing.Point(16, 
40); 
   this.PnlCTS.Name = "PnlCTS"; 
   this.PnlCTS.Size = new System.Drawing.Size(32, 16); 
   this.PnlCTS.TabIndex = 40; 
   //  
   // LblModem 
   //  
   this.LblModem.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
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System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblModem.ForeColor = System.Drawing.Color.Teal; 
   this.LblModem.Location = new System.Drawing.Point(8, 
0); 
   this.LblModem.Name = "LblModem"; 
   this.LblModem.Size = new System.Drawing.Size(192, 
24); 
   this.LblModem.TabIndex = 39; 
   this.LblModem.Text = "Modem Signals"; 
   this.LblModem.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // PnlTxData 
   //  
   this.PnlTxData.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlTxData.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
         
 this.TxData, 
           
         
 this.ChkUpdate, 
           
         
 this.TxCount, 
           
         
 this.LblTxCnt, 
           
         
 this.ChkTxHex, 
           
         
 this.LblXmit, 
           
          this.TxStr, 
           
         
 this.LblTxData}); 
   this.PnlTxData.Location = new System.Drawing.Point(8, 
368); 
   this.PnlTxData.Name = "PnlTxData"; 
   this.PnlTxData.Size = new System.Drawing.Size(1000, 
280); 
   this.PnlTxData.TabIndex = 38; 
   //  
   // TxData 
   //  
   this.TxData.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.TxData.Location = new System.Drawing.Point(8, 
24); 
   this.TxData.Multiline = true; 
   this.TxData.Name = "TxData"; 
   this.TxData.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.TxData.Size = new System.Drawing.Size(984, 208); 
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   this.TxData.TabIndex = 39; 
   this.TxData.Text = ""; 
   //  
   // ChkUpdate 
   //  
   this.ChkUpdate.Location = new 
System.Drawing.Point(744, 240); 
   this.ChkUpdate.Name = "ChkUpdate"; 
   this.ChkUpdate.Size = new System.Drawing.Size(120, 
24); 
   this.ChkUpdate.TabIndex = 64; 
   this.ChkUpdate.Text = "Pause Updates"; 
   this.ChkUpdate.CheckedChanged += new 
System.EventHandler(this.ChkUpdate_CheckedChanged); 
   //  
   // TxCount 
   //  
   this.TxCount.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.TxCount.Location = new System.Drawing.Point(88, 
240); 
   this.TxCount.Name = "TxCount"; 
   this.TxCount.Size = new System.Drawing.Size(80, 26); 
   this.TxCount.TabIndex = 60; 
   this.TxCount.Text = ""; 
   this.TxCount.TextAlign = 
System.Windows.Forms.HorizontalAlignment.Center; 
   //  
   // LblTxCnt 
   //  
   this.LblTxCnt.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblTxCnt.Location = new System.Drawing.Point(8, 
240); 
   this.LblTxCnt.Name = "LblTxCnt"; 
   this.LblTxCnt.Size = new System.Drawing.Size(72, 24); 
   this.LblTxCnt.TabIndex = 59; 
   this.LblTxCnt.Text = "TX Count:"; 
   this.LblTxCnt.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // ChkTxHex 
   //  
   this.ChkTxHex.Location = new 
System.Drawing.Point(880, 240); 
   this.ChkTxHex.Name = "ChkTxHex"; 
   this.ChkTxHex.Size = new System.Drawing.Size(112, 
24); 
   this.ChkTxHex.TabIndex = 42; 
   this.ChkTxHex.Text = "Display In Hex"; 
   this.ChkTxHex.CheckedChanged += new 
System.EventHandler(this.ChkTxHex_CheckedChanged); 
   //  
   // LblXmit 
   //  
   this.LblXmit.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
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System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblXmit.Location = new System.Drawing.Point(184, 
240); 
   this.LblXmit.Name = "LblXmit"; 
   this.LblXmit.Size = new System.Drawing.Size(72, 24); 
   this.LblXmit.TabIndex = 41; 
   this.LblXmit.Text = "Transmit:"; 
   this.LblXmit.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // TxStr 
   //  
   this.TxStr.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.TxStr.Location = new System.Drawing.Point(256, 
240); 
   this.TxStr.Name = "TxStr"; 
   this.TxStr.Size = new System.Drawing.Size(480, 26); 
   this.TxStr.TabIndex = 40; 
   this.TxStr.Text = ""; 
   this.TxStr.TextChanged += new 
System.EventHandler(this.TxStr_TextChanged); 
   //  
   // LblTxData 
   //  
   this.LblTxData.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblTxData.ForeColor = System.Drawing.Color.Teal; 
   this.LblTxData.Location = new 
System.Drawing.Point(16, 0); 
   this.LblTxData.Name = "LblTxData"; 
   this.LblTxData.Size = new System.Drawing.Size(976, 
24); 
   this.LblTxData.TabIndex = 38; 
   this.LblTxData.Text = "Transmitted Data"; 
   this.LblTxData.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // PnlRxData 
   //  
   this.PnlRxData.BorderStyle = 
System.Windows.Forms.BorderStyle.Fixed3D; 
   this.PnlRxData.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
         
 this.LblMsec1, 
           
         
 this.RecvRate, 
           
         
 this.LblReadRate, 
           
         
 this.RxCount, 
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 this.LblRxCnt, 
           
         
 this.ChkRxEcho, 
           
         
 this.ChkRxHex, 
           
         
 this.RxData, 
           
         
 this.LblRxData}); 
   this.PnlRxData.Location = new System.Drawing.Point(8, 
80); 
   this.PnlRxData.Name = "PnlRxData"; 
   this.PnlRxData.Size = new System.Drawing.Size(1000, 
280); 
   this.PnlRxData.TabIndex = 40; 
   //  
   // LblMsec1 
   //  
   this.LblMsec1.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblMsec1.Location = new 
System.Drawing.Point(336, 240); 
   this.LblMsec1.Name = "LblMsec1"; 
   this.LblMsec1.Size = new System.Drawing.Size(48, 24); 
   this.LblMsec1.TabIndex = 51; 
   this.LblMsec1.Text = "msec"; 
   this.LblMsec1.TextAlign = 
System.Drawing.ContentAlignment.MiddleLeft; 
   //  
   // RecvRate 
   //  
   this.RecvRate.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.RecvRate.Location = new 
System.Drawing.Point(256, 240); 
   this.RecvRate.Name = "RecvRate"; 
   this.RecvRate.Size = new System.Drawing.Size(80, 26); 
   this.RecvRate.TabIndex = 50; 
   this.RecvRate.Text = ""; 
   this.RecvRate.TextAlign = 
System.Windows.Forms.HorizontalAlignment.Center; 
   this.RecvRate.KeyUp += new 
System.Windows.Forms.KeyEventHandler(this.RecvRate_KeyUp); 
   //  
   // LblReadRate 
   //  
   this.LblReadRate.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblReadRate.Location = new 
System.Drawing.Point(176, 240); 
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   this.LblReadRate.Name = "LblReadRate"; 
   this.LblReadRate.Size = new System.Drawing.Size(80, 
24); 
   this.LblReadRate.TabIndex = 49; 
   this.LblReadRate.Text = "Recv Rate:"; 
   this.LblReadRate.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // RxCount 
   //  
   this.RxCount.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.RxCount.Location = new System.Drawing.Point(80, 
240); 
   this.RxCount.Name = "RxCount"; 
   this.RxCount.Size = new System.Drawing.Size(80, 26); 
   this.RxCount.TabIndex = 48; 
   this.RxCount.Text = ""; 
   this.RxCount.TextAlign = 
System.Windows.Forms.HorizontalAlignment.Center; 
   //  
   // LblRxCnt 
   //  
   this.LblRxCnt.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 7.753846F, 
System.Drawing.FontStyle.Regular, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblRxCnt.Location = new System.Drawing.Point(8, 
240); 
   this.LblRxCnt.Name = "LblRxCnt"; 
   this.LblRxCnt.Size = new System.Drawing.Size(72, 24); 
   this.LblRxCnt.TabIndex = 47; 
   this.LblRxCnt.Text = "RX Count:"; 
   this.LblRxCnt.TextAlign = 
System.Drawing.ContentAlignment.MiddleRight; 
   //  
   // ChkRxEcho 
   //  
   this.ChkRxEcho.Location = new 
System.Drawing.Point(744, 248); 
   this.ChkRxEcho.Name = "ChkRxEcho"; 
   this.ChkRxEcho.Size = new System.Drawing.Size(120, 
24); 
   this.ChkRxEcho.TabIndex = 44; 
   this.ChkRxEcho.Text = "Enable Echo"; 
   //  
   // ChkRxHex 
   //  
   this.ChkRxHex.Location = new 
System.Drawing.Point(880, 248); 
   this.ChkRxHex.Name = "ChkRxHex"; 
   this.ChkRxHex.Size = new System.Drawing.Size(112, 
24); 
   this.ChkRxHex.TabIndex = 43; 
   this.ChkRxHex.Text = "Display In Hex"; 
   this.ChkRxHex.CheckedChanged += new 
System.EventHandler(this.ChkRxHex_CheckedChanged); 
   //  
   // RxData 
   //  
166                                                                                Control productivo basado en microcontroladores para la industria 
 
 
   this.RxData.Font = new System.Drawing.Font("Courier 
New", 8.861538F, System.Drawing.FontStyle.Regular, 
System.Drawing.GraphicsUnit.Point, ((System.Byte)(0))); 
   this.RxData.Location = new System.Drawing.Point(8, 
24); 
   this.RxData.Multiline = true; 
   this.RxData.Name = "RxData"; 
   this.RxData.ScrollBars = 
System.Windows.Forms.ScrollBars.Vertical; 
   this.RxData.Size = new System.Drawing.Size(984, 208); 
   this.RxData.TabIndex = 39; 
   this.RxData.Text = ""; 
   //  
   // LblRxData 
   //  
   this.LblRxData.Font = new 
System.Drawing.Font("Microsoft Sans Serif", 8.861538F, 
System.Drawing.FontStyle.Bold, System.Drawing.GraphicsUnit.Point, 
((System.Byte)(0))); 
   this.LblRxData.ForeColor = System.Drawing.Color.Teal; 
   this.LblRxData.Location = new System.Drawing.Point(8, 
0); 
   this.LblRxData.Name = "LblRxData"; 
   this.LblRxData.Size = new System.Drawing.Size(984, 
24); 
   this.LblRxData.TabIndex = 38; 
   this.LblRxData.Text = "Received Data"; 
   this.LblRxData.TextAlign = 
System.Drawing.ContentAlignment.MiddleCenter; 
   //  
   // CmdOpen 
   //  
   this.CmdOpen.Location = new System.Drawing.Point(8, 
656); 
   this.CmdOpen.Name = "CmdOpen"; 
   this.CmdOpen.Size = new System.Drawing.Size(120, 40); 
   this.CmdOpen.TabIndex = 59; 
   this.CmdOpen.Text = "OnLine"; 
   this.CmdOpen.Click += new 
System.EventHandler(this.CmdOpen_Click); 
   //  
   // CmdQuit 
   //  
   this.CmdQuit.Location = new System.Drawing.Point(888, 
656); 
   this.CmdQuit.Name = "CmdQuit"; 
   this.CmdQuit.Size = new System.Drawing.Size(120, 40); 
   this.CmdQuit.TabIndex = 58; 
   this.CmdQuit.Text = "Terminate"; 
   this.CmdQuit.Click += new 
System.EventHandler(this.CmdQuit_Click); 
   //  
   // CmdConfig 
   //  
   this.CmdConfig.Location = new 
System.Drawing.Point(768, 656); 
   this.CmdConfig.Name = "CmdConfig"; 
   this.CmdConfig.Size = new System.Drawing.Size(120, 
40); 
   this.CmdConfig.TabIndex = 57; 
   this.CmdConfig.Text = "Configure"; 
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   this.CmdConfig.Click += new 
System.EventHandler(this.CmdConfig_Click); 
   //  
   // CmdCont 
   //  
   this.CmdCont.Location = new System.Drawing.Point(248, 
656); 
   this.CmdCont.Name = "CmdCont"; 
   this.CmdCont.Size = new System.Drawing.Size(120, 40); 
   this.CmdCont.TabIndex = 64; 
   this.CmdCont.Text = "Continuous"; 
   this.CmdCont.Click += new 
System.EventHandler(this.CmdCont_Click); 
   //  
   // CmdClear 
   //  
   this.CmdClear.Location = new 
System.Drawing.Point(368, 656); 
   this.CmdClear.Name = "CmdClear"; 
   this.CmdClear.Size = new System.Drawing.Size(120, 
40); 
   this.CmdClear.TabIndex = 62; 
   this.CmdClear.Text = "Clear"; 
   this.CmdClear.Click += new 
System.EventHandler(this.CmdClear_Click); 
   //  
   // CmdSend 
   //  
   this.CmdSend.Location = new System.Drawing.Point(128, 
656); 
   this.CmdSend.Name = "CmdSend"; 
   this.CmdSend.Size = new System.Drawing.Size(120, 40); 
   this.CmdSend.TabIndex = 61; 
   this.CmdSend.Text = "Transmit"; 
   this.CmdSend.Click += new 
System.EventHandler(this.CmdSend_Click); 
   //  
   // RecvTimer 
   //  
   this.RecvTimer.Tick += new 
System.EventHandler(this.RecvTimer_Tick); 
   //  
   // Terminal 
   //  
   this.AutoScaleBaseSize = new System.Drawing.Size(6, 
15); 
   this.ClientSize = new System.Drawing.Size(1016, 732); 
   this.Controls.AddRange(new 
System.Windows.Forms.Control[] { 
           
         this.CmdCont, 
           
         this.CmdClear, 
           
         this.CmdSend, 
           
         this.CmdOpen, 
           
         this.CmdQuit, 
           
         this.CmdConfig, 
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         this.PnlRxData, 
           
         this.PnlTxData, 
           
         this.PnlModem, 
           
         this.LblStatus, 
           
         this.Status, 
           
         this.PnlCom, 
           
         this.PnlHandshake}); 
   this.FormBorderStyle = 
System.Windows.Forms.FormBorderStyle.FixedSingle; 
   this.Name = "Terminal"; 
   this.StartPosition = 
System.Windows.Forms.FormStartPosition.CenterScreen; 
   this.Text = "Serial Test & Debug Terminal"; 
   this.Closed += new 
System.EventHandler(this.TermForm_Closed); 
   this.PnlCom.ResumeLayout(false); 
   this.PnlHandshake.ResumeLayout(false); 
   this.PnlModem.ResumeLayout(false); 
   this.PnlTxData.ResumeLayout(false); 
   this.PnlRxData.ResumeLayout(false); 
   this.ResumeLayout(false); 
 
  } 
  #endregion 
 
  #region Methods 
  /// <summary> 
  /// Send chars one-at-a-time when entered into the transmit 
line. 
  /// </summary> 
  private void TxStr_TextChanged(object sender, 
System.EventArgs e) 
  { 
   if(this.TxStr.Text.Length > 0) 
   { 
    string s = 
this.TxStr.Text.Substring(this.TxStr.Text.Length-1); 
    this.SendStr(s); 
   } 
  } 
 
  /// <summary> 
  /// Converts between ASCII and hex display. 
  /// </summary> 
  private void ChkTxHex_CheckedChanged(object sender, 
System.EventArgs e) 
  { 
   this.TxData.Text = (this.ChkTxHex.Checked) ?  
    AtoX(this.TxString) : this.TxString; 
  } 
 
  /// <summary> 
  /// Converts between ASCII and hex display. 
  /// </summary> 
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  private void ChkRxHex_CheckedChanged(object sender, 
System.EventArgs e) 
  { 
   this.RxData.Text = (this.ChkRxHex.Checked) ? 
    AtoX(this.RxString) : this.RxString; 
  } 
 
  /// <summary> 
  /// Updates the TX/RX data text boxes if continuous is off. 
  /// </summary> 
  private void ChkUpdate_CheckedChanged(object sender, 
System.EventArgs e) 
  { 
   if((this.ChkUpdate.Checked == false) && 
(this.CmdCont.Text == "Continuous")) 
   { 
    this.TxDataUpdate(""); 
    this.RxDataUpdate(""); 
   } 
  } 
 
  /// <summary> 
  /// Force the XON/XOFF signals. 
  /// </summary> 
  private void CmdXoff_Click(object sender, System.EventArgs 
e) 
  { 
            if(this.CmdXoff.Text == "Set XOFF") 
   { 
   
 if(this.Port.SendE(SerialPorts.ExtCodes.SetXOFF) == false) 
     this.Status.Text = "Set XOFF Extended 
Function Failed."; 
    else 
     this.CmdXoff.Text = "Set XON"; 
   } 
   else 
   { 
    if(this.Port.SendE(SerialPorts.ExtCodes.SetXON) 
== false) 
     this.Status.Text = "Set XON Extended 
Function Failed."; 
    else 
     this.CmdXoff.Text = "Set XOFF"; 
   } 
  } 
 
  /// <summary> 
  /// Force the RTS signal. 
  /// </summary> 
  private void CmdRts_Click(object sender, System.EventArgs 
e) 
  { 
   if(this.CmdRts.Text == "Set RTS") 
   { 
    if(this.Port.SendE(SerialPorts.ExtCodes.SetRTS) 
== false) 
     this.Status.Text = "Set RTS Extended 
Function Failed."; 
    else 
     this.CmdRts.Text = "Clr RTS"; 
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   } 
   else 
   { 
    if(this.Port.SendE(SerialPorts.ExtCodes.ClrRTS) 
== false) 
     this.Status.Text = "Clear RTS Extended 
Function Failed."; 
    else 
     this.CmdRts.Text = "Set RTS"; 
   } 
  } 
 
  /// <summary> 
  /// Force the DTR signal. 
  /// </summary> 
  private void CmdDtr_Click(object sender, System.EventArgs 
e) 
  { 
   if(this.CmdDtr.Text == "Set DTR") 
   { 
    if(this.Port.SendE(SerialPorts.ExtCodes.SetDTR) 
== false) 
     this.Status.Text = "Set DTR Extended 
Function Failed."; 
    else 
     this.CmdDtr.Text = "Clr DTR"; 
   } 
   else 
   { 
    if(this.Port.SendE(SerialPorts.ExtCodes.ClrDTR) 
== false) 
     this.Status.Text = "Clear DTR Extended 
Function Failed."; 
    else 
     this.CmdDtr.Text = "Set DTR"; 
   } 
  } 
 
  /// <summary> 
  /// Force the line BREAK. 
  /// </summary> 
  private void CmdBreak_Click(object sender, System.EventArgs 
e) 
  { 
   if(this.CmdBreak.Text == "Set BRK") 
   { 
   
 if(this.Port.SendE(SerialPorts.ExtCodes.SetBreak) == false) 
     this.Status.Text = "Set BREAK Extended 
Function Failed."; 
    else 
     this.CmdBreak.Text = "Clr BRK"; 
   } 
   else 
   { 
   
 if(this.Port.SendE(SerialPorts.ExtCodes.ClrBreak) == false) 
     this.Status.Text = "Clear BREAK Extended 
Function Failed."; 
    else 
     this.CmdBreak.Text = "Set BRK"; 
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   } 
  } 
 
  /// <summary> 
  /// Open/close the com port. 
  /// </summary> 
  private void CmdOpen_Click(object sender, System.EventArgs 
e) 
  { 
   this.PortControl(); 
  } 
 
  /// <summary> 
  /// Sends the TX line (or makes one up if empty). 
  /// </summary> 
  private void CmdSend_Click(object sender, System.EventArgs 
e) 
  { 
   if(this.Port.IsOpen) 
   { 
    if(this.TxStr.Text != "") 
    { 
     this.SendStr(this.TxStr.Text); 
    } 
    else 
    { 
     byte[] b; 
     this.TxStr.Text = this.RandomText(out b); 
     this.SendBuf(b); 
    } 
    this.Status.Text = "Sent The Transmit Line."; 
   } 
   else 
   { 
    this.Status.Text = "ERROR - Cannot Send: The 
Serial Port Is Closed."; 
   } 
   return; 
  } 
 
  /// <summary> 
  /// Start/stop continuous TX. 
  /// </summary> 
  private void CmdCont_Click(object sender, System.EventArgs 
e) 
  { 
   if(this.Port.IsOpen) 
   { 
    if(this.CmdCont.Text == "Continuous") 
    { 
     this.CmdCont.Text = "Stop"; 
 
     // Start transmitter thread. 
     TxThread = new Thread(new 
ThreadStart(TransmitThread)); 
     TxThread.Name = "TermXmit"; 
     TxThread.Priority = 
ThreadPriority.AboveNormal; 
     TxThread.Start(); 
     TxThreadStop = false; 
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     this.Status.Text = "Starting Continuous 
Transmit Thread..."; 
    } 
    else 
    { 
     this.CmdCont.Text = "Continuous"; 
     TxThreadStop = true; 
    } 
   } 
   else 
   { 
    this.Status.Text = "ERROR - Cannot Send: The 
Serial Port Is Closed."; 
   } 
  } 
 
  /// <summary> 
  /// Clear display fields. 
  /// </summary> 
  private void CmdClear_Click(object sender, System.EventArgs 
e) 
  { 
   TxBytes = 0; 
   this.TxString = ""; 
   this.TxCount.Text = "0"; 
   this.TxData.Text = ""; 
   this.TxStr.Text = ""; 
 
   RxBytes = 0; 
   this.RxString = ""; 
   this.RxCount.Text = "0"; 
   this.RxData.Text = ""; 
 
   this.Status.Text = ""; 
  } 
 
  /// <summary> 
  /// Open the port settings dialog. 
  /// </summary> 
  private void CmdConfig_Click(object sender, 
System.EventArgs e) 
  { 
   Settings frm = new Settings(this.Port.ConfigFileName, 
this.Port.Cnfg); 
   frm.ShowDialog(); 
  } 
 
  /// <summary> 
  /// Quit the terminal app. 
  /// </summary> 
  private void CmdQuit_Click(object sender, System.EventArgs 
e) 
  { 
   this.Port.Close(); 
   this.Port = null; 
   Application.Exit(); 
             
            
             
  } 
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  /// <summary> 
  /// Quit terminal app. 
  /// </summary> 
  private void TermForm_Closed(object sender, 
System.EventArgs e) 
  { 
            
   this.CmdQuit_Click(sender, e); 
            
             
  } 
 
  /// <summary> 
  /// Changes RX data display rate on CR. 
  /// </summary> 
  private void RecvRate_KeyUp(object sender, 
System.Windows.Forms.KeyEventArgs e) 
  { 
   if(e.KeyValue == 13) 
   { 
    try 
    { 
     this.RecvTimer.Interval = 
Convert.ToInt32(this.RecvRate.Text, 10); 
    } 
    catch 
    { 
     this.RecvTimer.Interval = 100; 
    } 
   } 
  } 
 
  /// <summary> 
  /// Pulls data from the driver and updates the RX data text 
box. 
  /// </summary> 
  private void RecvTimer_Tick(object sender, System.EventArgs 
e) 
  { 
   byte[] b; 
   uint nBytes = this.Port.Recv(out b); 
   if(nBytes > 0) 
   { 
    this.RxDataUpdate(Encoding.ASCII.GetString(b)); 
    if(this.ChkRxEcho.Checked) 
     this.SendBuf(b); 
   } 
            
  } 
 
  /// <summary> 
  /// Send data ASAP. 
  /// </summary> 
  private void TransmitThread() 
  { 
   int cnt = 80; 
   byte[] b = new byte[cnt]; 
   Random rand = new Random(); 
   long start = DateTime.Now.Ticks; 
 
   try 
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   { 
    // Send til stopped. 
    while(true) 
    { 
     // Encode random 80 byte buffer. 
     for(int i = 0; i < cnt-2; ++i)  
     { 
      b[i] = (byte) rand.Next(RANDOM_LO, 
RANDOM_HI); 
     } 
     b[78] = 0xD; 
     b[79] = 0xA; 
 
     // Send buffer. 
     if(this.SendBuf(b) != b.Length) 
     { 
      this.Status.Text = this.Port.Fault; 
      this.CmdCont.Text = "Continuous"; 
      break; 
     } 
 
     // Quit on stop. 
     if(TxThreadStop) 
      break; 
    } 
   } 
   catch(Exception e) 
   { 
    this.Status.Text = e.Message; 
   } 
   finally 
   { 
    TxThread = null; 
    if(TxThreadStop) 
    { 
     string s=""; 
     double max = (int) 
this.Port.Cnfg.BaudRate /  
      ((int) this.Port.Cnfg.DataBits +  
      (int) this.Port.Cnfg.StopBits + 1); 
     long nTicks = DateTime.Now.Ticks - start; 
     long nBytes = 
long.Parse(this.TxCount.Text); 
     long nMsecs = nTicks / 10000; 
     long average = (long) 
((float)(nBytes*10000000) / ((float) nTicks)); 
     s = s + "Stopped Continuous Transmit 
Thread. "; 
     s = s + "Sent " + this.TxCount.Text + " 
Bytes In "; 
     s = s +  nMsecs.ToString() + "ms. Average 
Rate = "; 
     s = s +  average.ToString() + " 
Bytes/Second. "; 
     s = s + "Max Possible = " + 
max.ToString(); 
     this.Status.Text = s; 
    } 
   } 
   return; 
  } 
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  /// <summary> 
  /// Fill the com port selector with a list of available 
ports. 
  /// </summary> 
  private void FillAvailable() 
  { 
   string s; 
   SerialPort p = new SerialPort(this.Func); 
   for(int i = 1; i <= MAX_PORTS; i++) 
   { 
    s = "COM" + i.ToString() + ":"; 
    if(p.Available(s)) 
    { 
     this.ComPort.Items.Add(s); 
    } 
   } 
   this.ComPort.SelectedIndex = 0; 
   return; 
  } 
 
  /// <summary> 
  /// Generate a random string/buffer. 
  /// </summary> 
  private string RandomText(out byte[] b) 
  { 
   char chr; 
   string s = ""; 
   Random rand = new Random(); 
   int cnt = rand.Next(1, RANDOM_CNT); 
 
   for(int i = 0; i < cnt; ++i)  
   { 
    chr = (char) rand.Next(RANDOM_LO, RANDOM_HI); 
    s = s + chr.ToString(); 
   } 
   s = s + "\r\n"; 
   b = new Byte[cnt+2]; 
   b = Encoding.ASCII.GetBytes(s); 
             
   return s; 
  } 
 
  /// <summary> 
  /// Converts an ASCII string to hex formatted lines. 
  /// </summary> 
  public string AtoX(string asc) 
  { 
   int nLines; 
   int nChars; 
   int offset; 
   string hex = ""; 
 
   // Compute number of hex lines. 
   if((asc.Length % 16) > 0) 
    nLines = asc.Length/16+1; 
   else 
    nLines = asc.Length/16; 
 
   // Convert into hex lines. 
   for(int i = 0; i < nLines; i++) 
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   { 
    offset = i * 16; 
    if((asc.Length - offset) > 16) 
     nChars = 16; 
    else 
     nChars = asc.Length - offset; 
    hex += this.HexLine(i, asc.Substring(offset, 
nChars)) + "\r\n"; 
   } 
            Archivo_guardar(asc); 
   return hex; 
  } 
        
        
  /// <summary> 
  /// Converts a 16 byte ASCII string into one hex formatted 
line. 
  /// </summary> 
        ///  
        ///////////////////////////////// 
        /***************************************/ 
        /***************************************/ 
        
        public void Archivo_guardar(string dato) 
        { 
            DateTime tiempo = DateTime.Now; 
             
             
            FileStream fs; 
            StreamWriter sw; 
            fs = new FileStream("datos.txt", FileMode.Append, 
FileAccess.Write, FileShare.None); 
            sw = new StreamWriter(fs); 
            if (dato != null) 
            { 
                
                sw.Write(dato); 
                sw.WriteLine(tiempo); 
                 
 
            } 
            sw.Close(); 
             
        } 
       /***************************************/ 
        /***************************************/ 
        /***************************************/ 
  private string HexLine(int lNum, string asc) 
  { 
   string hex = ""; 
 
   // Copy line to char buffer. 
   char[] c = new char[16]; 
   asc.CopyTo(0, c, 0, asc.Length); 
 
   // Create offset prefix. 
   hex += String.Format("{0:X8} - {1:X8}", lNum*16, 
(lNum+1)*16-1); 
   hex += "    "; 
 
   // Convert chars to hex representation. 
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   for(int i = 0; i < asc.Length; i++) 
   { 
    if((i != 0) && ((i % 4) == 0)) 
     hex += " "; 
    hex += String.Format("{0:X2}", (int) c[i]); 
   } 
 
   // Add padding. 
   int nSpaces = 62 - hex.Length; 
   for(int i = 0; i < nSpaces; i++) 
    hex += " "; 
 
   // Add ASCII to end of line. 
   for(int i = 0; i < asc.Length; i++) 
   { 
    if(((int) c[i] < 32) || ((int) c[i] > 126)) 
     hex += "."; 
    else 
     hex += c[i].ToString(); 
   } 
 
   // Return hex dump line. 
   return hex; 
  } 
 
  /// <summary> 
  /// Updates the TX data info. 
  /// </summary> 
  private void TxDataUpdate(string s) 
  { 
   TxBytes += s.Length; 
   TxString = TxString + s; 
   this.TxCount.Text = TxBytes.ToString(); 
   if(this.ChkUpdate.Checked == false) 
   { 
    if(this.ChkTxHex.Checked) 
     this.TxData.Text = this.AtoX(TxString); 
    else 
     this.TxData.Text = TxString; 
   } 
   return; 
  } 
 
  /// <summary> 
  /// Updates the RX data info. 
  /// </summary> 
  private void RxDataUpdate(string s) 
  { 
   RxBytes += s.Length; 
   RxString = RxString + s; 
   this.RxCount.Text = RxBytes.ToString(); 
   if(this.ChkUpdate.Checked == false) 
   { 
    if(this.ChkRxHex.Checked) 
     this.RxData.Text = this.AtoX(RxString); 
    else 
     this.RxData.Text = RxString; 
   } 
   return; 
  } 
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  /// <summary> 
  /// Gets the current port index. 
  /// </summary> 
  private int PortIndex 
  { 
   get  
   { 
    if(this.Port == null) 
     return -1; 
    string s = (string) this.ComPort.SelectedItem; 
    return Convert.ToInt32(s.Substring(3, s.Length-
4), 10); 
   } 
  } 
 
  /// <summary> 
  /// Controls opening/closing the port. 
  /// </summary> 
  private void PortControl() 
  { 
   if(this.Port.IsOpen == false) 
   { 
    if(this.Port.Open(this.PortIndex) == false) 
    { 
     this.Status.Text = this.Port.Fault; 
    } 
    else 
    { 
     this.CmdOpen.Text = "OffLine"; 
     this.Settings.Text = PortSettings; 
     this.HndShake.Text = HsType; 
     this.RecvTimer.Enabled = true; 
     this.ComPort.Enabled = false; 
     this.Status.Text = "Selected Port Opened 
OK."; 
    } 
   } 
   else 
   { 
    if(this.Port.IsOpen) 
    { 
     this.Port.Close(); 
    } 
    this.Settings.Text = ""; 
    this.HndShake.Text = ""; 
    this.CmdOpen.Text = "OnLine"; 
    this.RecvTimer.Enabled = false; 
    this.ComPort.Enabled = true; 
    this.Status.Text = "Selected Port Closed."; 
    this.Port.Signals(); 
   } 
   return; 
  } 
 
  /// <summary> 
  /// Transmit a string. 
  /// </summary> 
  private uint SendStr(string s) 
  { 
   uint nSent=0; 
   if(s != "") 
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   { 
    byte[] b = new byte[s.Length]; 
    b = Encoding.ASCII.GetBytes(s); 
    nSent = this.SendBuf(b); 
   } 
   return nSent; 
  } 
 
  /// <summary> 
  /// Transmit a buffer. 
  /// </summary> 
  private uint SendBuf(byte[] b) 
  { 
   uint nSent=0; 
   if(b.Length > 0) 
   { 
    nSent = this.Port.Send(b); 
    if(nSent != b.Length) 
    { 
     this.Status.Text = this.Port.Fault; 
    } 
    this.TxDataUpdate(Encoding.ASCII.GetString(b)); 
   } 
   return nSent; 
  } 
  #endregion 
 
  #region Properties 
  /// <summary> 
  /// Gets the current port settings. 
  /// </summary> 
  private string PortSettings 
  { 
   get  
   { 
    string temp =       
this.Port.Cnfg.BaudRate.ToString().Substring(5); 
    temp = temp + ":" + 
this.Port.Cnfg.Parity.ToString().Substring(0,1); 
    temp = temp + ":" + 
((int)this.Port.Cnfg.DataBits).ToString(); 
    if((int)this.Port.Cnfg.StopBits == 0) 
     temp = temp + ":1"; 
    else if((int)this.Port.Cnfg.StopBits == 1) 
     temp = temp + ":1.5"; 
    else if((int)this.Port.Cnfg.StopBits == 2) 
     temp = temp + ":2"; 
    return temp; 
   } 
  } 
 
  /// <summary> 
  /// Gets the current port handshake description. 
  /// </summary> 
  private string HsType 
  { 
   get 
   { 
    if(this.Port.Cnfg.FlowCtrl == Handshake.None) 
     return "None"; 
    if(this.Port.Cnfg.FlowCtrl == Handshake.CtsRts) 
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     return "CTS/RTS"; 
    if(this.Port.Cnfg.FlowCtrl == Handshake.DsrDtr) 
     return "DSR/DTR"; 
    if(this.Port.Cnfg.FlowCtrl == 
Handshake.XonXoff) 
     return "XON/XOFF"; 
    else 
     return "Unknown"; 
   } 
  } 
  #endregion 
 
 
 /***************************************************************
*****************/ 
  /*******************************   Delegate Hooks   
*****************************/ 
 
 /***************************************************************
*****************/ 
  #region Hooks 
  /// <summary> 
  /// Handles error events. 
  /// </summary> 
  internal void OnError(string fault) 
  { 
   this.Status.Text = fault; 
   this.PortControl(); 
  } 
 
  /// <summary> 
  /// Set the modem state displays. 
  /// </summary> 
  internal void OnCts(bool cts) 
  { 
   this.PnlCTS.BackColor  = cts  ? Color.Lime : 
Color.Red; 
  } 
 
  /// <summary> 
  /// Set the modem state displays. 
  /// </summary> 
  internal void OnDsr(bool dsr) 
  { 
   this.PnlDSR.BackColor  = dsr  ? Color.Lime : 
Color.Red; 
  } 
 
  /// <summary> 
  /// Set the modem state displays. 
  /// </summary> 
  internal void OnRlsd(bool rlsd) 
  { 
   this.PnlRLSD.BackColor = rlsd ? Color.Lime : 
Color.Red; 
  } 
 
  /// <summary> 
  /// Set the modem state displays. 
  /// </summary> 
  internal void OnRing(bool ring) 
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  { 
   this.PnlRING.BackColor = ring ? Color.Lime : 
Color.Red; 
  } 
 
  /// <summary> 
  /// Immediate byte received. 
  /// </summary> 
  internal void OnRecvI(byte[] b) 
  { 
   this.RxDataUpdate(Encoding.ASCII.GetString(b)); 
   if(this.ChkRxEcho.Checked) 
    this.SendBuf(b); 
  } 
  #endregion 
 } 
} 
 
 
 
 
 
 
 
