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Tässä opinnäytetyössä tutustutaan erilaisiin tiedonkeruumenetelmiin, joiden avul-
la kerätään urheiluvedonlyöntikertoimia nettisivustoon Beatbookies.com. Sivusto 
koostuu ilmaisesta kerroinvertailuosiosta, sekä maksullisesta urheiluarbitraasiosi-
osta.  
 
Suurin osa tiedoista kerätään XML-syötteistä ja työssä tutustutaan yleisellä tasolla 
XML:n käyttöön, XML-tiedostojen rakenteeseen, sekä PHP-kielen XML-
parsintaominaisuuksiin.  
 
Osa tiedoista kerätään suoraan nettisivuilta ja työssä tutkitaan menetelmiä tiedon 
keruuseen suoraan nettisivuilta PHP:n avulla. Koska PHP ei tue JavaScriptiä, 
työssä tutkitaan Rubyn web-automaatio-menetelmiä. Web-automaation avulla 
voidaan tietoja kerätä myös runsaasti JavaScriptiä käyttävistä sivuista, joissa sivun 
varsinainen sisältö luodaan käyttäjän Internet-selaimessa eikä palvelimella kuten 
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ABSTRACT 
 
 
This Bachelor’s thesis deals with different data collection methods used for col-
lecting data on sports betting odds to web page BeatBookies.com. This web page 
consists of a free odds comparison service and a chargeable sports arbitrage sec-
tion. 
Most of the information for the web page is collected through XML feeds and 
therefore the use of XML, the structure of XML and the XML parsing features of 
the PHP language were examined on a basic level. 
Some of the information is collected directly from web pages and therefore differ-
ent methods of collecting data directly from web pages using PHP were studied. 
Because PHP does not support JavaScript, Ruby’s web automation methods were 
investigated. With the help of web automation data can be collected from web 
pages which are using JavaScript heavily. In these pages information is created on 
the web browser and not in the server, like for example in the case of PHP pages. 
In first section of this thesis, basics of sports arbitrage are explored because it is 
the main source of income for this web page. After that, the XML language and 
XML parsing are explored and then different methods how to collect data directly 
from web pages are dealt with. 
 
The final section of the thesis reviews the building of data collection methods to 
XML, HTML and AJAX web pages. 
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1 JOHDANTO 
 
Tässä työssä tutustutaan erilaisiin tiedonkeruumenetelmiin. Erilaisten tiedonke-
ruumenetelmien avulla Internetistä jo löytyvästä tiedosta pystytään luomaan ko-
konaan uudenlaisia sovelluksia. 
 
Työn tavoitteena on urheiluvedonlyöntikertoimien kerääminen vedonlyöntiyrityk-
siltä ympäri maailmaa. Kerroinvertailu- ja urheiluarbitraasisovelluksen teko aloi-
tettiin jo joulukuussa 2007 ja tarkoituksena oli aluksi kehittää tuotetta vain omaan 
käytöön. Internetissä oli jo tuolloin useita vastaavia sovelluksia, mutta koska ne 
maksoivat 50€ - 170€ kuukaudessa ja suurin osa niistä oli todella huonoja, syntyi 
idea oman sovelluksen rakentamisesta. Sovelluksen kehitys eteni vauhdilla ja syn-
tyikin ajatus panostaa enemmän aikaa palvelun kehittämiseen ja tehdä sovelluk-
sesta kaupallinen. Kesäkuussa 2008 perustettiin toiminimi JH Digital Solutions ja 
ostettiin domainnimi BeatBookies.com, johon palvelua alettiin rakentaa täysipäi-
väisesti. 
 
Vedonlyöntikertoimien keruuseen on monia erilaisia menetelmiä ja tässä työssä 
tutustutaan XML-parsintaan sekä erilaisiin screen scraping-menetelmiiin, joilla 
tietoa on mahdollista kerätä suoraan Internetsivuilta. Tutkimusongelmina oli 
XML-tiedostojen parsinta, HTML-tiedostojen parsinta sekä lisäksi oman ongel-
mansa loivat HTML-sivustot, jotka käyttävät sisällön luomiseen JavaScriptiä. 
 
Sivuston rakentamisessa vedonlyöntikertoimien keruu ei ollut suinkaan ainut tut-
kimusongelma. Kerätyn tiedon hyödyntämiseen tarvittiin muun muassa käyttöliit-
tymän rakentaminen. Tässä opinnäytetyössä on keskitytty kuitenkin pelkästään eri 
tiedonkeruumenetelmiin. 
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2 TOIMINTAYMPÄRISTÖ 
2.1 Urheiluarbitraasi yleisesti 
 
Urheiluarbitraasilla (sports arbitrage) on myös muita synonyymeja. Näitä ovat 
varma vedot (sure bets) ja riskivapaa vedonlyönti (risk-free profit). Perusidea 
näissä varmavedoissa on se, että yksittäiseen vetokohteeseen lyödään vetoa use-
ammalla eri vedonlyöntiyrityksellä. Jokaiseen mahdolliseen lopputulokseen pa-
nostetaan, ja koska kertoimet vaihtelevat eri yrityksillä, on lopputulos voitollinen, 
päättyi ottelu lopulta miten tahansa. Yksinkertainen esimerkki kuvitteellisesta 
tennisottelusta:  
 
Jarkko Nieminen – Dmitri Tursunov. 
Jarkko Nieminen Bwin 1.85 
Dimitri Tursunov Bwin 1.85. 
 
Bwin on arvioinut ottelun olevan tasainen ja antanut molemmille saman kertoi-
men 1,85. Molempien pelaajien kertoimien ollessa sama, Bwin kerrointenlaskijoi-
den mielestä molemmilla pelaajilla on yhtä suuri mahdollisuus voittaa ottelu eli 
50 %. Palautusprosentti ottelussa on 92,5 %.  
 
Palausprosentti on tärkeä termi vedonlyöjille. Teoreettinen palautusprosentti tar-
koittaa sitä, että vedonlyöjien panostaessa kohteeseen tasaisesti esimerksi 
10 000€, asiakkaille voittoina palautetaan takaisin 9 250€ ja Bwinille jää voittoa 
750€. Palautusprosentti lasketaan kaavalla 
	
 

/ / 
 .  
Eli mitä suurempi ja lähempänä 100 % palautusprosentti on, sitä paremmat ker-
toimet vedonlyöjälle on tarjolla. Yleensä palautus prosentti vaihtelee 88 – 93 %:n  
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välillä, mutta on olemassa muutamia yrityksiä jotka tarjoavat jopa 98:aa palautus-
prosenttia. 
 
 
Palautusprosentti on teoreettinen siksi, koska otteluita pelataan tuskin koskaan 
täysin tasaisella jakaumalla. Eli joskus Bwin jää enemmän ja joskus vähemmän 
voitolle. Jos Bwin ei tahtoisikaan ottelusta rahallista hyötyä ja tarjoaisi ottelua 
palautusprosentilla 100, niin molempien kertoimena olisi tällöin 2.00. 
 
Toinen vedonlyöntiyritys on antanut kohteeseen seuraavanlaiset kertoimet: 
 
Jarkko Nieminen Pinnacle 1,65 
Dimitri Tursunov Pinnacle 2,34. 
 
Pinnaclen mielestä Jarkko Nieminen on ottelussa ennakkosuosikki ja Pinnaclen 
palautusprosentti ottelussa on 96,77. Yhdistämällä nämä kertoimet saadaan seu-
raavanlainen tilanne: 
 
Jarkko Nieminen Bwin 1.85 
Dimitri Tursunov Pinnacle 2.34. 
 
Käyttämällä nyt kaavaa 	
  
/ / 
  huomataan, 
että palautusprosentti onkin jo yli, tarkalleen 103,32 %. Sadan euron panostuksel-
la palautuksia pitäisi tulla 103,32 €. Tutkitaankin seuraavaksi sitä, kuinka paljon 
kumpaankin kohteeseen olisi panostettava, jotta voittoa tulisi tasan 100 €. Jarkko 
Niemiseen panostettava summa olisi 100 € / 1,85 eli 54,1€ ja Tursunoviin panos-
tettava summa 100 € / 2,34 eli 42,7 €. Voittoa tulee nyt siis varmasti 100 €, päät-
tyipä ottelu kumman tahansa voittoon. 100 €:n voittoon tarvittiin yhteensä 96,8€:n 
panostus eli varmaa voittoa 3,2 €. Tämä voi tuntua pieneltä summalta, mutta jos 
panoksena olisikin ollut 1000 €, voittoa olisi tullut jo 32€. 
 
 
Varmaveto-kohteita syntyy monista eri syistä. Vedonlyöntiyritykset kilpailevat 
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kertomillaan, yrityksillä voi olla eri näkemys ottelun suosikista tai joukkueen täh-
tipelaaja loukkaantuu ja eri yritykset reagoivat tähän muuttamalla kertoimiaan, 
toiset nopeammin ja toiset hitaammin. 
 
2.2 Urheiluarbitraasin riskit 
 
Vaikka Internetissä käytetään yleisesti termiä riskivapaa vedonlyönti, myös tähän 
vedonlyöntiin liittyy monenlaisia riskejä - varsinkin aloittelijoille. Eräs riskitekijä 
on vedonlyöntiyritysten erilaiset säännöt liittyen esimerkiksi pelaajan loukkaan-
tumiseen, mellakkaan kentällä, tai mahdolliseen jatkoaikaan. Sekoittamalla näitä 
sääntöjä keskenään voi syntyä tilanteita, joissa kumpikaan veto ei voita. Esimer-
kiksi jos tennisottelu päättyisi Niemisen keskeytykseen tilanteessa 3 - 0, toinen 
vedonlyöntiyrityksistä saattaisi palauttaa rahat takaisin ja toinen julistaisi Tur-
sunovin vedon voittajaksi. Näin ollen pahimmassa tapauksessa olisi mahdollista 
hävitä suuriakin summia. Kaikkein paras keino sääntöriskien välttämiseen on yk-
sinkertaisesti pelata vain kohteita, joissa on samat säännöt esimeriksi juuri pelaa-
jan lopettamisen suhteen. Nämä säännöt ovat luettavissa yritysten sivuilla melko 
selvästi.  
 
Väärät kertoimet (palpable error) ovat suuri riski aloittelijoille. Väärillä kertoimil-
la tarkoitetaan sitä, että yritys on vahingossa kääntänyt kertoimet väärinpäin eli 
esimerkissä sekoittanut Niemisen ja Tursunovin kertoimet. Joskus yritykset tar-
joavat näppäilyvirheen takia esimerkisi kerrointa 2.3 kertoimen 1.3 sijaan. Näissä 
tapauksissa vedonlyöntiyrityksillä on oikeus keskeyttää kohde ja palauttaa rahat 
takaisin ja jos keskeytystä ei huomaakaan ajoissa, on riski menettää rahansa tai 
vastaavasti myös hyvällä onnella voittaa suurempi summa. Kerroinvirheen aiheut-
tamat riskit voi parhaiten välttää kokemuksella ja sillä, ettei ikinä pelaa kertoimia, 
jotka vaikuttavat liian hyviltä ollakseen totta. Eli alkuun kaikki yli 5 % varmaveto 
kohteet olisi syytä tarkastaa erittäin huolellisesti ennen vetojen asettamista ja ko-
kemuksen myötä on helpommin havaittavissa, onko kohde oikeasti pelattava koh-
de, vai vain väärien kertoimien aiheuttama kohde. 
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Liian hidas toiminta on myös riski. Eli jos kohdetta ei pelaa tarpeeksi nopeasti, 
kertoimet voivat muuttua ennen vedon asettamista ja parhaissa kohteissa näin ta-
pahtuukin yleensä todella nopeasti. Tähänkin asiaan auttaa ainoastaan kokemus ja 
hyvät työkalut, jotka nopeuttavat vetojen tekoa. Myöhästyminen ei yleensä aiheu-
ta suurta riskiä, sillä jos kerroin on muuttunut, kohdetta voi yhä pelata pienemmäl-
lä kertoimellakin ja ottaa parin prosentin tappion parin prosentin voiton sijaan. 
Myös liian nopea toiminta on riski, koska ajattelemattomuus voi aiheuttaa sen, 
että panostetaankin vahingossa kahdesti samaan kohteeseen tai lyödään veto vää-
rään vetotyyppiin. 
2.3 Urheiluarbitraasin tuottomahdollisuudet 
 
Urheiluarbitraasin tuottomahdollisuudet ovat suoraan verrannollisia sijoitettuun 
pääomaan ja siihen kuinka paljon on aikaa käytettävissä kohteiden pelaamiseen. 
Nykytilanteessa beatbookies.com löytää parhaimmillaan useita tuhansia kohteita 
päivässä ja suurella yli 100 000 €:n pääomalla ja hyvällä kokemuksella olisi suh-
teellisen helppo päästä 2 – 3% kuukausituottoon eli 2000 – 3000 €:oon kuukau-
dessa. Näin ainakin alkuun, sillä iso-osa vedonlyöntiyrityksistä ei pidä asiakkaista, 
jotka pelaavat suurilla panoksilla ja yritykset rajoittavat näiden pelaajien maksi-
mipanoksia. Pienemmät pääomat vaativat vähemmän pelattavia kohteita ja 10 
000€:n pääomalla voi hyvinkin päästä jopa 10 %:n tulokseen kuukausittain. 
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3 MITÄ XML ON? 
3.1 Yleistä 
 
XML on lyhenne sanoista eXtensible Markup Language. XML on yksinkertainen, 
laitteistoriippumaton standardi tiedon kuvaamiseen. XML on merkintäkieli eli 
keinotekoinen kieli, jolla voidaan kuvata tietoa siten, että se on helposti ymmärret-
tävää sekä ihmisille että koneille. (Richards 2004, 1.) 
 
Esimerkiksi kuvioon 1 kuvatusta XML rakenteesta on helppo ymmärtää tiedon 
sisältö. 
 
 
KUVIO 1. Esimerkki XML rakenteesta 
 
Monipuolisuuden ansiosta XML:ää voidaan käyttää moniin eri tarkoituksiin esi-
merkiksi standardoidun datan kuvaamiseen, tiedonsiirtoon sovellusten välillä, 
tiedon julkaisemiseen ja dokumenttien tallettamiseen. (Richards 2004, 4.) 
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3.2 XML:n rakenne 
 
WC3:n XML-määrittelyn mukaan XML kuvaa tietoa ja sen täytyy olla hyvin 
muodostettua. Vähimmäisvaatimus tälle hyvin muodostuneisuudelle on yksittäi-
nen elementti, joka on oikein aloitettu ja lopetettu. XML-dokumentti koostuu 
XML-prologista (ei välttämätön), rungosta ja epilogista (ei välttämätön). 
(Richards 2004, 18.) 
 
Kuviossa 2 on esimerkki prologista. Prologi antaa tietoa dokumentista. Prologiin 
voi kuulua seuraavia osoita: XML määrittely, kommenttirivejä tai tyhjää, doku-
menttityyppiesittely (Document Type Declaration) ja sen jälkeen, lisää komment-
tirivejä. (Richards 2004, 18.) 
 
 
KUVIO 2. XML tiedoston prologi 
 
XML-määrittely määrittelee sitä seuraavan tekstin XML-koodiksi. XML-
määritelmässä on tietoa XML-versiosta, merkistökoodauksesta sekä siitä, tarvit-
seeko dokumentti ulkoista dokumenttityypimäärittely (Document Type Definiti-
on) tiedostoa. XML-määritelmä ei ole pakollinen, mutta suositeltava. (North & 
Hermans 2000, 29.) 
 
XML versio määrittelee, mitä XML-spesifikaatiota dokumentti käyttää. Vaihtoeh-
toina ovat versiot 1.0 ja 1.1 ja suurimpana erona näiden välillä ovat sallitut merkit. 
XML 1.1 tukee Unicode merkistössä tapahtuneita muutoksia XML 1.0:n jälkeen.  
(Richards 2004, 19.) 
 
XML encoding-määrittelyllä valitaan dokumentin käyttämä merkistökoodaus. 
Oletuksena käytössä on UTF-8, muita vaihtoehtoja ovat muun muassa UTF-16 ja 
ISO-8859-1. (Richards 2004, 19.) 
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Stand-alone määrittely ilmaisee sen, tarvitseeko dokumentti ulkopuolista doku-
menttityypimäärittelytietoa vai ei. Käytettävät arvot ovat ”Yes” ja ”No. (Richards 
2004, 19.) 
3.3 XML:n runko 
3.3.1 Elementit 
 
XML-dokumentin runko koostuu dokumentin elementeistä ja niiden sisällöstä eli 
yksinkertaisimmillaan yhdestä tyhjästä elementistä. Kuviossa 3 on esimerkki yk-
sinkertaisesta XML dokumentista. (Richards 2004, 20.) 
 
 
 
KUVIO 3. Yksinkertainen XML dokumentti 
 
Elementit ovat XML-dokumentin perusta. Elementin aloitustagi koostuu ’<’ mer-
kistä, mahdollisista attribuuteista ja’>’-merkistä. Lopetus tagi koostuu ’</’ mer-
keistä, nimestä ja ’>’-merkistä. Elementin sisältönä voi olla tekstiä, uusia element-
tejä, viittauksia, CDATA-osioita tai kommentteja. (Richards 2004, 21.) 
 
Tärkeää XML-dokumenteille on se, että tiedon täytyy olla hyvin muodostettua eli 
jokaiselle elementin aloitustagille täytyy löytyä vastaava sulkutagi. Muuten XML-
tiedoston parsinta on mahdotonta. (Richards 2004, 22.) 
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3.3.2 Attribuutit 
 
Attribuutit antavat lisätietoja elementistä. Attribuutteja on kolmentyyppisiä: 
merkkijonoattribuutteja, tunnusmerkillisiä attribuutteja ja lueteltuja attribuutteja. 
Merkkijonoattribuuteissa arvo koostuu yksinkertaisista merkkijonoista. Tunnus-
merkillisten attribuuttien arvo koostuu tunnusmerkistä (tokens), joilla on merkitys 
XML:lle. Esimerkkinä attribuutti ID, jota käytetään elementin tunnisteena. Use-
ammalla elementillä ei voi olla samaa ID attribuuttia samassa dokumentissa. Lue-
telluissa attribuuteissa attribuutin arvon täytyy olla dokumentissa määritellyn 
mahdollisen arvojen luettelossa. (North & Hermans 2000, 65.) 
3.3.3 CDATA 
 
CDATA-osioilla on mahdollista tallettaa tietoa, jota XML-prosessorin ei haluta 
parsivan, esimerkiksi koodinpätkiä, jotka sisältävät XML-elementeissä kiellettyjä 
merkkejä. Esimerkkinä kuviossa 4 on XML-elementti script, johon on tallennettu 
CDATA-osiona JavaScript-koodia (North & Hermans 2000, 29.) 
 
 
KUVIO 4. XML-elementti, jossa CDATA-osio 
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3.3.4 Kommentit 
 
XML-tiedostoon voi laittaa muistiinpanoja kommenttien avulla samalla tavoin, 
kuin ohjelmoija laittaa kommentteja lähdekoodiinkin. Kommentit ovat muotoa 
<!—Tämä on kommentti --!> 
Edellyttäen, että kommentin alku ja lopputunnisteita käytetään oikein, komment-
tiin voi turvallisesti laittaa mitä tahansa tietoa. XML-prosessori jättää kommentti-
en sisällön kokonaan huomioimatta. (North & Hermans 2000, 42.) 
3.3.5 Entiteetit 
 
Entiteettejä on kahdenlaisia, ennaltamääriteltyjä entiteettejä sekä DTD-
määrityksessä määriteltyjä entiteettiviittauksia. Entiteetit ovat ennaltamääriteltyjä 
vakioita, joilla on nimi sekä sisältö. Esimerkiksi kirjoittamalla XML-dokumenttiin 
’&amp;’ XML-prosessori tulostaa arvon ’&’. Merkkiviittausten avulla voidaan 
myös kirjoittaa merkkejä, joita näppäimistöltä ei löydy. Määritellyillä entiteeteillä 
voidaan säästää paljon tarpeetonta kirjoitustyötä. (North & Hermans 2000, 44.) 
 
 
KUVIO 5. Esimerkki entiteetistä 
 
Kuviossa 5 määritellään entiteetti korvaateksti, ja joka kerta kun merkkijono 
’&korvaateksti;’ esiintyy XML-koodissa, XML-prosesseri korvaa sen määritellyl-
lä tekstillä. 
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3.4 PHP 5 ja XML 
3.4.1 Yleistä  
 
PHP:n uusin versio on 5 ja tähän versioon kirjoitettiin lähes kaikki XML tukeen 
littyvä kokonaan uusiksi. Kaikki PHP:n XML-menetelmät perustuvat nyt libxml2 
kirjastoon. Tämä kirjasto tukee monia XML:ään liittyviä standardeja, kuten muun 
muassa nimiavaruudet, XML Skeemat ja XPath. Lukuisten ominaisuuksien lisäksi 
libxml2 on yksi nopeimmista XML parsereista ja se on sekä aktiivisesti ylläpidet-
ty että käytetty. (Richards 2004, 165.) 
 
PHP 5:ssa on kaksi erilaista puupohjaista parseria, SimpleXML ja DOM. Puupoh-
jaisella parserilla tarkoitetaan sitä, että tiedosto luetaan ensin kokonaan muistiin, 
ja siitä muodostetaan puu. Kuviossa 6 on esimerkki kuvion 1 dokumentin puu 
rakenteesta. Puun haaroja voidaan lataamisen jälkeen tutkia. Huono puoli puupoh-
jaisessa käsittelyssä on se, että suurien dokumenttien luku vaatii paljon muistia. 
Puupohjaisten parsereiden lisäksi PHP 5:ssa on tietovirtapohjainen parseri SAX 
(Simple Api for XML), jossa tietoa ei lueta suoraan muistiin, vaan tiedostosta 
käsitellään pieni osa kerrallaan. Tietovirtaparserit vievät vähän muistia ja ovat 
kevyitä, mutta niissä ei ole mahdollisutta dokumentin muokkaukseen eikä mah-
dollisuutta palata dokumentissa taaksepäin ilman aloittamista alusta. (Richards 
2004, 164.) 
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KUVIO 6. Puun rakenne 
 
SimpleXML on PHP 5-version tuoma uutuus ja se on erittäin nopea ja kevyt tapa 
muokata XML-dokumentteja. SimpleXML luotiin tarjoamaan helppo ja intuatii-
vinen menetelmä XML-tiedon käsittelyyn. DOM taas on paljon monipuolisempi, 
joskin tästä syystä raskaampi, työkalu myös monimutkaisempien XML-
tiedostojen luontiin ja käsittelyyn. Eräs DOM-parserin vahvuuksista on myös se, 
että jos DOM-malliin on tutustunut jossain muussa ohjelmointikielessä, sen käyt-
töönotto on helppoa myös PHP 5:ssa. (Richards 2004, 164-165.) 
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3.4.2 Simple XML 
 
Monissa tapauksissa XML-dokumentit eivät ole monimutkaisia, eikä niiden lu-
kuun tarvita DOM:in monia erilaisia luokkia. SimpleXML:ssa onkin vain yksi 
luokka, kolme funktiota ja kuusi luokan metodia. Verrattuna DOM:in lukematto-
miin luokkiin ja menetelmiin voikin jo arvata, miksi SimpleXML:n nimi on juuri 
SimpleXML. (Richards 2004, 239.) 
 
SimpleXMLElement luokka on SimpleXML:n pääluokka kaikille sen operaatioil-
le. Uuden SimpleXML-luokan voi luoda simplexml_load_file() tai simp-
lexml_load_string() funktioilla. Tästä on esimerkki kuviossa 7. (Richards 2004, 
241.) 
 
 
 
KUVIO 7. Dokumentin luku Simple XML:lä 
 
XML tiedoston tallennus tapahtuu menetelmällä asXML ja navigointi elementeis-
sä tapahtuu yksinkertaisesti elementtien nimillä. Kuvion 8 rivillä 3 talletetaan 
merkkijonosta $string luotu SimpleXMLElement olio tiedostoksi ’kertoimet.xml’. 
Rivillä 5 ladataan taas tämä tiedosto ja rivillä 7 tulostetaan ensimmäisen ottelun 
joukkueet. 
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KUVIO 8. Simple XML navigointi elementissä 
 
Yleensä XML-dokumentissa on useampi samanniminen elementti ja  
SimpleXMLElement-objektit ovatkin iteroitavissa. Kuvion 9 rivi 3 valitsee tiedos-
tosta kaikki ottelu-elementit. Foreach-rakenteella käydään läpi kaikki löydetyt 
elementit ja niistä tulostetaan joukkueet rivillä 5. 
 
 
 
KUVIO 9. Elementtien iterointi 
 
Jos rakenne ei ole tiedossa, menetelmä children() palauttaa kaikki elementin lapsi 
elementit. Kuvion 10 esimerkissä rivillä 3 valitaan jälleen kaikki ottelu-elementit 
ja rivillä neljä valitaan ottelu-elementtien lapsielementit joukkueet, aika ja ker-
roinelementit. 
 
 
KUVIO 10. Lapsielementtien iterointi 
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Elementin attribuutteja pystyy käsittelemään menetelmällä attributes: 
$xml->ottelu[0]->kerroin[0]->attributes()->tyyppi. 
 
Tiedoston muuttaminen on helppoa, mutta rajoittunutta SimpleXML:ssä. Attri-
buutteja ja elementtejä pystyy muuttamaan tai poistamaan, mutta kokonaan uusien 
elementtien lisääminen ei onnistu pelkästään SimpleXML:llä. 
(Richards 2004, 250.) 
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3.5 Document Object Model (DOM) 
3.5.1 Yleistä 
 
DOM on joukko rajapintoja dokumenttien lukuun ja muokkaukseen. Se on W3C:n 
määrittelemä standardi, mutta se on jakautunut moniin erilaisiin määritelmiin. 
DOM:in päätoiminnallisuus on jaettu tasoihin 1,2 ja 3 ja jokainen näistä tasoista 
tarjoaa lisää toiminnallisuutta kasvattaen rajapinnan kokoa. DOM:issa dokumentti 
muokataan puuksi, joka jakautuu solmuihin ja näillä solmuilla voi olla lapsisol-
muja. (Richards 2004, 181.) 
 
Muun muassa seuraavanlaiset solmutyypit ovat mahdollisia DOM mallissa: 
 
• Attr: Attribuutti-solmu 
• CDATA Section: CDATA-osio-solmu 
• Comment: Kommentti-solmu 
• Document: Dokumentti-solmu 
• DocumenType: Dokumentin tyyppi-solmu 
• Element: Elementti-solmu 
• Entity: Entiteetti-solmu 
• Text: Teksti-solmu. 
 
Jokainen näistä solmutyypeistä vastaa DOM-oliota. Koska dokumentti on puu-
maisessa muodossa, sitä on mahdollista kulkea mihin suuntaan tahansa. Kaiken 
tyyppisiä solmuja on mahdollista käsitellä ja käsittelymahdollisuudet riippuvat 
solmun tyypistä. (Richards 2004, 182.) 
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3.5.2 DOM ja PHP 
 
PHP 4-version domxml-lisäosassa oli monia ongelmia. Lisäosa muuttui kaiken 
aikaa ja sen muistinkäyttö oli tehotonta. PHP 5-versioon luotiinkin aivan alusta 
uusi DOM-lisäosa DOM-standardeja noudattaen. DOM-lisäosa implementoi lähes 
koko tason 2 DOM-rajapinnan ominaisuudet, sekä lisäksi paljon omainaisuuksia 
myös tasolta 3. (Richards 2004, 185.) 
 
Merkistö koodauksena DOM käyttää UTF-8:ia. Tämä on tärkeää tietää sillä data, 
jota ei voida käsitellä UTF-8 merkistöllä, on ensin konvertoitava UTF-8 muotoon. 
DOM-lisäosa ei yleensä osaa tehdä merkistömuutosta automaattisesti. (Richards 
2004, 188.) 
 
DOM:in käyttö aloitetaan aina luomalla DomDocument-olio.  
 
 
 
KUVIO 11. DomDocument olion luominen 
 
Edellä oleva koodiesimerkki luo tyhjän DomDocument-olion, johon voidaan lada-
ta XML-dokumentti, joko tiedostosta tai merkkijonosta kuvion 12 mukaisesti. 
 
 
KUVIO 12. Dokumentin lataus DomDocument olioon 
 
Dokumentti on nyt muistissa puumuotoisena ja sitä voidaan navigoida kuvion 13 
mukaisesti. Rivillä 3 dokumentista haetaan juurisolmu eli kerrointiedot-
esimerkissä elementti kertoimet. Rivillä 5 tulostetaan juurisolmun nimi eli riviltä 
tulostuu kertoimet. Rivillä 9 tarkastetaan onko elementillä lapsielementtejä. Jos on 
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lapsielementtejä, ne käydään läpi yksi kerrallaan ja rivillä 12 tulostetaan elementin 
nimi. 
 
 
 
KUVIO 13. DOM-puun navigointi 
 
Sisarussolmuihin, eli solmuihin, joilla on samat vanhemmat, voidaan navigoida 
käyttämällä metodeja nextSibling tai previousSibling. Ylempiin solmuihin taas on 
mahdollista mennä parentNode-metodilla. 
 
Jos halutaan päästä tiettyyn elementtiin elementin nimen perusteella, voidaan 
käyttää metodia getElementsByTagName. GetElementsByTagName palauttaa 
kaikki annetun nimiset elementit dokumentista. 
 
 
KUVIO 14. Elementtien haku DOM puusta 
 
Elementtien attribuutteja voidaan tarkastella metodilla getAttribute ja attribuutin 
olemassaolo voidaan tarkistaa metodilla hasAttribute(). 
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3.5.3 DOM ja Xpath  
 
XPath on kieli, jota käytetään tiedon etsimiseen XML-dokumenttipuusta kyselyi-
den avulla. XPathin avulla dokumentista voidaan hakea yksittäisiä elementtejä, 
ryhmäelementtejä, boolean arvoja tai merkkijonoja. XPath kyselyillä ei voi viitata 
XML-dokumentin määrittelyosaan, sillä se ei ole osa XML:n dokumentti puuta. 
(Richards 2004, 123 ; Sas 2006 , 45.) 
 
XPath-kyselyn aloituspiste on aina juurisolmu. Polkulausekekyselyillä voidaan 
hakea tiettyjä elementtejä dokumentista. Polut erotetaan ’/’ merkillä eli kirjoi-
tusasu muistuttaa esimerkiksi kovalevyn kansiorakenteen selaamista unix käyttö-
järjestelmässä. (Richards 2004, 127.) 
 
Esimerkiksi joukkueet XML-dokumentista kaikkien otteluiden haku tapahtuisi 
lauseella /ottelut/ottelu tai myös rakenteen ollessa tuntematon lauseella //ottelu, 
joka hakee kaikki ottelu-elementit dokumentista . Haku on mahdollista kohdistaa 
myös attribuutteihin esimerkiksi hakulauseella, joka etsii elementit, joilla on jokin 
tietty arvo attribuutissa. Kaikki kertoimet, joissa tyyppi on kotivoitto, haetaan ky-
selyllä /ottelut/ottelu/kerroin[@tyyppi=’kotivoitto’]. 
 
XPathissa on myös lukuisia operaattoreita monimutkaisempien kyselyiden teke-
miseen. Esimerkiksi useampi kysely on mahdollista yhdistää kirjoittamalla merkki 
’|’ kahden kyselyn väliin. (Richards 2004, 131.) 
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4 SCREEN SCRAPING 
4.1 Yleistä 
 
Screen scraping on tekniikka, jolla tietokoneohjelma kerää tietoa toisen ohjelman 
tulosteesta. Yleensä tällainen ihmiskäyttäjälle tarkoitettu data on muodossa, joka 
on käyttäjälle helposti luettavaa, mutta se ei ole helposti luettavaa tietokoneohjel-
mille. Eli se ei ole dokumentoitua tai rakenteeltaan sellaista, että sitä olisi ohjel-
mallisesti helppo lukea. HTML tiedoston luvussa on myös huomioitava sen lailli-
suus, eli periaatteessahan sivuston omistajalla on oikeus kaikkeen sivuston mate-
riaalin ja ennen tiedon keruuta ja sen käyttöä omiin tarkoituksiinsa, olisi syytä 
pyytää lupa sivuston omistajalta. (Wikipedia, 2009.) 
4.2 HTML-sivustojen parsinta 
 
Verrattuna XML-tiedostojen selvään rakenteeseen HTML-sivustojen rakenne on 
harvoin hyvin muodostettua, eli on aivan tavallista, että jotain tagia ei ole suljettu 
tai sivulla on paljon ylimääräistä informaatiota, joka vaikeuttaa tiedon keruuta. 
Yleisesti screen scraperit rakennetaan säännöllisten lausekkeiden (regular expres-
sions) avulla. Näiden rakentaminen on kuitenkin työlästä verrattuna XML-
parsereiden käyttöön ja HTML-sivustot yleensä myös muuttavat rakennettaan 
huomattavasti useammin kuin XML-dokumentit. 
 
PHP:n DOM tarjoaa XML-dokumenttien käsittelyn lisäksi työkalun myös HTML-
tiedostojen lukuun. LoadHTML-metodi mahdollistaa DOM dokumenttipuun ra-
kentamisen myös HTML-tiedostoista. HTML-tiedoston ei edes tarvitse olla validi, 
eli metodi osaa rakentaa puun, vaikka HTML-tiedostossa ei kaikkia tageja olisi-
kaan suljettu. 
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KUVIO 15. HTML-sivu DOM puuksi 
 
Kuviossa 15 HTML-sivusta muodostetaan puu. Kun puu on rakennettu muistiin, 
onnistuvat kaikki samat toimenpiteet kuin XML-osiossa esiteltiin; myös XPathin 
käyttö. Säännöllisten lausekkeiden sijaan voidaan nyt kirjoittaa XPath-lausekkeita 
käyttäen HTML-tageja. Esimerkisi lauseke //a etsii kaikki linkit, //table kaikki 
taulut , //div[@class=’main’]/img kaikki kuvaelementit div-alueesta, jonka css-
luokka on main. XPath-lausekkeiden käyttö onkin huomattavasti yksinkertaisem-
paa verrattuna säännöllisten lausekkeiden luontiin. 
 
Ongelman muodostavat sivustot, jotka luovat sivuston sisällön JavaScriptillä vasta 
Internet-selaimessa eivätkä palvelimella. Koska PHP ei osaa suorittaa JavaScript-
koodia, kaikki sivuston HTML-koodi ei näin ollen lataudu näkyviin. JavaScriptiä 
käyttävien sivujen parsintaan ainut menetelmä onkin Internet-selaimen automati-
soiminen jonkin koodikielen avulla ja yksi mahdollisista koodikielistä automaati-
on toteuttamiseen on Ruby. 
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4.3 RUBY 
 
Ruby on suhteellisen uusi ohjelmointikieli, sen kehitys on lähtenyt liikkelle vuon-
na 1993. Kielen on kehittänyt japanilainen Yukihiro Matsumoto. Matsumoto oli 
turhautunut moniin ohjelmointikieliin ja Rubyn kehityksen motivaationa oli kehit-
tää uusi ohjelmointikieli, joka lisäisi tuottavuutta ja jota olisi myös hauska ohjel-
moida. Matsumoto on olio-ohjelmoinnin suuri fani ja Ruby kehittettiinkin olio-
ohjelmoinnin periaatteita noudattaen. Itse asiassa lähes kaikki Rubyssä on olioita. 
(Cooper 2007, 113 - 114.) 
 
Ruby on saanut vaikutteita monista ohjelmointikielistä. Perl-kielen periaate ”On 
enemmän kuin yksi tapa tehdä asioita”, on vahvasti läsnä Rubyssa ja olioiden käy-
tön suhteen kieli on hyvin samankaltainen SmallTalkin, 1970-luvulla kehitetyn 
kielen kanssa, jossa myös lähes kaikki on olioita. Myös kielet Python, LISP, Eif-
fel, ADA ja C++ ovat vaikuttaneet Rubyn kehitykseen ja Ruby onkin ottanut par-
haita puolia monista näistä kielistä omaan käyttöönsä. (Cooper 2007, 115.) 
 
Ruby ei noussut hetkessä maailmanlaajuiseen suosioon, vaikkakin vielä vuonna 
2000 kieli oli suositumpi kuin toinen scriptauskieli Python. Vuonna 2005 kehitet-
ty ”Ruby on Rails” toi Rubyn maailmanlaajuiseen tietoisuuteen. ”Ruby on Rails” 
on MVC arkkitehtuurimallia käyttävä kehysrajapinta web-sovellusten tekoon. 
(Cooper 2007, 115.) 
 
Rubyn perustoiminnot ovat hyvin samanlaisia kuin muissakin ohjelmointi kielis-
sä. Kuten edellä mainittiin Rubyssä kaikki on olioita, jopa numerot, joten kirjoit-
tamalla ”puts 10.class” tulostuu näytölle numeron 10 luokka , joka on Fixnum. 
 
Rubyssä on selvästi panostettu koodin luettavuuteen, esimerkiksi ’10.times do 
print "Hello, world!" end’  koodirivistä ei ole vaikeaa ymmärtää mitä kyseinen 
koodinpätkä tulee tekemään. Merkkijono-olion metodien nimistä ei ole myöskään 
vaikea arvata niiden toimintatarkoitusta. ”Merkkijono”.upcase muuttaa merkkijo-
non muotoon ”MERKKIJONO”. Myös metodien ketjuttaminen onnistuu: ”Merk-
kijono”.reverse.upcase muuttaisi merkkijonon muotoon ONOJIKKREM. 
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Rubyn soveltuvuus tiedonkeruseen johtuu siitä, että Rubyyn on kehitetty kirjasto 
Watir, jonka avulla voidaan helposti automatisoida Internet selaimia. Watir käyt-
tää hyväkseen Rubyn kirjastoa WIN32OLE, jonka avulla pystytään automatisoi-
maan myös muita Windows sovelluksia kuin pelkästään Internet Exploreria. 
Watir-luokka on tarkoitettu Internet Explorer selaimien automatisointiin ja Fire-
Watir Firefoxin automatisointiin. Watirin käyttöön, sekä muihin Rubyn menetel-
miin joita tarvitaan tiedonkeruussa, tutustutaan tarkemmin luvussa 4.4. 
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5 TIEDONKERUU BEATBOOKIES SIVUSTOON 
5.1 Yleistä 
 
Tietojen keruuta helpotti suuresti se, että nykyään jo enemmistö vedonlyöntiyri-
tyksistä tarjoaa kertoimiaan XML-muodossa. Tosin suurin osa tarjoaa syötteitään 
vain yhteistyökumppaneilleen, joten ensimmäisten XML-syötteiden etsimiseen 
meni aikaa. Onneksi muutama yritys tarjoaa kertoimiaan myös yksityishenkilöille, 
ja eräs yritys jopa mainosti omaa syötettään nettisivuillaan. Näiden muutamien 
XML syötteiden avulla päästiin alkuun tiedonkeruumenetelmien kehittelyssä. Al-
kuun tiedot kerättiin assosiatiiviseen taulukkoon, myöhemmin suoraan luokan 
sisään. Tiedot talletetaan muokkausten jälkeen MySql-tietokantaan. 
5.2 Luokat 
 
Tietokantojen käsittelyyn luotiin luokka Database (kuvio 16).
 
KUVIO 16. Luokka Database 
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Luokka Database muodostaa tietokantayhteydet sekä paikalliseen että etätietokan-
toihin.  Luokan tehtäviin kuuluu ennen tiedonkeruun aloitusta vanhojen tietojen 
poistaminen väliaikaistauluista, tiedonkeruun lopussa tiedon siirto väliaikaistau-
luista lopullisiin tauluihin, sekä muita tietokantojen käsittelyä avustavia metodeja. 
Varsinaista parsintaa varten luotiin luokka Parser (kuvio 17).
 
KUVIO 17. Luokka Parser 
Kuviossa 18 näkyvä metodi load lataa XML-dokumentin suoraan DOM-puuksi ja 
luo lisäksi XPath-olion, jonka avulla voidaan suorittaa XPath-hakulausekkeita. 
 
 
KUVIO 18. Odds luokan metodi load 
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Jos tiedoston käsittely ei onnistu suoraan $dom->load menetelmällä, esimerkiksi 
siitä syystä että dokumentin lataus vaatii autentikointia, luokkaan luotiin mene-
telmiä, jotka käyttävät PHP:n curl kirjastoa tiedon hakuun. Kuviossa 19 on metodi 
curlauth, jonka parametreina annetaan halutun nettisivun osoite, sekä dokumentin 
lataukseen vaadittavat käyttäjänimi sekä salasana. 
 
.  
 
KUVIO 19. Metodi curlauth , jota käytetään autentikointia vaativissa sivuissa 
 
Näitä menetelmiä käyttämällä tiedosto ladataan luokan file muuttujaan, joka syö-
tetään parametrinä loadHTML tai loadXML metodeihin, joissa tapahtuu DOM-
puun ja XPath olion luominen. XPath kyselyitä voidaan suorittaa metodilla query, 
johon syötetään haluttu kysely ja kyselyn tulos talletetaan muuttujaan NodeList.  
 
HTML tiedostojen käsittelyyn luokasta löytyy kaksi omaa metodiaan, TableToAr-
ray ja GrabLinks. TableToArray käy läpi XPathillä haetun taulun tiedot rivi ja 
sarake kerrallaan ja tallettaan tiedot taulukoksi. GrabLinks käy Xpathilla haetut 
linkit läpi ja tallettaan linkin tekstiosuuden ja linkin osoitteen taulukkoon. 
 
Tärkein luoduista luokista on luokka Odds ja tämän luokan tekoon myös meni 
projektissa kaikkein eniten aikaan ja sen kehittely jatkuu yhä edelleen. Kaikki 
XML / HTML tiedostosta kerätyt tiedot kerätään tämän luokan muuttujiin ja tieto-
jen tallennus käynnistetään luokan MakeQueries-metodilla. Kuviossa 20 on esitet-
ty tilakaavio luokan perustoiminnoista. 
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KUVIO 20. Tilakaavio Odds luokan toiminnasta 
 
Olion luonnissa annetaan parametreinä urheilulaji, vedonvälittäjän nimi sekä tie-
tokantayhteys olio. Oliossa on noin 40 muuttujaa, joihin tallennetaan eri veto-
tyyppien kertoimia ja vetotyyppien lisätietoja. Lisäksi odds olion muuttujiin talle-
tetaan tietoa ottelun alkamisajasta, joukkueiden nimet ja urheilusarjan nimitieto. 
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Eri urheilulajeille on omat trimmausfunktionsa, jotka tekevät lajityypillisiä muu-
toksia joukkueiden ja sarjojen nimiin. Esimerkiksi jalkapallon trimmauksessa 
trimmausfunktioilla poistetaan ylimääräistä tietoa joukkueiden ja sarjojen nimistä. 
Nimistä poistetaan yleisimmät turhat merkkijonot nimien alusta ja lopusta kuten 
FC,AFC,SFC ja CD. FC on lyhenne sanoista Football Club ja näiden trimmausten 
avulla saadaan pienennettyä joukkueiden nimivariaatioiden määrää. FC Lahti, 
Lahti FC, Lahti - kaikki nämä ovat trimmauksen jälkeen muodossa Lahti. Laji-
kohtaisten trimmausten jälkeen metodilla GlobalTrim poistetaan kaikki yleisesti 
turhat merkit sekä erikoismerkit. Poistettavia merkkejä ovat esimerkiksi &,’,’,- ja 
ylimääräiset välilyönnit. Lisäksi muutoksia tehdään esimerkiksi junioreiden jouk-
keiden nimiin. Erilaisia kirjoitusasuja voivat olla Finland (U21), Finland[U21] , 
Finland Juniors 21 ja trimmausten jälkeen kirjoitusasu on sama Finland U21. 
 
Trimmausten jälkeen joukkueiden nimet sekä sarjojen nimet muutetaan viralliseen 
muotoon. Eli esimerkiksi jääkiekkojoukkue Pelicansin virallinen nimi tietokan-
nassa on Pelicans ja nimi variaatiot Lahden Pelicans, Pelicans Lahti, Lahden Peli-
kaanit ja Lahti muutetaan viralliseen muotoon Pelicans. Joukkueiden nimivariaa-
tioille on oma tietokantansa. Pahimillaan yhdellä joukkueella voi olla jopa yli 30 
erilaista kirjoitusasua ja näiden tietojen tallentamiseen tietokantaan on mennyt 
ehkä jopa enemmän aikaa kuin itse ohjelman ohjelmointiin. Virallista nimeä tieto-
kannasta etsitään GrabTeam metodilla, josta esimerkki kuviossa 21.  
 
 
 
 
 
 
 
29 
 
 
 
KUVIO 21. GrabTeam-metodin toiminta 
 
Kertoimien vertailun toiminnan kannalta on tärkeää, että joukkueiden nimet kon-
vertoidaan yhtenäiseen muotoon. Nimien konvertoiminen vaatii paljon resursseja. 
Jos jossain syötteessä on esimerkiksi 1 500 ottelua, tarvitaan yhteensä 3 000 kon-
versiota. Toimivimmaksi ratkaisuksi havaittiin MySql välimuistin käyttö.  
Joukkeiden ja sarjojen nimiä talletetaan tietokantatauluun, jossa kenttinä on jouk-
kueen ”virallinen” nimi, urheilulaji ja nimivariaatiokenttiä. GrabTeam funktiossa 
luodaan tietokantakysely, jossa etsitään nimitietokannan sarakkeista joukkueen 
nimeä. Jos joukkueen nimi löytyy jostain sarakkeesta, joukkueen nimi muutetaan 
official-kentästä löytyneeseen arvoon. Tietokantakysely on nyt tallentunut kysely-
välimuistiin, eli seuraavan kerran kun täsmälleen samanlainen kysely suoritetaan, 
tulos löytyykin jo suoraan kyselyvälimuistista, eikä varsinaista tietokantakyselyä 
tarvitse edes tehdä. 
 
Jos urheilulajina on tennis tai nyrkkeily, joukkeen nimet muutetaan aakkosjärjes-
tykseen, sillä näissä lajeissa ei ole koti / vierasjoukkueita kuten muissa urheilula-
jeissa. Näiden konversioiden jälkeen tehdään vielä viimeiset valmistelut Prepare-
Query() metodissa. Jos esimerkiksi jostain XML-syötteestä puuttuvat kokonaan 
sarjatiedot, joukkeen nimien ja urheilulajin perusteella yritetään hakea puuttuva 
sarjatieto jo tallennetuista tiedoista. 
 
Tämän jälkeen vuorossa onkin enää tietokantaan tallennus ja koska tietokanta 
rakenteet muuttuvat lajien mukaan, jokaiselle lajille on oma tietokantakyselyn-
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muodostus metodinsa. Kuviossa 22 on esimerkki tenniksen tietokantakyselystä. 
Kysely muodostetaan odds-olioon talletettujen muuttujien avulla. 
 
 
 
KUVIO 22. Tenniksen tietokantakyselyn luominen 
 
Kuvion 22 lopussa tarkastetaan vielä vedonvälittäjä, sillä muutamalla vedonvälit-
täjällä XML-syöte koostuu pelkästään muuttuneista tiedoista sitten viime doku-
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mentin luennan ja näille vedonvälittäjille on hieman erilaiset menetelmät tiedon 
tallentamiseen.  
5.3 XML tiedoston parsinta 
 
XML-tiedoston parsintaesimerkkinä parsitaan Nordicbetin XML syötettä, jonka 
rakenteesta on esimerkki kuviossa 23. Tämä oli yksi ensimmäisistä syötteistä, 
johon projektissa luotiin parseri. Nordicbetin XML syöte on ladattavissa osoit-
teessa http://xml.nordicbet.com. 
 
 
KUVIO 23. Esimerkki Nordicbetin XML syötteestä 
 
Jokainen parseri aloitetaan kuviossa 24 näkyvillä riveillä: 
 
 
 
KUVIO 24. Parsinnan aloitus 
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Tiedostossa odds.php sijaitsevat kaikki käytettävät luokat. New database() avaa 
yhteyden tietokantaan ja $db->Start($bookie) poistaa kerrointiedot väliaikaistau-
luista. Start.php-tiedostossa on koodirivit ajastimen käynnistämiseen ja tätä ajas-
tinta käytetään eri scriptien ajoaikojen valvontaan. New parser() luo uuden parse-
riolion, jonka avulla luetaan XML-tiedosto muistiin. 
 
 
 
KUVIO 25. Xpath-hakujen teko dokumenttiin 
 
Kun tiedosto on ladattu muistiin, dokumenttiin tehdään kuvion 25 tapaan XPath 
kyselyitä, joilla haetaan elementtejä lajin mukaan. Kun kysely on tehty, oliot $db 
ja $parser sekä muuttuja $sport viedään funktioon OddsCollector, jossa tapahtuu 
tiedon keruu Xpathilla löydetyistä elementeistä (kuvio 26). 
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KUVIO 26. Elementtien iterointi 
 
Alkuun elementistä kerätään kaikki otteluun liittyvät perustiedot kuten joukkuei-
den nimet, sarjan nimi ja alkamisaika. Tämän jälkeen käydään läpi kaikki otteluun 
tarjotut vetotyypit ja kerätään niistä talteen halutut tiedot kuvion 27 mukaisesti. 
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KUVIO 27. Eri vetotyyppien tietojen talletus odds olioon 
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Vetotyyppejä on runsaasti erilaisia. Läheskään kaikkia vetotyyppejä ei kerätä ja 
switch – case-rakenteella onkin tarkoin määritelty, mitä vetotyyppejä tiedostosta 
halutaan kerätä. Kun yhden otteluelementin kaikki vetotyypit on käyty läpi, 
$odds->makeQueries() metodilla talletetaan tieto tietokantaan. Kun kaikki määri-
tellyt lajit on käyty läpi, tiedot siirretään väliaikaistauluista lopullisiin tauluihin.  
 
XML-syötteiden hyvä puoli on se, että rakenteeltaan monen vedonvälittäjän syöt-
teet ovat hyvin samankaltaisia eli parhaimmillaan uuden välittäjän lisääminen 
palveluun tarkoittaa hyvin vähäistä työmäärää. Lisäksi täysin uusien urheilulajien 
kerääminen on nopeaa. Jos esimerkiksi tietokantaan luotaisiin taulu myös rugbyn 
kertoimille ja odds luokkaan menetelmät tiedon tallentamiseen, Nordicbetin syöt-
teeseen ei tarvitsisi lisätä kuin seuraavat rivit: 
 
$sport = "Rugby"; 
$sportxml = " Rugby "; 
$query = "//Game[Sport='$sportxml']"; 
$parser->query($query); 
OddsCollector($db, $sport, $parser); 
 
Huono puoli XML-syötteissä on se, että usein syötteissä on viive verrattuna net-
tisivuilla näkyviin kertoimiin - pahimmillaan jopa 10 minuuttia. 
5.4 HTML-sivujen parsinta 
 
Pääperiaatteiltaan HTML-sivujen parsinta ei eroa XML-tiedostonparsinnasta ko-
vinkaan paljon, koska työssä käytettiin PHP:n DOM ja XPath-yhdistelmää. Vai-
keaa HTML-tiedostojen parsinnassa oli se, että elementtien nimien ja attribuuttien 
selvittäminen oli vaikeampaa, sillä dokumentin rakenne on sekavaa johtuen 
HTML-lähdekoodista. Lisäksi monilla sivuilla sivuston ulkoasu on erilainen eri 
urheilulajeilla eli uusin lajien lisääminen on paljon työläämpää.  
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Elementtien tutkimiseen käytettiin Firefoxin lisäosaa Firebugia, jonka avulla voi-
daan helpommin tutkia HTML sivun rakennetta ja elementtien nimiä ja attribuut-
teja (kuvio 28). 
 
 
 
KUVIO 28. Zedbetin sivun tutkiminen Firebugilla 
 
HTML-parsintascriptit aloitetaan samalla tavalla kuin XML-parsintascriptitkin eli 
luodaan tietokanta ja parser-oliot. HTML-parsintaa varten joudutaan yleensä luo-
maan uusi luokka, joka on periytetty Parser-luokasta. Tähän luokkaan luodaan 
kokonaan uusi TableToArray-menetelmä, joka tallentaa sivustolla näkyvät taulu-
kot PHP:n array tietorakenteeseen. 
 
. 
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KUVIO 29. TableToArray-funktio 
 
TableToArray funktiot käyvät läpi XPathilla haettuja HTML-taulukoita.  
$node->getElementsByTagName(’tr’) hakee kaikki taulukon rivit ja $row-
>getElementsByTagName(’td’) hakee kaikki taulukon sarakkeet. Kuten kuviossa 
28 näkyy, tekstien tyylit vaihtelevat tietojen mukaan. Maan nimi on punaisella 
taustalla, urheilusarjan nimi tummanharmaalla sekä päiväys vaalean harmaalla. 
Eron aiheuttaa HTML-lähdekoodissa määritellyt css-tyyliluokat ja css-tyyliluokan 
nimiä käytetään hyödyksi tiedonkeruussa kuvion 29 esimerkin mukaisesti. 
 
TableToArray-funktion suorittamisen jälkeen oliot $db ja $parser sekä muuttuja 
$sport viedään tiedonkeruu funktioon kuvion 30 esimerkin mukaan. Taulukkoa 
luetaan rivi kerrallaan, ja jos riviltä löytyy jokin tietty merkki tai merkkijono, ke-
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rätään seuraavilta riveiltä halutut tiedot odds luokan sisään ja talletetaan tiedot 
tietokantaan. 
 
 
 
KUVIO 30.  Tietojen tallennus odds luokan sisään 
5.5 AJAX-sivustojen parsinta 
 
Runsaasti JavaScriptiä käyttävien sivustojen parsintaan luodaan ensin Rubyllä 
Internet-selaimen automaatio scripti.  Selain automatisoidaan menemään sivustol-
le, painelemaan linkkejä ja tallettamaan halutut sivut tiedostoiksi. Kun kaikki tar-
vittavat tiedot on talletettu tiedostoiksi, tiedostot lähetetään toiselle palvelimelle, 
jossa PHP tiedosto parsii nämä kuten normaalit HTML-tiedostotkin. 
 
 
 
KUVIO 31. Internet-selaimen käynnistys ja siirtyminen halutulle sivulle 
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Selaimen automatisointiin käytetään Rubyn Watir-luokkaa. Kuviossa 31 rivin 3 
komennolla Watir::IE.new avautuu uusi Internet Explorer selainikkuna ja komen-
nolla browser.goto voidaan nyt ohjata selain uuteen osoitteeseen. 
 
Sivuston linkkien automatisointi tapahtuu yksinkertaisesti antamalla linkin osoite, 
nimi, teksti tai id kuten kuviossa 32. 
 
 
 
KUVIO 32. Linkkien painaminen sivulla 
 
HTML-lähdekoodin tallennus muuttujaan tapahtuu metodilla browser.html tai jos 
tahdotaan tallettaa ainoastaan jonkin tietyn kehyksen HTML voidaan määritellä 
haluttu kehys seuraavasti: browser.frame(:id,”mainFrame”).html. 
 
Tiedostojen luominen ja tiedostoon tallentaminen on Rubyssä hyvin yksinkertais-
ta. Kuviossa 33 luodaan uusi File olio, johon parametrina annetaan tiedoston nimi, 
sekä merkki ’w’ eli write, eli oliota käytetään tiedostoon kirjoittamiseen. Rivin 3 
file.puts(html) tallettaa tiedostoon html muuttujan. 
 
 
 
KUVIO 33. Tiedoston luominen ja talletus 
 
Tässä projektissa luotiin viidelle eri sivustolle Ruby-scriptit. Filippiiniläinen ve-
donlyöntiyhtiö Sbobet käyttää sivuillaan runsaasti AJAX:ia ja kehyksiä ja pelkäs-
tään PHP:llä tietojen keruu sivustosta olisi ollut täysin mahdotonta. 
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KUVIO 34. Sbobetin automatisoinnin aloitus 
 
Kuvion 33 mukaisesti Internet selain käynnistetään ja ohjataan menemään sivulle 
sbobet.com. Ohjelma odottaa viisi sekuntia ja näin varmistetaan, että sivusto on 
varmasti latautunut kokonaan. Tämän jälkeen kutsutaan funktiota read_sport, jo-
hon annetaan muuttujina urheilulaji ja ie olio. 
 
 
 
KUVIO 35. read_sport funktio 
 
Kuviossa 35 kuvataan tarkemmin read_sport funktion toimintaa. Vasen ja oikea 
kehys talletetaan ensin omiin muuttujiinsa. Vasemman kehyksen taulukosta, jonka 
luokka on ”DropDownSports” , etsitään span elementti, jossa on tekstinä annettu 
urheilulaji. Span elementtiä painetaan, jonka jälkeen painetaan linkkiä, jossa on 
teksti TODAY. 
 
Nappulan painamisen jälkeen sivulle latautuu kerrointietoja, ja tämän osion latau-
tuminen kokonaan varmistetaan komennolla Watir::Waiter.wait_until, johon on 
annettu ehto, jonka täytyy toteutua ennen kuin koodissa siirrytään eteenpäin. Jos 
ehto ei toteudu 60 sekunnin aikana, koodin suoritus keskeytetään. 
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KUVIO 36. Näkymä Sbobetin sivusta 
 
Sivun latauduttua sivun ylälaidassa kuviossa 36 näkyvä valintalaatikko, josta voi 
valita halutaanko näytää ennen kello 10, kello 10 jälkeen vai kaikki alkavat otte-
lut. Koska olemme kiinnostuneita kaikista otteluista, valitaan vaihtoehto ’ALL 
TIME’. Kerrointietoja sisältävä kehys talletetaan html muutujaan, jonka jälkeen 
sivustolla edetään kohtaan EARLY MARKET listauksen 37 mukaisella koodilla. 
 
 
 
KUVIO 37. Siirtyminen eteenpäin Sbobetin sivuilla 
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KUVIO 38. Näkymän Sbobetin Early Market sivusta 
 
Kerrointiedot on kuvion 38 mukaisesti lajiteltu päivämäärien mukaan ja sivun 
oikeassa ylälaidassa on valikko, josta voi valita halutun päivän. Eri päivien ker-
toimien keruuseen luotiin funktio collect_pages, joka käy läpi annetun sivun va-
lintalaatikon kaikki vaihtoehdot ja tallettaa HTML-koodin muuttujaan. Tästä on 
esimerkki kuviossa 39. 
 
 
 
KUVIO 39. Collect_pages funktio 
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Näillä menetelmillä käydään kaikki kuviossa 34 annetut urheilulajit läpi. Kun tie-
tojenkeruu on valmis, tiedostot siirretään sftp-yhteydellä toiselle palvelimelle, 
jossa PHP-skriptit parsivat sivuista kerrointiedot tietokantaan. Sftp yhteyden 
muodostukseen Rubyssa on kirjasto net/sftp, ja metodilla sftp.upload tiedostot 
lähetetään yksitellen palvelimelle (kuvio 40). 
 
 
 
KUVIO 40. Tiedoston lähettäminen palvelimelle 
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6 YHTEENVETO 
 
Sivuston BeatBookies.com rakentaminen on ollut erittäin mielenkiintoinen, opet-
tavainen ja myös aikaavievä projekti. Alkuaan omaan käyttöön tarkoitettu sovel-
lus on edennyt oman yrityksen perustamiseen ja nyt kirjoittamishetkellä palvelulla 
on 30 kuukausimaksua maksavaa asiakasta eri puolilta maailmaa. 
 
Aluksi tavoitteena oli 10 - 15 vedonvälittäjän tietojen keruu, tietojen avulla olisi 
löytynyt tarpeeksi arbitraasikohteita pienien lisätulojen hankkimiseen. Tämä ta-
voite täyttyikin melko nopeasti. Tällä hetkellä sivusto vertailee kertoimia noin 50 
vedonvälittäjältä eri puolilta maailmaa. Tiedot päivittyvät tietokantaan 1 – 5 mi-
nuutin väliin ja tietokannassa suoritetaan noin 3 000 kyselyä joka sekunti.  
 
Noin neljäkymmentä vedonvälittäjää tarjoaa kertoimet XML muodossa, eli tämän 
projektin aikana on kirjoitettu yhteensä neljäkymmentä enemmän tai vähemmän 
erilaista XML-parseria. XML on erinomainen menetelmä tiedonvälitykseen ja 
tiedonkeruuseen. Alkuvaikeuksien jälkeen XML-parsereiden teko ja XPath-
lausekkeiden luonti helpottui ja nykyisin eniten aikaavievä työ uusien vedonvälit-
täjien lisäämisessä on saada vedonvälittäjät kertomaan XML-syötteensä sijainti. 
Yleensä tarjoamalla mainostilaa sivustolta välittäjät antavat käyttöoikeuden syöt-
teisiinsä. Kun XML-dokumentin sijainti on saatu selville, varsinaisen parserin 
rakentamiseen ei kulu yleensä kuin 1 - 3 tuntia.  
 
HTML-sivujen parsinta on yhä edelleen hidasta ja työlästä, mutta tämä työ on 
sivuston asiakastyytyväisyyden kannalta erittäin tärkeää. JavaScriptia käyttävien 
sivustojen parsiminen oli suuri haaste ja onneksi jossain vaiheessa aiheesta Inter-
netissä tietoa etsiessä päädyttiin erääseen blogiin, jossa kerrottiin Rubyn watir-
luokasta. Rubyn ja PHP:n yhdistelmällä palveluun on saatu mukaan myös suosit-
tuja aasialaisia vedonvälittäjiä, jotka eivät tarjoa XML syötettä ja joiden kertoimia 
ei ole mukana useimpien kilpailijoiden sivuilla.  
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Työ on opettanut todella paljon niin XML:stä PHP:stä kuin Rubystakin. Lisäksi 
tiedonkeruumäärien jatkuvasti kasvaessa on ollut välttämätöntä opetella myös 
syvällisesti tietokantojen optimointiakin. Tiedonkeruumenetelmien lisäksi projek-
tiin on kuulunut palvelun käyttöliittymän rakentaminen ja myös tämä projekti on 
yhä edelleen jatkuvassa kehittelyssä yhä paremmaksi ja käyttäjäystävällisemmäk-
si. 
 
Tulevaisuudessa vielä ainakin noin kymmenen käyttäjien toivomaa vedonvälittä-
jää lisätään palveluun. Lisäksi palvelusta vielä puuttuvia urheilulajeja ja vetotyyp-
pejä lisätään palveluun. Maksullisen urheiluarbitraasi osion käyttäjiltä saatu palau-
te on ollut suurimmaksi osaksi erittäin positiivista ja tällä hetkellä sivuston Beat-
Bookies tulevaisuus näyttää todella valoisalta. 
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