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Abstract 
Die vorliegende Bachelorarbeit behandelt die Analyse und Implementierung von 
Erweiterungen der Seite www.publications.hevs.ch, welche der HES-SO Sierre als 
Verwaltungssystem für wissenschaftliche Publikationen dient. 
In einem ersten Schritt werden die Struktur und der Code der Webseite studiert, 
welche Grundlage für die Erweiterungen ist. Danach wird mit Hilfe von 
Internetrecherchen eine Analyse der Erweiterungsmöglichkeiten durchgeführt und 
jeweils die beste Lösung ausgewählt und implementiert. 
Zu den Erweiterungen gehört erstens der Export der Metadaten von Publikationen 
nach Excel, damit die Informationen im jährlichen Bericht der HES-SO tabellarisch 
dargestellt werden können, sowie der Export nach MARCXML, so dass der 
Westschweizer Bibliotheksverbund (RERO) die Publikationen in ihre Bibliothek 
aufnehmen kann. Der Export ist ausserdem mit einem Filter versehen, mit welchem 
die Publikationen nach verschiedenen Kriterien sortiert und nach Jahreszahl exportiert 
werden können. 
Die zweite Erweiterung ist eine Generierung von Grafiken, welche die Anzahl 
jährlichen Publikationen (nicht kumuliert und kumuliert) darstellt. Hierbei kann nach 
Institut/Thema, Autor, Zeitspanne, Publikationstyp gefiltert werden. Ausserdem 
können verschiedene Diagrammtypen ausgewählt werden. 
Mit der letzten Erweiterung wird die Sichtbarkeit der Seite erhöht, damit sie von 
Suchmaschinen besser gefunden wird. Dies wird mittels Vereinfachen und Optimieren 
der URLs realisiert. Ausserdem wird eine E-Mail an alle Mitglieder versendet, die ein 
Thema zu welchem gerade eine Publikation hinzugefügt wird, abonniert haben.  
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1 Einleitung 
1.1 Hintergrund 
Die HES-SO Sierre hat kürzlich ein Verwaltungssystem für wissenschaftliche 
Publikationen realisiert. Dieses befindet sich unter http://publications.hevs.ch. Die 
Webseite basiert dabei auf dem Open Source Tool Aigaion, welches öffentlich 
verfügbar ist und weltweit verwendet wird [1]. Das aktuelle System ist sehr 
leistungsstark für die grundlegende Verwaltung von erstellten Publikationen. Dabei ist 
es möglich, die Bibliografien der Publikationen sehr einfach in das System 
aufzunehmen, zu verändern oder zu löschen. Im Hintergrund läuft eine 
MySQL-Datenbank. 
Einige Funktionalitäten sind jedoch stark limitiert. In der Arbeit geht es darum, 
vordefinierte Erweiterungen in die bestehende Webseite zu implementieren. 
1.2 Aufgabenstellung 
Die Erweiterungen können in drei Funktionalitäten gegliedert werden. Dabei sollen 
zuerst jeweils verschiedene Möglichkeiten analysiert und die optimalste ausgewählt 
und implementiert werden. 
Als erstes soll ein Export der Bibliografien nach Excel realisiert werden. Die 
generierte Excel-Datei soll primär als Hilfsmittel für das Institut für 
Wirtschaftsinformatik HES-SO dienen, welches diese für ihren jährlichen Rapport 
benutzen will. Ausserdem sollen zusätzlich Filter eingebaut werden, mit denen die 
Publikationen sortiert und nach Jahreszahl exportiert werden können. Damit der 
Westschweizer Bibliotheksverbund RERO die Publikationen des Instituts importieren 
kann, sollte des Weiteren ein Export ins MARCXML-Format realisiert werden. 
Die zweite Funktionalität umfasst das Generieren von Statistiken, welche die Anzahl 
Publikationen pro Jahr anzeigen. 
Mit der dritten Funktionalität soll die Sichtbarkeit erhöht werden. Das soll mittels 
URL Rewriting geschehen, damit die Seite besser von Suchmaschinen gefunden wird. 
Ausserdem sollen Mailing Lists erstellt werden, damit entsprechende Mitglieder 
automatisch eine E-Mail erhalten, sobald eine neue Publikation veröffentlicht wird. 
Darüber hinaus wurden noch folgende optionale Erweiterungen definiert: 
 Aufbereitung und Veröffentlichung der Lösungen im Sinne einer Erweiterung 
von Aigaion. 
 Automatisches Erkennen von Gerät (PC, Mobile Phone, etc.), damit die Seite 
entsprechend dargestellt wird. 
 Implementierung von Schlagwortwolken (tag clouds), um die Kompetenzen 
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und Themen der einzelnen Autoren zu verdeutlichen. Bei der bereits 
bestehenden Möglichkeit Tag clouds zu integrieren, wird dies anhand von 
selber definierten Schlüsselwörtern realisiert. Das neue System soll die 
Schlagwortwolke automatisch anhand der veröffentlichten Arbeiten des 
Autors generieren. 
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2 Beschreibung des Ist-Zustands 
2.1 Aigaion 
Die Webseite http://publications.hevs.ch wurde mit Aigaion Version 2.1.2 realisiert. 
Aigaion ist eine web-basierte Verwaltungssoftware für Bibliografien, welche frei 
verfügbar ist. Die Hauptfunktionen der Software sind: 
 Auflistung der im System erfassten Publikationen und Autoren 
 Unterteilung in Themen 
 Exportieren ins BibTeX- und RIS-Format sowie formatierter Export nach 
gebräuchlichen Zitierstilen 
 Benutzerverwaltung mit Rechteprofilen 
 Erfassen, Editieren und Löschen von Publikationen 
Die Webseite wurde mit PHP geschrieben und mit CSS Stylesheets ergänzt. Einige 
Funktionalitäten wurden ausserdem mit JavaScript und Ajax programmiert. 
Abbildung 1 zeigt die Startseite vor Implementierung der Erweiterungen. 
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2.2 CodeIgniter 
Aigaion basiert auf dem Open Source PHP Framework CodeIgniter (CI) [3]. Aufgrund 
des Model-View-Controller (MVC) Patterns bietet es einen sehr strukturierten 
Aufbau. 
 
Abbildung 1: Webseite http://publications.hevs.ch 
 
Quelle: Eigene Darstellung 
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Abbildung 2 zeigt die Funktionsweise von CI. Die Datei index.php dient als 
Front-Controller und initialisiert die Basis Ressourcen, welche benötigt werden, damit 
die Seite funktionieren kann. Der Router analysiert dann den HTTP-Request des Users 
und entscheidet, was damit geschehen soll. Existiert ein Cache-File, wird der Request 
direkt an den Browser weitergeleitet. Ansonsten wird die Anfrage an das 
Sicherheitsmodul weitergeleitet, wo sie auf Gültigkeit überprüft wird. Der Controller 
lädt dann die benötigten Ressourcen, um die Anfrage abzuarbeiten. Zu den Ressourcen 
gehören: 
 Models: Hier befinden sich normalerweise Funktionen wie etwa das Abrufen 
von Informationen in der Datenbank. Bei Aigaion wurden diese Funktionen 
jedoch in die Libraries verschoben. 
 Libraries: Enthalten primär Klassen und Funktionen zur Kommunikation mit 
der Datenbank. In Aigaion wird ein objektorientierter Ansatz gewählt, d.h. die 
abgerufenen Informationen (Publikationen, Autoren, etc.) werden als Objekte 
gespeichert und die Feldnamen in der Datenbank als deren Attribute. 
 Helpers: Diese Hilfedateien enthalten verschiedene nützliche, vordefinierte 
Funktionen wie etwa das Erstellen eines Formulars. 
 Plugins: Hier werden verschiedene Erweiterungen gespeichert wie 
beispielsweise ein RTF-Konverter. 
 Scripts: Zahlreiche JavaScripts werden hier platziert und können vom 
Controller geladen werden. 
Schlussendlich wird die View (Präsentationsschicht) vom Controller geladen und an 
den Webbrowser gesendet. Die View wird ausserdem zwischengespeichert, damit sie 
beim nächsten Aufruf direkt aus dem Cache ausgelesen werden kann. 
URLs bei CI funktionieren immer nach dem gleichen Prinzip: 
base_url/index.php/class/function/ID 
Mit dem ersten Segment (“class”) wird der entsprechende Controller geladen. Im 
nächsten Segment wird eine Funktion in diesem Controller aufgerufen. Das dritte 
Segment gibt den Parameter an, der an die aufgerufene Funktion mitgegeben werden 
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kann. Auf Aigaion angewendet, wird z.B. mit der URL 
http://publications.hevs.ch/index.php/publications/show/682 die Methode „show“ mit 
Paramater „682“ im Controller „publications“ aufgerufen. Im Browser wird dann die 
Publikation mit der ID 682 angezeigt. 
2.3 Datenbank 
Im Hintergrund steht eine MySQL-Datenbank zur Verfügung, in welcher die Daten 
gespeichert sind. Die Datenbank besteht aus 26 Tabellen (Abb. 3). 
Dabei werden Hauptelemente wie Autor, Publikation, Thema und Mitglieder in eigene 
Tabellen gespeichert. Durch Verknüpfungstabellen kann danach ein Link zwischen 
den gewünschten Hauptelementen hergestellt werden (z.B. „topicpublicationlink“). 
  
Abbildung 3: Datenbanktabellen 
 
Quelle: Eigene Darstellung 
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3  Analyse und Auswahl der Möglichkeiten 
3.1 Export von Daten 
Export nach Microsoft Excel 
Für den Export der Bibliografien nach Excel gibt es grundsätzlich 3 Möglichkeiten. 
Die erste Möglichkeit ist ein Export mittels eines PEAR-Packages, dem Spreadsheet 
Excel Writer. PEAR (PHP Extension and Application Repository) ist eine Bibliothek 
von Open Source Modulen und Erweiterungen für PHP [11]. Der Excel Writer erlaubt 
dabei Daten direkt in eine Excel-Tabelle zu schreiben. Die Implementierung dieses 
Packages wurde aus folgenden Gründen verworfen: 
 Es handelt sich um ein relativ altes Package aus dem Jahr 2006 mit zahlreichen 
Fehlern. Der Entwickler selbst rät, dass das Package veraltet ist und ein 
komplettes Umschreiben des Codes nötig wäre. 
 Es wird nur das BIFF5 Format unterstützt (Excel 5.0). Die fehlende 
Kompatibilität zum BIFF8 Format, welches neuere Excel Versionen benutzen, 
könnte Probleme verursachen. 
 Es müssen zahlreiche Module wie PEAR oder OLE installiert werden. 
Als zweite Möglichkeit wurde der Export in eine HTML-Tabelle in Betracht gezogen. 
Da Excel ohne Probleme auch HTML-Tabellen lesen kann (Abb. 4), muss lediglich 
eine solche Tabelle mit PHP generiert werden. 
Die Idee wurde jedoch verworfen, da aufgrund der zahlreichen HTML-Tags eine 
relativ grosse Datei erstellt wird. 
Bei der dritten Möglichkeit soll der Export mittels Erstellen einer CSV-Datei 
durchgeführt werden. CSV (Comma-separated values) ist ein Dateiformat, in welchem 
Daten getrennt durch Komma oder Semikolon gespeichert werden können. Excel kann 
diese Dateien direkt öffnen oder importieren. Dabei bedeutet das Trennzeichen, dass 
Abbildung 4: HTML-Tabelle in Excel dargestellt 
 
Quelle: Eigene Darstellung 
Analyse und Auswahl der Möglichkeiten  8 
© Samuel Werner 
in Excel eine neue Spalte gebraucht werden soll. Eine neue Zeile in der CSV-Datei 
bedeutet für Excel auch eine neue Zeile (Abb. 5). 
Aufgrund der einfachen Struktur des CSV-Dateiformats wurde diese Möglichkeit für 
den Export nach Excel gewählt. 
Export für RERO 
Nach Kontaktaufnahme mit dem Westschweizer Bibliotheksverbund RERO war klar, 
dass nur ein Export nach MARCXML in Frage kommt, da dies das bevorzugte Format 
für den Import nach RERO ist. MARCXML ist ein XML Schema zum einfachen 
Austausch von bibliografischen Informationen. 
3.2 Generierung von Statistiken 
Zur Generierung von Statistiken wurde eine Library gesucht, die mittels PHP Grafiken 
erstellen kann. Dabei wurde anhand folgender Kriterien gesucht: 
 Grafiken müssen anpassbar sein, d.h. X- und Y-Achse des Graphen sollen 
veränderbar sein, damit verschiedene Zeitspannen ausgewählt werden können. 
 Eine reibungslose Anbindung an die Datenbank muss gegeben sein, damit die 
Informationen aus der Datenbank dargestellt werden können. 
 Verschiedene Diagrammtypen wie Balkendiagramm oder Liniendiagramm 
sollen erstellt werden können. 
 Die Lösung muss Open Source sein. 
Es wurden drei Bibliotheken ausgewählt und näher analysiert. 
Flot 
Flot ist eine Open Source Library, welche Grafiken mit Hilfe von JavaScript generiert 
[10]. Das Design der Graphen ist dabei sehr ansprechend. Dank JavaScript sind die 
generierten Grafiken sehr dynamisch, d.h. es können verschiedene Punkte des 
Graphen per Mausklick ausgewählt werden oder es kann herangezoomt werden. 
Nachteil von Flot ist die mangelnde PHP-Schnittstelle. Die ganze Library wurde 
ausschliesslich mit JavaScript programmiert, was eine Implementierung in die 
vorhandene Webseite erschwert. Des Weiteren erzeugt es keine traditionelle Grafiken 
im jpg- oder png-Format, sondern zeigt den Graphen nur dynamisch im HTML-Code 
eingebettet an. 
Abbildung 5: HTML-Tabelle in Excel dargestellt 
 
Quelle: Eigene Darstellung 
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GraPHPite 
Die PHP-Bibliothek GraPHPite [5] kann eine Vielzahl von Diagrammtypen erstellen. 
Dabei werden die Graphen mittels GD Library erstellt, welche die Schnittstelle 
zwischen PHP und den Grafiken darstellt. GraPHPite bietet eine Vielzahl von 
Funktionen zur Anpassung der Diagramme. Leider besteht das Paket aus sehr vielen 
Dateien und ist damit sehr gross. 
 
Jpgraph 
Jpgraph ähnelt GraPHPite sehr. Es benutzt ebenfalls die GD Library zur Erstellung 
von Graphen, erstellt jedoch die optisch ansprechenderen Graphen, welche zudem 
durch eine Vielzahl von Funktionen anpassbar sind. Jpgraph hat die Möglichkeit, 
wahlweise Grafiken im jpg-, gif-, oder png-Format zu erstellen. Diese 
Funktionalitäten und die ausführliche HTML-Dokumentation [8] waren 
schlussendlich der Grund, die Statistiken mit Hilfe von Jpgraph zu implementieren. 
3.3 Erhöhung der Sichtbarkeit 
URL Rewriting 
Durch ein Umschreiben der URLs soll in erster Linie eine Suchmaschinenoptimierung 
erreicht werden, d.h. die Webseite und deren Inhalt sollen mit Suchmaschinen wie 
zum Beispiel Google schneller gefunden werden. Zweitens sollen die URLs 
aussagekräftiger werden. Statt der ID von Publikationen, Themen und Autoren soll 
deren Namen in der URL angezeigt werden. Ausserdem sollen wenn möglich 
überflüssige Segmente in der URL gestrichen werden. Dazu wurden zwei 
Möglichkeiten in Betracht gezogen. 
Erstens kann ein Rewriting mittels einer htaccess-Datei erreicht werden. Mit dieser 
Konfigurationsdatei können gewisse Regeln für die Webseite definiert werden und 
auch die URLs intern umgeschrieben werden. Externe HTTP-Anfragen würden dabei 
immer zuerst über diese Datei umgeleitet, in der nun die URL umgeschrieben wird und 
das Ergebnis zurückgegeben wird. Mit dieser Möglichkeit wurde jedoch nur das 
Entfernen der index.php in der URL erreicht. Die jeweilige ID durch den Namen zu 
ersetzen wäre sehr kompliziert, da aufgrund der Struktur von Aigaion die ID explizit in 
der URL stehen muss, damit das jeweilige Objekt aus der Datenbank ausgelesen 
werden kann. 
Glücklicherweise stellt das CI Framework eine Router-PHP-Datei zur Verfügung, die 
ähnlich wie die .htaccess-Datei funktioniert, jedoch wesentlich komfortabler in der 
Konfiguration ist. Diese Methode wurde gewählt, um den Namen des jeweiligen 
Objekts in der URL anzeigen zu lassen und gewisse Segmente zu löschen. 
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Mailing Lists 
Die ursprüngliche Idee der Mailing Lists war, dass registrierte Mitglieder automatisch 
eine E-Mail erhalten, sobald dem System eine neue Publikation hinzugefügt wird. 
Dies war jedoch nicht optimal, da der Datenbank ein neues Feld hätte hinzugefügt 
werden müssen, das angibt, ob das Mitglied per Mail benachrichtigt werden soll oder 
nicht. Da Aigaion aber eine Option zur automatischen Sicherung und 
Wiederherstellung der Datenbank besitzt, wäre es fraglich gewesen, ob bei Änderung 
der Datenbank diese Funktion noch korrekt funktioniert hätte. 
Es wurde eine optimale Lösung angestrebt: Die Webseite besitzt bereits eine Funktion, 
bei der Themen abonniert werden können, welche dann unter „Meine Themen“ 
angezeigt werden können. Nun sollte eine Funktion eingebaut werden, die eine E-Mail 
an alle Abonnenten eines Themas sendet, sobald eine Publikation dem Thema 
zugeordnet wird. Das hat den Nachteil, dass nun niemand eine E-Mail erhält, wenn 
eine Publikation hinzugefügt, aber keinem Thema zugeordnet wurde. Dieser Umstand 
ist jedoch vernachlässigbar, da die Mitglieder hauptsächlich an neuen Publikationen 
ihrer abonnierten Themen interessiert sind. 
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4 Implementierung der Erweiterungen 
4.1 Verwendete Software 
Adobe Dreamweaver CS5 
 Mit dem HTML-Editor Dreamweaver wurden der 
HTML- und PHP-Code erzeugt. Durch seinen 
integrierten FTP-Client konnten die erstellten und 
veränderten Dateien direkt auf den Server geladen 
werden. 
Linux Enterprise Server 10 SP2 als VMware Image 
 Als Webserver diente ein Linux Enterprise Server. 
Dazu wurde ein VMware-Abbild des originalen 
Servers erstellt, welches die Grundlage für die 
Entwicklung der neuen Funktionen darstellte. 
Vsftpd 2.3.0 
 Der FTP-Server wurde auf dem Linux Server 
installiert, damit Dateien bequem per Dreamweaver 
hochgeladen werden konnten. 
Windows 7 x64 Professional 
 Das neuste Betriebssystem von Microsoft diente als 
Client und Entwicklungsstation für die 
Erweiterungen. 
XML Marker 1.1 
 Mit diesem einfachen Editor wurde die XML-Datei 
für den CSV-Export erstellt, sowie die Struktur der 
erzeugten MARCXML-Datei kontrolliert. 
PoEdit 
 Hiermit konnten die vorhandenen Sprachdateien 
(.po), welche die Webseite für die Übersetzung 
braucht, geöffnet und editiert werden. 
Verschiedene Browser 
 Die Webseite wurde laufend mit Firefox 3.6.8 
getestet. Zum Schluss wurden die neuen Funktionen 
noch mit folgenden Browsern getestet: 
IE 8.0, Chrome 5.0, Opera 10.60, Safari 5.0.1 
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4.2 Modifikationen am Linux Server 
Damit gewisse Erweiterungen überhaupt funktionierten, mussten eine Reihe von 
Änderungen am SUSE Linux Server angebracht werden. 
Die Library jpgraph benötigte zum Darstellen von Graphen die GD Bibliothek für 
PHP 5. Diese Bibliothek erlaubt das Generieren von Grafiken mit Hilfe von 
PHP-Funktionen. Das Paket php5-gd wurde mit Hilfe des Yast Software Managers 
installiert. Anschliessend wurde der Webserver mit „/etc/init.d/apache2 restart“ in der 
Konsole neugestartet. 
Jpgraph benötigt ausserdem einige TrueType-Schriften, um Text in den Graphen 
darstellen zu können. Die benötigten Schriften wurden aus Windows 7 kopiert und in 
das Verzeichnis „/usr/X11R6/lib/fonts/truetype“ auf dem Server abgelegt. 
Damit ein Verändern der URLs mittels .htaccess-Datei möglich wurde, musste zuerst 
das Apache-Modul mod_rewrite aktiviert werden. Dazu wurde „rewrite“ in der Datei 
„/etc/sysconfig/apache2“ bei den zu ladenenden Modulen „APACHE_MODULES=" 
hinzugefügt. Danach wurde in der Datei „/etc/apache2/vhosts.d/aigaion2.conf“ beim 
XML-Tag <Directory "/srv/www/vhost/aigaion2"> AllowOverride auf „All“ gesetzt, 
was bedeutet, dass das Setzen aller Direktiven in der .htaccess erlaubt ist. 
4.3 Export von Daten 
CSV Export 
Beim Export gibt es zwei Arten zu unterscheiden, die schon implementiert worden 
sind. Erstens sind das die zwei Bibliografie-Formate BibTeX und RIS, deren Export 
durch eigene Funktionen realisiert worden ist. Zweitens ist ein formatierter Export 
nach HTML, TXT oder RTF möglich, bei dem verschiedene Zitierstile ausgewählt 
werden können (Abb. 6). Dieser Export wurde mit Hilfe dem PHP Plugin OSBiB 3.0 
realisiert. 
OSBiB benutzt dabei für jeden Zitierstil eine eigene XML-Datei, in der die 
Formatierung festgelegt wird. Ausserdem kann für jeden Publikationstyp (Artikel, 
Buch, etc.) beschrieben werden, welche Daten exportiert werden sollen und wodurch 
diese Daten getrennt werden sollen. Dies ist optimal für den CSV Export, da das 
Semikolon bequem im XML definiert werden kann. 
 Abbildung 6: Export vor Erweiterung 
 
  Quelle: Eigene Darstellung 
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Für den CSV Export wurde also eine XML-Datei eines existierenden Stils kopiert und 
verändert. Der neue Stil wurde „DATETITLEAUTHORTYPE“ genannt, denn die 
Struktur und die Informationen sollten folgendermassen exportiert werden: 
„Monat;Jahr;Titel der Publikation, veröffentlicht in; Typ 
der Publikation“ 
Das entspricht in Excel einer Breite von vier Spalten. 
In dem in Abbildung 7 dargestellten Auszug der erstellten XML-Datei wird der Export 
eines Zeitungsartikels beschrieben. Die 5 XML-Tags auf zweiter Ebene entsprechen 
oben definierter CSV-Struktur. Dabei kann mit den Tags <pre> und <post> definiert 
werden, was vor resp. nach den Informationen ausgegeben werden soll. Für jeden 
Publikationstyp wurde eine solche Struktur definiert. 
Nun mussten noch einige fehlende Elemente wie Monat und Publikationstyp in der 
Datei STYLEMAPBIBTEX.php eingetragen werden. Dort wird nämlich definiert, 
welche Informationen aus der Datenbank gelesen werden sollen. Bei den vorhandenen 
Stilen wurden diese zwei Elemente nicht gebraucht, darum weiss das OSBiB Plugin 
auch nicht, welches die entsprechenden Gegenstücke in der Datenbank sind. Der neu 
erstellte Stil wurde nun wie jeder andere Stil mit einer PHP-Funktion analysiert und 
die benötigten Information aus der Datenbank abgerufen. 
Im Dropdown-Menü wird der Stil nun automatisch geladen und korrekt 
weiterverarbeitet. Was nun noch fehlte, war ein Export in eine CSV-Datei. Es wurde 
nun zuerst manuell ein Eintrag „CSV“ im „Format-Dropdown“-Menü erstellt. Diesem 
Abbildung 7: Auszug „DATETITLEAUTHORTYPE.xml“ 
 
Quelle: Eigene Darstellung 
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Eintrag wurde nun die korrekte Dateiendung sowie der MIME-Typ „text/csv“ 
zugewiesen, damit der Browser die Datei korrekt interpretieren kann. 
Nun sollten noch zwei Dropdown-Menüs implementiert werden, mit denen das Jahr 
der zu exportierenden Publikationen ausgewählt werden kann. Zudem kann eine 
Sortierung nach BibTeX ID, Jahr, Titel oder Publikationstyp vorgenommen werden. 
Die einzelnen Jahre werden mit Hilfe einer MySQL-Abfrage dynamisch ins 
Dropdown-Menü geladen, d.h. es werden nur Jahre geladen, zu welchen es auch 
Publikationen gibt. Für die Sortierung wurde manuell ein Array erstellt. 
Für das korrekte Auslesen mit den zwei neuen Filtern mussten nun neue 
Datenbank-Abfragen erstellt werden, die das Jahr und die Sortierung berücksichtigten.  
Schlussendlich wurden mit einer Schleife alle Publikationen durchlaufen und die 
entsprechende Methode aufgerufen, welche diese richtig formatiert. Nach 
Fertigstellung wird die Datei, je nach Benutzereinstellungen, entweder im Browser 
darzustellen versucht oder es wird eine Aufforderung angezeigt, die Datei 
herunterzuladen. 
Der neue Stil funktioniert nun wahlweise für einen Export mit 
allen Publikationen, einem Autor, einem Thema oder einer 
einzelnen Publikation. Dies funktioniert wie gehabt durch 
Auswählen von z.B. Autor und Klicken auf „Export author“ 
anstelle von „Export all publications“ im Menü (Abb. 7). 
Die zwei Filter „Sortieren“ und „Jahr“ wurden auch für den vorhandenen Export nach 
BibTeX und RIS zur Verfügung gestellt, da diese ohne Probleme darauf angewendet 
werden konnten. 
Abbildung 9 zeigt den Ablauf des CSV Exports. Sobald der User auf einen Link im 
Abbildung 8: 
Export eines Autors 
 
Quelle: Eigene Darstellung 
Abbildung 9: Vereinfachtes Schema CSV-Export 
 
Quelle: Eigene Darstellung 
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Menü klickt, wird er zu der entsprechenden Funktion im Controller weitergeleitet. 
Klickt er zum Beispiel auf „Export author“, wird die Funktion „author()“ aufgerufen. 
Diese Funktion überprüft, ob das Formular zum Export schon ausgefüllt wurde. Wenn 
nicht, wird der User zum Auswahl-Bildschirm weitergeleitet (Abb. 10). Ansonsten 
(nach Klicken auf den Export-Button) liest der Controller die benötigten 
Publikationen aus der Datenbank. Danach ruft er die Datei formatted.php auf, in 
welcher der Output mit Hilfe von OSBiB erstellt wird und in eine CSV-Datei 
exportiert wird. 
Leider benutzt Excel das falsche Encoding beim direkten Öffnen der CSV-Datei, 
weswegen Sonderzeichen nicht richtig dargestellt werden. Darum muss die Datei in 
Excel importiert werden. Dies erfolgt in Excel 2007/2010 durch das Excel-Ribbon 
„Daten“ und den Menüpunkt „Aus Text“. 
MARCXML Export 
Die Struktur der zu generierenden XML-Datei wurde durch RERO festgelegt (Abb. 
11). In einem 15-seitigen PDF [14] werden die freiwilligen und obligatorischen 
XML-Tags beschrieben. Je nach Publikationstyp unterscheiden sich die Tags. 
Der Tag <record> bezieht sich auf eine Publikation. Es können sich beliebig viele 
Publikationen in einer <collection> befinden. Das Attribut „tag“ von <datafield> 
beinhaltet eine vordefinierte Nummer. „980“ steht zum Beispiel für den Typ der 
Publikation. In den Tags <subfield code=“Attribut“> werden die eigentlichen 
Informationen festgehalten. 
Ein MARCXML Export wurde vom Idiap Research Institute auf ihrer 
Publikationsseite bereits eingebunden und wurde freundlicherweise zur Verfügung 
Abbildung 10: Export nach CSV-Erweiterung 
 
Quelle: Eigene Darstellung 
Abbildung 11: Auszug MARCXML Struktur RERO 
 
Quelle: http://doc.rero.ch 
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gestellt [7]. Dieser Export war jedoch nicht für RERO gedacht. Deshalb mussten die 
zu erstellenden XML-Tags fast komplett umgeschrieben werden. 
Für die Erstellung der XML-Datei wurde ein objektorientierter Ansatz gewählt. Ein 
XML-Element wurde als Klasse definiert, die eine Methode zum Hinzufügen eines 
neuen XML-Tags und eine Methode zum Hinzufügen dieses Tags zu einem String 
besitzt. In der Hauptfunktion, welche eine Publikation zu einem XML umwandelt, 
wird nun aus dieser Klasse ein Objekt erstellt. Durch die add()-Funktion, welche als 
Parameter die Nummer, den Code und den Inhalt aufnimmt, können neue XML-Tags 
erstellt und diese dann in einem String gespeichert werden. 
RERO setzt zwingend Tags für die Sprache der Publikationen voraus. Bei Aigaion 
gibt es leider keine Möglichkeit die Sprache festzulegen und die im System erfassten 
Publikationen besitzen somit alle keine Sprache. Deshalb wurde die Google Language 
Detection API zu Hilfe genommen, um die Sprache automatisch dem Titel der 
Publikation zu entnehmen [2, 4].  
Die Funktion in Abbildung 12 findet automatisch die Sprache eines Strings, in diesem 
Fall den Titel einer Publikation. Die URL mit dem zu erkennenden String liefert 
folgenden JSON (JavaScript Object Notation) zurück: 
{"responseData": 
{"language":"en","isReliable":false,"confidence":0.007940573}, 
"responseDetails": null, "responseStatus": 200} 
Abbildung 12: Funktion zur Spracheerkennung 
 
Quelle: Eigene Darstellung 
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Die zwei entscheidenden Werte sind „language“ und „responseStatus“. Letzterer 
liefert „200“ zurück, falls alles in Ordnung ist. 
Mit der PHP-Funktion json_decode() werden nun diese Werte in ein 
mehrdimensionales assoziatives Array gespeichert. Bei erfolgreichem Status wird die 
Sprache im RERO-Format zurückgegeben, ansonsten ein leerer String. 
Google hat seinen Dienst eingeschränkt. Sobald eine gewisse Anzahl von Anfragen 
schnell hintereinander gesendet wird, wird die IP des Aufrufers für kurze Zeit geblockt 
und eine Fehlermeldung angezeigt. Deswegen wurde die Spracherkennung in der 
PHP-Funktion auf die ersten 50 Publikationen begrenzt. Für die folgenden 
Publikationen wird jeweils ein leerer XML-Tag eingefügt. 
Hierzu wurde ein Link neben dem Export-Button platziert, durch welchen ein Popup 
mit Erklärungen zum MARCXML-Export geöffnet wird (Abb. 13). 
Abbildung 14 zeigt das finale Auswahl-Menü des Exports. Der MARCXML-Export 
wurde ebenfalls mit den beiden Filtern „Jahr“ und „Sortieren“ ergänzt. 
  
Abbildung 13: Info-Popup MARC21 
 
Quelle: Eigene Darstellung 
Abbildung 14: Export nach CSV- und MARCXML-Erweiterung 
 
Quelle: Eigene Darstellung 
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Der MARCXML-Export funktioniert nach dem gleichen Prinzip wie der CSV-Export 
mit dem Unterschied, dass kein Plugin benötigt wird. Die Datei marc21.php ist für die 
Erstellung und Ausgabe der XML-Datei verantwortlich (Abb. 15). 
4.4 Generierung von Statistiken mit jpgraph 
Die Bibliothek Jpgraph in der Version 3.0.7 wurde als Plugin definiert [9]. Es enthält 
eine Vielzahl von Klassen zur Erstellung von Graphen, darunter auch viele 
Beispieldateien, in denen schon zahlreiche Graphen erstellt wurden. Es wurde einen 
neue Datei charts.php mit den Hauptfunktionen zur Generierung folgender 5 
Graphtypen erstellt: Balkendiagramm, Liniendiagramm, gefülltes Liniendiagrammm, 
Ballondiagramm (gross und klein) und Kreisdiagramm. 
  
Abbildung 15: Vereinfachtes Schema MARCXML-Export 
 
Quelle: Eigene Darstellung 
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Abbildung 16: Funktion zur Erstellung eines Balkendiagramms 
 
Quelle: Eigene Darstellung 
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Die in Abbildung 16 gezeigte Funktion erstellt ein Balkendiagramm. Als Parameter 
werden die Daten der X-Achse (in diesem Fall die Zeitspanne), der Y-Achse (Anzahl 
Publikationen) und der Titel des Diagramms übergeben. In der Funktion wird zuerst 
ein neues Graphobjekt erstellt. Mit Hilfe dessen Funktionen werden Titel und Layout 
der Datenachsen bestimmt. Ausserdem werden die Daten als Array der X-Achse 
zugewiesen. Mit einem BarPlot-Objekt wird der eigentliche Graph erstellt, welcher 
die Daten der Y-Achse als Argument erhält. Mit einer Reihe von Funktionen kann nun 
noch das Aussehen des Graphen verändert werden. Schlussendlich wird der Graph 
zurückgegeben. 
Damit der Graph auch aufgerufen werden kann, braucht es 
zuerst einen neuen Menüpunkt. Dieser wurde mit einem 
Oberpunkt „Statistiken“ und Unterpunkt „Publikationen“ 
realisiert (Abb. 17). 
Anschliessend wurde ein neuer Controller „statistics.php“ erstellt. Dieser Controller 
wird mit Menüpunkt „Publikationen“ direkt aufgerufen. Der Controller erstellt den 
Graphen mit Hilfe der Funktionen in „charts.php“ und speichert ihn im png-Format in 
einem beschreibbaren Ordner auf dem Server. Nun wird die View „publications.php“ 
vom Controller aufgerufen. Diese enthält ein Formular mit verschiedenen Filtern zur 
Anzeige eines Graphs (Abb. 18). 
Die Filter „Thema“, „Autor“, „Start-„ und „Endjahr“ werden dynamisch aus der 
Datenbank ausgelesen. Mit Start- und Endjahr können Anfangs- und Endzeitpunkt der 
anzuzeigenden Publikationen gewählt werden. Mit der PHP-Funktion array_slice() 
wird die X-Achse (Zeitspanne) zurechtgeschnitten. Dem User wird dabei untersagt, 
ein Startjahr auszuwählen, das grösser als das Endjahr ist, denn ansonsten könnte kein 
Graph erzeugt werden. Es wird stattdessen eine vordefinierte Fehlermeldung 
angezeigt. 
Die Filter können nun benutzt werden, um Daten und Aussehen des Graphs zu 
verändern. Mit Hilfe eines JavaScript onlicks wird beim Wechseln eines Wertes im 
Dropdown-Menü das Formular automatisch abgesendet und der Graph aktualisiert. 
Für sehr alte Browser, die JavaScript noch nicht oder nur teils unterstützen, wurde 
noch ein „Display“-Button eingebaut, der die Graphen ebenfalls aktualisiert. Beim 
Aktualisieren holt die View den vom Controller gezeichneten Graph und zeigt ihn im 
Browser unter dem Auswahlformular an. 
Damit dies funktioniert, müssen Controller und View stetig Daten austauschen. 




Quelle: Eigene Darstellung 
Abbildung 18: Auswahlformular zur Anzeige eines Graphs 
 
Quelle: Eigene Darstellung 
Implementierung der Erweiterungen  21 
© Samuel Werner 
Informationen mit Hilfe von Datenbankfunktionen neu abrufen und den Graph 
zeichnen. 
In den Datenbank-Klassen wurden dabei neue Funktionen erstellt, welche die Anzahl 
Publikationen pro Jahr errechnen, und zwar unter Berücksichtigung der 
obengenannten Filter. 
Es werden dabei immer zwei Graphen angezeigt. Im ersten sind die Anzahl 
Publikationen pro Jahr zu sehen. Der zweite zeigt ebenfalls die Anzahl Publikationen 
pro Jahr, kumuliert jedoch jeweils die Publikationen vom Vorjahr. 
In Abbildung 19 wird gezeigt, wie die Daten der X- und Y-Achse abgerufen werden. 
Dabei handelt es sich bei beiden Achsen um Arrays. Zuerst wird die X-Achse mit 
Hilfe einer Datenbank-Funktion gefüllt, welche alle existierenden Jahre ausliest. 
Danach wird für jedes Jahr die Anzahl die Publikationen berechnet und in der 
Y-Achse gespeichert. Für die kumulierten Publikationen wurde ein eigenes Array 
definiert. Im ersten Jahr entspricht der Wert dem nicht kumulierten Wert, weil es noch 
kein Vorjahr gibt. Für alle folgenden Jahre werden die Werte addiert und jeweils im 
neuen Array gespeichert. 
Abbildung 20 zeigt die beiden erstellten Graphen für alle Publikationen. In diesem 
Beispiel wurde für die Darstellung das Balkendiagramm gewählt. 
  
Abbildung 19: Füllen der X- und Y-Achse mit Daten 
 
Quelle: Eigene Darstellung 
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Abbildung 20: Erstellte Balkendiagramme 
 
Quelle: Eigene Darstellung basierend auf www.jpgraph.net 
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In Abbildung 21 sind die vier weiteren Graphtypen dargestellt. 
Der logische Ablauf zur Erstellung eines Graphen ist in Abbildung 22 dargestellt. 
Durch ein Klicken auf den entsprechenden Menüpunkt wird der Controller 
„statistics.php“ mit der Funktion show() aufgerufen. Dieser holt alle nötigen 
Datenbankfunktionen. Danach wird das Plugin geladen und der Graph mit Hilfe der 
entsprechenden Funktion in charts.php erstellt. Der Graph wird dann als png auf dem 
Server abgespeichert. Der Controller ruft nun die View publications.php auf. Die hier 
veränderten Werte in den Dropdown-Menüs werden an den Controller gesendet, 
welcher jedes Mal die gespeicherte Grafik überschreibt. Die Grafik wird dann in der 
View und schlussendlich im Browser angezeigt. 
  
Abbildung 21: Diagrammtypen 
 
Quelle: Eigene Darstellung 
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Nach einem Test mit allen Webbrowsern wurde festgestellt, dass der Internet Explorer 
trotz Auswahl von anderen Informationen in den Dropdown-Menüs immer die gleiche 
Grafik darstellt. Grund dafür war sein Cache. Der Browser ruft die Grafiken aus dem 
Zwischenspeicher ab. Die Grafiken müssten aber jedes Mal vom Server abgerufen 
werden. Trotz PHP-Header, welcher allen Browsern verbietet den Cache zu benutzen, 
hat der Internet Explorer immer seinen Zwischenspeicher gebraucht. Die Lösung war 
das Anfügen eines sich immer ändernden Parameters bei der Anzeige der Grafik mit 
HTML-Code. Als Parameter wurde der UNIX-Timestamp gewählt. Dieser gibt immer 
die aktuelle Zeit aus. Somit wird der Browser gezwungen, die Grafik bei jedem Abruf 
vom Server zu holen. 
4.5 Erhöhung der Sichtbarkeit 
URL Rewriting 
Das URL Rewriting wurde in drei Schritten implementiert. Zuerst wurde die 
index.php in der URL entfernt. Dazu konnte in der CI Konfigurationsdatei der Wert 
$config[„index_page„] = „index.php„ auf einen leeren String gesetzt werden. Dadurch 
wurde die „index.php“ nicht mehr in der URL angezeigt. Da aber die index.php 
essentiell für die Funktionsfähigkeit der Seite war, musste eine Weiterleitung 
implementiert werden. So musste zum Beispiel 
http://publications.hevs.ch/publications intern an 
http://publications.hevs.ch/index.php/publications weitergeleitet werden. Dies wurde 
mittels folgender Regel in der .htaccess-Datei realisiert: 
RewriteCond $1 !^(index\.php|images|robots\.txt) 
Abbildung 22: Vereinfachtes Schema Grapherstellung 
 
Quelle: Eigene Darstellung 
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RewriteRule ^(.*)$ index.php?/$1 [L] 
Die Regel besagt, dass alle HTTP-Anfragen ausser jenen für die „index.php“ selber, 
die Bilder und der robots.txt an die „index.php“ weitergeleitet werden sollen. 
 
In einem zweiten Schritt wurde nun eine neue URL-Struktur für die Anzeige von 
Publikationen, Themen und Autoren festgelegt und die betroffenen URLs im Code 










Die ID ist zwingender Bestandteil der URL und konnte nicht gestrichen werden, denn 
mit einer Funktion getbyID() wird das jeweilige Objekt aus der Datenbank gelesen. 
Eine Funktion getbyName() wäre nicht optimal gewesen, weil dann nicht zwei gleiche 
Namen in der Datenbank existieren könnten. 
Das Objekt wird also wie gehabt aufgrund der ID aus der Datenbank abgerufen. Der 
Name konnte nun mit z.B. „$publication->name“ angezeigt werden. Da in URLs keine 
Sonderzeichen erlaubt sind, musste eine Funktion erstellt werden, die diese entfernt. 
So wurde aus „Jérôme Müller“ der URL konforme String „jerome_mueller“. 
Da nun die neuen URLs noch nicht funktionierten, musste ein internes Weiterleiten 
auf die alte Struktur bewerkstelligt werden. CI bietet hierfür seine Routing-Klasse an 
(Abb. 23). 
Auf der linken Seite (Index des Arrays) wird die neue URL-Struktur festgelegt und auf 
Abbildung 23: CI Routing 
 
Quelle: Eigene Darstellung 
Implementierung der Erweiterungen  26 
© Samuel Werner 
der rechte Seite (Wert) die alte Struktur, d.h. dort, wo intern weitergeleitet wird. Da es 
theoretisch unendlich viele IDs und Namen gibt, wurde mit Regular Expressions 
gearbeitet. Die erste Zeile bedeutet zum Beispiel, dass alle URLs, die im ersten 
Segment „author“ und im zweiten und dritten Segment irgendeine Zahl, Buchstaben 
oder Unterstrich besitzen, an „authors/show/$1“ weitergeleitet werden. Der Wert $1 
bedeutet dabei, dass die erste Variable (:num) auf der linken Seite übernommen wird. 
Da es aufgrund des Sortierens und der Anzeige auf mehreren Seiten auch Links im Stil 
von „publication/ID/name/jahr/4“ gab, mussten diese auch korrekt umgeleitet werden. 
Der logische Ablauf der Weiterleitung wird in Abbildung 24 dargestellt.  
Mailing Lists 
Da die Implementierung von traditionellen Mailing Lists nicht optimal gewesen wäre, 
wurde ein dynamischer Ansatz gewählt. Die Mailing Lists werden anhand der 
Publikation und ihren verlinkten Themen automatisch erstellt. 
Wie gehabt kann ein Mitglied, welches entsprechende Rechte besitzt, einer 
Publikation ein oder mehrere Themen zuweisen. Dies geschieht über den Link 
„categorize“ bei der Anzeige einer Publikation. Nun wird die Baumstruktur der 
Themen angezeigt und durch Klicken auf ein Thema wird dieses automatisch der 
Publikation zugewiesen. Dies geschieht mit Ajax. Deshalb muss die Seite nicht immer 
neu geladen werden (Abb. 25). 
  
Abbildung 24: Schema URL Rewriting 
 
Quelle: Eigene Darstellung 
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Durch Klicken auf „finish categorization“ wird nun eine E-Mail an alle Mitglieder 
geschickt, welche die entsprechenden Themen abonniert haben. Die E-Mail wird nur 
verschickt, falls die Mailing List nicht leer ist. Bei erfolgreichem Versand wird eine 
Meldung angezeigt. Falls Probleme beim Versand auftreten, wird eine Fehlermeldung 
angezeigt. (Abb. 26). 
Jedes Mitglied kann seine abonnierten Themen unter „Subscribe Topic“ verwalten 
und mit „My Topics“ anzeigen lassen. 
  
Abbildung 25: View show_publication.php 
 
Quelle: Eigene Darstellung 
Abbildung 26: Meldungen nach E-Mail Versand 
 
Quelle: Eigene Darstellung 
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In Abbildung 27 wird der Prozess des Emailversands dargestellt. Das Mitglied 
befindet sich zuerst in der View, auf welcher die jeweilige Publikation angezeigt wird. 
Durch Abschliessen der Zuordnung von Themen zu dieser Publikation wird im 
Controller die Funktion finish_categorization() aufgerufen. Diese Funktion holt nun 
alle Themen für diese Publikation (zur Anzeige in der E-Mail) sowie die Mitglieder, 
welche die entsprechenden Themen dieser Publikation abonniert haben. Daraus wird 
die Mailing Liste erstellt. An die Mitglieder dieser Liste wird nun mit der Funktion 
sendEmail() eine E-Mail verschickt. In der E-Mail sind folgende Informationen 
enthalten: 
 Betreff: Eine neue Publikation wurde zu ihren abonnierten Themen 
hinzugefügt 
 Titel der Publikation 
 Autoren der Publikation 
 Link zur Publikation 
 Alle Themen, welche dieser Publikation zugeordnet sind 
 Hinweise, wie neue Themen abonniert werden können oder wie sich das 
Mitglied von der Mailing Liste abmelden kann 
Abschliessend ruft der Controller wieder die View auf und eine Meldung wird 
angehängt (Abb. 26). 
  
Abbildung 27 Vereinfachtes Schema Mailing List 
 
Quelle: Eigene Darstellung 
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4.6 Übersetzung 
Die Webseite kann standardmässig neben Englisch noch auf Deutsch, Niederländisch 
und Norwegisch angezeigt werden. Damit der geschriebene Text der neu 
implementierten Funktionen nicht nur auf Englisch angezeigt wird, musste dieser noch 
übersetzt werden. Dabei wurde der Text nur auf Deutsch übersetzt. 
Die Übersetzungen werden dabei als String in einer speziellen Datei gespeichert. Mit 
dem Tool PoEdit kann diese Datei geöffnet und editiert werden. So wurden alle neu 
hinzugefügten Wörter hier manuell übersetzt. 
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5 Schlussfolgerungen 
5.1 Fazit 
In dieser Arbeit wurde die bestehende Publikationsseite der HES-SO Sierre mit 
zusätzlichen Funktionalitäten versehen. 
Dabei wurden ein CSV- und ein MARCXML-Export der Bibliografien realisiert. Es 
stellte sich heraus, dass ein CSV-Export der Daten nicht ohne Umweg funktioniert. Da 
Excel beim Öffnen einer CSV-Datei die falsche Zeichenkodierung benutzt, werden 
zum Beispiel Umlaute nicht richtig dargestellt. Das Problem kann umgehen werden, in 
dem die CSV-Datei mit der Importfunktion in Excel eingelesen wird. Der Inhalt wird 
auf diese Weise richtig dargestellt. Leider sind die Möglichkeiten begrenzt, einen 
direkten Export in eine Excel-Datei (.xls) zu bewerkstelligen. 
Dann wurde zu Statistikzwecken eine automatische Generierung von Graphen 
implementiert, welche die Anzahl Publikationen pro Jahr anzeigen. Die Informationen 
werden dabei dynamisch aus der Datenbank geholt. Aufgrund eingebauter Filter wie 
beispielsweise das Auswählen der Zeitspanne sind diese Statistiken auch bestens für 
die Zukunft geeignet.  
Um eine Suchmaschinenoptimierung zu erreichen, wurden abschliessend die URLs 
umgeschrieben. Ob dies die gewünschte Wirkung erzielt bleibt abzuwarten. Auch 
nach Migration der neuen Seite werden die Suchmaschinen einige Zeit brauchen, um 
die neue Struktur der Webseite indexieren zu können. Zu dieser letzten Funktionalität 
gehörte ausserdem noch das Erstellen von Mailing Lists. Durch das dynamische 
Erstellen einer solchen Mailing List wird eine E-Mail an alle Mitglieder versendet, die 
ein bestimmtes Thema abonniert haben. Dies geschieht sobald eine neue Publikation 
mit diesem Thema verlinkt wurde. 
Somit wurden alle Hauptfunktionalitäten realisiert. Da das ausgiebige Testen dieser 
Haupterweiterungen auf deren korrekte Funktionsweise im Vordergrund stand und 
somit sehr viel Zeit in Anspruch nahm, konnte keines der optionalen Ziele realisiert 
werden. 
5.2 Ausblick und Erweiterbarkeit 
Die komplette Webseite mit Erweiterungen wird demnächst in das System 
eingebunden. Somit wird die alte Seite ersetzt. Es bleibt nur zu hoffen, dass die 
Migration problemlos verläuft. Zwar wurde die Seite extensiv getestet, doch eine 
vollständig fehlerfreie Software zu programmieren ist nahezu unmöglich. 
Folgende potentielle Erweiterungsmöglichkeiten bieten sich für zukünftige Arbeiten 
an: 
 Da die Struktur zur Erstellung einer XML-Datei festgelegt wurde, können nun 
nach einer kleinen Anpassung Daten in ein beliebiges XML-Schema exportiert 
Schlussfolgerungen  31 
© Samuel Werner 
werden. 
 Mit jpgraph ist eine leistungsstarke Bibliothek in das System integriert worden. 
Weitere Statistiken wie etwa die Anzeige der Anzahl Autoren sind dadurch 
leicht einzubinden. 
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Glossar 
Ajax Erlaubt eine asynchrone Übertragung zwischen Server 
und Browser. Somit können Funktionen aufgerufen 
werden, ohne die Webseite neu zu laden. 
API Schnittstelle zur Anwendungsprogrammierung 
BibTeX und RIS Formate zum Austausch von Bibliografien 
BIFF5 / BIFF8 Von Excel eingesetzte Formate 
Cache Zwischenspeicher 
CSS Formatierungssprache für HTML-Dateien 
CSV Dateiformat, in welchem Daten getrennt durch Komma 
oder Semikolon gespeichert werden können. 
Framework Programmiergerüst, das als Basis für z.B. eine Webseite 
dienen kann. 
FTP Netzwerkprotokoll zur Übertragung von Dateien über 
IP-Netzwerke 
GD Library Programmbibliothek zur Erstellung von Grafiken 
HES-SO Haute Ecole Spécialisée de Suisse occidentale – 
Fachhochschule Westschweiz 
HTTP Protokoll zur Übertragung von Informationen aus dem 
Internet an einen Browser 
ID Identifikationsnummer 
JavaScript Skriptsprache zum Hinzufügen von erweiterten 
Anzeigeeffekten  
JSON JavaScript Datenformat zum Austausch von 
Informationen 
Library Programmbibliothek 
Mailing List E-Mail Versandliste 
MARCXML Ein XML-Schema, das vom Library of Congress 
entwickelt wurde, um den Austausch von Bibliografien 
zu erleichtern. 
MySQL Relationales Datenbankverwaltungssystem 
OLE Protokoll, dass die Zusammenarbeit unterschiedlicher 
Applikationen ermöglicht 
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Open Source öffentlich zugänglicher Quelltext einer Software 
Pattern Entwurfsmuster, das für wiederkehrende Probleme 
verwendet werden kann 
PHP Skriptsprache, die zur Erstellung dynamischer 




URL Uniform Ressource Locator – Internetadresse 
Webbrowser Software zum Anzeigen von Internetseiten 
XML-Tag Einzelnes Element in einer XML-Datei 
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Bestätigung 
Ich bestätige hiermit, dass ich die vorliegende Bachelorarbeit alleine und nur mit den 
angegebenen Hilfsmitteln realisiert habe und dass ich ausschliesslich die erwähnten 
Quellen benutzt habe. Ohne Einverständnis des Studiengangleiters und des für die 
Bachelorarbeit verantwortlichen Dozenten sowie des Forschungspartners, mit dem ich 
zusammengearbeitet habe, werde ich diesen Bericht an niemanden verteilen, ausser an 
die Personen, die mir die wichtigsten Informationen für die Verfassung dieses Berichts 
geliefert haben. 
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Arbeitsrapport TD 2009-2010 Page 1 of 1 
 
Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 1 
(17. Mai 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Einführung in das Projekt (Informationssitzung)  2 
Sitzung mit J. Hennebert und H. Müller  1 
Lesen von Bachelor-Dokumenten  4 
Erstellung des Pflichtenhefts  4 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 2 
(24. Mai 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  0.5 
Sitzung mit J. Hennebert  1 
Anfangsplanung  4 
Suche von Möglichkeiten zur Generierung von Grafiken  8 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 3 
(31. Mai 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  0.5 
Sitzung mit H. Müller  1 
Sitzung mit C. Pignat  1 
Studieren/Verstehen der Website und Aigaion  16 
   
   
TOTAL  18.5 
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Probleme / Lösungen 
Beschreibung des Problems Beschreibung der Lösung (wenn gefunden…)  
Kein Login für die Webseite erhalten. Md5-Hash vom admin-Passwort in der Datenbank 
in google eingegeben und den dazugehörigen 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 4 
(7. Juni 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Studieren/Verstehen der Website Aigaion  8 
Suche von Möglichkeiten zur Generierung von Grafiken  8 
   
   
TOTAL  17 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 5  
(14. Juni 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Sitzung mit J. Hennebert  1 
Suche Möglichkeiten zur Generierung von Grafiken  8 
Suche Möglichkeiten zum Export von Daten  24 
Abschlussdokumentation (Dokumentstruktur & Stichwörter)  2 
   
TOTAL  36 
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Probleme / Lösungen 
Beschreibung des Problems Beschreibung der Lösung (wenn gefunden…)  
GD-Graphics Library Fehlermeldung beim Test-
Konvertieren eines Arrays in eine Grafik. 
Installation des Pakets php5-gd über yast 























Welche Daten müssen mindestens grafisch dargestellt werden? 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 6  
(5. Juli 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Sitzung mit J. Hennebert  1 
Implementierung Export von Daten  40 
Studieren/Verstehen von Aigaion (CodeIgniter, XML)  2 
Abschlussdokumentation (Stichwörter)  2 
   
TOTAL  46 
 
 
Arbeitsrapport TD 2009-2010 Page 2 of 2 
 
Probleme / Lösungen 
Beschreibung des Problems Beschreibung der Lösung (wenn gefunden…)  
Excel Spaltenbreite wird nicht angepasst beim 
Öffnen einer csv-Datei. 
Nicht lösbar. Spaltenbreite muss manuell 
angepasst werden. 
Monat wird nur im folgenden Format dargestellt 
beim Export: „January“, „February“, etc. 
 
Chronologisch nach Monat sortieren eventuell 
schwer, da Monat als String gespeichert ist. 
(„January“,…) 
 
Bei Publikationen vom Typ „Misc“ wird das Journal 
nicht angezeigt beim Exportieren. 
Fehler behoben im <journal>-Tag in der XML-
Datei. 
Beim XML wird der Strichpunkt vor dem Autor 
nicht eingefügt, wenn der Titel mit einem 
Satzzeichen endet („.“, „,“, „?“). 












Export komplizierter als gedacht!  
Fragen 
 
- Export-Filter nach Typ (Book, Article, …)? 
- Wie soll Autoren-Filter funktionieren? Wieso werden nicht alle Autoren aufgelistet, sondern 
immer nur 1-2. 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 7  
(12. Juli 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Implementierung Export von Daten  8 
Analyse Suchmaschinenoptimierung  8 
Implementierung Generierung von Grafiken/Statistiken  24 
Abschlussdokumentation (Stichwörter)  2 
   
TOTAL  42 
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Probleme / Lösungen 
Beschreibung des Problems Beschreibung der Lösung (wenn gefunden…)  
Nach Monat sortieren beim Export schwer, da 
Monat als String gespeichert ist. („January“,…). 
Sehr schwer umzusetzen auch im Parser-
Funktion, da es auch Monate im Format 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 8  
(19. Juli 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Sitzung mit H. Müller  1 
URL Rewriting  16 
Implementierung Generierung von Grafiken/Statistiken  24 
Abschlussdokumentation (Stichwörter)  1 
   
TOTAL  43 
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Probleme / Lösungen 
Beschreibung des Problems Beschreibung der Lösung (wenn gefunden…)  
URL Rewriting: URLs im Stil von 
http://publications.hevs.ch/author/vorname_ 
nachname nur sehr schwer zu realisieren, da das 
System den letzten Teil zum Suchen des Autors 
braucht und das mit Namen statt ID zu Problemen 
führen kann, wenn es z.B. 2 Authoren mit 
gleichem Namen gibt. 
…/vorname-nachname 
…/vorname-nachname-2 ist nicht sehr 
benutzerfreundlich. 
ID wurde zum Identifizieren des Autors belassen 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 9  
(26. Juli 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Sitzung mit J. Hennebert  2 
URL Rewriting  8 
Implementierung Generierung von Grafiken/Statistiken  8 
Mailing Lists  16 
Export nach RERO  8 
   
TOTAL  43 
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Probleme / Lösungen 



















RERO Implementierung sehr komplex. Herr Formaz von IDIAP hat schon eine Lösung für den 
Export nach Marc21 auf http://publications.idiap.ch implementiert. Habe ihn per Mail kontaktiert. 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 10  
(2. August 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Export nach RERO  16 
Testen und Optimieren der Website  20 
Abschlussdokumentation  4 
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Informationssystem für die Verwaltung von 
wissenschaftlichen Publikationen 
 
Samuel Werner  
Verantwortlicher Dozent : Jean Hennebert 
Woche : 11  
(9. August 2010) 
 
Deklaration Wochenstunden 
Aufgabe  Stunden 
Projektverwaltung  1 
Abschlussdokumentation und DVD  48 
   
   
TOTAL  49 
 





Informationssystem für die Verwaltung 







Die HES-SO Sierre hat kürzlich ein Verwaltungssystem für wissenschaftliche Publikationen 
realisiert, was sich unter http://publications.hevs.ch befindet. Die Webseite basiert dabei auf 
dem Open Source Tool Aigaion, welches öffentlich verfügbar ist und weltweit verwendet 
wird. Das aktuelle System ist sehr leistungsstark für die grundlegende Verwaltung von 
erstellten Publikationen. Dabei ist es möglich, Publikationen sehr einfach in das System 
aufzunehmen, zu verändern oder zu löschen. Im Hintergrund läuft eine MySQL-Datenbank. 
 
Die Funktionalitäten auf höherem Niveau sind jedoch stark limitiert. In der Arbeit geht es 





Die Funktionalitäten können thematisch in folgende drei Punkte aufgeteilt werden: 
 
1. Generierung von Grafiken und Rapporten 
Damit die Informationen besser visualisiert werden können, sollen in einem ersten Schritt 
verschiedene Lösungen analysiert werden, mit denen man Grafiken im Stil von Dashboards 
erstellen kann. Dabei soll darauf geachtet werden, dass die neue Technologie kompatibel mit 
der vorhandenen Website und Aigaion ist. Es soll dann eine Lösung ausgewählt werden, mit 
der die Rapporte in Zusammenhang mit den Statistiken der jährlichen Publikationen 
generiert werden. Dies soll anhand von Institut aber auch anhand von Person erfolgen. 
 
 
2. Export von Daten 
Ziel ist es, verschiedene Möglichkeiten zu analysieren, um einen reibungslosen und optisch 
ansprechenden Export der Publikationen, den Autoren und den Informationen in eine Excel-
Tabelle zu ermöglichen. Die beste Lösung soll dann implementiert werden. 
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3. Sichtbarkeit der Seite erhöhen 
Hier sollen verschiedene Techniken analysiert und implementiert werden, die die 
Wahrnehmung der Seite verbessern. Im Spezifischen sind dies: 
- Suchmaschinenoptimierung: Die Seite soll von Suchmaschinen besser gefunden 
werden. Dazu sollen eine Reihe von Methoden implementiert werden wie z.B. URL 
Rewriting, d.h. URLs zu Autoren werden automatisch umgeschrieben, damit sie vom 
Benutzer und Suchmaschinen besser gefunden werden, z.B. 
http://publications.hevs.ch/index.php/authors/show/7 wird zu 
http://publications.hevs.ch/henning.mueller 
- Mailing Lists: Mitglieder erhalten automatisch eine E-Mail, wenn z.B. eine neue 
Publikation veröffentlicht wurde. 
 
Optionale Funktionalitäten 
- Aufbereitung und Veröffentlichung der Lösungen im Sinne einer Erweiterung von 
Aigaion 
- Automatisches Erkennen von Browser und Gerät (PC, Mobile Phone, etc.), damit die 
Seite entsprechend dargestellt wird. 
- Implementierung von Schlagwortwolken (tag clouds), um die Kompetenzen und 
Themen der einzelnen Autoren zu verdeutlichen. Es gibt zwar schon eine Möglichkeit 
Tag clouds zu integrieren, jedoch wird dies anhand von selber definierten 
Stichwörtern realisiert. Das neue System soll die Schlagwortwolke automatisch 
anhand der veröffentlichten Arbeiten des Autors generieren. 
 
 
Planung des Projekts 
 
1. Teil: Einführung ins Projekt 
- Studieren und Verstehen der jetzigen Webpage und Aigaion (Code, etc.) 
 
2. Teil: Analyse  
- Suche nach verschiedenen Tools und Möglichkeiten zur Generierung von Rapporten 
und Grafiken 
- Auswertung von möglichen Tools zum Export von Daten 
- Untersuchung der generellen Funktionsweise von Suchmaschinen und Analyse 
verschiedener Methoden zur Suchmaschinenoptimierung 
 
3. Teil: Implementierung 
- Implementierung: Generierung von Grafiken und Rapporten 
- Implementierung: Export von Daten 
- Implementierung: Tools zur Erhöhung der Sichtbarkeit der Seite 
 
4. Teil: Unterlagen 
- Planung Soll/Ist des Projekts 
- Abschlussdokumentation und CD 
- Pflichtenheft 
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Verwaltung des Projekts 
 
Planung Soll/Ist 
Am Anfang des Projekts wird eine Planung über den gesamten Zeitraum des Projekts 
erstellt. Wöchentlich wird überprüft, wie der aktuelle Stand ist und wo es Probleme gibt. Die 
effektiv gebrauchte Zeit wird jede Woche festgehalten, damit der Unterschied zwischen Soll 
und Ist jederzeit ersichtlich ist. 
 
Wöchentliche Sitzung 
Jede Woche findet eine Sitzung mit dem Dozenten Jean Hennebert und/oder Henning 
Müller, der die Rolle des Kunden einnimmt, statt um Probleme, den aktuellen Stand und das 










Dozent:  Student: 





.........................................  ........................................ 
(Jean Hennebert)  (Samuel Werner)  
