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ABSTRAKT
Tato bakalářská práce je zaměřena na tvorbu webových aplikací a služeb s využitím
programovacího jazyka C# a vývojového prostředí Microsoft Visual Studio 2010. Práce
je rozdělena do tří kapitol. První zkoumá technologie ASP.NET pro vývoj webových
aplikací a služeb. Poskytuje náhled na v současnosti používané oblasti ASP.NET. Dále
představuje vývoj verzí, funkcí a komponent této technologie. Druhá kapitola se zabývá
vlastnostmi a užíváním webové služby. Následuje návod pro vytvoření jednoduché webové
služby a složitější služby pro matematické operace. Její funkce využívají konzolový klient
a klient s uživatelským rozhraním. Třetí kapitola je zaměřena na vývoj plnohodnotné
webové aplikace pro rezervaci laboratoří a učeben. Je zde postup vytvoření databáze,
založení projektu a využití technologií pro správnou funkci aplikace. V závěru kapitoly je
předvedeno uživatelské používání této aplikace spojené se screenshoty.
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ABSTRACT
This thesis is focused on creating Web applications and services using the programming
language C# and the Microsoft development environment Visual Studio 2010. This paper
is divided into three chapters. The first one examines the ASP.NET technologies for the
development of Web applications and services. It provides insight into the areas currently
used in ASP.NET. In addition to this, it presents the development of versions, functions
and components of this technology. The second chapter deals with the properties and
use of Web services. The instructions for creating simple Web services and services for
complex mathematical operations follow. Its functions are used by the console clients and
the clients with user interface. The third chapter focuses on the development of a full Web
application for booking classrooms and laboratories. There is a procedure for creating
a database, setting up the project and the use of technology for proper functioning of
the applications. At the end of the chapter, using the application supplemented with the
screenshots is presented to the user.
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ÚVOD
Cílem této práce je prozkoumat platformy .NET pro návrh webových aplikací a slu-
žeb. Všechny programy budou řešeny ve vývojovém prostředí Microsoft Visual Stu-
dio 2010 s využitím programovacího jazyka C#. Hlavním úkolem je vytvoření webové
služby a webové aplikace pro demonstraci funkcí jednotlivých technologií. Webová
aplikace bude rozebrána do detailů s odpovídající úrovní programování, zatímco u
webové služby bude předveden postup vytvoření služby a jednoduché metody pro
názornost činnosti.
První kapitola představuje technologii ASP.NET a její vlastnosti. Popisuje histo-
rický vývoj verzí ASP.NET a současně ukazuje její oblasti pro programování webo-
vých aplikací.
Druhá kapitola prezentuje webové služby. Na začátku jsou znaky služby a jejich
deklarace. Následuje jednoduchý příklad webové služby a konzolového klienta, který
bude využívat její funkce pro výsledek řešení operace. Klient je následně zdokona-
len, aby mohl disponovat se všemi funkcemi služby, poskytl uživateli menu a výběr
operací. Na závěr kapitoly je klient vytvořen jako win-form aplikace s uživatelským
rozhraním.
Třetí kapitola se věnuje webové aplikaci, která bude sloužit jako rezervační sys-
tém učeben a laboratoří. V úvodu kapitoly je rozbor zadání a následně návrh řešení,
ze kterého vyplyne struktura databáze a webu. Postupně je založen projekt webové
aplikace a s ním vytvoření databáze. Dále jsou do projektu zařazeny komponenty
např. vzory stránek, webové formuláře a navigace. Z aplikační části je v této kapi-
tole nastíněn postup vytvoření vlastních providerů pro navigaci, providerů pro práci
s uživateli a jejich konfigurace. Dále je představeno využití technologie LINQ a tříd
pro práci s daty. Ve druhé části kapitoly je ukázáno používání aplikace spojené se
screenshoty.
V příloze je vypsán obsah souborů na přiloženém CD, skript pro tvorbu databáze,
konfigurace providerů a zdrojový kód vytvořených tříd.
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1 ASP.NET
Základem každé webové aplikace a služby je platforma .NET Framework, který je
rámcem .NET. Součástí této technologie je infrastruktura ASP.NET, pomocí které
mohou weby pracovat. Tato infrastruktura je definována ve specifikaci společného
jazyka CLS (Common Language Specification). CLS je určitou sadou pravidel, která
poskytuje homogenní prostředí pro komunikaci mezi objekty.
Předtím než je možné spustit aplikaci ASP.NET, kterou máte napsanou pomocí
jazyků C# nebo VB, je nutné ji nejprve zkompilovat. Aplikace prochází dvěma
kompilačními etapami. V první etapě se kód C# zkompiluje do přechodného ja-
zyka MSIL (MicroSoft Intermediate Language) nebo jen IL. Tento krok zajišťuje
použití různých programovacích jazyků. K tomu dochází, když se stránka poprvé
překládá nebo se vykoná předem (precompiling). Druhá část nastává těsně předtím,
než se stránka skutečně spustí. Zde se kód IL přeloží do nativního nízkoúrovňového
strojového kódu pomocí kompilátoru JIT (Just In Time). Veškerý kód ASP.NET se
vykonává na straně serveru, klient tedy nikdy neobdrží zkompilovaný kód a nemá
žádnou možnost jak ho dekompilovat.
Nejdůležitějším aspektem enginu ASP.NET je to, že běží uvnitř runtimového
prostředí CLR. Zmiňované prostředí zajistí aplikaci automatické alokování a uvolňo-
vání paměti podle potřeby, zamezuje vzniku nízkoúrovňových chyb, ukládá metadata
a podporuje vícevláknový fond, který mohou využívat různé třídy (multithreading).
ASP.NET je objektově orientované, kód má přístup ke všem objektům v .NET Fra-
meworku a poskytuje uživateli objektově orientované prostředí (OOP). Využití je
hlavně u serverových ovládacích prvků. Vývojář není nucen psát ručně zdrojový kód
HTML (HyperText Markup Language). ASP.NET podporuje všechny prohlížeče,
snaží se sjednotit vzhled a funkci webových ovládacích prvků pomocí DHTML (Dy-
namic HTML), JavaScriptu a dalších technologií. Tou může je například Ajax, která
zjišťuje verzi prohlížeče pro zajištění jednotného chování.
V neposlední řadě je třeba zmínit, že ASP.NET se snadno konfiguruje a nasa-
zuje na server, kdy stačí nakopírovat vytvořené soubory a databázi do virtuálního
adresáře serveru. Konfigurovat můžete i za běhu aplikace v souboru web.config. [7]
ASP.NET prodělalo čtyři důležité historické vývoje:
1. verze 1.0 a 1.1 - rychle se stala standardem pro vývoj webových aplikací.
Zásadní model pro návrh webových stránek byl webový formulář (web forms).
ASP.NET vytvoří nejprve instanci objektu stránky, a poté vytvoří objekty
pro všechny ovládací prvky, které jsou uvnitř této stránky. Stránka projde po-
sloupností událostí jejího životního cyklu, následně se realizuje finální HTML
a uvolní se z paměti.
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2. verze 2.0 - ASP.NET 2.0 si nechalo jádro z předchozí verze a soustředilo se
na vývoj nových funkcí.
• Vzory stránek (master pages). Jsou šablony stránky, které lze znovu vyu-
žívat v přidružených stránkách (content pages). To celé má za důsledek,
že si lze vytvořit záhlaví, zápatí a navigaci v hlavní stránce, a poté je
využívat v přidružené stránce bez opětovného programování.
• Motivy (themes). Poskytují uživateli naformátovat libovolný prvek
stránky, formátování se následně aplikuje pro celý web, takže budou mít
stránky jednotný vzhled.
• Navigace. Zahrnuje mechanismus pro definování map webu, které mají
na starosti logické uspořádání stránek. Dále zahrnuje navigační ovládací
prvky.
• Bezpečnost. Přidány nové funkce zabezpečení webu, např. autorizace zalo-
žená na rolích. Dodány ovládací prvky pro přihlášení uživatelů, registraci
a získání zapomenutého hesla.
• Zdroje dat. Oproti minulým verzím se nemusí ručně vypisovat kód pro
přístup k datům. Model ovládacích prvků pro zdroje dat umožňuje určit
deklarativně, v jazyku značek, jak stránka bude komunikovat s datovým
zdrojem.
• Web parts. Poskytují předem zabudovaný portálový framework s plovou-
cím rozvržením a podporou přetahování myší.
• Profily (providers). Umožňují ukládat informace o uživatelích, o které
se starají zprostředkovatelé. Zprostředkovatele lze měnit bez zásahu do
stránek nebo databáze.
3. verze 3.5 - přináší dvě nové velké oblasti:
• LINQ (Language Integrated Query)
LINQ je sada rozšíření pro jazyky C# a VB. Umožňuje psát kód, který
manipuluje s daty v paměti místo psaní dotazů nad databází. Obsa-
huje přibližně 40 operátorů pro dotazování jako jsou např. select, from,
where, . . .
LINQ to Objects umožňuje vzít kolekci objektů a vytvořit nad ní speci-
fický dotaz. Tuto funkci můžete využívat nejen pro ASP.NET ale i pro
aplikace .NET.
LINQ to Data poskytuje také dotazování nad objekty dat, a dále LINQ
to XML, která pracuje s daty XML.
LINQ to Entities vytváří řádně parametrizovaný dotaz SQL, který je
závislý na kódu napsaným uživatelem. Výhodou je, že se nemusí psát kód
pro přístup k datům, ani používat objekty ADO.NET.
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• AJAX (Asynchronous JavaScript and XML).
Když dojde k určité události na stránce, webový prohlížeč odesílá požada-
vek serveru a ten vrací aktualizace celé stránky. Problém nastává tehdy,
když by se požadavek odesílal příliš často, a to řeší AJAX. Princip spo-
čívá v tom, že ve stránce nastane událost, prohlížeč spustí asynchronní
volání ASP.NET a server vrátí pouze data, která se použila k aktuali-
zaci stránky. AJAX je skriptovací technika na straně klienta využívaná
v prvcích jako je např. Menu.
4. verze 4.0 - nejnovější verze ASP.NET pokračuje ve vylepšování stávajících
a doplňování nových oblastí pro tvorbu webových stránek.
• Konzistentní realizace XHTML. XHTML (Extensible HyperText Markup
Language) je značkovací jazyk, který se používá pro webové formuláře.
Na rozdíl od HTML musí být všechny tagy ukončené (příklad <br />).
• Aktualizovaná detekce prohlížeče.
• Komprimace stavu relace. Microsoft přidal jmenný prostor
System.IO.Compression. Jedná se o komprimování dat, která se předá-
vají mimoprocesorové službě o stavu relace.
• Stav zobrazení na výslovné vyžádání (opt-in view state). Umožňuje zmen-
šit velikost stránek tím, že vypnete sledování stavu zobrazení prvku nebo
celé stránky.
• Rozšířitelné cachování. Poskytuje vývojářům používat nové typy cacho-
vacích úložišť.
• Ovládací prvek Chart. Tento prvek slouží pro vytvoření grafů, obsahuje
širokou paletu typů 2D a 3D grafů.
• Předělané Visual Studio. Microsoft vylepšil IntelliSense a vizuální návr-
hář.
• Směrování (routing). Podpora smysluplné URL (Uniform Resource Lo-
cator), navíc se tato technologie využívá i při přesměrování požadavků
webového formuláře.
• Webové balíčky, jsou zkomprimované soubory s aplikačním obsahem, na-
stavením IIS a schématy databází SQL Serveru. Tyto balíčky lze stáhnou
pomocí Visual Studia.
• ASP.NET MVC (Model-View-Controller).
Upouští se od modelu webových formulářů a projekt je rozdělen do tří
logických částí. Model poskytuje obchodní kód vytvořený pro aplikaci, to
je např. způsob ověřování a přístup k datům. Zobrazení (view) vytváří re-
prezentaci modelu převedením do HTML stránky. Kontroler (controller)
aktualizuje model, předává informace do zobrazení, dohlíží na interakce
s uživatelem. Hlavní výhodou je testování, je možné vytvořit unit testy,
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které automaticky prověří funkčnost aplikace, což u webových formulářů
není možné.
• ASP.NET Dynamic data
Je framework, který umožňuje vytvořit aplikaci řízenou daty. Rozšiřuje
funkce pro práci s daty, ovládací prvky GridView, FormView a Detail-
sView. Využívá šablon založených na polích. Pokud se Dynamic Data
využívají v součinnosti s LINQ to SQL nebo LINQ to Entities, nabízí to
nejlepší pro práci s daty od návrhu databázového systému až po vkládání
a manipulaci s nimi.
• Silverlight
Umožňuje vytvářet bohatěji stránky, než se dají udělat s HTML, DHTML
a JavaScriptem. Využívá k tomu Adobe Flash, umožňuje kreslit dvou-
rozměrné grafiky, animovat nebo přehrávat multimediální soubory. Sil-
verlight je o kódu na straně klienta, pracuje prostřednictvím zásuvného
modulu (plug-in). Sjednocuje kód .NET všech webových prohlížečů a ope-
račních systémů. Nefunguje však na straně serveru, např. při provádění
peněžitých plateb. [7]
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2 WEBOVÉ SLUŽBY
Webová služba pracuje na webovém serveru a nemá uživatelské rozhraní. Tato služba
může obsahovat webové metody, které jsou poskytovány jiným aplikacím. Webové
služby, někdy také nazývané webové služby XML (Extensible Markup Language),
což je značkovací jazyk, který převádí direktivy do strojového jazyka, jsou součástí
světa Microsoft .NET, ve kterém komunikují pomocí protokolu HTTP (Hypertext
Transfer Protocol) a SOAP (Simple Object Access Protocol). Protokol SOAP slouží
pro výměnu zpráv XML komunikace webových služeb. Služby jsou popsané soubo-
rem WSDL (Web Service Definition Language), popisuje jejich funkce a způsob ko-
munikace. Uživatelé mohou služby snadno nalézt, protože jsou registrované v UDDI
(Universal Discovery Description and Integration).
Webové služby jsou implementovány v souborech *.asmx. ASMX je speciální
přípona názvů souborů zaregistrovaná pro ASP.NET (konkrétně pro určitý ovladač
HTTP ASP.NET) v souboru machine.config. Soubory ASMX začínající direk-
tivami @Webservice. Tato direktiva musí přinejmenším obsahovat atribut Class
identifikující třídu, která tvoří webovou službu. Třídy webových služeb lze opatřit
volitelnými atributy Webservice. Ten v našem příkladu přiřazuje webové službě ná-
zev (Name) a popis (Description), jež se zobrazí na stránce HTML vygenerované
v okamžiku, kdy si uživatel zobrazí webovou službu ve svém prohlížeči. Atribut
Webservice rovněž podporuje parametr Namespace, který lze použít ke změně názvu
jmenného prostoru XML, jenž určuje obor platnosti členů webové služby. Webové
služby se deklarují tak, že se veřejné metody označují atributy Webmethod. Více
informací o direktivách a atributech naleznete v následujícím příkladu Vytvoření
webové služby 2.1. [9]
2.1 Vytvoření webové služby
1. Spusťte Visual studio 2010.
2. Ve File menu nalezněte New a klikněte na Web Site.
3. ZvolteASP.NETWeb Service, popřípadě nastavte verzi .NET Frameworku. 1
Zde je zvolená verze 3.5, jak je uvedeno na obrázku č. 2.1.
4. Klikněte na Browse.
5. Poté na Local IIS.
6. Dále na Default Web Site.
1Verze .NET Frameworku má značný vliv na zakládání projektů a jejich metody. Poskytuje
různé komponenty a oblasti využití pro tvorbu aplikací.
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7. V pravém horním rohu klikněte na Create New Web Application, před-
vedeno na obrázku č. 2.2, Visual Studio zde vytvoří IIS Webovou aplikaci.
Obr. 2.1: Vytvoření webové služby.
8. Napište jméno webové služby, např. WebService.
9. Klikněte na Open. Zobrazí se dialogové okno s názvem nové webové stránky
v dolní navigaci http://localhost/jmeno. Obsahuje protokol a umístění (lo-
calhost). To znamená, že pracujete s místním webem IIS.
10. Pod položkou Installed templates, zvolte programovací jazyk. V tomto pří-
padě Visual C#.
Obr. 2.2: Vytvoření virtuálního adresáře webové služby.
11. Klikněte na OK. Visual Studio vytvoří novou webovou službu a otevře třídu
(Class), pojmenovanou Service, která je výchozí webovou službou.
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2.2 Webová služba Kalkulačka
1. V adresáři Solution Explorer klikněte pravým tlačítkem myši na název
služby: http://localhost/WebService a poté zvolte Add New Item.
2. ZvolteWeb Service, jak je uvedeno na obrázku č. 2.3, napište do pole Name
jméno Calc a ujistěte se, že máte zaškrtnuté pole Place code in separate
file a potvrďte Add.
Obr. 2.3: Přidání komponenty asmx do webové služby.
3. Visual Web Developer vytvoří novou webovou službu, která se skládá ze dvou
souborů. Calc.asmx je soubor, který se uplatňuje při volání metody webové
služby. Kód ve třídě Calc.cs je ve složce App_Code. Soubor obsahuje šablony
pro webové služby a zahrnuje také kódy pro webové metody.
Nyní následuje kód samotné služby. Soubor Calc.asmx by měl obsahovat pouze
jeden řádek:
<%@ WebService Language="C#" CodeBehind=" ~/App_Code/Calc . c s " Class=" Calc " %>|
Je zde zapsána direktiva @ Webservice obsahující třídu Class. Jazyk Language, ve
kterém je zapsána služba. Dále CodeBehind – kód na pozadí, který přesunuje třídy
webových služeb do samostatně kompilovaných knihoven.
Následuje soubor Calc.cs.
Definice jmenných prostorů.
us ing System ;
us ing System . Collections . Generic ;
us ing System . Linq ;
us ing System . Web ;
us ing System . Web . Services ;
Vygenerovaný kód pro popis třídy Calc.
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/// <summary>
/// Summary d e s c r i p t i o n f o r Calc
/// </summary>
Zde si všimněte webové služby:
WebService obsahuje jméno Namespace a popis Description.
WebServiceBinding definuje jednu nebo více metod XML webové služby.
[ WebService (Namespace=" Ca l cu la to r " , Description = " Simple_ar i thmet ic_operat ions " ) ]
[ WebServiceBinding ( ConformsTo = WsiProfiles . BasicProfile1_1 ) ]
Jádro webové služby, která je zapsána volitelným atributem
System.Web.Services.WebService. Uvnitř třídy se nachází konstruktor Calc.
pub l i c c l a s s Calc : System . Web . Services . WebService {
pub l i c Calc ( )
{
}
Ve službě je deklarace metody direktivou System.Web.Services.WebMethod. Níže
určená metoda umí sečíst dvě čísla. Po zavolání vrací hodnotu výsledku, přičemž
vstupní parametry jsou dvě celočíselné hodnoty.
[ System . Web . Services . WebMethod ( ) ]
pub l i c i n t add ( i n t a , i n t b )
{
re turn ( a + b ) ;
}
Další kód je postaven na stejném principu s rozdílností funkce.
2.3 Klient webové služby s rozhraním GUI
1. Ve File menu nalezněte New a klikněte na Web Site . . .
2. Označte ASP.NET Web Site jak je uvedeno na obrázku č. 2.4.
3. Klikněte na Browse.
4. Poté na Local IIS.
5. Dále na Default Web Site.
6. V pravém horním rohu klikněte na Create New Web Application. Visual
Web Developer vytvoří novou IIS Webovou aplikaci.
7. Napište jméno webového klienta, např. WebSite.
8. Klikněte na Open.
9. Zobrazí se dialogové okno s názvem nové webové stránky v dolní navigaci
(http://localhost/jmeno).
10. Pod položkou Installed templates zvolte programovací jazyk. V našem pří-
padě se bude pracovat s Visual C#.
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Obr. 2.4: Vytvoření webového klienta.
11. Klikněte na OK. Visual Web Developer vytvoří novou lokální IIS webovou síť
s novou stránkou nazvanou Default.aspx.
2.3.1 Přidání komponent do webového klienta
1. Webová služba je komponenta, na kterou můžete odkazovat pomocí referencí
ve vašem klientovi, proto je třeba jej vytvořit.
2. V pravém Solution Explorer menu klikněte pravým tlačítkem myši na cestu
vaší webové stránky (http://localhost/Website/ ) a vyberte možnost Add Ser-
vice Reference jak je uvedeno na obrázku č. 2.5.
Obr. 2.5: Jak přidat reference.
3. Nalezněte cestu k naší webové službě – stiskněte tlačítko GO. Označte jednu
metodu a klikněte tlačítko Advanced.
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4. Poté stiskněte tlačítkoAddWeb Reference jak je uvedeno na obrázku č. 2.6.
5. Zadejte URL k vaší webové službě a potvrďte stisknutím tlačítka Add Refe-
rence.
Obr. 2.6: Přidání referencí.
6. Visual Web Developer vytvoří složku App_WebReferences, krerá reprezen-
tuje webové reference. Když rozbalíte tuto složku, ve výchozím nastavení vi-
díte cestu, kde se vaše webová služba nachází (localhost). Dále je zde sou-
bor nazev_sluzby.discomap (objevování nových služeb), obsahující dva sou-
bory: nazev_sluzby.disco (zjištění, které webové služby jsou k dispozici)
a nazev_sluby.wsdl (odkaz na webovou službu). [9] [8]
2.4 Volání metod webové služby
1. Otevřete si stránku Default.aspx a přepněte se do návrhového zobrazení.
2. Ze standartní skupiny z panelu nástrojů přetáhněte následující ovládcí prvky
a nastavte jejich parametry podle tabulky č. 2.1.
3. Návrh by tedy měl vypadat podobně jako na obrázku č. 2.7. Nezáleží na umís-
tění komponentů ani na barevném obsahu klienta.
4. Klikněte dvakrát na tlačítko Součet pro vytvoření jeho události.
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Tab. 2.1: Přidání parametrů.
Položka ID Text
Label 1 LblCislo1 Zadejte 1. cislo:
Label 2 LblCislo2 Zadejte 2. cislo:
Label 3 LblVysledekText Vysledek:
Label 4 LblPoznamka Poznamka:
Textbox 1 TbxCislo1
Textbox 2 TbxCislo2
Textbox 3 TbxVyledek
Textbox 4 TbxPoznamka
Button 1 BtnSoucet +
Button 2 BtnRozdil -
Button 3 BtnNasob *
Button 4 ButtonVydel /
5. Ujistěte se, že následující kód pro událost tlačítka odpovídá obsahu vašeho
souboru.
protec ted void BtnSoucet_Click ( ob j e c t sender , EventArgs e )
//Akce p r i s t i s k n u t i t l a c i t k a Soucet
{
localhost . Calc wsCalc = new localhost . Calc ( ) ;
// P r i r a z en i s luzby l o k a l n i promenne
i n t a = System . Convert . ToInt32 ( TbxCislo1 . Text ) ;
//Nacteni c i s l a z textboxu pro c i s l o 1
i n t b = System . Convert . ToInt32 ( TbxCislo2 . Text ) ;
//Nacteni c i s l a z textboxu pro c i s l o 2
VyledekTbx . Text = wsCalc . add (a , b ) . ToString ( ) ;
//Vypis do l abe l u vys l edek po zavo l an i metody pro soucet
}
6. Ošetřete takto všechny tlačítka. Stačí změnit jeden řádek a to ten, který volá
danou službu. Celý kód naleznete v přiložených souborech v příloze A.1.
7. Spusťte program buď pomoctí kombinace CTRL + F5 nebo pomocí tlačítka
nahoře v liště.
8. Zadejte do textového pole první a druhé číslo. Poté stiskněte tlačítko pro
součet. Klient volá metodu webové služby, jak je zobrazeno na obrázku č. 2.8.
Ta mu vrací odpověď (výsledek), která se vypíše do TextBoxu. [10]
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Obr. 2.7: Návrh klienta.
2.5 Ukázkový příklad konzolového klienta webové
služby
1. Ve File menu nalezněte New a klikněte na Project . . .
2. Označte jazyk Visual C#, zvolte Console Application a napište jméno
programu např. ConsoleClientExample.
3. Do vytvořeného souboru vložte do procesu Main následující kód:
localhost . Calc wsCalc = new localhost . Calc ( ) ;
// P r i r a z en i s luzby l o k a l n i promenne
i n t a = 2 ; // Pr i r a z en i hodnoty 2 c i s l u a
i n t b = 2 ; // Pr i r a z en i hodnoty 2 c i s l u b
i n t vysledek = wsCalc . add (a , b ) ;
//Volani webove s luzby add ( soucet ) se 2 parametry ( c i s l o a , c i s l o ←˒
b) , odpoved ulozime do promenne vys l edek
Console . WriteLine ( " Volani ␣webove␣ s luzby ␣pro␣ vys l edek ␣ pr ik ladu : ␣\←˒
n" ) ; //Vypsani r e t e z c e do konzo le (\n j e posun o radek n i z e )
Console . WriteLine ( a +"␣+␣ " +b +"␣=␣ " +vysledek ) ;
//Vypsani r e t e z c e a vys ledku nas i operace do konzo le
Console . Read ( ) ; //Cekani na s t i s k n u t i k lavesy }
4. Komentáře vám jistě vysvětlí význam příslušného kódu. Za povšimnutí stojí
nejdůležitější řádek programu a tím je:
i n t vysledek = wsCalc . add (a , b ) ;
5. Tento řádek uloží do proměnné výsledek hodnotu volání metody add (součet)
se dvěma parametry.
6. Dále musíte přidat reference, aby program namapoval službu, kterou chcete
volat. To uděláte stejně jako v přidávání referencí webového klienta 2.3.1.
7. V pravém Solution Explorer menu klikněte pravým tlačítkem myši na cestu
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Obr. 2.8: Volání Služby.
vašeho programu (ConsoleClientExample) a vyberte možnost Add Service
Reference.
8. Nalezněte cestu k vaší webové službě – klikněte na tlačítkoGO. Označte jednu
metodu a stiskněte tlačítko Advanced.
9. Poté stiskněte tlačítko Add Web Reference
10. Zadejte URL k vaší webové službě a potvrďte tlačítkem Add Reference.
11. Visual Web Developer vytvoří složkuWebReferences. Tato složka reprezentuje
webové reference, které jste přiřadili programu.
12. Nyní spusťte program, který má nadefinované parametry.
13. Klient zavolá službu. Výsledek se poté vypíše do konzolového okna, jak můžete
vidět na obrázku č. 2.9.
2.6 Konzolový klient webové služby
1. Ve File menu nalezněte New a klikněte na Project . . .
2. Označte jazyk Visual C#, zvolte Console Application a napište jméno
programu např. ConsoleClient.
3. Dále musíte přidat reference, aby program namapoval službu, kterou chce vo-
lat. To uděláte stejně jako v přidávání referencí webového klienta 2.3.1.
4. V pravém menu Solution Explorer klikněte pravým tlačítkem myši na cestu
vašeho programu (ConsoleClient) a vyberte možnost Add Service Refe-
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Obr. 2.9: Výpis okna příkladu konzolového klienta.
rence.
5. Nalezněte cestu k Vaší webové službě – stiskněte tlačítko GO. Označte jednu
metodu a stiskněte tlačítko Advanced.
6. Poté klikněte na tlačítko Add Web Reference
7. Zadáte URL k naší webové službě a potvrdíte tlačítkem Add Reference.
8. Visual Web Developer vytvoří složku WebReferences.
9. Nyní je třeba naprogramovat tělo programu.
10. Vytvořte jednoduché MENU
pub l i c void hlavniStranka ( )
// Proces h lavn i st ranka (Na s t a r o s t i h l av i cka a menu programu )
{ //Vypsani s t r i n gu do konzo le (\n j e posun o radek n i z e )
Console . WriteLine ( " . . . . . . . . . . . . . . Vita ␣Vas␣ k l i e n t ␣pro␣webovou␣←˒
s luzbu ␣Kalkulacka . . . . . . . . . . . . . . \ n\n" ) ;
Console . WriteLine ( " Zadavejte ␣pouze␣CISLICE , ␣ kt e r e ␣ po tv rd i t e ␣←˒
klavesou ␣ENTER\n" ) ;
Console . WriteLine ( " Zvo l te ␣ ope rac i ␣ s t i sknut im ␣ p r i s l u s n e ␣ k lavesy : \←˒
n\n␣ 1 . Soucet \n␣ 2 . Rozdi l \n␣ 3 . Nasobeni \n␣ 4 . De len i \n\ nCis lo ␣←˒
operace : " ) ;
}
11. V menu si uživatel vybere číslo podle jednotlivé operace, klient načte číslo
pomocí příkazu Readline a rozřazení obstará příkaz case.
pub l i c void vyhodnot ( ) // Proces vyhodnot ( zde se n a c i t a j i promenne , ←˒
vo la se webova s luzba a nas ledne se vyp i se vys l edek )
{
i n t promenna = in t . Parse ( Console . ReadLine ( ) ) ;
//V menu s i zvol ime ope rac i
switch ( promenna )
//Prepinac nam pro kazde c i s l o umozni r o z d i l n e funkce
{
case 1 : // Pri z v o l e n i c i s l a 1( Soucet )
{
Console . Write ( " \ nZadejte ␣ prvni ␣ c i s l o : ␣ " ) ;
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//Vypis s t r i n gu do konzo le
a = in t . Parse ( Console . ReadLine ( ) ) ;
//Nacteni promenne a z konzo le
Console . Write ( " Zadej te ␣druhe␣ c i s l o : ␣ " ) ;
//Vypis s t r i n gu do konzo le
b = in t . Parse ( Console . ReadLine ( ) ) ;
//Nacteni promenne b z konzo le
localhost . Calc wsCalc = new localhost . Calc ( ) ;
// P r i r a z en i s luzby l o k a l n i promenne
vysledek = wsCalc . add (a , b ) ;
// Zavolani webove s luzby add pro soucet c i s l a a , ←˒
c i s l a b . Ulozen i do promenne vys ledek
Console . WriteLine ( " \nVysledek␣ j e : ␣ " + vysledek ) ;
//Vypsani vys ledku s luzby do konzo le
}
break ;
12. V první operaci je vidět načtení dvou čísel z konzole, které jsou poté odeslány
s požadavkem na součet webové službě. Ten vrátí výsledek, který se uloží do
proměnné a následně vypíše zpět do konzole. Tímto způsobem jsou řešeny
všechny metody služby.
whi le ( end !=0) //Vytvoreni smycky pro navrat do menu + c i l e n e ukonceni
{
.
.
.
.
end = in t . Parse ( Console . ReadLine ( ) ) ;
//Nacteni c i s l a a nas ledne u l o z en i do promenne end , kte ra ←˒
rozhoduje o ukonceni programu ( p r i end=0)
Console . Clear ( ) ; //Vycist ime konzo l i od predchoz ich ope rac i
}
13. Pro zadávání dalších operací, aniž by se musel ukončit program, slouží cyklus
while.
14. Celá funkce klienta je vidět na obrázku č. 2.10.
26
Obr. 2.10: Výpis okna konzolového klienta.
Všechny zdrojové kódy a programy naleznete v příloze A.1, na přiloženém CD.
Webová služba byla zvolena záměrně pro poskytování jednoduchých metod.
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3 WEBOVÉ APLIKACE
Webovou aplikací se obvykle rozumí kolekce souborů (*.html, *.aspx, atd.) a s ní
asociované komponenty. Tuto kolekci sdílí server klientům pomocí přenosového pro-
tokolu HTTP. Webové aplikace se vykonávají na serveru. Klient spustí webový pro-
hlížeč a vznikne HTTP požadavek na přístup ke konkrétnímu prostředku na vzdá-
leném serveru. HTTP je protokol založený na textu a je vybudován pomocí stan-
dardního schématu požadavek/odpověď. Pokud klient zadá určitou adresu, software
prohlížeče použije technologii DNS (Domain Name Service), která převede registro-
vanou URL adresu na 32bitovou číselnou hodnotu složenou ze čtyř částí (IP adresa).
Poté prohlížeč otevře socketové připojení (standardně port 80) a odešle HTTP po-
žadavek na výchozí stránku adresy webu, kterou klient zadal. Životní cyklus stránky
je komplikovanější a rozebírá se později v této kapitole. [10]
Stránky ASP.NET tvoří podstatnou část webové aplikace. Tyto stránky jsou ofi-
ciálně známé jako webové formuláře. Rozhraní webového formuláře je velmi podobné
rozhraní formuláře Windows. Webový formulář se ukládá pod souborem *.aspx, po-
mocí enginu ASP.NET se vygenerují odpovídající objekty a řada událostí.
Hlavní direktivou pro HTML formulář je <form>. V této značce je umístěna
vlastnost runat="server", což jí umožňuje, aby pracovala na straně serveru. Do
těla formuláře lze umisťovat serverové ovládací prvky pomocí direktivy <input>,
mezi ně patří např. textová pole (textbox), zaškrtávací pole (checkbox), tlačítka
(button), atd. Pro odesílání dat na server je třeba vytvořit událost, při které pro-
hlížeč nashromáždí aktuální hodnoty všech prvků a vloží je dohromady do jednoho
řetězce. Řetězec se poté odešle stránce prostřednictvím HTTP operace POST.
Události ASP.NET se mohou rozčlenit podle vzniku událostí.
1. Při spuštění stránky se vytvoří objekty a ovládací prvky. Vykoná se inicializační
kód, stránka se realizuje do HTML a poté se vrátí klientovi. Objekty stránky
se uvolní z paměti serveru.
2. Uživatel v určitém okamžiku vytvoří událost, která spustí odeslání dat na ser-
ver (postback), příkladem může být stisknutí tlačítka - odesílá se celá stránka
se všemi daty formuláře.
3. ASP.NET zachytí vrácenou stránku a znovu vytvoří objekty stránky, přitom
dodržuje změny klienta, které již proběhly.
4. Nyní se spustí událost, která vyvolala odeslání stránky na server (např.
Button.Click). Server provede požadované operace (např. aktualizace data-
báze), poté modifikuje objekty ovládacích prvků tak, aby se zobrazily prove-
dené aktualizace.
5. Modifikovaná stránka se realizuje do HTML a vrátí se klientovi. Objekty
stránky se uvolní z paměti. Pokud klient vyvolá další událost, zopakují se
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kroky 2 až 4.
Důležitou vlastností prvků je také automatické odesílání na server (automatic post-
back), značí se atributem AutoPostBack a nabývá hodnot ve výchozím stavu false
a true. Pomocí této funkce se okamžitě odesílají data na server. Příkladem může být
výběr položky v seznamu, kliknutí na zaškrtávací políčko, změně textu v textovém
poli a spousty dalších.
Jelikož je HTTP bezstavový komunikační protokol, a tedy neuchovává změny,
ASP.NET vytvořil mechanismus stavu zobrazení (view state). Když se stránka ode-
sílá na server, zasílá všechny informace, které uživatel zadal do ovládacích prvků.
ASP.NET poté načte stránku v jejím původním stavu a přizpůsobí podle nových
informací. Problém je v tom, že v dynamickém webovém formuláři může kód změ-
nit více věcí (programátorsky barvu záhlaví, modifikovat určitý úsek statického
textu, . . . ). Tyto změny se neodesílají spolu s formulářovými daty na server. Aby
ASP.NET odstranilo toto omezení, byl vymyšlen mechanismus serializace stavu.
Jakmile se dokončí vykonávání kódu stránky, a předtím než se realizuje finální
HTML, ASP.NET zjistí stav všech ovládacích prvků. Pokud byla nějaká vlastnost
změněna oproti počátečnímu stavu, ASP.NET si to poznamená prostřednictvím ko-
lekce dvojic název/hodnota. Poté jsou všechny informace shromážděny a serializo-
vány jako řetězec Base64. Finální řetězec se vloží do sekce <form> dané stránky jako
skryté pole.
Jednou z nejdůležitější části ASP.NET jsou serverové ovládací prvky (server con-
trols), které pochází ze třídy .NET Frameworku. Reprezentují vizuální komponenty
ve webovém formuláři. Pro každý serverový ovládací prvek platí, že je v něm kód
zobrazení v HTML a kód dodávající mu jeho určitou vlastnost.
Serverové ovládací prvky mohou být rozděleny do kategorií:
• Bohatě vybavené ovládací prvky. Využívají velké množství HTML značek,
ale i JavaScript na straně klienta. Příkladem je Calendar.
• Datové ovládací prvky. Zde se nalézají všechny tabulky, mřížky a seznamy
za účelem zobrazování většího množství dat. Lze na tyto prvky vázat různé
datové zdroje. Patří k nim spousta funkcí, jako je např. vložení, úprava, mazání
a šablony dat. Příkladem lze uvést GridView a FormView.
• Navigační ovládací prvky. Prvky SiteMap a TreeView slouží pro procházení
stránek a navigaci po webu.
• Ovládací prvky pro ASP.NET AJAX. Podporují techniku AJAX, která
obchází cyklus odesílání stránky na server a její následné aktualizace.
• Ovládací prvky pro ASP.NET Dynamic Data. Poskytují podporu tech-
nologie ASP.NET Dynamic Data, která umožňuje vytvořit web řízený daty
vybudováním šablon místo kódu.
• Ovládací prvky pro WebParts. Slouží k podpoře WebParts, což je model
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ASP.NET pro budování webových portálů založených na komponentách.
• Přihlašovací ovládací prvky. Tyto prvky podporují ověřování založené na
formulářích. Pomocí providerů se sleduje stav uživatelů. Slouží k tomu kom-
ponenty jako jsou Login, LoginName a další.
• Serverové ovládací prvky HTML. Třídy, které obsahují standardní značky
HTML a deklarují se atributem runat="server". Příkladem může být
HtmlAnchor pro značku <a>.
• Validační ovládací prvky. Sada prvků, pomocí kterých si vývojář může ově-
řovat definovaná pravidla a standardy. Pokud nejsou pravidla splněna, vývojář
si může zvolit z řady možností (neodesílání stránky, vypsání chyby, vyskočení
chybové hlášky, atd.). Příkladem je prvek CompareValidator.
• Webové ovládací prvky. Třídy, které také duplikují funkcionalitu základ-
ních značek HTML, mají však navíc bohatou sadu metod a vlastností. Vývo-
jářům se k nim lépe přistupuje a také se snadněji deklarují. Tyto prvky jsou
například Button a ListBox. [7]
3.1 Vytvoření webové aplikace
V následujících sekcích je postup vytvoření plnohodnotné webové aplikace s vyu-
žitím vývojového prostředí Microsoft Visual Studia 2010 v programovacím jazyce
C#. Aplikace bude sloužit jako rezervační systém učeben a laboratoří. V systému
budou existovat tři skupiny uživatelů - administrátoři, aktivní uživatelé a uživatelé
s právem pouze prohlížet. V databázi bude seznam učeben a laboratoří podle budov.
Administrátoři mohou uživatelům nastavit seznam učeben a časové intervaly, ve kte-
rých mohou zadávat požadavky nebo prohlížet rezervace. Aktivní uživatelé budou
obeznámeni emailem v případě vzniku rezervace v jejich sledované učebně a sledova-
ném časovém intervalu. Rezervace bude možno zadávat jednorázově či s opakováním
po určitou dobu (například pravidelná výuka po dobu semestru).
3.1.1 Analýza problému a návrh řešení
Databáze
V databázi budou uchována všechna data o uživatelích a jejich právech (role, časové
intervaly, sledované učebny a povolené místnosti). Dále bude databáze obsahovat
seznam budov, učeben a rozvrhů pro zadávání rezervací. V databázi se vytvoří pří-
slušné tabulky, které se vzájemně prováží. Více informací naleznete v sekci Vytvoření
databáze 3.1.2.
30
Uživatelé
Aplikaci bude využívat více lidí. Bez přihlášení se nedostane žádná osoba do webu.
Aktivní uživatelé budou moci pouze prohlížet rezervace. V aplikaci budou existovat
role Admin a Teacher. Role teacher, na rozdíl od uživatele bez role, bude moci
zadávat rezervace (v přiděleném časovém intervalu a do povolené učebny). Uživatel
obdrží e-mail při vzniku rezervace v jeho sledované učebně a čase. Nejdůležitější role
admin bude mít právo přiřadit uživatele do rolí, spravovat uživatelské účty a na-
stavit jim časové úseky a povolené učebny pro zadávání rezervací. Dále bude mít
na starosti seznam budov a místností. Pro správu uživatelů budou použiti provideři
Altairis Web Security, podrobné informace jsou v části Uživatelské účty a role 3.1.6.
Rezervace
Uživatelé v roli admin nebo teacher budou moci zadávat rezervace, ostatní nebudou
mít povolený přístup. Každá rezervace se bude skládat z data, místnosti, uživatele,
popisu a pole, které označí, zda-li je rezervace dlouhotrvající. Povinný údaj je pouze
osoba, datum a místnost. Pro zadávání rezervací bude umístěna ve stránce tabulka
s buňkami, které při kliknutí na ně vyvolají postback. Na serveru se tedy odchytí
událost Click, pro kterou bude napsán kód v C#. Poté se provede nový databin-
ding a tabulka se aktualizuje. Aby se neposílala celá stránka na server, bude v ní
komponenta UpdatePanel - data se budou odesílat pouze o tabulce rozvrhu. Více
informací naleznete v části Práce s daty 3.1.9.
Budovy a místnosti
Protože se rezervace provádí v rozvrhu přiřazené určité místnosti, musí mít učebna
jako parametr budovu, ve které se nachází. Počet budov a místností je neomezený,
důležité je však, že pro jednu místnost existuje právě jeden rozvrh. Správa bude
probíhat pro editaci a mazání v komponentě GridView, pro přidání bude sloužit
komponenta FormView. Používání těchto komponent pro správu dat je popsáno
v části Administrační sekce - správa dat 3.1.11.
Struktura projektu
Všechny osoby budou přesměrovány na stránku Login.aspx pro přihlášení. Po au-
tentizaci budou mít uživatelé povolený přístup (podle rolí) k dalším stránkám. První
stránka Welcome.aspx představí aplikaci. Default.aspx bude sloužit pro zobra-
zení rozvrhů bez možnosti editace, kde se bude předávat parametr URL pro urči-
tou budovu. Ve stránce Book.aspx budou moci uživatelé v roli teacher a admin
zadávat rezervace. Pro správu budov slouží stránka Buildings.aspx, místností Ro-
oms.aspx, uživatelů Users.aspx, nastavení časových intervalů a seznamu povole-
ných učeben k zadání rezervace Time.aspx. Stránka Mail.aspx poskytne rozhraní
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pro nastavení sledovaných učeben a časů uživatelů. Zobrazení, editace a mazání pro-
běhne v komponentě GridView, pro přidávání záznamů bude sloužit komponenta
FormView. K těmto stránkám bude mít přístup pouze uživatel přiřazený v roli ad-
min. Více informací naleznete v části Struktura webu 3.1.8.
Použité technologie
Hlavní technologií je ASP.NET verze 4.0, kterou využíváMicrosoft Visual Studio
2010 pro vývoj webových aplikací a služeb. Dále je pro tvorbu databáze vhodné mít
SQL Server Management Studio. Pro procházení po virtuálních adresářích je
třeba mít nainstalovanou funkci Local IIS (IIS 6 Managment Compatibility). Pro
zasílání e-mailů bude sloužit SMTP server ArGoSoft Mail Server Freeware.
3.1.2 Vytvoření databáze
Základem webové aplikace, která pracuje s daty, je rozsáhlá databáze. Databáze
není nic jiného, než úložiště dat. Základním databázovým jazykem je SQL, který
poskytuje širokou škálu dotazů a příkazů pro ulehčení komunikace mezi uživatelem
a databází.
Webová aplikace bude využívat seznamy učeben, uživatele, rezervace a další.
K těmto účelům je zapotřebí vytvořit si v databázi potřebné tabulky. Existují dva
způsoby. První způsob je založit si soubor *.mdf, který se následně umístí do složky
projektu App_Data. Tento soubor se poté připojí k serveru. Druhý způsob je vy-
tvořit databázi serverem, který si ho uloží do složky Program Files a při startu se
k databázi automaticky připojí. Druhý způsob se využívá v komerčních aplikacích
a poskytuje možnost přistupovat k datům vzdáleně. [11]
Tabulky
Tabulka je z pohledu databáze objekt pro uchování dat. Lze ji reprezentovat jako
dvourozměrné pole - šířku definují sloupce a výšku řádky. Každá tabulka musí mít
minimálně jeden sloupec. Nejprve se nadefinují sloupce a poté se vkládají záznamy
(řádky).
Vytvoření tabulky se provede následujícím příkazem.
CREATE TABLE [ Název_tabulky ] (
[ Jmeno_sloupce ] datovy_typ ( velikost ) NULL/ NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ Jmeno_dalsiho_sloupce ] datovy_typ ( velikost ) NULL/ NOT NULL
FOREIGN KEY ( Jmeno_sloupce ) REFERENCES Název_tabulky ( Jmeno_sloupce_spojeni )
ON UPDATE / ON DELETE akce )
Datový typ je jasně definující rozsah a přesnost. Rozlišuje oddělit od sebe například
slova a čísla. Hlavní datové typy, které jsou použity v databázi aplikace Rezervace
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jsou:
• BIT - 1 bit (rozsah 0-1).
• BINARY(n) - datový typ s pevnou délkou n bytů pro ukládání binárních
dat.
• DATETIME - 8 bytů pro uchování data a času, formát DD.MM.RR HH.MM.
SS rozsah od roku 1753.
• INT - 4 byty (rozsah −231 až 231 − 1).
• VARCHAR(n) - řetězec s variabilní délkou n udávající maximální délku (1
až 8000).
• NVARCHAR(n) - řetězec s variabilní délkou n znaků, zabírá 2 krát více
místa v paměti (unicode kódování) než VARCHAR, ale podporuje diakritiku
a nestandardní znaky. Kvůli dvojnásobku zabraného místa je rozsah n zmenšen
na 1 až 4000.
NULL / NOT NULL - znamená, zda-li při přidávání nového záznamu může zůstat
pole prázdné. NULL - může zůstat prázdné, NOT NULL - nesmí zůstat prázdné.
PRIMARY KEY - jednoznačně identifikuje každý řádek v tabulce. Může to být
buď atribut uživatele (např. rodné číslo) nebo automaticky generován DBMS (Da-
taBase Management System). Pokud má primární klíč typu INT atribut IDEN-
TITY(1,1), bude se generovat primární klíč automaticky od jedničky a s každým
přidaným řádkem se navýší hodnota klíče o jednotku.
FOREIGN KEY - umožňuje vytvořit spojení jednoho či více sloupců dvou tabu-
lek. Příslušný řádek cizí tabulky rozvíjí příslušný řádek zdrojové tabulky, to má za
důsledek možnost definovat akce, při změnách těchto řádků:
• CASCADE - pro klauzuli ON UPDATE se aktualizuje stav v dceřiné tabulce
podle tabulky zdrojové, v případě ON DELETE se smažou oba řádky.
• SET DEFAULT - při smazání zdroje se nastaví hodnota v rozvíjejícím řádku
na výchozí hodnotu.
• SET NULL - to stejné jako SET DEFAULT, ale s tím rozdílem, že se hodnota
nastaví na NULL, tedy prázdné pole.
INSERT INTO - příkaz pro vkládání záznamů do tabulky. Syntaxe je uvedená
níže.
INSERT INTO [ Název_tabulky ] ( [ Jmeno_sloupce ] , [ Jmeno_dalsiho_sloupce ] )
VALUES ( hodnota_1_sloupce , hodnota_2_sloupce )
Důležité pro vkládání řetězce je, že se musí zapsat jako v jiných programovacích
jazycích, a to do jednoduchých uvozovek ’retezec’. Pokud je sloupec označený
jako NOT NULL, musí se do něj vložit hodnota.
Jako praktický příklad je zde vytvoření tabulky Učebny.
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CREATE TABLE [ Rooms ] (
[ RoomId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ BuildingId ] INT NOT NULL
REFERENCES [ Buildings ] ( [ BuildingId ] ) ON DELETE CASCADE,
[ RoomName ] NVARCHAR (100) NOT NULL,
[ DayRows ] INT NOT NULL,
[ HourColumns ] INT NOT NULL
)
DECLARE @RoomId INT
SELECT @RoomId = SCOPE_IDENTITY ( )
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (1 , ’PA−128 ’ , 7 , 14)
SCOPE_IDENTITY() - vrací poslední vloženou hodnotu identity sloupce.
SELECT - slouží pro výpis dat z tabulky. Za něj se uvádí názvy sloupců, které
se mají vypsat, či označení hvězdičky * pro výběr všech sloupců. Poté se příkazem
FROM určí, ze které tabulky se budou vybírat data. Příklad syntaxe je uveden
níže. [10] [5]
SELECT ∗ FROM [ Název_tabulky ] −− vybere vsechny s loupce z tabulky
nebo
SELECT [ Jmeno_sloupce ] , [ Jmeno_dalsiho_sloupce ] FROM [ Název_tabulky ]
−− vybere pouze dva s loupce z tabulky
Tabulky v databázi jsou vytvořeny a provázány podle schématu na obrázku č. 3.1)
Obr. 3.1: Schéma tabulek databáze a jejich provázání.
Struktura databáze je rozdělena na dvě navzájem provázané části:
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První se odvíjí od rozvrhu, který má reference na tabulky Učebny, Uživatelé
a Datum. Tabulka Rozvrh bude obsahovat pole x=14 a y=5, tzn. 5 dní v týdnu a 14
hodin (od 7:00 do 20:50), buňka bude představovat možnou rezervaci, do které se
zapíšou při kliknutí hodnoty: jméno uživatele, popis, a zda-li je rezervace dlouho-
trvající (všechny pole mohou být NULL = volná). Tabulka Učebny má reference
na tabulku Budovy (Budova-> Učebna-> Rozvrh) a poskytuje data tabulkám Čas,
Seznam a Rozvrh. To zajistí, že se uživateli mohou nastavit sledované učebny, časové
intervaly a seznam učeben pro zadávání rezervací.
Druhá část se skládá převážně z dat o uživatelích a jejich přiřazení do rolí. Budou
se používat provideři Altairis Web Security (více v části 3.1.6), pro které je třeba
vygenerovat požadovaný počet tabulek. První je tabulka Uživatelé, která obsahuje
potřebná data o uživatelích, jako jsou např. přihlašovací údaje (jméno, heslo, datum
a čas posledního přihlášení,...). Druhá tabulka Role má pouze jeden sloupec název
role. Třetí tabulka Propojení uživatelů a rolí definuje uživatele a jeho roli.
Skript pro vytvoření databáze je uveden níže.
CREATE TABLE dbo . Users (
UserName nvarchar (100) NOT NULL,
PasswordHash binary (64) NOT NULL,
PasswordSalt binary (128) NOT NULL,
Email nvarchar (max) NOT NULL,
Comment nvarchar (max) NULL,
IsApproved b i t NOT NULL,
DateCreated datetime NOT NULL,
DateLastLogin datetime NULL,
DateLastActivity datetime NULL,
DateLastPasswordChange datetime NOT NULL,
CONSTRAINT PK_Users PRIMARY KEY CLUSTERED ( UserName )
)
CREATE TABLE dbo . Roles (
RoleName nvarchar (100) NOT NULL,
CONSTRAINT PK_Roles PRIMARY KEY CLUSTERED ( RoleName )
)
CREATE TABLE dbo . RoleMemberships (
UserName nvarchar (100) NOT NULL,
RoleName nvarchar (100) NOT NULL,
CONSTRAINT PK_RoleMemberships PRIMARY KEY CLUSTERED ( UserName , RoleName ) ,
CONSTRAINT FK_RoleMemberships_Roles
FOREIGN KEY ( RoleName ) REFERENCES dbo . Roles ( RoleName )
ON UPDATE CASCADE ON DELETE CASCADE,
)
ALTER TABLE dbo . RoleMemberships
ADD CONSTRAINT FK_RoleMemberships_Users
FOREIGN KEY ( UserName ) REFERENCES dbo . Users ( UserName )
ON UPDATE CASCADE ON DELETE CASCADE
Postup vytvoření databáze pomocí SQL Server Management Studia:
1. Spusťte si program SQL Server Management Studio a v něm si vytvořte novou
databázi kliknutím pravým tlačítkem myši na složkuDatabases a potvrzením
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prvního řádku New Database...
2. V poli Database name: napište název své databáze a potvrďte tlačítkem
OK.
3. Nyní musíte nastavit práva přístupu do databáze. V levém stromu rozbalte
složku své vytvořené databáze a poté položku Security. Pokud tam není uži-
vatel IIS APPPOOL\ASP.NET v4.0 tak ho přidejte.
4. V detailu tohoto uživatele v sekci User Mapping, zaškrtnete v horním se-
znamu tu databázi, kam uživateli chcete přidělit oprávnění. Poté dole vyberte
roli pro tuto databázi - db_owner.
5. Nyní je potřeba zadat SQL script (celý script naleznete v příloze části A.2)
pro vytvoření tabulek v databázi, klikněte na tlačítko v horním panelu New
Query. [11]
6. Zadejte script do nově otevřeného okna a spusťte jej proti databázi tlačítkem
Execute jak je zobrazeno na obrázku č. 3.2.
7. Nejdříve zadejte skript pro vytvoření tabulek pro správu uživatelů (3 tabulky
- Users, Roles, RoleMembership). Postupně spusťte skript pro každou tabulku
zvlášť - UserProfiles, poté Buildings, Rooms, Schedule, List a Date.
Obr. 3.2: Spuštění SQL scriptu proti databázi pro vytvoření tabulek v programu
SQL Server Management Studio.
Postup vytvoření tabulky pomocí Microsoft Visual Studia.
Tabulka v databázi Čas (Time) je pro definování časových intervalů k zadávání
rezervací uživatelů. Má reference na uživatele, aby mu mohla nastavit tento interval.
Tabulka se vytvoří v Microsoft Visual Studiu 2010 následujícím způsobem:
1. Pomocí okna Server Explorer klikněte pravým tlačítkem myši na Data Con-
nections a zvolte Add Connection.
2. Zvolte jméno serveru Server name a poté jméno databáze Select or enter
a database name, jak je zobrazeno na obrázku č. 3.3
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Obr. 3.3: Připojení k databázi z Microsoft Visual Studia.
3. Nyní budete mít novou položku v odrážce Data Connections - databázi,
kterou jste v předešlém kroku přidali.
4. Nová tabulka se vytvoří rozbalením příslušného řádku databáze, poté kliknu-
tím pravým tlačítkem myši na Tables a následně na Add New Table, jak
je zobrazeno na obrázku č. 3.4.
Obr. 3.4: Vytvoření nové tabulky pomocí Microsoft Visual Studia.
5. Nyní vyplňte pole struktury tabulky podle obrázku č. 3.5.
První sloupec bude identifikátor řádku tabulky, tzn. Id každého časového in-
tervalu - tento sloupec bude mít primární klíč, stačí kliknout pravým tlačít-
kem myši na daný řádek a zvolit Set Primary Key. Dole v okně Column
Properties zvolte Identity Specification na YES. Datový typ je INT, po-
voleno NULL. Druhý sloupec bude uživatelské jméno. Datový typ je NVAR-
CHAR(100), není povoleno NULL. Klikněte pravým tlačítem myši na řádek
Username a vyberte Relationship. Následně se objeví tabulka Foreign Key
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Obr. 3.5: Nastavení sloupců tabulky pro zadání časových intervalů uživatelů.
Relationships, ve které vyberte Tables And Columns Specific. Zde mu-
síte nastavit reference na tabulku Users, na sloupec Username, jak je vidět na
obrázku č. 3.6.
Obr. 3.6: Nastavení provázání sloupců dvou tabulek.
6. Třetí sloupec vyjadřuje, odkdy časový interval začne - bude typu DATETIME,
povoleno NULL.
7. Čtvrtý sloupec je dokdy má trvat časový interval, datový typ je také DATE-
TIME a povoleno NULL.
8. Nakonec uložte tabulku stisknutím kombinace kláves CTRL + S a zvolte jméno
tabulky. [6]
3.1.3 Založení projektu
1. Spusťte Visual studio 2010.
2. Ve File menu nalezněte New a klikněte na Web Site.
3. Zvolte ASP.NET Empty Web Site 2, popřípadě zvolte verzi .NET Fra-
meworku. Zde jsem zvolil verzi 4 jak je uvedeno na obrázku č. 3.7.
4. Klikněte na Browse.
5. Poté na Local IIS.
6. Dále na Default Web Site.
2ASP.NET Empty Web Site - je prázná šablona projektu pro webovou aplikaci. V ostatních
šablonách jsou předem vytvořené webové formuláře, styly, master pages a ostatní komponenty.
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7. V pravém horním rohu klikněte na Create New Web Application.
Obr. 3.7: Vytvoření webové aplikace.
8. Napište jméno webové aplikace, např. Rezervace.
9. Klikněte na Open. Zobrazí se dialogové okno s názvem nové webové stránky
v dolní navigaci http://localhost/jmeno/.
10. Pod položkou Installed Templates, zvolte programovací jazyk Visual C#.
11. Klikněte na OK.
12. Visual Studio vytvoří ve virtuálním adresáři a zvolené složce projekt webové
aplikace. V okně Solution Explorer můžete vidět svůj projekt jak je uká-
záno na obrázku č. 3.8. Dále zde naleznete nově vytvořený soubor web.config
- konfigurační soubor založený na XML. Obsahuje všechna nastavení zabez-
pečení, komunikace s databází, providery, přilinkování stylů a další. Spojení
databáze a webové aplikace je ukázáno v části č. 3.1.7.
Obr. 3.8: Okno Solution Explorer (Průzkumník řešení) s vytvořeným projektem.
3.1.4 Vzory stránek (Master pages)
Stránka, která slouží jako vzor stránek, je šablona stránky. Může obsahovat libo-
volný počet webových ovládacích prvků a styly HTML, které se poté aplikují na
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všechny další stránky webu (content pages). Pro vzory stránek se hlavně využívají
části hlavička (header) a patička (footer), přičemž je uvnitř dynamický obsah, který
si generuje každá stránka (content page) sama. Do předešlého projektu se začlení
master page následovně:
1. V adresáři Solution Explorer klikněte pravým tlačítkem myši na název apli-
kace: http://localhost/Rezervace/ a poté zvolte Add New Item.
2. Zvolte Master Page, jak je uvedeno na obrázku č. 3.9.
3. Zvolte jméno (Name) a potvrďte tlačítkem Add.
Obr. 3.9: Přidání vzoru stránek.
Nově vygenerovaný kód začíná direktivou Master, ve kterém se specifikují další
informace, viz kód níže
<%@ Master Language="C#" %>
Ve hlavičce stránky je zapotřebí mít webové ovládací prvky LoginName a LoginStatus
pro informaci o přihlášeném uživateli.
<div id=" logUser ">
<i>Přihlášený uživatel :</ i>
<asp : LoginName ID="LoginName1 " runat=" s e r v e r " />
<asp : LoginStatus ID=" LoginStatus1 " runat=" s e r v e r " />
</div>
Následně je potřeba komponenta SiteMapDataSource, která slouží pro vytváření
MENU.
<div id="menu">
<asp : SiteMapDataSource ID=" SiteMapDataSource1 " runat=" s e r v e r " ←˒
ShowStartingNode=" f a l s e " SiteMapProvider="MySiteMapProvider " />
<asp :Menu ID="Menu1" runat=" s e r v e r " DataSourceID=" SiteMapDataSource1 " ←˒
Orientat i on=" Hor i zonta l ">
</asp :Menu>
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</div>
V záhlaví bude nakonec údaj o autorství stránky (copyright).
<div id=" f o o t e r ">
<br />
&copy ; 2012 Petr Vybíral
</div>
Všimněte si, že každá část je oddělená direktivou div s vlastním Id, které označuje
blok stránky a hlavně umožňuje snadno formátovat celou část, namísto každého
prvku zvlášť.
3.1.5 Webová stránka (Content page)
Nyní se do projektu přidá webová stránka (webový formulář). Teorie webového for-
muláře byla popsána na začátku této kapitoly.
1. V adresáři Solution Explorer klikněte pravým tlačítkem myši na název apli-
kace: http://localhost/Rezervace/ a poté zvolte Add New Item.
2. Zvolte webový formulářWeb Form, jak je uvedeno na obrázku č. 3.10, napište
do pole Name název stránky nebo nechte defaultně vygenerované jméno. Pole
Place code in separate file - vytvoří ke stránce *.aspx další soubor *.cs,
což je kód na pozadí. Umožní oddělit kód aplikace od uživatelského rozhraní
webové stránky. Vhodné použití je při vytváření kódu, který využívá i jiné
knihovny než standardně nadefinované.
3. Dále zaškrtněte tlačítko Select master page, kterým se vybere vzor stránky.
4. Direktiva stránky (content page) začíná Page a následuje uvedení master page.
<%@ Page T i t l e=" " Language="C#" MasterPageFi le=" ~/MasterPage . master " %>
5. Potvrďte tlačítkem Add.
HTML a C# kód se bude lišit pro každou stránku, proto bude uveden až pro kon-
krétní funkce.
3.1.6 Uživatelské účty a role
ASP.NET obsahuje model správy uživatelských účtů, který se skládá ze tří částí
obsahujících běžně používané potřeby a funkce. Nemusí se využívat všechny tři,
stačí pouze některé z nich.
První částí je Membership (členství). Tato část se stará o uživatelské účty,
jejich správu, tedy identifikaci a autentizaci. Další funkce jsou úpravy, mazání a vy-
tváření účtů.
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Obr. 3.10: Přidání webové stránky (webového formuláře).
Druhou částí jsou Roles (role). Uživatele z Membershipu lze přiřadit do rolí,
podle kterých lze řídit přístup uživatele (autorizaci). Každý uživatel může i nemusí
být přiřazen do rolí.
Poslední částí jsou Profiles (profily). Pomocí profilů lze uživatelům nadefinovat
další volitelné části, jako jsou např. telefon, adresa nebo třeba nákupní košík v e-
shopu.
ASP.NET obsahuje standardní providery naprogramované specialisty v Micro-
softu - SqlMembershipProvider, SqlRolesProvider a SqlProfileProvider. Ta-
bulková struktura, kterou využívají je příliš komplikovaná. Téměř vždy je zapotřebí
vlastní tabulky navázat na tabulky providerů. Výchozí provideři nejsou k těmto úče-
lům navržené (např. ukládají data v profilech v binární podobě). Z těchto důvodů
je lepší využívat sadu providerů od Michala Valáška, kterou naleznete na webu al-
tairiswebsecurity.codeplex.com. [1]
Použití Altaris providerů a vytvoření účtů
1. Vytvořte si složku Bin, do které se vkládají všechny knihovny, které se budou
používat v projektu. Klikněte pravým tlačítkem myši na svůj projekt a zvolte
Add ASP.NET Folder a následně Bin.
2. Dále si vytvořte složku Admin a složku Teacher pro využití rolí uživatelů.
3. Stáhněte si aktuální verzi providerů z předchozího odkazu a nakopírujte sou-
bory Altairis.Web.Security.dll a Altairis.Web.Security.pdb do složky
Bin.
4. V databázi byste měli již mít tabulky Users, Roles,
RoleMemberships a UserProfiles pro správu účtů a rolí.
5. Nyní je zapotřebí přiřadit uživatele do rolí, a to lze udělat dvěma způsoby.
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Obr. 3.11: Vytvoření složky Bin v adresáři projektu.
Buď lze zapsat kód přímo do souboru web.config nebo automaticky pomocí
aplikace ASP.NET Configuration Tool vytvořené pro tyto účely.
6. V okně Solution Explorer označte svůj projekt a poté v panelu tlačítek nad
tímto projektem stiskněte ASP.NET Configuration.
Obr. 3.12: Spuštění konfigurace uživatelů a rolí.
7. Zvolte záložku Security, jak je vidět na obrázku č. 3.13.
8. Vytvořte si v sekci Users alespoň tři uživatele (admin, teacher a student), aby
byla vidět funkce rolí. Dále v sekci Roles vytvořte role (admin a teacher).
9. Nyní zvolte záložku Access Rules. Nastavte práva přístupu do složky Admin
(povolit přístup pouze roli Admin, ostatní zakázat), přístupu do složky Teacher
(povolit přístup roli Admin a Teacher, ostatní zakázat) a nakonec přístupu
do webové aplikace (povolit role Admin a Teacher, povolit všechny uživatele,
zakázat anonymní - toto nastavení je vidět na obrázku č. 3.14). [12]
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Obr. 3.13: Nastavení účtů a rolí uživatelů.
Obr. 3.14: Nastavení práv přístupu do webu.
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3.1.7 Konfigurace providerů
V souboru web.config je zapotřebí nastavit providery, které již byly zmíněny.
Pro spojení databáze s aplikací je zapotřebí doplnit následující kód v části kon-
figurace.
<!−− connec t i onS t r i ng s − pro spo j en i s databaz i −−>
<connec t i onS t r i ng s>
<c l e a r />
<add name=" RezervaceConnect ionStr ing " connec t i onSt r ing="Data␣Source=<>\←˒
SQLEXPRESS; I n i t i a l ␣Catalog=Reservat ion ; In t eg ra t ed ␣ Secu r i ty=True " ←˒
providerName=" System . Data . Sq lC l i en t " />
</ connec t i onS t r i ng s>
Do závorek <> doplňte jméno windows uživatele, ve kterém byla vytvořena data-
báze. Jiný způsob je najít si databázi v okně Server Explorer, pravým tlačítkem ji
rozkliknout, zvolit Properties a vložit do části connectionstring zkopírovaný Con-
nectionString z databáze. Nyní nastavte providery pro správu uživatelů. Konfigurace
se vkládá do části system.web.
<!−− MyMembershipProvider −−>
<membership de f au l tProv ide r="MyMembershipProvider ">
<prov ide r s>
<c l e a r />
<add name="MyMembershipProvider "
type=" A l t a i r i s .Web. Secu r i t y . TableMembershipProvider , ␣ A l t a i r i s .Web. ←˒
Secur i ty "
connectionStringName=" RezervaceConnect ionStr ing " />
</ prov ide r s>
</membership>
Tento kód zajistí použití providerů, které jste nakopírovali do složky Bin. Jako první
smaže výchozího providera a nahradí ho membership providerem z knihovny Altaris
Web Security. Všimněte si, že nemusíte vypisovat celý název connectionstringu, ale
pouze jeho jméno z předešlé deklarace.
<!−− MyRoleProvider −−>
<roleManager enabled=" true " de f au l tProv ide r="MyRoleProvider ">
<prov ide r s>
<c l e a r />
<add name="MyRoleProvider "
type=" A l t a i r i s .Web. Secu r i t y . TableRoleProvider , ␣ A l t a i r i s .Web. Secu r i ty←˒
"
connectionStringName=" RezervaceConnect ionStr ing " />
</ prov ide r s>
</ roleManager>
Předchozí kód role provider zajistí používání rolí uživatelů. Ke kompletnímu vyu-
žití providerů je třeba nadefinovat navíc profile provider. Celý kód naleznete v pří-
loze A.3.
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<!−− Overovani u z i v a t e l u −−>
<authen t i c a t i on mode="Forms " />
Nakonec je zapotřebí zapnout ověřování uživatelů pomocí jména a hesla (výchozí
nastavení ověřuje podle přihlášení do Windows). [6]
3.1.8 Struktura webu
V projektu je Master page (vytvoření je popsáno v části Vzory stránek 3.1.4)
a další stránky content pages. Mezi ně je začleněna stránka Default.aspx, která
slouží pro prohlížení rozvrhů (vytvoření content pages je popsáno v části Webová
stránka 3.1.5). Stránka pro přihlašování uživatelů Login.aspx, na kterou budou
přesměrováni všichni, kteří se pokusí dostat do webu. Welcome.aspx je úvodní
stránka, která představí cíl a popis webového projektu. Do těchto částí se dostane
aktivní uživatel. Pro zadávání rezervací je třeba vytvořit v projektu složku Teacher,
do které bude mít přístup pouze uživatel s přístupovými právy, tedy uživatel v roli
teacher nebo admin. Stránka pro zadávání rezervací se jmenuje Book.aspx. Tato
stránka je velice důležitá a bude důkladně rozebrána v následující části 3.1.9. Ve
složce Teacher je content page Error.aspx, na kterou jsou přesměrováni uživatelé
ze stránky pro zadávání rezervací. Uživatel může být přesměrován z důvodu nedo-
statečných oprávnění (např. jiný časový interval pro přístup k této stránce). Pro
správu budov, místností a uživatelských oprávnění slouží složka Admin, do které má
přístup pouze uživatel v roli admin. V této složce se nachází stránky Building.aspx
- slouží pro správu budov, Room.aspx - správa místností, Time.aspx - nastavuje
uživatelům dobu přístupu a seznam učeben pro zadávání rezervací, User.aspx - pro
přidání uživatelů do rolí, jejich správě a Mail.aspx - pro nastavení zasílání e-mailů
uživatelům, kteří mají sledovanou učebnu a časový úsek.
Struktura webu:
Admin Building.aspx - Správa budov.
Admin Room.aspx - Správa učeben.
Admin Time.aspx - Nastavení doby přístupu a povolené učebny uživatelům.
Admin User.aspx - Správa uživatelů a jejich přiřazování do rolí.
Admin Mail.aspx - Nastavení zasílání mailů uživatelům.
Teacher Book.aspx - Zadávání rezervací.
Teacher Error.aspx - Nedostatek práv uživatele - časový interval.
Teacher Error1.aspx - Nedostatek práv uživatele - seznam učeben.
Default.aspx - Prohlížení rezervací.
Login.aspx - Přihlašování uživatelů.
Welcome.aspx - Uvítací stránka s popisem webu.
Celá struktura je vidět na obrázku č. 3.15
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Obr. 3.15: Struktura webu a jednotlivé stránky.
3.1.9 Práce s daty
Hlavní zdroj dat je databáze (postup vytvoření je popsán v části Vytvoření data-
báze 3.1.2), ve které jsou vygenerovány tabulky pro práci. Pro zadávání rezervací
bude nejdůležitější tabulka Rozvrh (Schedule). Jako webové rozhraní rezervací bude
sloužit stránka Book.aspx, ve které se budou data zobrazovat a vkládat pomocí
tabulky. Tato tabulka bude mít klikací buňky, které budou reprezentovat příslušnou
budovu, místnost a časový úsek. Zapisovat se budou údaje o tom, který uživatel re-
zervaci vložil, jednoduchý popis a zda-li je je dlouhotrvající. Aby se při každém klik-
nutí nemuseli procházet všechny položky databáze pomocí příkazů SQLConnection,
SQLCommand a SQLDataReader, použije se technologie LINQ (Language Integrated
Query), pro práci s daty a to konkrétně LINQ to SQL.
LINQ to SQL Classes
Poskytuje model vyšší úrovně pro databázové dotazy a aktualizace. Umožňuje vy-
tvářet sofistikované dotazy vázané na data, bez použití kódu pro přístup k datům,
nebo SQL dotazy. LINQ je integrovanou součástí .NET a jazyka C#.
LINQ vytvoří pro tabulky v databázi třídy, které poté využívají kódu C#. Vý-
razy LINQ pracují s objekty, které implementují kolekci IEnumerable<T>. Výsledek
jednoho výrazu je tedy možné předat do jiného (spojení dotazů, kdy se na závěr
provede pouze jeden proti databázi). [7]
Přidání LINQ do projektu.
1. V předchozím projektu Rezervace v okně Solution Explorer klikněte pravým
tlačítkem myši na název projektu a poté na Add New Item...
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2. Nyní vyberte LINQ to SQL Classes. Zadejte do pole Name jméno např.
Rezervace.dbml a poté stiskněte Add, jak je zobrazeno na obrázku č. 3.16
Obr. 3.16: Přidání LINQ do projektu webu.
3. V kořenovém adresáři projektu se vytvořila složka App_Code, do které se
umisťují všechny třídy a aplikační kód, který se má přeložit kompilátorem
C#.
4. Nyní musíte přesunout všechny tabulky vaší databáze do LINQ designeru
z okna Server Explorer , jak je zobrazeno na obr. č. 3.17
Obr. 3.17: Nastavení LINQ pro vytvoření objektů tříd.
5. Následně designer vygeneruje řadu tříd. Hlavní třída je
RezervaceDataContext. Tento kontext obsahuje kolekce všech tabulek, které
byly přesunuty do designeru. Jak tyto třídy vypadají můžete vidět v souboru
Rezervace.dbml.cs.
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Třída pro práci s daty ReservationManager.cs
Manager bude využívat vytvořené třídy v předchozí části.
Metody této třídy jsou následující.
• CreateDataContext - vytvoří datový kontext a její návratovou hodnotu.
• GetRoom - vrátí objekt reprezentující místnost.
• GetDate - vrátí časový interval, ve kterém se rozvrh nachází.
• GetSchedule - zjistí informace o požadovaném rozvrhu.
• TryReserveSchedule - zapíše požadovanou rezervaci do rozvrhu (databáze).
Vytvoření a přidání třídy do projektu
1. Klikněte na název projektu pravým tlačítek a zvolte Add New Item.
2. Nyní zvolte Class a do pole Name napište jméno třídy, tedy ReservationMa-
nager, jak je zobrazeno na obrázku č. 3.18
Obr. 3.18: Přidání třídy do projektu.
3. V kořenovém adresáři ve složce App_Code se vytvořila tato třída. Nyní ji
dvakrát rozklikněte a zadejte následují metody pro práci s daty.
Metoda GetRoom má následující kód.
pub l i c Room GetRoom ( i n t roomId )
{
us ing ( var dc = CreateDataContext ( ) )
{
re turn dc . Rooms . Single ( r => r . RoomId == roomId ) ;
}
}
Nejdříve je zapotřebí vytvořit datový kontext pro přístup do databáze. Poté násle-
duje výraz Lambda, který se předává do metody Single(). Když se zavolá metoda
Single(), předá se objekt RoomId jako zdroj dotazu do kolekce všech místností
dc.Rooms. Výběrová hodnota přebírá původní hodnotu a vrací vybraný výsledek
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(vyfiltruje dotaz pouze na ten, který odpovídá RoomId testované místnosti). Me-
toda GetDate je v kódu i v principu stejná jako při výběru učebny.
Metoda GetSchedule vypadá takto.
pub l i c IEnumerable<Schedule> GetSchedule ( i n t roomId , i n t dateId )
{
us ing ( var dc = CreateDataContext ( ) )
{
var dlo = new DataLoadOptions ( ) ;
dlo . LoadWith<Schedule>(s => s . User ) ;
dc . LoadOptions = dlo ;
r e turn dc . Schedules . Where ( s => s . RoomId == roomId && s . DateId == ←˒
dateId ) . ToList ( ) ;
}
}
Metoda .ToList() je velice podobná jako metoda Single(), s tím rozdílem, že ne-
vrací jeden objekt, ale kolekci objektů. Vlastnost LoadOptions datového kontextu
nastaví člena nebo členství kolekce a metoda LoadWith definuje tohoto člena na uži-
vatele, tzn. pokud se načte místnost (RoomId, DateId), zároveň se načte i příslušný
uživatel.
Nejdůležitější metoda pro uskutečnění rezervace je TryReserveSchedule.
pub l i c bool TryReserveSchedule ( i n t scheduleId , s t r i n g username , s t r i n g ←˒
description , bool longstanding )
{
us ing ( var dc = CreateDataContext ( ) )
{
Schedule schedule = dc . Schedules . Single ( s => s . ScheduleId == ←˒
scheduleId ) ;
i f ( schedule . UserName != nu l l )
r e turn f a l s e ;
var user = dc . Users . Single ( u => u . UserName == username ) ;
schedule . UserName = username ;
schedule . Description = description ;
schedule . LongStanding = longstanding ;
t ry
{
dc . SubmitChanges ( ) ;
}
catch ( ChangeConflictException )
{
re turn f a l s e ;
}
re turn true ;
}
}
První řádek opět zjistí Id buňky v rozvrhu. Poté následuje podmínka - pokud je na
tomto poli zadaná rezervace, vrátí false. V opačném případě zapíše pomocí metody
SubmitChanges všechny změněné objekty daného kontextu do databáze (jméno uži-
vatele, jednoduchý popis a zda-li je rezervace dlouhotrvající) a vrací true.
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ChangeConflictException - kdyby ve stejný okamžik dva uživatelé chtěli zadat
rezervaci na stejné pole, nezaznamená se ani jeden požadavek. [4]
Použití třídy pro práci s daty ve stránce Book.aspx
Otevřete si stránku Book.aspx a dovnitř obsahu stránky <asp:Content> vložte do
HTML kódu stránky tabulku direktivou uvedenou níže .
<p>
<asp : Label ID=" ErrorLabel " runat=" s e r v e r " ForeColor="Red"
ViewStateMode=" Disabled " a l i g n=" cente r " /></p>
<asp : Table ID=" SchedulesTable " CssClass=" s chedu l e s " runat=" s e r v e r "
a l i g n=" cente r " ViewStateMode=" Disabled " s t y l e=" po s i t i o n : ␣ r e l a t i v e " />
<p>
<asp : Label ID=" ZadejPopisLbl " runat=" s e r v e r " Text=" Zadej te ␣ popis : ␣ "
Font−Bold="True "></asp : Label>
<asp : TextBox ID="TextBox1 " runat=" s e r v e r "
AutoPostBack="True "></asp : TextBox>
</p>
<p>
<asp : Label ID="DlouhodobeLbl " runat=" s e r v e r " Text="Dlouhodobě : ␣ "
Font−Bold="True "></asp : Label>
<asp : CheckBox ID="CheckBox1 " runat=" s e r v e r " AutoPostBack="True " />
</p>
Kód obsahuje navíc Label, do kterého se bude vypisovat status při kliknutí pro
rezervaci. Komponenty pro vstupní data TextBox - pro zadání popisu a CheckBox -
pro zvolení dlouhodobé rezervace.
Nyní je třeba vytvořit událost stránky Page_Load. V této události lze nastavovat
vstupní a výstupní hodnoty webových komponent a jejich parametry spojení s da-
tabází. V této části nejsou k dispozici dynamicky generované komponenty, protože
neproběhl databinding.
Nejdříve se zavolají metody pro zjištění aktuální učebny a časového intervalu.
Room room = reservationManager . GetRoom ( roomId ) ;
Date date = reservationManager . GetDate ( dateId ) ;
Následně se vygenerují klikací prázdné buňky tabulky pro data a buňky pro označení
řádků a sloupců.
f o r ( var rowIndex = 0 ; rowIndex < room . DayRows+1; rowIndex++)
{
var row = new TableRow ( ) ;
SchedulesTable . Rows . Add ( row ) ;
f o r ( var columnIndex = 0 ; columnIndex < room . HourColumns+1; ←˒
columnIndex++)
{
var cell = new ClickTableCell ( ) ;
cell . ID = s t r i n g . Format ( " Schedule {0}_{1} " , rowIndex , columnIndex )←˒
;
cell . Click += new EventHandler ( ScheduleCell_Click ) ;
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i f ( rowIndex == 0)
{
cell . Text = prow [ i , 0 ] ;
i++;
}
i f ( columnIndex == 0)
{
cell . Text = pcolumn [ j , 0 ] ;
j++;
}
row . Cells . Add ( cell ) ;
}
}
Do tabulky se vygeneruje potřebný počet řádků a sloupců, přičemž se každé buňce
nastaví vlastní Id. Důležité je, aby se Id buňky neměnilo při postbacku, v opačném
případě nebudou serverové operace fungovat. Buňka je typu ClickTableCell, což
je nově vytvořená třída, která je popsána v části č. 3.1.9.
Nyní je třeba naplnit prázdné buňky daty, a to v události stránky
Page_LoadComplete. Tato událost nastane, když jsou operace zpracovány a data-
binding je hotov.
//Nastaveni v l a s t n o s t í p o l í tabulky rozvrhu (CSS a t o o l t i p )
pro tec t ed void Page_LoadComplete ( ob j e c t sender , EventArgs e )
{
f o r each ( var schedule in reservationManager . GetSchedule ( roomId , dateId ) )
{
var cell = SchedulesTable . Rows [ schedule . Y ] . Cells [ schedule . X ] as ←˒
ClickTableCell ;
i f ( schedule . LongStanding == nu l l | schedule . LongStanding == f a l s e )
{ //Nastaveni bunky − d l o uh o t r v a j i c i r e z e rvac e ANO/NE
lsg = "NE" ;
}
e l s e
{
lsg = "ANO" ;
}
i f ( schedule . UserName == nu l l )
{ ////Nastaveni bunky − pokud j e volna nebo obsazena uz ivate lem
cell . CssClass = " f r e e " ;
}
e l s e i f ( s t r i n g . Equals ( schedule . User . UserName , Page . User . Identity . ←˒
Name , StringComparison . OrdinalIgnoreCase ) )
{
cell . CssClass = " yours " ;
cell . ToolTip = " Už iva t e l : ␣ " + schedule . User . UserName + "\nPopis : ␣←˒
" + schedule . Description + "\ nDlouho t rva j í c í : ␣ " + lsg ;
cell . Text = schedule . Description ;
}
e l s e
{
cell . CssClass = " re s e rved " ;
cell . ToolTip = " Už iva t e l : ␣ " + schedule . User . UserName + "\nPopis : ␣←˒
" + schedule . Description + "\ nDlouho t rva j í c í : ␣ " + lsg ;
cell . Text = schedule . Description ;
52
}
cell . ScheduleId = schedule . ScheduleId ;
}
}
Cyklus foreach projde záznamy pro danou učebnu a časový interval a poté jim
nastaví vlastnost ToolTip. Tato vlastnost způsobí při najetí kurzoru myší na buňku
vypsaní podrobností. Dále se nastaví formátování CSS (Cascading Style Sheets)
buněk na volné, obsazené a obsazené uživatelem, který je zrovna přihlášený. Na-
konec se do vlastnosti ScheduleId nastaví Id pole v tabulce rozvrhu, kterou bude
využívat metoda ScheduleCell_Click. Tato metoda bude nadefinovaná ve třídě
ClickTableCell.
Poslední událost v této třídě je ScheduleCell_Click, která má na starosti zápis
rezervace do databáze, využívající funkcionalitu LINQ.3
//Udalost k l i k nu t i na bunku tabulky
protec ted void ScheduleCell_Click ( ob j e c t sender , EventArgs e )
{
var cell = sender as ClickTableCell ;
i f ( reservationManager . TryReserveSchedule ( cell . ScheduleId , Page . ←˒
User . Identity . Name , description , longstandig ) )
{
ErrorLabel . Text = "Úspěšná␣ r e z e rvac e " ;
}
e l s e
{
ErrorLabel . Text = " Rezervace ␣ obsazena " ;
}
}
}
Nejdříve se v tabulce přetypuje objekt na buňku. To provede třída ClickTableCell
pro zjištění Id buňky rozvrhu. Poté se využije metody TryReserveSchedule s para-
metry Id buňky rozvrhu, uživatele (který vyvolal událost Click), popisu rezervace
a dlouhotrvajícího stavu. Při úspěšném zapsání rezervace do databáze se vypíše
v ErrorLabelu stav potvrzující tuto skutečnost, v opačném případě informaci o ob-
sazenosti daného pole. Tato komponenta má vypnutý ViewState, aby se v ní zob-
razoval text pouze vyvoláním metody Click, takže pokud se vyvolá postback, text
v ní žádný nebude. [4]
Zdrojový kódy třídy ReservationManager.cs naleznete v příloze. A.4.1
Třída ClickTableCell pro nastavení události Click buňky tabulky
Jelikož je tabulka definovaná pouze HTML kódem, neobsahuje serverové události
3Tato událost obsahuje navíc podmínku pro uskutečnění dlouhotrvající rezervace. Pro přehled-
nost kódu je tato podmínka vynechaná.
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- musí se jí tato vlastnost přidat. Vytvořte si tedy třídu ClickTableCell, podle
návodu (Vytvoření třídy a přidání do projektu) v části 3.1.9.
Třída bude dědit vlastnosti třídy TableCell.
pub l i c c l a s s ClickTableCell : TableCell , IPostBackEventHandler
{
Rozhraní IPostBackEventHandler poskytuje tabulce možnost vlastních událostí.
Metoda RaisePostBackEvent umožní definovat příslušné události (např. Click)
tak, že se označí jako její argument.
//Nastaveni uda l o s t i C l i ck bunky tabulky v r o z v i j e j i c i t r i d e
pub l i c event EventHandler Click ;
p ro tec t ed v i r t u a l void OnClick ( EventArgs e )
{
i f ( Click != nu l l )
Click ( th i s , e ) ;
}
pub l i c void RaisePostBackEvent ( s t r i n g eventArgument )
{
i f ( eventArgument == " Cl i ck " )
{
OnClick ( EventArgs . Empty ) ;
}
}
protec t ed ove r r i d e void AddAttributesToRender ( HtmlTextWriter writer )
{
writer . AddAttribute ( " on c l i c k " , Page . ClientScript . ←˒
GetPostBackEventReference ( th i s , " C l i ck " , t rue ) ) ;
// 1 . parametr konponenta , 2 . argument p r i s l u s n e uda l o s t i , 3 . event ←˒
va l i d a t i o n
base . AddAttributesToRender ( writer ) ;
}
Dále je třeba nastavit elementu <td> </td> atribut onclick. Atribut se přidá me-
todou AddAttribute, která obsahuje parametr
GetPostBackEventReference pro zabezpečení odeslání požadavku HTTP request.
Tento požadavek by mohl vyvolat ve stránce událost, která by při aktualizaci již
nemohla být uskutečněna. Vše lze provést tehdy, až se stránka rendruje - musíte
použít metodu AddAttributesToRender.
Poslední částí je nastavit buňce tabulky vlastnost - pamatovat si Id pole rozvrhu.
Jelikož je ViewState vypnutý, je třeba tyto data ukládat do ControlState. Con-
trol state (je částí view state, ale umožňuje uložit pouze jednu serializovanou hod-
notu). Nejprve je zapotřebí v události OnInit (inicializuje se zde stránka a všechny
komponenty se nastaví do výchozí hodnoty) oznámit stránce, že se bude používat
ControlState.
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//Tato v l a s t no s t se uklada do Contro lState , j e nutne j i uchovat pro postback
pub l i c i n t ScheduleId { get ; set ; }
// Vyuz i t i Contro lState
protec t ed ove r r i d e void OnInit ( EventArgs e )
{
Page . RegisterRequiresControlState ( t h i s ) ;
base . OnInit ( e ) ;
}
Následně je nutné přepsat metody LoadControlState a SaveControlState, ve kte-
rých se bude načítat a ukládat stav předka. Nejlepším řešením je využití třídy Pair
s vlastnostmi First a Second. Pomocí těchto vlastností se načte a uloží stav dvojice
stavu předka. [4]
//Nacte Contro lState
protec t ed ove r r i d e void LoadControlState ( ob j e c t savedState )
{
// Prvni ca s t j e stav predka ( t r i dy TableCe l l ) , druha ca s t j e muj v l a s t n i ←˒
s tav ( stav t r i dy Cl i ckTab l eCe l l )
Pair p = ( Pair ) savedState ;
base . LoadControlState ( p . First ) ;
ScheduleId = ( in t ) p . Second ;
}
// Uloz i Contro lState
protec t ed ove r r i d e ob j e c t SaveControlState ( )
{
re turn new Pair ( base . SaveControlState ( ) , ScheduleId ) ;
}
Zdrojový kódy třídy ClickTableCell.cs naleznete v přiložených souborech v pří-
loze. A.1
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3.1.10 Navigace po webu
Navigace je fundamentální komponenta každého webu. Hlavním cílem je přenést
uživatele z jedné stránky do druhé za pomocí jednotného a přehledného navigačního
systému. ASP.NET poskytuje vývojářům řadu ovládacích prvků:
• MultiView a Wizard - umožňují spojit několik stránek na jediné místo.
• SiteMap (mapa webu) - poskytuje navigační strukturu webu a umožňuje ji
přímo svázat s webovými prvky( Bude se používat v tomto projektu.
• Navigační ovládací prvky - např. TreeView aMenu, poskytují mnoho funkcí
za účelem navigace. [7]
Mapa webu (site map)
Mapa webu se užívá ve webových projektech, které obsahují větší počet stránek.
Výchozím bodem navigace je zprostředkovatel mapy webu, tím je v ASP.NET Xml-
SiteMapProvider. Ten si vygeneruje informace o mapě webu ze souboru XML, pokud
je třeba získat tyto informace z jiného umístění, je zapotřebí vytvořit si vlastního site
map providera. Jednoduše se odvodí nová třída ze třídy StaticSiteMapProvider.
Výhodou je, že provider automaticky zjišťuje, na které stránky má uživatel povolená
práva přístupu.
Vytvoření základní struktury menu:
1. Pravým tlačítkem klikněte na název projektu v podokně Solution Explorer
a vyberte Add New Item... Do projektu přidejte novou položku Site Map
jak je uvedeno na obrázku č. 3.19
Obr. 3.19: Přidání navigačního systému SiteMap do projektu.
Nyní je třeba vytvořit strukturu navigačního pole. Každé menu musí mít koře-
novou položku, od které se bude odvíjet stromová struktura stránek. Direktiva
SiteMapNode značí položku, která v sobě může mít libovolný počet elementů si-
teMapNode. Menu webu Rezervace bude mít tedy strukturu uvedenou níže.
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<?xml version=" 1 .0 " encoding=" utf−8" ?>
<siteMap xmlns=" http :// schemas . m i c ro so f t . com/AspNet/SiteMap−Fi l e −1.0 " >
<siteMapNode url=" ~/ " title="Root " description=" " >
<siteMapNode url=" ~/Welcome . aspx " title=" Hlavní ␣ s t rana " description=" " ←˒
></siteMapNode>
<siteMapNode provider=" Bui ld ingsS i temapProv ider " />
<siteMapNode url=" ~/Teacher/Defau l t . aspx " title=" Rezervace " ←˒
description=" " >
<siteMapNode url=" ~/Teacher/Book . aspx " title=" Přidat ␣ r e z e r v a c i " ←˒
description=" " /></siteMapNode>
<siteMapNode url=" ~/Admin/Defau l t . aspx " title=" Administrace " ←˒
description=" " >
<siteMapNode url=" ~/Admin/Bui ld ings . aspx " title="Budovy " ←˒
description=" " />
<siteMapNode url=" ~/Admin/Rooms . aspx " title=" Mís tnos t i " ←˒
description=" " />
<siteMapNode url=" ~/Admin/Time . aspx " title="Práva␣ už i va t e l ů " ←˒
description=" " />
<siteMapNode url=" ~/Admin/Users . aspx " title=" Už iva t e l é " ←˒
description=" " />
<siteMapNode url=" ~/Admin/Mail . aspx " title=" Za s í l á n í ␣mailů " ←˒
description=" " />
</siteMapNode>
</siteMapNode>
</siteMap>
Dále je zapotřebí nakonfigurovat providera v souboru web.config. Takto vypadá
konfigurace, která v sobě obsahuje již nově vytvořeného providera, ve kterém se bude
používat Id budovy. Identifikátor se bude předávat jako parametr URL a menu bude
zobrazovat seznam budov.
<!−− MENU sitemap −−>
<siteMap enabled=" true " defaultProvider="MySitemapProvider ">
<providers>
<clear/>
<add name="MySitemapProvider " type=" System .Web. XmlSiteMapProvider "
siteMapFile="Web. sitemap " securityTrimmingEnabled=" true " />
<add name=" Bui ld ingsS i temapProv ider " type=" SqlSiteMapProvider "
title="Budovy " url=" ~/Defau l t . aspx "
connectionStringName=" RezervaceConnect ionStr ing "
selectCommand="SELECT␣ [ Bui ld ingId ] , ␣ [ BuildingName ] ␣FROM␣ [ Bu i ld ings ] "
titleColumn="BuildingName "
urlColumn=" Bui ld ingId " urlFormatString=" ~/Defau l t . aspx ? bu i l d i ng={0} "←˒
/>
</providers>
</siteMap>
Vytvoření vlastního SiteMap providera
Pro vytvoření vlastního providera je nutné vytvořit třídu, která bude dědit vlast-
nosti třídy StaticSiteMapProvider. Vytvoření třídy je popsáno v části Třídy pro
práci s daty 3.1.9, v bodech číslo 1 až číslo 3. Do pole Name napište jméno SqlSi-
teMapProvider.cs a následně vložte následující kód.
pub l i c c l a s s SqlSiteMapProvider : StaticSiteMapProvider
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Provider se připojí do databáze a provede dotaz nad tabulkou Budovy. Načte hod-
noty z jednoho sloupce a použije je jako název stránky. Zjistí hodnoty druhého
sloupce a ty dosadí jako parametr do URL. Je zapotřebí pro každý přidaný atribut,
v souboru web.config, nadefinovat vlastnost a přepsat metodou Initialize.
Důležitou metodou je BuildSiteMap. Ta se připojí do databáze a vygeneruje
mapu webu.
pub l i c ov e r r i d e System . Web . SiteMapNode BuildSiteMap ( )
{
l ock ( t h i s )
{
i f ( root == nu l l ) ←˒
←˒
//Pokud neni vygenerovano menu
{
root = new SiteMapNode ( th i s , Guid . NewGuid ( ) . ToString ( ) , t h i s . Url , ←˒
t h i s . Title ) ; //←˒
Vytvot i t korenovou polozku
SqlConnection con = new SqlConnection ( ConfigurationManager . ←˒
ConnectionStrings [ t h i s . ConnectionStringName ] . ConnectionString←˒
) ; //Podpolozky natahnout z databaze
Když se vytváří objekt připojení, může se připojovací řetězec (connectionstring)
předat jako parametr do konstruktoru. Správa připojení k databázi se ovládá po-
mocí metod Open() a Close(). Nadefinuje se objekt připojení SqlConnection s
parametrem connectionstring.
SqlCommand com = new SqlCommand ( t h i s . SelectCommand , con ) ;
con . Open ( ) ;
SqlDataReader reader = com . ExecuteReader ( ) ; // Provest dotaz
Poté se předá příslušný SQL dotaz pomocí metody SQLCommand, který vrátí všechny
položky tabulky Budovy. Připojení je poté otevřeno a příkaz se vykoná prostřednic-
tvím metody ExecuteReader(), která vrátí objekt typu SqlDataReader. V cyklu
while se zavolá metoda Read(), čímž se projdou všechny záznamy. Tato metoda
vrací logickou hodnotu, která značí, zda-li zbývají ještě řádky k přečtení. Poté co
vrátí hodnotu false, je čtení dokončeno.
whi le ( reader . Read ( ) )
{ // P r o j i t databaz i
SiteMapNode node = new SiteMapNode ( th i s , Guid . NewGuid ( ) . ←˒
ToString ( ) , s t r i n g . Format ( t h i s . UrlFormatString , reader [ ←˒
t h i s . UrlColumn ] ) , reader [ t h i s . TitleColumn ] . ToString ( ) ) ;
AddNode ( node , root ) ;
}
reader . Close ( ) ; // Zavr i t r eader a spo j en i
con . Close ( ) ;
}
re turn root ; //Vratime korenovou polozku
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K hlavnímu kořenu root se přiřadí nová instance třídy SiteMapNode, jako argumenty
konstruktoru se předají aktuální provider, unikátní identifikátor, URL a název po-
ložky. Poté se pro každou položku tabulky vytvoří nová SiteMapNode.
protec ted ove r r i d e System . Web . SiteMapNode GetRootNodeCore ( )
{
re turn BuildSiteMap ( ) ;
}
Metoda GetRootNodeCore zavolá metodu BuildSiteMap, čímž vygeneruje site mapu,
a pokud už vygenerovaná je, tak ji aktualizuje.
Pro vložení menu do stránky stačí zadat webovou komponentu SiteMapDataSource.
<div id="menu">
<asp : SiteMapDataSource ID=" SiteMapDataSource1 " runat=" s e r v e r " ←˒
ShowStartingNode=" f a l s e " SiteMapProvider="MySiteMapProvider "←˒
/>
<asp :Menu ID="Menu1" runat=" s e r v e r " DataSourceID="←˒
SiteMapDataSource1 " Or i enta t i on=" Hor i zonta l ">
</asp :Menu>
</div>
Celý kód třídy naleznete v přiložených souborech na CD v příloze č. A.1.[6]
3.1.11 Administrační sekce - správa dat
Pro snadnou práci s daty přímo v aplikaci existují bohatě vybavené ovládací prvky,
které byly navrženy výhradně pro vázání dat. Mají také schopnost zobrazovat vlast-
nosti či sloupce z každého datového zdroje. Podporují vyšší funkce, jako např. edi-
tace, stránkování. Mezi ovládací prvky tohoto druhu např. patří:
• GridView - všeobecně ovládací prvek mřížky, který je určen pro zobrazování
informací z tabulek. Nabízí širokou škálu funkcí, podporuje editaci, řazení a
stránkování.
• FormView - zobrazuje v daném okamžiku pouze jeden záznam, využívá i
funkci stránkování, aby se dalo procházet více záznamů. FormView je zalo-
žen na šablonách, proto nemusí mít charakter mřížky. Samozřejmě podporuje
editaci dat.
GridView poskytuje vlastnost DataSource pro datový objekt a metodu DataBind(),
která spouští čtení datového objektu a zobrazení záznamů. Komponenta GridView
podporuje funkci automatického generování sloupců AutoGenerateColumns.
Deklarujete-li sloupce explicitně, můžete upravit jejich pořadí, formátování, ale i
pokročilejší funkce (řazení, stránkování).
Nezbytným ovládacím prvkem ke komponentě GridView je zdroj dat. Zde se
řadí všechny ovládací datové prvky, které implementují rozhraní IDataSource. [7]
ASP.NET Framework obsahuje následující ovládací prvky pro zdroje dat:
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• SqlDataSource - umožňuje se připojit ke zdroji dat, který má nějakého zpro-
středkovatele ADO.NET. Mezi ně patří například SQL Server. Tento prvek
usnadní přístup k datovým zdrojům, takže není zapotřebí vypisovat kódy pro
připojení k databázi.
• ObjectDataSource - umožní se připojit k vlastní třídě pro přístup k datům.
• AccessDataSource - poskytuje možnost číst data z databázového souboru
*.mdb a zapisovat do něj data.
• XmlDataSource - připojuje se k souboru XML.
• SiteMapDataSource - připojuje se k souboru Web.SiteMap.
Správa budov
Pro správu budov bude zapotřebí komponenta GridView pro prohlížení seznamu
budov, FormView pro vkládání záznamů a nově vytvořená třída
RedirectingSqlDataSource.cs, která bude představena v části 3.1.11.
Přidání komponenty GridView do stránky.
1. Vytvořte si stránku Buildings.aspx ve složce Admin.
2. Najděte si komponentu GridView v panelu nástrojů (Toolbox) a přesuňte ji
do obsahu stránky, jak je zobrazeno na obrázku č. 3.20
Obr. 3.20: Přidání komponenty GridView do stránky.
3. Přepněte se do Design módu a vpravo nahoře rozklikněte malou šipku na
komponentě GridView, poté vyberte Choose Data Source: a zvolte <New
data source...>, jak je zobrazeno na obrázku č. 3.21
Obr. 3.21: Vybrání datového zdroje.
4. Nyní zvolte, z nově otevřeného okna Sql Database, jméno SqlDataSource1 a
potvrďte tlačítkem OK.
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5. Pokud nemáte vytvořené spojení s databází, vytvořte jej podle postupu v části
Postup vytvoření tabulky pomocí Microsoft Visual Studia 3.1.2, uvedeném v
bodech číslo 1 až číslo 3. Po zvolení tohoto spojení potvrďte tlačítkem Next.
6. V další části je zapotřebí zvolit tabulku databáze, ze které bude GridView
načítat data. Jelikož je stránka pro správu budov, vyberte tabulku Budovy
(Buldings), a následně zmáčkněte tlačítkoAdvanced. Zaškrtněte položkuGe-
nerate INSERT, UPDATE and DELETE statements, jak je zobrazeno
na obrázku č. 3.22, která vygeneruje příkazy pro editaci položek databáze.
Obr. 3.22: Zvolení zdroje dat a vytvoření příkazů pro jejich editaci.
7. Komponenta GridView následně automaticky vygeneruje sloupce podle ta-
bulky, ze které čte pomocí připojení SqlDataSource. Tímto práce nekončí - je
třeba nastavit sloupce uživatelsky přístupnější. V Design módu vpravo nahoře
rozklikněte malou šipku na komponentě GridView, poté vyberte Edit Co-
lumns. Označte sloupec BuildingId a stiskněte pro jeho odstranění červený
křížek (tento sloupec nemá pro uživatele žádnou informativní hodnotu).
8. Označte sloupec BuildingName a ve sloupci CommandField properties
nalezněte vlastnost HeaderText - zde napište název sloupce, který se bude
zobrazovat v záhlaví tabulky (např. Název budovy). Dále nastavte jeho velikost
pomocí HeaderStyle -> Width (např. 400px).
9. Pro editaci a mazání záznamů vložte z úseku Available fields sloupce Com-
mandField -> Edit, Update, Cancel a Delete. U těchto nově vytvořených
sloupců nastavte příslušný HeaderText.
• CancelText: Zrušit
• EditText: Upravit
• UpdateText: Uložit
• DeleteText: Vymazat (u sloupce Delete)
Nyní byste měli mít schéma sloupců a vlastností komponenty GridView jako
na obrázku č. 3.23
10. Pro vkládání záznamů vložte do stránky prvek FormView.
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Obr. 3.23: Nastavení sloupců a jejich vlastností komponenty GridView.
11. Rozklikněte u této komponenty malou šipku vpravo nahoře. Zvolte Choose
Data Source: připojení SqlDataSource1.
12. Nyní se přepněte do režimu Source a upravte následující kód na uvedený níže.
<asp : FormView ID="FormView1 " runat=" s e r v e r " DataKeyNames=" Bui ld ingId " ←˒
DataSourceID=" SqlDataSource1 " DefaultMode=" I n s e r t ">
<InsertItemTemplate>
<asp : TextBox ID=" TitleTextBox " runat=" s e r v e r " Text=’<%# Bind ( "←˒
Ti t l e " ) %> ’ Width=" 400px " />
<asp : LinkButton ID=" Inser tButton " runat=" s e r v e r " ←˒
CausesVal idat ion="True " CommandName=" I n s e r t " Text=" Pr idat ␣←˒
budovu " />
</ InsertItemTemplate>
</asp : FormView>
Důležitou vlastností je DefaultMode="Insert", která řekne, že FormView
bude sloužit pro vkládání (Insert). Poslední věc, kterou musíte udělat je va-
lidace. Pokud by uživatel vložil prázdnou hodnotu do názvu budovy a stiskl
tlačítko Přidat budovu, do databáze by se vložil prázdný záznam. Validace
se provádí pomocí komponenty RequiredFieldValidator, její vlastnost
ControlToValidate nastavte na TitleTextBox, což je textové pole, do kterého
se zadává záznam budovy. Vložte tedy validátor komponentě FormView mezi
TextBox a LinkButton.
<asp : Requ i r edFie ldVa l idator ID=" Requ i redFie ldVa l idator1 " runat=" s e r v e r " ←˒
ErrorMessage=" ∗ " ControlToVal idate=" TitleTextBox " ValidationGroup="←˒
I n s e r t "></asp : Requ i r edFie ldVa l idator>
Validaci musíte provést i komponentě GridView pro ošetření úpravy záznamů
a vložení prázdného záznamu.
13. Otevřete si Edit Columns v komponentě GridView a převeďte sloupec Ná-
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zev budovy na TemplateField pomocí tlačítka Convert this field into a
Templatefield, jak je zobrazeno na obrázku č. 3.24.
Obr. 3.24: Převedení sloupce typu BounField na TemplateField.
14. Nyní je třeba přidat validátor do části EditItemTeplate.
<EditItemTemplate>
<asp : TextBox ID="TextBox1 " runat=" s e r v e r " Text=’<%# Bind ( "←˒
BuildingName " ) %> ’ ValidationGroup=" Edit "></asp : TextBox>
<asp : Requ i r edFie ldVa l idator ID=" Requ i redFie ldVa l idator1 " runat="←˒
s e r v e r " ErrorMessage=" ∗ " ControlToVal idate="TextBox1 " ←˒
ValidationGroup=" Edit "></asp : Requ i r edFie ldVa l idator>
</EditItemTemplate>
Pokud však uživatel vloží novou budovu a potom stiskl tlačítko v prohlížeči aktu-
alizovat - tento příkaz by se vykonal znovu a vložil by do databáze stejný záznam
dvakrát. Bude proto zapotřebí vytvořit novou třídu, která bude dědit vlastnosti
třídy SqlDataSource. Tato třída, po vložení záznamu do databáze, přesměruje uži-
vatele na stejnou stránku pomocí metody Response.Redirect. Klient metodou POST
odešle stránku na server. Ten požadavek zpracuje a přidá nový záznam. Následně
klientovi řekne, že se má přesměrovat na stránku se seznamem budov. Klient musí
vytvořit nový požadavek GET na tuto stránku a při případné aktualizaci má již nový
požadavek na aktualizaci stránky (nikoli na vytvoření záznamu).
Třídy RedirectingSqlDataSource pro přesměrování uživatele
Třída bude dědit vlastnosti třídy SqlDataSource v nově definovaném prostředí
namespace.
namespace MyFix
{
pub l i c c l a s s RedirectingSqlDataSource : SqlDataSource
{
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V této třídě se nachází metoda RedirectAfterDataOperation, která nastaví nově
nadefinované třídě zápis do view state.
pub l i c bool RedirectAfterDataOperation
{
get { re turn ( bool ) ( t h i s . ViewState [ " RedirectAfterDataOperat ion " ] ?? ←˒
f a l s e ) ; }
set { t h i s . ViewState [ " RedirectAfterDataOperat ion " ] = value ; }
}
Pokud je povolena metoda RedirectIfEnabled, provede přesměrování na stránku,
na které se právě nachází.
pr i va t e void RedirectIfEnabled ( ob j e c t sender , ←˒
SqlDataSourceStatusEventArgs e )
{
i f ( t h i s . RedirectAfterDataOperation )
Page . Response . Redirect ( Page . Request . RawUrl ) ;
}
Poslední metoda OnLoad, která využívá funkcí obou předešlých metod. Metoda
OnLoad nastane před provedením jakéhokoli příkazu ve stránce.
protec ted ove r r i d e void OnLoad ( EventArgs e )
{
base . OnLoad ( e ) ;
t h i s . Inserted += new SqlDataSourceStatusEventHandler (←˒
RedirectIfEnabled ) ;
t h i s . Updated += new SqlDataSourceStatusEventHandler ( RedirectIfEnabled←˒
) ;
t h i s . Deleted += new SqlDataSourceStatusEventHandler ( RedirectIfEnabled←˒
) ;
}
V této metodě jsou tři události a to:
• .Inserted - po vložení záznamu.
• .Updated - po úpravě záznamu.
• .Deleted - po vymazání záznamu.
Když nastane jedna z těchto událostí, zavolá se metoda RedirectIfEnabled, a
pokud je povolena, provede přesměrování. Nyní je třeba nastavit použití nové třídy
ve stránce.
<%@ Register Namespace="MyFix" TagPrefix="my" %>
Všechny komponenty, které budou začínat prefixem my, budou využívat nově vytvo-
řenou třídu. Zbývá jen použít tuto třídu na komponentu SqlDataSource ve stránce
pro správu budov. [6] [3]
<my : RedirectingSqlDataSource ID=" SqlDataSource1 " runat=" s e r v e r " ←˒
RedirectAfterDataOperation=" true "
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</my : RedirectingSqlDataSource>
3.1.12 Zasílání e-mailů při vzniku rezervace
Uživateli, kterému se nastaví sledovaná učebna a týden rozvrhu v tabulce List, bude
následně zaslán informační e-mail o uskutečnění rezervace v této učebně. Jelikož se
bude zasílání mailů simulovat pouze v místní sítí (localhost), je vhodné nainstalo-
vat SMTP (Simple Mail Transfer Protocol) server. SMTP je internetový standard
určený pro přenos zpráv elektronické pošty (e-mail). Volně ke stažení je např. Ar-
GoSoft Mail Server Freeware. [13].
1. Do stránky pro zadávání rezervací Book.aspx vytvořte novou metodu, která
nakonfiguruje potřebné vlastnosti pro zasílání mailů. Metoda jako parametr
přebírá Id buňky rozvrhu, do kterého byla vložena aktuální rezervace. Metoda
využívá systémovou knihovnu System.Net.Mail.
protec ted void MailSend ( i n t ScheduleList )
{
2. Nyní je zapotřebí připojit se do databáze a zjistit, zda-li má uživatel nastaven
časový interval a učebnu, ve které právě proběhla rezervace.
s t r i n g connectionString = WebConfigurationManager . ConnectionStrings [ ←˒
" RezervaceConnect ionStr ing " ] . ConnectionString ;
SqlConnection con = new SqlConnection ( connectionString ) ;
s t r i n g sql = "SELECT␣∗␣␣FROM␣ [ Schedule ] " ;
SqlCommand cmd = new SqlCommand ( sql , con ) ;
con . Open ( ) ;
SqlDataReader reader = cmd . ExecuteReader ( ) ;
whi l e ( reader . Read ( ) )
{
i f ( ScheduleIdList == reader . GetInt32 (0 ) )
{
RoomIdList = reader . GetInt32 (1 ) ;
DateIdList = reader . GetInt32 (4 ) ;
}
}
reader . Close ( ) ;
con . Close ( ) ;
Připojení k databázi a potřebné příkazy byly již rozebrány v části 3.1.11. Do
proměnných RoomIdList se zapíše Id místnosti, ve které proběhla rezervace a
do DateIdList Id časového intervalu v rozvrhu.
3. Poté se druhým příkazem připojení do databáze zjistí sledovaná učebna uži-
vatele a její časový interval.
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s t r i n g sql1 = "SELECT␣∗␣FROM␣ [ L i s t ] " ;
Následně se podmínkou porovnají proměnné učeben a intervalů a pokud sou-
hlasí, může se odeslat e-mail.
i f ( RoomIdList == reader1 . GetInt32 (2 ) && DateIdList == reader1 . ←˒
GetInt32 (4 ) )
{
mail = reader1 . GetString (3 ) ; // nacten i adresy mailu u z i v a t e l e
MailMessage message = new MailMessage ( ) ;
message . From = new MailAddress ( " r e z e rvac e@ lo ca lho s t . cz " ) ;
message . To . Add (new MailAddress ( mail ) ) ;
usermail = reader1 . GetString (1 ) ; // nacten i jmena u z i v a t e l e
message . Subject = " Rezervace " ;
message . Body = "Vážený␣ u ž i v a t e l i ␣ " + usermail + "\n\nNa␣Vaši ␣←˒
s ledovanou ␣učebnu␣a␣ s ledovaný ␣ časový␣ i n t e r v a l ␣ byla ␣←˒
uskutečněna ␣ r e z e rvac e . " ;
SmtpClient client = new SmtpClient ( ) ;
client . Send ( message ) ;
}
MailMessage() - vytvoří novou instanci třídy MailMessage, reprezentuje elektro-
nickou zprávu, která může být odeslána pomocí SMTP klienta.
message.From - zdrojová adresa odesílatele.
message.To - cílová adresa příjemce.
message.Subject - předmět zprávy.
message.Body - tělo zprávy.
SmtpClient - klient, který umožní odeslat e-mail pomocí SMTP.
Pokud si chcete vyzkoušet úspěšně odeslání a příjem zprávy, vytvořte si SMTP
server.
1. Návod instalace a vytvoření účtů je popsán na stránce: http://programujte
.com/clanek/2007030204-e-mailovy-server-na-localhostu. [2]
Je nutné vytvořit účet s mailovou adresu, kterou používá uživatel v apli-
kaci (např. admin@localhost.cz, teacher@localhost.cz), jak je vidět na obrázku
č. 3.25. Z této tabulky vyplývá, že kdykoli bude zadána rezervace do učebny
PA-128 v 1. týdnu výuky, odešle se e-mail uživatelům admin a teacher.
Obr. 3.25: Nastavení uživatelům sledování učeben pro zasílání mailů.
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2. Tato metoda zahrnuje navíc konfiguraci v souboru web.config. Knihovna
System.Net.Mail čte SMTP konfigurační data ze standardní .NET konfigu-
race systému, takže je zapotřebí toto nastavení změnit.
<!−− Zasilani emailu localhost−−>
<system . net>
<mailSettings>
<smtp deliveryMethod="Network " from=" re z e rvac e@ loca lho s t . cz ">
<network
host=" l o c a l h o s t "
port=" 25 "
defaultCredentials=" true " />
</smtp>
</mailSettings>
</system . net>
Port 25 slouží výhradně pro zasílání elektronické pošty SMTP a host nastaví
síť localhost. Demonstrace zaslání mailů je v části 3.2.5
3.2 Používání webové aplikace
3.2.1 Přihlášení uživatelů
Uživatelé jsou nejdříve přesměrování na stránku Login.aspx z důvodu přihlášení,
která je vidět na obrázku č. 3.26.
Obr. 3.26: Stránka pro přihlášení uživatelů.
3.2.2 Prohlížení rezervací
Prohlížet rozvrhy učeben může kterýkoli aktivní uživatel. V rozbalovacím menu,
které je automaticky generováno pomocí SiteMap, je vytažen seznam budov z data-
67
báze. Všimněte si, že v menu není možnost přejít na stránku pro zadávání rezervací
nebo do administrační správy (přihlášený uživatel student). Uživatel si poté zvolí
pouze učebnu a zobrazí se mu aktuální rozvrh místnosti, jak je vidět na obrázku
č. 3.27.
• Bod č.1 - status přihlášeného uživatele.
• Bod č.2 - rozbalovací menu se seznamem učeben.
• Bod č.3 - uživatel zvolí místnost, týden a následně se mu zobrazí rozvrh.
Obr. 3.27: Stránka pro prohlížení rezervací.
3.2.3 Zadávání rezervací
Stránka Book.aspx slouží pro zadávání rezervací. V menu se zobrazí nová položka
(Rezervace), do které má přístup pouze uživatel v roli admin nebo teacher. Uživa-
tel musí vybrat budovu, místnost a časový úsek pro zobrazení daného rozvrhu. Pro
úspěšnou rezervaci je třeba vyplnit pole Zadejte popis, případně zaškrtnout pole
Dlouhodobě a kliknutím do příslušné buňky rozvrhu se provede rezervace (stav
dokončení operace se vypíše nad tabulku). Najetím kurzoru na buňku se zobrazí
vlastnost ToolTip s informacemi o rezervaci. Všechny operace jsou názorně vyobra-
zeny na obrázku č. 3.28.
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Obr. 3.28: Stránka pro zadávání rezervací.
3.2.4 Správa uživatelů
Kontrola účtů a přiřazování uživatelů do rolí se provádí ve stránce Users.aspx.
K této stránce má přístup pouze administrátor (SiteMap zajistí přístup a zobrazení
stránek).
Obr. 3.29: Stránka pro kontrolu uživatelských účtů.
3.2.5 Zasílání e-mailů
Při zadání rezervace do rozvrhu se uživatelům, kteří mají nastavenou sledovanou
učebnu a časový úsek v tomto rozvrhu, odešle e-mail na jejich elektronickou adresu.
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Jelikož jsou v databázi uloženy data podle předešlých kritérií, jak je vidět v tabulce
na obrázku č. 3.25, odešle se uživatelům informační zpráva při zadání rezervace do
místnosti PA-128 v prvním týdnu výuky. Vše je názorně vidět na obr. č. 3.30 a
č. 3.31.
Obr. 3.30: Odeslání e-mailu uživatelům o vzniku rezervace v jejich sledované učebně
a čas. intervalu.
Obr. 3.31: Přijetí elektronické zprávy uživatelem admin.
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4 ZÁVĚR
Tato práce slouží jako návod pro tvorbu webových aplikací a služeb. Nejdříve se-
známí čtenáře s teoretickými poznatky a následně je přenese do praxe v podobě
tvorby programů. Technologie ASP.NET, která je nezbytná pro vývoj aplikací, je
představena v první kapitole. Od ní se odvíjí celá práce.
Druhá kapitola se zabývá webovými službami. Nejprve seznamuje uživatele s
hlavními direktivy a jejich atributy. Poté následuje založení projektu webové služby
a její vývoj. Na základě těchto poznatků je vytvořená služba Kalkulačka, která
poskytuje metody matematických operací. Následně jsou vytvořeni klienti, kteří
využívají těchto metod. První klient má konzolové rozhraní a následně dojde k jeho
zdokonalení. Druhý klient má již uživatelské rozhraní a využívá plně všech funkcí
služby.
Třetí kapitola řeší vývoj webové aplikace pro rezervaci učeben a laboratoří. V
úvodu představuje možné oblasti využití a s nimi komponenty pro tvorbu aplikace.
Ze zadání práce se vytvoří analýza a postup vypracování aplikace. První část obsa-
huje tvorbu databáze a založení projektu webové aplikace. Následně jsou přidávány
komponenty master page, content page, site map a class. Všechny tyto položky jsou
detailněji popsány v příslušných částech. Dále jsou představeny možnosti správy dat
přímo z aplikace. V druhé části této kapitoly je nastíněno používání aplikace pro
rezervaci učeben a laboratoří doprovázené screenshoty.
Práce je určena pro mírně až středně pokročilé programátory se znalostí progra-
movacího jazyka C# a HTML. V textu jsou vypsány postupy vývoje programů po
krocích. Nejsou však vysvětleny všechny části kódů dopodrobna, z důvodu obsáhlosti
práce. Postupy jsou doprovázeny screenshoty pro snadnější orientaci.
71
LITERATURA
[1] CODEPLEX. MICROSOFT. Altairis Web Security toolkit [online]. 2006 [cit.
2012-05-14]. Dostupné z WWW:<http://altairiswebsecurity.codeplex.com>.
[2] E-mailový server na localhostu. CHURÝ, Lukáš. WEBTEA.CZ. Pro-
gramujte.com [online]. 2003, 2012 [cit. 2012-05-15]. ISSN 1801-1586.
Dostupné z WWW:<http://programujte.com/clanek/2007030204-e-mailovy-
server-na-localhostu>.
[3] HANÁK, Ján. Praktické objektové programování v jazyce C# 4.0. Brno: ZO-
NER Press, 2006, 1197 s. ISBN 80-86815-42-0.
[4] HERCEG, Tomáš a Tomáš JECHA. Aplikace pro zamlouvání se-
dadel. Část 1 až Část 3. Visual Basic .NET [online]. 2007 [cit.
2012-04-10]. Dostupné z WWW:<http://www.vbnet.cz/clanek–181-
resene_priklady_v_asp_net_dil_1_aplikace_pro_zamlouvani_seda-
del_cast_1_.aspx>.
[5] HERCEG, Tomáš a Tomáš JECHA. Lehký úvod – teorie da-
tabází. Díl 1. až Díl 7. Visual Basic .NET [online]. 2007 [cit.
2012-05-08]. Dostupné z WWW:<http://www.vbnet.cz/clanek–60-
stoparuv_pruvodce_po_databazich_dil_1_lehky_uvod_teorie_data-
bazi.aspx>.
[6] HERCEG, Tomáš a Tomáš JECHA. Úvod do ASP.NET 2.0.
Díl 1. až Díl 11. Visual Basic .NET [online]. 2007 [cit.
2012-04-10].Dostupné z WWW:<http://www.vbnet.cz/clanek–44-
zaciname_s_asp_net_dil_1_uvod_do_asp_net_2_0.aspx>.
[7] MACDONALD, Matthew, Adam FREEMAN a Mario SZPUSZTA. ASP.NET
4 a C# 2010: tvorba dynamických stránek profesionálně, kniha 1. Vyd. 1. Pře-
klad Jan Pokorný. Brno: Zoner Press, 2011, 880 s. Encyklopedie Zoner Press.
ISBN 978-80-7413-131-8.
[8] MICROSOFT. MSDN Library [online]. 2011 [cit. 2012-11-10]. Walkthrough:
Creating and Using an ASP.NET Web Service in Visual Web Developer. Do-
stupné z WWW:<http://msdn.microsoft.com/en-us/library/8wbhsy70.aspx>.
[9] PROSISE, Jeff. Programování v Microsoft .NET: webové aplikace v .NET Fra-
mework, C# a ASP.NET. Brno: Computer Press, 2003, 712 s. ISBN 80-7226-
879-1.
72
[10] TROELSEN, Andrew. C# a .NET 2.0 profesionálně. Vyd. 1. Brno: Artax,
2009, 180 s. Microsoft (Artax). ISBN 978-80-87017-07-4.
[11] RIORDAN, Rebecca. Microsoft ADO.NET step by step. Redmond, Wash.:
Microsoft Press, c2002, 512 s. ISBN 07-356-1236-6.
[12] VALÁŠEK Michal A. ASPNET.CZ [online]. 2011. vyd. 2000 [cit. 2012-04-20].
Dostupné z WWW:<http://www.aspnet.cz>.
[13] WEBTEA.CZ. ArGoSoft Mail Server Freeware [online]. 1995 [cit. 2012-05-15].
Dostupné z WWW:<http://www.argosoft.com>.
K využití pro nekomerční účely je zde přímý odkaz ke stažení:
http://www.argosoft.com/files/apps/agsmail.exe
73
SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
AJAX Asynchronous JavaScript and XML
CLS Common Language Specification
CSS Cascading Style Sheets
DBMS DataBase Management System
DHTML Dynamic HTML
DNS Domain Name Service
HTML HyperText Markup Language
HTTP Hypertext Transfer Protocol
IP Internet Protocol
LINQ Language Integrated Query
MSIL MicroSoft Intermediate Language
MVC Model-View-Controller
SMTP Simple Mail Transfer Protocol
SOAP Simple Object Access Protocol
UDDI Universal Discovery Description and Integration
URL Uniform Resource Locator
WSDL Web Service Definition Language
XHTML Extensible HyperText Markup Language
XML Extensible Markup Language
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A PŘÍLOHY
A.1 Seznam souborů na přiloženém CD
1. Webové služby
• WebService - webová služba Kalkulačka.
• WebSite - klient webové služby s rozhraním GUI.
• ConsoleClient - konzolový klient webové služby.
• ConsoleClientExample - ukázkový příklad konzolového klienta webové
služby.
2. Webové aplikace
• Databáze - vytvořená databáze pro systém Rezervace.
• Projekt - projekt webové aplikace Rezervace vytvořený pomocí Micro-
soft Visual Studia 2010.
• Virtuální adresář - obsahuje všechny soubory použité v aplikaci Re-
zervace.
• ReadMe.txt - soubor s uloženými daty o uživatelích.
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A.2 SQL script pro vytvoření databáze
CREATE TABLE dbo . Users (
UserName nvarchar (100) NOT NULL,
PasswordHash binary (64) NOT NULL,
PasswordSalt binary (128) NOT NULL,
Email nvarchar (100) NOT NULL,
Comment nvarchar (max) NULL,
IsApproved b i t NOT NULL,
DateCreated datetime NOT NULL,
DateLastLogin datetime NULL,
DateLastActivity datetime NULL,
DateLastPasswordChange datetime NOT NULL,
CONSTRAINT PK_Users PRIMARY KEY CLUSTERED ( UserName )
)
CREATE TABLE dbo . Roles (
RoleName nvarchar (100) NOT NULL,
CONSTRAINT PK_Roles PRIMARY KEY CLUSTERED ( RoleName )
)
CREATE TABLE dbo . RoleMemberships (
UserName nvarchar (100) NOT NULL,
RoleName nvarchar (100) NOT NULL,
CONSTRAINT PK_RoleMemberships PRIMARY KEY CLUSTERED ( UserName , RoleName ) ,
CONSTRAINT FK_RoleMemberships_Roles
FOREIGN KEY ( RoleName ) REFERENCES dbo . Roles ( RoleName )
ON UPDATE CASCADE ON DELETE CASCADE,
)
ALTER TABLE dbo . RoleMemberships
ADD CONSTRAINT FK_RoleMemberships_Users
FOREIGN KEY ( UserName ) REFERENCES dbo . Users ( UserName )
ON UPDATE CASCADE ON DELETE CASCADE
−−←˒
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ UserProfiles ] (
[ UserName ] VARCHAR(100) NOT NULL,
[ LastUpdate ] DATETIME NULL,
−− v l a s t n í s l oupce
[ FirstName ] NVARCHAR (50) NULL,
[ LastName ] NVARCHAR (50) NULL,
[ Email ] NVARCHAR (100) NULL,
[ TelephoneNumber ] i n t NULL
CONSTRAINT [ PK_UserProfiles ] PRIMARY KEY CLUSTERED ( [ UserName ] ASC) ,
CONSTRAINT [ FK_UserProfiles_Users ] FOREIGN KEY ( [ UserName ] ) REFERENCES [ dbo ] . [ ←˒
Users ] ( [ UserName ] ) ON UPDATE CASCADE ON DELETE CASCADE
)
−−←˒
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ Buildings ] (
[ BuildingId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ BuildingName ] NVARCHAR (100) NOT NULL
)
DECLARE @BuildingId INT
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SELECT @BuildingId = SCOPE_IDENTITY ( )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ Purkuňova␣−␣01 ’ )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ Purkuňova␣−␣01 ’ )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ Purkuňova␣−␣02 ’ )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ IO␣−␣Ko l e jn í ␣4 ’ )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ Technická␣10 ’ )
INSERT INTO [ Buildings ] ( [ BuildingName ] ) VALUES ( ’ Technická␣8 ’ )
−−←˒
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ Rooms ] (
[ RoomId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ BuildingId ] INT NOT NULL REFERENCES [ Buildings ] ( [ BuildingId ] ) ON DELETE ←˒
CASCADE,
[ RoomName ] NVARCHAR (100) NOT NULL,
[ DayRows ] INT NOT NULL,
[ HourColumns ] INT NOT NULL
)
DECLARE @RoomId INT
SELECT @RoomId = SCOPE_IDENTITY ( )
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (1 , ’PA−128 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (1 , ’PA−227 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (1 , ’PA−429 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (1 , ’PA−M66 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (2 , ’P1 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (3 , ’E342 ’ , 7 , 14)
INSERT INTO [ Rooms ] ( [ BuildingId ] , [ RoomName ] , [ DayRows ] , [ HourColumns ] ) ←˒
VALUES (4 , ’N␣ 3 .27 ’ , 7 , 14)
−−←˒
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ Date ] (
[ DateId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ FromDate ] DATETIME NOT NULL,
[ ToDate ] DATETIME NOT NULL
)
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 2/6/2012 ’ , ’ 2/10/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 2/13/2012 ’ , ’ 2/17/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 2/20/2012 ’ , ’ 2/24/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 2/27/2012 ’ , ’ 3/2/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 3/5/2012 ’ , ’ 3/9/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 3/12/2012 ’ , ’ 3/16/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 3/19/2012 ’ , ’ 3/23/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 3/26/2012 ’ , ’ 3/30/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 4/2/2012 ’ , ’ 4/6/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 4/9/2012 ’ , ’ 4/13/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 4/16/2012 ’ , ’ 4/20/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 4/23/2012 ’ , ’ 4/27/2012 ’ )
INSERT INTO [ Date ] ( [ FromDate ] , [ ToDate ] ) VALUES ( ’ 4/30/2012 ’ , ’ 5/4/2012 ’ )
−−←˒
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−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ Schedule ] (
[ ScheduleId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ RoomId ] INT NOT NULL REFERENCES [ Rooms ] ( [ RoomId ] ) ON DELETE CASCADE,
[ X ] INT NOT NULL,
[ Y ] INT NOT NULL,
[ DateId ] INT NULL REFERENCES [ Date ] ( [ DateId ] ) ON DELETE SET NULL,
[ Description ] NVARCHAR (100) NULL,
[ LongStanding ] BIT NUll ,
[ UserName ] NVARCHAR (100) NULL REFERENCES [ Users ] ( [ UserName ] ) ON DELETE SET ←˒
NULL
)
DECLARE @x INT , @y INT , @d INT , @r INT
SELECT @x = 1 , @y = 1 , @d = 1 , @r = 1
WHILE ( @r < 16) BEGIN
WHILE ( @d < 14) BEGIN
WHILE ( @y < 6) BEGIN
WHILE ( @x < 15) BEGIN
INSERT INTO [ Schedule ] ( [ RoomId ] , [ DateId ] , [ X ] , [ Y ] ) VALUES ←˒
( @r , @d , @x , @y )
SELECT @x = @x + 1
END
SELECT @y = @y + 1 , @x = 1
END
SELECT @d = @d + 1 , @x = 1 , @y = 1
END
SELECT @r = @r + 1 , @d = 1 , @x = 1 , @y = 1
END
−−←˒
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−←˒
CREATE TABLE [ List ] (
[ ListId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ UserName ] NVARCHAR (100) NULL REFERENCES [ Users ] ( [ UserName ] ) ON DELETE SET ←˒
NULL,
[ RoomId ] INT NOT NULL REFERENCES [ Rooms ] ( [ RoomId ] ) ON DELETE CASCADE,
[ Email ] NVARCHAR (100) NULL,
[ DateId ] INT NOT NULL REFERENCES [ Date ] ( [ DateId ] ) ON DELETE CASCADE
)
CREATE TABLE [ Time ] (
[ TimeId ] INT NOT NULL PRIMARY KEY IDENTITY(1 ,1 ) ,
[ Username ] NVARCHAR (100) NULL REFERENCES [ Users ] ( [ UserName ] ) ON DELETE SET ←˒
NULL,
[ TimeFrom ] DATETIME NULL,
[ TimeTo ] DATETIME NULL
)
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A.3 Použití Altaris Web Security providerů
<!−− MyMembershipProvider −−>
<membership de f au l tProv ide r="MyMembershipProvider ">
<prov ide r s>
<c l e a r />
<add name="MyMembershipProvider "
type=" A l t a i r i s .Web. Secu r i t y . TableMembershipProvider , ␣ A l t a i r i s .Web. ←˒
Secur i ty "
connectionStringName=" RezervaceConnect ionStr ing " />
</ prov ide r s>
</membership>
<!−− MyRoleProvider −−>
<roleManager enabled=" true " de f au l tProv ide r="MyRoleProvider ">
<prov ide r s>
<c l e a r />
<add name="MyRoleProvider "
type=" A l t a i r i s .Web. Secu r i t y . TableRoleProvider , ␣ A l t a i r i s .Web. Secu r i ty←˒
"
connectionStringName=" RezervaceConnect ionStr ing " />
</ prov ide r s>
</ roleManager>
<!−− MyProf i l eProv ider −−>
<p r o f i l e enabled=" true " automaticSaveEnabled=" f a l s e " d e f au l tProv ide r="←˒
MyProf i l eProv ider ">
<prov ide r s>
<c l e a r />
<add name=" MyProf i l eProv ider "
type=" A l t a i r i s .Web. Secu r i t y . Tab l ePro f i l eProv ide r , ␣ A l t a i r i s .Web. ←˒
Secur i ty "
connectionStringName=" RezervaceConnect ionStr ing "
tableName=" Us e rP r o f i l e s " keyColumnName="UserName " ←˒
lastUpdateColumnName=" LastUpdate " />
</ prov ide r s>
<prop e r t i e s>
<add name=" FirstName " type=" St r ing " customProviderData=" FirstName ; ←˒
nvarchar ;100 " />
<add name="LastName " type=" St r ing " customProviderData="LastName ; nvarchar←˒
; 100 " />
<add name=" Email " type=" St r ing " customProviderData=" Email ; nvarchar ;100 " />
<add name="TelephoneNumber " type=" Int " customProviderData="←˒
TelephoneNumber ; i n t " />
</ p r op e r t i e s>
</ p r o f i l e>
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A.4 Třídy pro práci s daty.
A.4.1 ReservationManager.cs
us ing System ;
us ing System . Collections . Generic ;
us ing System . Linq ;
us ing System . Web ;
us ing System . Data . Linq ;
/// <summary>
/// Trida pro pr idavan i r e z e r v a c i a z j i s t o v a n i j e j i c h stavu
/// </summary>
pub l i c c l a s s ReservationManager
{
/// <summary>
/// Vraci i n s t a n c i datoveho kontextu
/// </summary>
/// <returns ></returns>
pr i va t e ReservationDataContext CreateDataContext ( )
{
re turn new ReservationDataContext ( ) ;
}
/// <summary>
/// Vrat i ob jekt r e p r e z e n t u j i c i mistnost
/// </summary>
/// <param name="roomId"></param>
/// <returns ></returns>
pub l i c Room GetRoom ( i n t roomId )
{
us ing ( var dc = CreateDataContext ( ) )
{
re turn dc . Rooms . Single ( r => r . RoomId == roomId ) ;
}
}
/// <summary>
/// Vrat i ob jekt r e p r e z e n t u j i c i datum
/// </summary>
/// <param name="dateId"></param>
/// <returns ></returns>
pub l i c Date GetDate ( i n t dateId )
{
us ing ( var dc = CreateDataContext ( ) )
{
re turn dc . Dates . Single ( r => r . DateId == dateId ) ;
}
}
/// <summary>
/// Vrat i seznam rozvrhu a v e l i k o s t tabulky
/// </summary>
/// <param name=" ha l l I d "></param>
/// <returns ></returns>
pub l i c IEnumerable<Schedule> GetSchedule ( i n t roomId , i n t dateId )
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{
us ing ( var dc = CreateDataContext ( ) )
{
var dlo = new DataLoadOptions ( ) ;
dlo . LoadWith<Schedule>(s => s . User ) ;
dc . LoadOptions = dlo ;
r e turn dc . Schedules . Where ( s => s . RoomId == roomId && s . DateId == ←˒
dateId ) . ToList ( ) ;
}
}
/// <summary>
/// Zkusi za r eze rvovat dany den a hodinu pro daneho u z i v a t e l e a v r a t i t rue ←˒
nebo f a l s e
/// </summary>
/// <param name=" schedu l e Id"></param>
/// <param name="username"></param>
/// <returns ></returns>
pub l i c bool TryReserveSchedule ( i n t scheduleId , s t r i n g username , s t r i n g ←˒
description , bool longstanding )
{
us ing ( var dc = CreateDataContext ( ) )
{
Schedule schedule = dc . Schedules . Single ( s => s . ScheduleId == ←˒
scheduleId ) ;
i f ( schedule . UserName != nu l l )
r e turn f a l s e ;
var user = dc . Users . Single ( u => u . UserName == username ) ;
schedule . UserName = username ;
schedule . Description = description ;
schedule . LongStanding = longstanding ;
t ry
{
dc . SubmitChanges ( ) ;
}
catch ( ChangeConflictException )
{
re turn f a l s e ;
}
re turn t rue ;
}
}
}
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