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Tato diplomová práce se zabývá tématem projektového řízení. V první části vysvětluje problematiku 
projektového řízení, popisuje její teoretické základy a to hlavně ve vývoji softwarových projektů. 
Srovnává dostupné nástroje určené pro podporu projektového řízení. Cílem bylo vytvořit po důkladné 
analýze detailní návrh, pak přistoupit k implementování jednotlivých částí systému, a vytvořit funkční 
systém pro podporu projektového řízení. Systém byl implementován v programovacím jazyce C#, na 
databázové úrovni pracuje s databázovým systémem Microsoft SQL. Závěrem zhodnocuje dosažené 





This thesis deals with project management and how software can support it. In first part the problems 
and characteristics of project management is stressed as well as theoretical basics with focus on 
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design and implementation. The system has been implemented in programming language C#, the 
database layer is Microsoft SQL. End the end of the thesis the summary of the achieved results and 





řízení projektu, plánování projektu, softwarový projekt, vývoj softwaru, trojimperativ projektu, 





Project Management, Project Planning, Software Project, Software Project Development, Project 








Czibor František: Softwarová podpora projektového řízení, diplomová práce, Brno, FIT VUT v Brně, 
2009 




Prohlašuji, že jsem tuto diplomovou práci vypracoval samostatně  
pod vedením Ing. Šárky Květoňové, Ph.D. 
Další informace mi poskytl Ing. Zoltán Csontos, vedoucí softwarového vývoje podnikového 
informačního systému ze společnosti Slovnaft a.s. Bratislava, který mi byl v rámci této práce 
konzultantem. 












Na tomto místě  bych chtěl poděkovat mé vedoucí Ing. Šárce Květoňové, Ph.D. za odborné vedení, za 
mnoho užitečných rad, připomínek, za konzultace, které mi pomohly při řešení diplomové práce. 

















© František Czibor, 2009  
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informačních 
technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění autorem je 





2 Vývoj a řízení projektů ..............................................................................................................4 
2.1 Softwarový projekt ...........................................................................................................4 
2.1.1 Vlastnosti softwarového projektu ..................................................................................4 
2.1.2 Trojí omezení projektu..................................................................................................5 
2.2 Životní cyklus softwarového produktu ..............................................................................7 
2.2.1 Fáze životního cyklu software.......................................................................................7 
2.2.2 Modely životního cyklu ................................................................................................9 
2.2.3 Modelovací jazyky .....................................................................................................11 
2.3 Řízení projektu ...............................................................................................................12 
2.3.1 Řízení rozsahu projektu ..............................................................................................13 
2.3.2 Řízení času v projektu.................................................................................................14 
2.3.3 Nástroje časového plánování.......................................................................................16 
2.3.4 Řízení nákladů na projekt ...........................................................................................19 
2.3.5 Řízení kvality projektů................................................................................................21 
2.3.6 Techniky pro kontrolu kvality.....................................................................................22 
2.3.7 Podpůrné oblasti řízení ...............................................................................................23 
2.4 Software pro podporu řízení projektů ..............................................................................25 
2.4.1 Nástroje nižší třídy......................................................................................................26 
2.4.2 Nástroje střední třídy ..................................................................................................26 
2.4.3 Nástroje vyšší třídy.....................................................................................................26 
3 Analýza...................................................................................................................................27 
3.1 Neformální specifikace požadavků..................................................................................27 
3.1.1 Požadavky na správu projektů.....................................................................................28 
3.1.2 Požadavky na správu úkolů.........................................................................................28 
3.1.3 Funkční požadavky kladené na systém........................................................................29 
3.2 Diagram případu použití .................................................................................................30 
4 Návrh......................................................................................................................................32 
4.1 Návrh architektury aplikace ............................................................................................32 
4.2 Návrh databáze ...............................................................................................................33 
4.3 Návrh grafického uživatelského rozhraní.........................................................................36 
5 Implementace..........................................................................................................................38 
5.1 Implementační prostředí..................................................................................................38 
5.1.1 C# a platforma .NET Framework ................................................................................38 
5.1.2 Microsoft SQL Server a technologie ADO.NET..........................................................39 
5.2 Implementace datového základu......................................................................................40 
5.2.1 Úložiště dat ................................................................................................................40 
5.2.2 Přístup k datové základně ...........................................................................................40 
5.3 Implementace grafických prvků aplikace.........................................................................44 
5.3.1 Implementace Ganttova diagramu a seznamu činností.................................................44 
5.3.2 Implementace diagramu zdrojů a jejich seznamu.........................................................49 
5.4 Implementované funkce systému ....................................................................................51 
 2 
5.4.1 Přihlášení do systému a odhlášení ze systému .............................................................51 
5.4.2 Funkce týkající se správy projektů ..............................................................................52 
5.4.3 Funkce týkající se správy úkolů ..................................................................................55 
5.4.4 Správa interních a externích zdrojů .............................................................................58 
5.4.5 Systém požadavků ......................................................................................................60 
5.4.6 Statistiky poskytované systémem................................................................................62 
5.4.7 Nastavení aplikace......................................................................................................64 
6 Testování systému...................................................................................................................65 
7 Nasazení systému....................................................................................................................66 
7.1 Minimální požadavky .....................................................................................................66 
7.2 Instalace .........................................................................................................................66 
8 Další rozvoj systému ...............................................................................................................67 




Projektové řízení až do osmdesátých let představovalo především podávání údajů o časovém plánu 
a zdrojích směrem k nejvyššímu vedení a používalo se především v organizacích z vojenského oboru 
a stavebnictví. Dnešní řízení projektů obnáší podstatně více činností a lidé řídí projekty prakticky 
v každém oboru lidské činnosti a v každé zemi. Projektové řízení je tedy velice důležité v každé 
oblasti, ale tato práce se po všeobecném zavedení základních pojmů více zaměřuje na oblast 
informačních technologií (dále jen IT). 
V oblasti projektového řízení hraje nosnou roli projektový manažer. Úloha řízení projektů 
zdaleka není snadnou záležitostí. Projektový manažer musí plně využít své znalosti a zkušenosti, když 
chce být úspěšný a dovést svůj tým k dobrému výsledku. Pochopitelně tedy na něm záleží úspěch 
projektů, a samozřejmě i celé organizace. Právě proto existuje mnoho různých nástrojů, které 
pomáhají projektovým manažerům v této náročné činnosti. Práce se zabývá právě vývojem 
softwarového nástroje pro podporu projektového řízení. Vlastní implementaci předchází důkladná 
analýza požadavků na tento software, pak následuje detailní návrh tohoto systému. Implementace 
se provádí v programovacím jazyce C#, systém na databázovém úrovni pracuje s databázovým 
systémem Microsoft SQL. Práce zahrnuje také nutný teoretický základ, týkající se vlastního řízení 
projektů.  
Druhá kapitola – Vývoj a řízení projektů – shrnuje nejdůležitější teoretický základ, týkající 
se vytváření softwarových projektů, jejich plánování a řízení. Definuje pojmy, které musíme pochopit 
a správně interpretovat jako členové vystupující v realizovaných projektech, nebo také uživatelé 
softwaru pro řízení projektů. Definuje životní cykly softwarového produktu, jejich modely a také 
podstatu plánování a řízení v rámci tohoto životního cyklu. Nemůžeme se vyhnout ani metodám, 
které jsou používány při těchto procesech, jako jsou např. síťový diagram, Ganttův diagram, analýza 
kritické cesty a další. Závěr kapitoly uvádí analýzu a porovnání dostupných softwarových nástrojů 
pro řízení projektů.  
Následující, třetí kapitola se zabývá prvotní analýzou požadavků, kladených na vyvíjený 
systém. Na základě konzultací a důkladného projednání se zadavatelem vznikly neformální 
specifikace požadavků, se kterými se seznámíme v první části této kapitoly. Tyto požadavky jsem 
rozdělil na části dle oblastí, kterých se týkají. Na základě toho první podkapitola obsahuje další části, 
vztahující se ke správám projektů, správám úkolů a čistě systémovým požadavkům. Druhá část 
analýzy představuje budoucí chování systému pomocí diagramu případu použití.  
Z neformálních specifikací požadavků uváděných v analýze vznikl v následující kapitole 
formální návrh. Hned v první části návrhu popisuji použitou architekturu pomocí definovaného 
modelu. Použitá architektura navrhovaného systému je architektura MVC (Model-View-Controller). 
Tato architektura rozděluje systém na tři nezávislé vrstvy, které jsou také charakterizovány ve čtvrté 
kapitole. Druhá část návrhu hovoří o návrhu databáze, uvádí i databázový model v podobě ER 
diagramu. Ve třetí části je představeno navrhované uživatelské rozhraní aplikace.  
Implementace je postavena na dobře vypracovaném návrhu, uvedeném v páté kapitole. Ta se 
rozděluje na tři veliké části na základě navrhované architektury. V první části popisuje implementace 
datového úložiště a přístupu k němu, následně charakterizuje realizované grafické komponenty. 
V poslední části obeznámím s implementací jednotlivých funkcí aplikace.  
Následující tři kratší kapitoly popisují jak se provádělo testování aplikace, jak bude systém 
nasazován do provozu a jaké jsou minimální požadavky na její instalaci. Předposlední kapitola 
shrnuje další možné rozšíření vyvíjeného systému.  
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2 Vývoj a řízení projektů 
Dnešní firmy, vládní instituce i neziskové organizace si plně uvědomují, že pro dosažení úspěchu 
musí dobře znát moderní techniky řízení projektů a skutečně je prakticky používat. Také jednotlivci 
již chápou, že pokud chtějí obstát v tvrdé konkurenci, musí vyvinout takové schopnosti, s nimž 
se stanou dobrými, právoplatnými členy projektových týmů i projektovými manažery. Uvědomují 
si také, že celou řadu principů řízení projektů uplatní i v běžném, každodenním životě při normální 
práci s lidmi a s technologiemi.  
Úkolem této kapitoly je seznámit čtenáře se základními, nezbytnými pojmy a metodikou 
projektového řízení. Nejprve je potřeba definovat co je to softwarový projekt. K tomuto účelu slouží 
první podkapitola, která mimo jiné definuje i důležité pojmy spojené se softwarovým projektem jako 
je např. „trojimperativ“. Další podkapitola se zabývá vývojem těchto projektů, tedy „životními cykly“ 
projektů a jejich modely. Tento životní cyklus projektu je velice důležité řídit. Řízení projektu 
ze všech důležitých oblastí vysvětluje třetí podkapitola. Závěrem kapitoly je uvedená analýza 
a porovnání dostupných softwarových nástrojů pro řízení projektů.  
2.1 Softwarový projekt  
Chceme-li se zabývat řízením projektů, nebo podporovat řízení projektu, musíme si nejprve definovat 
co je to projekt, přesněji pro náš případ softwarový projekt. Projekt je „časově omezená pracovní 
činnost, jejímž cílem je vytvoření jedinečného produktu, služby, nebo dosažení jiného výsledku“ [1]. 
Operační neboli provozní činnosti jsou naopak práce, které organizace provádí pro udržení běžného 
chodu firmy a jejího podnikání. Projekt se tedy od běžného procesu liší tím, že po splnění 
stanovených cílů nebo svém ukončení skončí.  
Projekt můžeme definovat i jako síť činností mající formální začátek a konec, přidělené zdroje 
a vždy se směruje k splněním určitých cílů [3]. Každý projekt je jedinečný, protože se provádí pouze 
jednou, je dočasný a (v téměř každém případě) na něm pracuje jiná skupina lidí. Zároveň je třeba 
zdůraznit, že projekt znamená aktivitu plánovanou, řízenou a kontrolovanou a to vedoucím projektu 
(projektovým manažerem), který za ni nese plnou zodpovědnost.  
Existují čtyři typické znaky projektů, které, pokud se vyskytují společně, odlišují řízení 
projektu od jiných manažerských činností. Projekty mají trojrozměrný cíl (trojimperativ, popisované 
dále), jsou jedinečné, zahrnují zdroje a realizují se v rámci organizace.  
2.1.1 Vlastnosti softwarového projektu 
Projekty mohou být velké i malé a mohou se týkat jedné osoby nebo naopak tisíců lidí. Projekty tedy 
existují všech možných „tvarech“ a velikostech. Projekt můžeme dále definovat pomocí následujících 
atributů či základních vlastností [2]: 
· Projekt má jednoznačně určený cíl. Každý projekt musí mít dobře definovaný záměr, účel nebo 
cíl. Obvykle výsledkem každého projektu je nějaký jedinečný výrobek, služba nebo jiný výsledek.  
· Projekt je dočasný. Každý projekt má pevně stanovený začátek a pevný konec.  
· Detailní řešení projektu se zpravidla postupně vypracovává. Na začátku bývají projekty často 
definovány hodně široce a s postupem času se vyjasňují jeho detaily. Projektový tým by měl 
sestavit prvotní plány a poté je aktualizovat a zanést do nich nové, podrobnější informace.  
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· Projekt vyžaduje určité zdroje, často z různých oblastí. Jako prostředky či zdroje je nutné do řešení 
projektu zapojit lidi, hardware, software a jiná aktiva. Tyto prostředky nebo zdroje jsou ale vždy 
omezené, a proto s nimi musíme při naplňování cílů projektu i firmy jako celku účelně hospodařit.  
· Projekt by měl mít nějakého hlavního zákazníka nebo zadavatele. Do většiny projektů je zapojeno 
množství „zainteresovaných stran“ neboli účastníků, ale jeden z nich by měl mít hlavní roli 
zadavatele neboli „sponzora“ projektu. Zadavatel projektu obvykle určuje směr řešení projektu 
a uvolňuje na něj finanční zdroje.  
· Součástí projektu je neurčitost. Protože každý projekt je jedinečný, je někdy obtížné nadefinovat 
cíle projektu, odhadnout dobu potřebnou k jeho dokončení a stanovit potřebné náklady. Také 
za příčiny neurčitosti můžeme považovat externí neboli vnější faktory, například krach některé 
z dodavatelských firem nebo také onemocnění člena projektového týmu.  
Mezi vlastnostmi projektu by jsme mohli ještě zmínit, že každý projekt má vedoucího 
či manažera projetu. Projektový manažer je pro úspěch projektu jako celku klíčově důležitá osoba. 
Je odpovědný za spolupráci a komunikace se zadavatelem projektu, projektovým týmem, 
zainteresovanými stranami a dalšími lidmi zapojenými do projektu. Jeho úkolem je naplnit stanovené 
cíle projektu.  
2.1.2 Trojí omezení projektu  
Každý projekt je různým způsobem omezen, hlavně však svým rozsahem, časem a náklady jako 
stanovenými cíli. Těmto omezením se v řízení projektu říká trojí omezení (triple constraint) neboli 
také „trojimperativ“. Pro úspěšné dokončení projektu musí jeho projektový manažer správně zvážit 
rozsah projektu, potřebný čas a náklady, a mezi těmito často si konkurujícími cíli najít vhodnou 
rovnováhu. Manažer musí tedy zvážit [1]:  
· Rozsah projektu. Jaké práce budou v rámci projektu provedeny? Jaký jedinečný výrobek, službu, 
nebo jiný výsledek očekává zákazník, respektive zadavatel projektu od jeho dokončení?  
· Čas. Kolik času bude potřeba k dokončení projektu? Jaký je časový plán projektu?  
· Náklady. Jaké budou náklady na dokončení projektu? Jaký je jeho finanční rozpočet ? 
Znázornění rozměrů zmíněného trojího omezení je znázorněn na Obr. 2.1. Každá z uvedených 
oblastí či veličin – tedy rozsah, čas a náklady – má na začátku projektu stanovený nějaký cíl. Ovšem 
při řízení projektu musíme přijmout vhodné kompromisy mezi těmito cíli zobrazenými na Obr. 2.1. 
To znamená, že například pro splnění požadovaného rozsahu a času musíme zvýšit finanční rozpočet. 
Druhá možnost je zredukovat rozsah projektu a splnit tak stanovený čas i náklady. Protože součástí 
každého projektu je neurčitost a také omezené zdroje, jen málokdy se podaří dokončit projekty přesně 
v původně stanoveném rozsahu, času i nákladech. Zkušení projektoví manažeři vědí, že se musí 
rozhodnout jen pro jednou z veličin trojího omezení, a to právě tu která je pro ně, nebo pro zadavatele 
ta nejdůležitější. Například pokud je nejdůležitější čas, musí často změnit původně stanovený rozsah 
nebo náklady, aby splnil časový plán. Nebo naopak, je-li důležitý rozsah projektu, může být nutné 
upravit vymezený čas a náklady.  
Kromě popisovaných parametrů trojího omezení projektu, hrají významnou roli i jiné důležité 
elementy. Klíčovým faktorem řešení projektů bývá i kvalita, nebo také uspokojení zákazníka 
či zadavatele. Někteří lidé proto v rámci řízení projektů hovoří o „čtveru omezení“ [1] a vedle 
rozsahu, času a nákladů do těchto faktorů zahrnují právě kvalitu. Jiní se drží názoru, podle něhož 
musí být otázky kvality, a tedy spokojenosti zákazníka, nedílnou součástí cílového rozsahu, času 
a nákladů na projekt. Vážným problémem tedy může být, pokud projektový manažer, zároveň celý 
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jím vedený tým, nevěnuje dostatek pozornosti na kvalitu, a splní stanovený rozsah, čas i náklady 
na projekt, ale přitom nesplní právě normy či standardy kvality, případně jinak neuspokojí zadavatele. 
Aby jsme zabránili problémům, kdy sice splníme stanovený cílový rozsah, čas i náklady, 
ale z pohledu zákazníka či zadavatele nedosáhneme uspokojivé kvality, v dobrém řízení projektu 
nestačí jen splnit popsané trojí omezení projektu.  
Další problémy související s trojimperativem 
Dosud jsme zmínili, že je velice těžké najít rovnováhu mezi podmínkami trojimperativu. Dále jsme 
zmínili kvalitu, která by také mohla být jednou z problémových oblastí. Kromě těchto se mohou 
vyskytnou ovšem i další problémy, na které bych chtěl upozornit touto krátkou kapitolou.  
Téměř nikdy není na začátku zcela jasné, na co zadavatel klade největší důraz, a lidé pracující 
na projektu mají sklon posuzovat stupeň relativní důležitosti každé omezující podmínky na základě 
svých vlastních zkreslených názorů a dispozic. To může snadno vést ke katastrofálním důsledkům, 
čemuž lze předejít vhodnou diskusí na toto téma mezi dodavatelem a odběratelem již na samém 
počátku projektu, pak také v rámci celého průběhu projektu [2].  
Druhým problémem je, že mnoho manažerů je požádáno nebo nuceno převzít odpovědnost 
za projekt, který naplánoval někdo jiný. V některých případech pak neví, jak splnit podmínky 
„trojimperativu“. Nový manažer projektu musí v takových případech věnovat dostatek času 
prostudování rozsahu projektu, nabídnout vedení své organizace (a možná také zadavateli) několik 
možností řešení a doporučit, jak dál postupovat [2].  
Třetím vážnějším problémem může být i přehnaná pozornost, kterou technický personál věnuje 
kvalitě provedení. Lze jej překonat, nebo alespoň zmenšit, když manažer projektu jasně sdělí, 
na co a proč klade zákazník důraz.  
Obr. 2.1: Trojí omezení při řízení projektu [1] 
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2.2 Životní cyklus softwarového produktu  
Životní cyklus vývoje softwarového produktu je jedním z nejdůležitějších aspektů, na kterých velmi 
závisí úspěch softwarových projektů. Tato kapitola popisuje jednotlivé fáze tohoto cyklu, pak se dále 
zabývá jejími modely. Při celém procesu vývoje softwarového produktu jsou použity různé 
modelovací nástroje a techniky. O těchto technikách se ve zkratce zmiňuje poslední podkapitola.  
Pod pojmem životní cyklus produktu rozumíme změny, kterými softwarový produkt postupně 
prochází během své existence. Život softwarového produktu se vlastně začíná okamžikem vzniku 
prvního požadavku na něj, a končí okamžikem kdy se softwarový produkt přestane používat. Tento 
cyklus si můžeme rozdělit na dvě základní období. První je období postupného zavádění (phasing in)– 
produkt se nachází v tomto období dokud nedojde k jeho nasazení a používání. Okamžikem plného 
nasazení do používání se začíná období postupného vyřazení (phasing out) z provozu. Je taktéž 
pravda, že projekt pak v průběhu používání dále rozvíjí pomocí údržby a dodatečného vývoje, 
ale to také v zmiňované druhé fázi [4].  
2.2.1 Fáze životního cyklu software 
Životní cyklus softwarových produktů lze rozdělit na různé fáze, které vlastně odrážejí co se s daným 
projektem právě v dané fázi děje, a v jakém je stavu vzhledem k celkovému plánu. Tyto fáze jsou 
následující:  
Analýza požadavků – v této fázi se provádí analýza uživatelem definovaných specifikací, 
tj. požadavky kladené uživatelem pro kterého software vyvíjíme. Uživatel často není schopen 
zformulovat jasně svůj požadavek, může klást přehnané požadavky. Je potřeba tyto požadavky 
zformulovat zkušeným analytikem nebo vývojářem. V této fázi je nejčastěji používán volný, 
přirozený jazyk, tzn. neformální specifikace pro definice požadavků.  
Návrh systému – je to definice, funkční a technický popis softwarového produktu. Určuje, 
jak bude vypadat uživatelské rozhraní systému a jeho funkce, definuje implementace systému, 
použité algoritmy, s jakými daty a jakým způsobem bude pracovat. U databázových systémů definuje 
i struktury databáze. Pro modelování v této fázi se obvykle požívá jazyk UML. Tento jazyk poskytuje 
prostředky jak pro modelování požadavků, tak návrhu. V praxi se často prolíná fáze analýzy 
s návrhem. Přechod od analýzy k návrhu neznamená striktně oddělený model analýzy a model 
návrhu. Spíše jde o rozpracování modelu analýzy.  
Toto rozpracování je ve skutečnosti výsledkem tzv. detailního návrhu, který je jedním ze dvou 
základních aspektů návrhu. Druhý je návrh architektury, který definuje architektonický rámec 
systému [4].  
Další fáze je fáze implementace. Znamená to vlastně naprogramování navrženého 
softwarového systému. Neznamená však striktní přepis návrhu na kódy programovacího jazyka. 
Často se programátor také zúčastní v návrhu, právě tehdy, když programuje určité struktury 
a algoritmy. Lze tedy vidět, že mezi posledně zmiňovanými fázemi také neexistuje přesná čára 
rozdělující fáze, ale tyto fáze se opět do určité míry překrývají. V této fázi se již zapojují další 
členové vývojového týmu, kteří se zatím nezúčastnili analýzy a návrhu systému. Při implementaci 
však vznikají chyby, které je žádoucí odhalit co nejdříve. Proto je důležitá část testování a ladění.  
Ve fázi testování se nacházejí veškeré aktivity, jejichž cílem je odhalení chyb. Může být 
použito různých metod a testování můžeme rozdělit na následující typy:  
· Testování programových jednotek (Unit Test) – jedná se o testy programových jednotek, které 
vykonává programátor.  
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· Funkční testy (Functional Test) – tato skupina testů má za úkol testování jednotlivých modulů 
systému, a jestli jsou požadavky na jednotlivé moduly splněny. Tyto testy vykonává analytik nebo 
programátor.  
· Integrační testy (Integration Test) – jsou zodpovědné za celkovou funkčnost systému, vykonává je 
analytik. Rozlišujeme dva typy integračních testování: shora dolů nebo zdola nahoru.  
· Uživatelem převzaté testování (User Acceptance Test) – jedná se o konečné uživatelské testování, 
kde na konci úspěšného testování uživatel akceptuje výsledný software. Testy provádí uživatel.  
Ladění – po testování a nalezení chyb třeba tyto chyby odstranit. Těmto aktivitám se říká 
ladění. Ladící nástroje bývají běžně dostupné v mnoha integrovaných vývojových prostředích.  
Integrace – Softwarové systémy bývají obvykle rozsáhlými systémy. Jejich implementace 
se provádí ve více menších částech, které mohou být prováděny souběžně ale také i postupně. 
Po naimplementování jednotlivých částí systému je třeba tyto části nějak sloučit. Toto spojení se 
nazývá integrace. Ne vždy je použitelný postup „velkého třesku“ [4], s ohledem na velikost systému 
a na mnoho komponent. Proto je potřebné postupně již integrované části systému také otestovat.  
Nasazení – takto připravený a otestovaný systém je ještě třeba na jeho „místo“ – na místo kde 
bude používán, nasadit. Tato „instalace“ se nazývá nasazení softwarového produktu.  
Po nasazení vytvořeného softwarového produktu začíná fáze provozu a údržby. V této fázi 
začíná být systém používán uživateli. Začátkem provozu produktu již postupně končí období 
postupného zavádění.  
Obr. 2.2 znázorňuje jednotlivé fáze životního cyklu softwarového produktu, také dvě zmíněné 
oblasti, ve kterých se softwarový produkt nachází. Obrázek také ukazuje, že po nějaké době provozu 
a údržby již nelze systém dále vylepšovat, a stane tzv. zděděným [4]. Vzniká potřeba vývoje nového 
produktu.  
Dále je třeba definovat, který typ životního cyklu vývoje software bude aplikován.Existuje řada 
modelů životního cyklu, další část kapitoly definuje ty nejdůležitější.  
 
 
Obr. 2.2: Fáze životního cyklu softwarového produktu [4] 
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2.2.2 Modely životního cyklu  
Nejtriviálnějším a v dnešní době již nepříliš používaným modelem je tunelový model. Jeho princip 
je velmi jednoduchý. Se spuštěním projektu se postupuje do neznáma – tunelu. Podle momentální 
situace vedení projektu se řídí jeho postup a vytváří silný tlak na realizaci projektu. Úkolem je nalézt, 
identifikovat konec tunelu a projekt zdárně ukončit. Projekt je řízen pouze operativně a nikoliv 
s koncepcí. Pracovníci zapojení do projektu většinou řeší úkol po celou dobu životního cyklu 
projektu. Z hlediska řízení projektu je projekt řízen v průřezové oblasti úkolů. Na Obr. 2.3 je metoda 
graficky znázorněna.[7]. 
Tato metoda má řadu nevýhod. Mezi ně lze zařadit např. to, že chybí koncepce vývoje a není 
možná opakovatelnost dobrých výsledků. Dále není možná jakákoliv predikce v projektu, je nízká 
transparence výsledků, vysoký stupeň chaosu ve vývoji a v neposlední řadě nízká kvalita výstupu 
projektu.  
První významnější metodou je metoda vodopád. Projektem je dáno rozdělení na jednotlivé 
části vývoje systému, které jsou dobře definovány a diskrétně rozděleny do konkrétních časových 
úseků a etap vývoje. Jednotlivé etapy jsou ukončeny milníky, které vyhodnocují realizaci kompletní 
etapy. Výstupy z těchto etap jsou natolik závazné, že zpravidla neumožňují další podstatné změny 
v průběhu řešení. Vznikají tak postupně analytické dokumenty, návrhové dokumenty, a také 
dokumenty kódování (zdrojový kód). Protože se předávají z jedné fáze do druhé odshora dolů, 
nazýváme tuto metodu vodopád. Tento vodopádový model je znázorněna na Obr. 2.4.  
Vzhledem k hodnocení, je tato metoda je mnohem lepší, než předešlá chaotická metoda tunel, 
ale má také své nevýhody. Nevýhodou je, že nejdříve musí vzniknout celá analýza, celý design, 
a poté celé kódování. Metoda také naráží při své aplikovatelnosti na překážky vyplývající z faktu, 
že je nutné postupně precizovat navrhovaný systém. Mnohdy tento fakt vyplývá i ze záměru 
manažera projektu ovlivňovat postoje budoucích uživatelů. Mnohých změn mohou dostát 
i požadavky uživatelů. Nejde jen o prostý fakt, že analytik neprovede dostatečně kvalitně analýzu 
požadavků na systém, ale můžeme připustit i skutečnost, že předmětem analýzy je doposud natolik 
Obr. 2.3: Metoda řízení projektu tunel [9] 
Obr. 2.4: Metoda řízení projektu typu vodopád [9] 
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nový a neprozkoumaný, že již dopředu předpokládáme poznávání reality a požadavků po částech 
v časovém vývoji [7].  
Metoda přírůstkového postupu (iteračně – inkrementální metoda) – Vedoucí projektu 
organizuje vývoj systému tak, aby rozložil složité procesy na menší a jednodušší problémy, a vlastně 
tak řešil vývoj systému prostřednictvím menších projektů. Každý ze zmiňovaných menších projektů 
je považován za postup, přírůstek, iteraci (Obr. 2.5).  
Přírůstkem se rozumí ucelená a relativně uzavřená část systému (subsystém), kterou lze 
samostatně navrhnout, implementovat a uvést do provozu, přičemž funkčnost dříve dokončené části 
systému zůstane zachována. Podstatou této metody je tedy provedení všech kroků v jedné relativně 
malé iteraci v jedné relativně malé části systému. Systém je pak vyvíjen postupně po jednotlivých 
přírůstcích tak, že každý přírůstek probíhá svým vlastním životním cyklem. Tímto postupem se může 
docílit, že některé pevné segmenty jsou rychle zpracovány až do podoby implementace, přičemž 
některé jiné části systému zůstávají v úvodních stupních vývoje produktu. Metoda je vlastně složení 
několika vodopádů částí systémů.  
Metoda je velmi vhodná v objektově orientovaném prostředí. Základní nepochopení metody 
tkví v tom, že rozšiřování systému v inkrementaci nespočívá pouze v přidávávání prvků a vazeb, ale 
v přidávání funkcionalit objektů spolu s novými, stále konzistentními vnitřními stavy objektů [7].  
Další, spirálový model je ve skutečnosti metamodelem, který může obsahovat další modely 
životního cyklu. Tento model definoval Barry W. Boehm v roce 1988. Vznikl na základě 
vodopádového modelu a jeho pozdějších úprav. Vylepšuje nedostatky tohoto modelu, a to tím, 
že zavádí analýzu rizik, a jednotlivé kroky provádí neustále v cyklu – v iteracích. Rizika jsou 
nepříznivé okolnosti, které mohou nastat v jakékoli fázi vývoje software.  
Spirálový model se skládá ze čtyř stavů, které jsou popsány na Obr. 2.6 [9]:  
· Učení záměrů, alternativ a jejich omezení. 
· Vyhodnocení a snížení rizik – je třeba analyzovat rizika vyvstávající z rozhodnutí v předchozím 
stavu. Může vzniknout prototyp nebo se vykonává simulace softwaru.  
· Vývoj a ověření – sestává z vlastního vývoje, specifikace, návrhu, kódování a testování. 
· Vyhodnocení a plánování – představuje kontrolu předcházejících stavů a plánování další fáze 
vývoje. Na základě výsledků předchozích stavů se můžeme rozhodnout, jak plánovat další iterace.  
Obr. 2.5: Metoda přírůstkového postupu (iteračně – inkrementální metoda) [4] 
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Každá část jednotlivých iterací vychází z reakce zákazníka na výsledek v předchozím cyklu. 
Právě z toho důvodu, že vývoj je realizován v iteracích a každá iterace pokračování vývoje 
se realizuje podle reakce zákazníka, lze charakterizovat tuto metodu podobnými výhodami, jako 
předchozí. Ovšem je třeba upozornit na to, že spirálový model není modelem, který by mohl být 
přímo přijat organizací zabývající se vývojem softwaru. Jedná se spíše o referenční model nebo 
způsob uvažování [4].  
Určitým způsobem modelování životního cyklu je prototypování. Spočívá v tom, že se vytvoří 
tzv. prototyp softwaru, který bude používán v rámci analýzy požadavků. Není podstatná kvalita 
tohoto prototypu, důraz je kladen na to, aby byl co nejdříve k dispozici. Následné využití prototypu 
v dalších fázích vývoje záleží na kvalitě, ale zpravidla lepší výsledky přinášejí implementace 
vytvořené znovu od začátku.  
Zajímavý je také model agilního vývoje softwaru. Jedná se o model, který byl navržen 
neziskovou organizací nadšenců Agile Alliance, která usiluje o prosazení nových přístupů k vývoji 
softwaru. Zejména bylo potřeba rychlého vývoje a rychlé reakce na měnící se podmínky. Hlavní 
zásady agilního vývoje jsou [4]:  
· Jednotlivci a interakce před procesy a nástroji. 
· Fungující software před úplnou dokumentací.  
· Spolupráce se zákazníkem před vyjednáváním kontraktu.  
· Reagování na změny před dodržováním plánu projektu.  
Agilní vývoj předpokládá kreativní charakter tvorby programů. Pro agilní vývoj jsou 
charakterické i další známé techniky, jako např. programování ve dvojicích, kolektivní vlastnictví. 
Nejznámějším představitelem agilního vývoje softwaru je extrémní programování [4].  
2.2.3 Modelovací jazyky  
Při analýze požadavků se často jako nástroj pro komunikaci mezi zadavatelem a řešitelem využívá 
modelování. Vznikají různé modely navrhovaného systému, které mohou být na této úrovni 
testovány, ověřovány a upravovány. Teprve po dosažení shody mezi analytikem a zadavatelem může 
být model dekomponován a převeden do cílového implementačního jazyka.  
Obr. 2.6: Spirálový model životního cyklu software [8] 
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Během vývoje metodik softwarového inženýrství bylo navrženo mnoho různých, víceméně 
formálních jazyků a prezentačních technik, které slouží pro popis softwarových produktů 
od konceptuálního modelu, až po jeho implementaci. Nová generace metodik softwarového 
inženýrství se snaží sjednotit užitečné vlastnosti různých metodik a integrovat je do nějaké společné 
sady. Jedním z nejdále popracovaných přístupů je tzv. unifikovaný modelovací jazyk UML (Unified 
Modeling Language).  
Diagram je graficky znázorněný pohled na model. Popisuje jistou část modelu pomocí 
grafických symbolů. Narozdíl od modelu, jeden diagram málokdy popisuje celý systém – většinou 
je k popisu systému použito vícero pohledů, z nichž každý se zaměřuje na jeden aspekt modelu.  
Statickou strukturu systému vyjadřují diagramy tříd, diagramy spolupráce, diagramy 
komponent a diagram nasazení. Funkční stránku popisují model jednání, digramy aktivit, scénáře 
událostí a diagramy spolupráce. Dynamickou stránku dokumentují stavové diagramy, scénáře 
událostí, diagramy spolupráce a diagramy aktivit.  
Při návrhu systému jsem vytvořil digram případu užití (use case diagram) a ER diagram. 
Tyto diagramy jsou uvedeny a popsány v 3. kapitole (Analýza).  
2.3 Řízení projektu  
Životní cyklus vývoje softwarového produktu je třeba určitým způsobem řídit. Projektový manažer 
má toto řízení za úkol, a tím nepřímo zabezpečit úspěšné dokončení projektu. To ale není triviální 
proces a nelze jej provést bez detailnějšího plánování, které velmi úzce souvisí s řízením projektu. 
Tato kapitola se zabývá řízením projektu, a také naznačuje jak stanovit a realizovat plány vedoucí 
k úspěchu.  
Úspěšné řízení projektu znamená splnit všechny tři základní cíle (tedy rozsah, čas a náklady) – 
a zároveň přitom uspokojit zadavatele projektu. Ovšem to není všechno, co se skrývá pod řízením 
projektu! Dle definice je řízení projektu „uplatnění veškerých poznatků, dovedností, nástrojů 
a technik na aktivity (činnosti) projektu takovým způsobem, aby byly splněny požadavky na projekt“ 
[1]. Projektový manažer se musí tedy snažit nejen o splnění konkrétních cílů projektu ohledně 
požadovaného rozsahu, času nákladů a kvality, ale současně musí v celém procesu zajistit, 
aby projekt splnil potřeby a očekávání osob, které jsou do projektu zapojeny nebo které jsou jeho 
aktivitami dotčeny.  
Obr. 2.7: Základní rámec řízení projektu [1] 
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Obr. 2.7 ilustruje základní rámec celého řízení projektů. Klíčovými prvky tohoto obecného 
rámce jsou účastníci projektu, oblasti poznatků pro řízení projektu, nástroje a techniky pro řízení 
projektů, a konečně přínosy úspěšných projektů pro podnik jako celek.  
Oblasti poznatků pro řízení projektu popisují nejdůležitější schopnosti či kvalifikace, které 
si každý projektový manažer musí vypěstovat. Uprostřed Obr. 2.7 vidíme všech devět těchto oblastí 
poznatků. Z těchto devíti oblastí je nutné vyzdvihnout ty nejdůležitější, kterými jsou: řízení rozsahu 
projektu, řízení času, řízení nákladů a řízení kvality projektu. Hovoříme o tzv. základních oblastech 
poznatků, protože všechny vedou k naplnění konkrétních cílů projektu.  
Další čtyři oblasti poznatků při řízení projektů označujeme jako podpůrné. Těmito jsou: řízení 
lidských zdrojů, řízení komunikací, řízení rizik a řízení obstarávání v projektu. Hovoříme 
o podpůrných oblastech, protože definují procesy, jejichž prostřednictvím dosahujeme cílů projektu. 
Co tyto jednotlivé oblasti znamenají, je popsáno v dalších částech této kapitoly.  
Na Obr. 2.7 vidíme, že nám zbývá ještě jedna oblast, kterou jsme nezmínili. Tato oblast –
 řízení integrace projektu – je průřezovou oblastí, která se navzájem ovlivňuje se všemi ostatními. 
Důležité je upozornit na tu skutečnost, že manažeři projektů musí mít odpovídající znalosti 
a zkušenosti ve všech devíti popsaných oblastech poznatků.  
2.3.1 Řízení rozsahu projektu 
Jednou z nejdůležitějších, a součastně také nejobtížnějších stránek řízení projektu, je správné 
definování jeho rozsahu. Výrazem rozsah projektu přitom rozumíme veškeré práce, zapojené 
do vytvoření produktů požadovaných v rámci projektu a veškeré procesy vedoucí k jejich vytvoření. 
Pojem ucelená část díla – je produkt nebo služba, vytvořená jako část řešeného projektu. Ucelené 
části díla mohou přímo souviset s daným produktem (může to být třeba hardwarová nebo softwarová 
komponenta), nebo mohou souviset s procesy řešení (například plánovací dokumenty nebo zápisy 
z porad) [6].  
Řízení rozsahu projektu označuje procesy, které definují a kontrolují, jaké práce budou 
a nebudou do projektu zahrnuty. Tyto procesy zajišťují, mezi projektovým týmem i ostatními 
účastníky projektu, shodné chápání projektů. Součástí řízení rozsahu projektu dle [6] je pět 
následujících hlavních procesů:  
1. Plánování rozsahu – znamená rozhodnutí, jakým způsobem bude rozsah projektu definován, 
ověřen a kontrolován, a to, jak bude vytvořena struktura rozpisu prací. Jako hlavní výsledek 
procesu plánování rozsahu vytvoří projektový tým především plán řízení rozsahu.  
2. Definice rozsahu – představuje revizi charty projektu a předběžného stanovení rozsahu projektu, 
které jsme vytvořili během iniciačních procesů (tedy během zahájení projektu); protože 
v procesech plánování dochází k rozvoji požadavků a k novým požadavkům změn, doplňujeme 
do těchto dokumentů další informace. Hlavním výsledkem procesu definice rozsahu je stanovení 
rozsahu projektu, požadované změny v projektu a aktualizovaný plán řízení rozsahu projektu.  
3. Při vytvoření struktury rozpisu prací musíme rozdělit hlavní ucelené části projektu do ještě 
menších, lépe zvládnutelných komponent. Nejdůležitějším výstupem tohoto procesu je samotná 
struktura rozpisu prací, dále slovník struktury prací, směrný rozsah projektu, požadované změny 
v projektu, aktualizované stanovení rozsahu projektu a aktualizovaný plán řízení rozsahu 
projektu.  
4. Ověření (verifikace) rozsahu – znamená formální přijetí rozsahu projektu. V rámci tohoto 
procesu musí klíčoví účastníci projektu, jako je zákazník a zadavatel projektu, zkontrolovat, 
a poté formálně přijmout (akceptovat) seznam ucelených částí projektu. Jestliže ucelené části 
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nejsou pro zadavatele či zákazníka přijatelné, vyžádá si obvykle v projektu změny, které se odrazí 
v doporučení následných nápravných opatření. Hlavními výstupy tohoto procesu jsou tudíž přijaté 
(schválené) ucelené části projektu, požadované změny a doporučená nápravná opatření.  
5. Kontrola rozsahu – nepředstavuje nic jiného, než kontrolu změn v rozsahu projektu – ty jsou 
ovšem v řadě projektů z oblasti informačních technologií významným problémem. Součástí 
kontroly rozsahu je identifikace, posuzování a implementace změn v rozsahu projektu, které 
nabíhají s postupem řešení.  
Na Obr. 2.8 je zachycena struktura prací zaměřená na fáze či etapy projektu. Z obrázku vidíme, 
že základem časového plánu projektu je právě jeho struktura rozpisu prací, která je definována 
v levém podokně projektu ve sloupci Název úkolu. Výsledný časový plán projektu je pak zachycen 
v podokně na pravé straně.  
2.3.2 Řízení času v projektu 
Obvykle nejčastější příčinou většiny konfliktů v projektech po celou dobu jejich řešení jsou problémy 
s časovým plánem. Vzhledem k vysoké pravděpodobnosti vzniku konfliktů s plněním časového plánu 
je proto důležité používat správné metody řízení času v projektu a zajistit si pomocí nich dobré 
výsledky. Řízení času v projektu označuje veškeré procesy, nezbytné ke včasnému dokončení 
celého projektu. Dosáhnout včasného dokončení projektu není ale v žádném případě nijak 
jednoduché. Do řízení času v projektu je zapojeno celkem šest hlavních procesů, které jsou 
definovány v [3]:  
· Definice aktivit je identifikace konkrétních aktivit, které musí členové projektového týmu 
a účastníci projektu vykonat, aby byly dokončeny všechny ucelené části díla. Aktivita neboli úkol 
(česky někdy též „činnost“) je pak úsek (element) práce, jenž je obvykle definován ve struktuře 
rozpisu prácí, a ke kterému je přiřazena určitá doba trvání, náklady a požadované zdroje. Hlavními 
výstupy tohoto procesu jsou seznam aktivit, atributy aktivit, seznam milníků a požadované změny.  
Obr. 2.8: Ganttův diagram testovacího projektu v naší aplikaci – ukázka 
struktury rozpisu prací a časového plánu  
Struktura rozpisu prácí Časový plán 
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· Proces řazení aktivit obsahuje identifikaci (rozpoznání) a dokumentování vztahů mezi aktivitami 
v projektu. Hlavními výstupy tohoto procesu je síťový digram (síťový graf) časového plánu 
projektu, požadované změny a aktualizované verze seznamu aktivit a jejich atributů.  
· Odhad zdrojů na aktivity představuje odhadování objemu prostředků neboli zdrojů – to je lidí, 
zařízení a materiálu, jež bude projektový tým potřebovat k řešení aktivit projektu. Hlavními 
výstupy tohoto procesu jsou požadavky aktivit na zdroje, struktura rozpisu či rozdělení zdrojů, 
požadované změny a aktualizované verze atributů aktivit a kalendářů zdrojů.  
· Odhad trvání aktivit – znamená stanovit odhad doby práce (jako počtu jednotek času) potřebné 
k dokončení jednotlivých aktivit. Hlavními výstupy tohoto procesu jsou odhady dob trvání aktivit 
a aktualizované verze atributů aktivit.  
· Návrh neboli vývoj časového plánu je analýza posloupnosti aktivit, odhadů dob trvání aktivit 
a požadavků na zdroje, jejímž cílem je vytvoření časového plánu projektu. Výstupem tohoto 
procesu je časový plán projektu, modelová data o časovém plánu, směrný časový plán, 
požadované změny a aktualizované verze požadavků na zdroje, atributů aktivit, kalendáře zdrojů 
a plánu řízení projektu.  
· Řízení časového plánu – představuje kontrolu a řízení změn v časovém plánu projektu. Jeho 
výstupem je měření pracovního výkonu, požadované změny, doporučená nápravná opatření 
a aktualizované verze modelových dat o časovém plánu, směného časového plánu, procesních 
aktiv organizace, seznamů aktivit a jejich atributů a plánu řízení projektu.  
Vzpomeňme si na trojí omezení při řízení projektu – tedy na potřebu dosažení rovnováhy mezi 
cílovým rozsahem, časem a náklady – a všimněme si pořadí, v jakém je uváděn. Ideální totiž je, 
pokud projektový tým a klíčoví účastníci projektu nadefinují nejprve rozsah projektu, poté stanoví 
jeho časový plán, a nakonec určí náklady na projekt. V pořadí těchto tří položek se odráží základní 
pořadí, v němž provádíme první čtyři procesy řízení času v projektu: první je definice aktivit (která 
znamená podrobnější definici rozsahu), druhá řazení aktivit (to je podrobnější definice času), 
a za nimi odhady potřebných zdrojů na jednotlivé aktivity a odhady dob trvání aktivit (tím podrobněji 
definujeme náklady). Tyto čtyři procesy řízení času v projektu jsou pak základem pro vytvoření 
časového plánu projektu.  
Seznam aktivit je tabulkový seznam aktivit, které budou zařazeny do časového plánu projektu. 
V tomto seznamu by měl být uveden název aktivity, dále její identifikátor nebo číslo a stručný popis. 
Bližší informace o aktivitě související s časovým plánem podávají atributy aktivity – jsou 
to například její předchůdci, následníci, logické vztahy, předstih a prodleva, požadavky na zdroje, 
omezení, datum ukončení a předpoklady spojené s aktivitou. Seznam aktivit a atributy aktivit by měly 
být v souladu se strukturou rozpisu prácí a se slovníkem struktury rozpisu prací [6].  
Závislost neboli vztah definuje seřazení aktivit nebo úkolů v projektu. Určuje, či musí být 
například pro zahájení jedné aktivity nejprve dokončena jiná aktivita, či může projektový tým 
pracovat na několika aktivitách souběžně, nebo či se mohou některé z aktivit překrývat. Stanovení 
těchto vztahů závislostí mezi aktivitami je důležité při sestavování nebo udržování časového plánu 
projektu.  
Milník je v projektu jistá významná událost, která ale zpravidla nemá žádnou dobu trvání (má 
nulovou). Ke splnění či „dokončení“ milníku je často nutné provést několik aktivit a poměrně hodně 
práce; milník je tedy v projektu jakousi „značkou“, která identifikuje jisté nezbytné aktivity. Milníky 
jsou také užitečné pro stanovení cílů v časovém plánu a pro sledování postupu prací [6].  
Při řízení času projektu existuje řada technik, které se používají při sestavování, udržování 
a řízení časového plánu projektu. Nejdůležitější techniky jsou shrnuty v následující části kapitoly.  
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2.3.3 Nástroje časového plánování  
Při sestavování a udržování časového plánu se používá řada nástrojů, které umožňují manažerům 
snadnější kontrolu, a včasnou identifikaci rizik v plánu. Nejčastěji používané jsou síťové diagramy 
a úsečkové diagramy (také Ganttovy diagramy). Kapitola se také zmiňuje o technice kritické cesty 
(Critical Path Method), která pomáhá identifikovat kritickou část plánu projektu, a o metodě PERT 
(Program/Project Evaluation and Review Technique), která je variantou síťové analýzy, avšak 
používá se při vysoké míře nejistoty v plánu projektu.  
Síťové diagramy  
Síťový diagram je schematické znázornění logických vztahů nebo seřazení aktivit v projektu [3]. 
Někteří lidé označují také síťové diagramy jako „síťové diagramy plánu projektu“. Na Obr. 2.9 
je znázorněn příklad síťového diagramu pro projekt X, který je zakreslen pomocí metody ADM 
(Arrow Diagramming Method) neboli AOA (Activity on Arrow).  
Písmena A až J na Obr. 2.9 reprezentují aktivity potřebné k dokončení projektu, přičemž 
v grafu jsou vyznačeny také závislosti mezi nimi. Tyto aktivity jsou převzaty ze struktury rozpisu 
prací. Šipky pak vyjadřují seřazení aktivit neboli vztahy (závislosti) mezi úkoly: atribut A je například 
nutné vykonat před aktivitou D, aktivitu D před aktivitou H a tak dále [1].  
Formát tohoto síťového digramu vychází z metody activity-on-arrow (AOA) neboli Arrow 
Diagramming Method (ADM) –technika tvorby síťových diagramů, ve které jsou jednotlivé aktivity 
znázorněny šipkami a jsou propojeny v takzvaných uzlech, jež ilustrují návaznost aktivit. Uzel je 
v diagramu typu AOA jednoduše počáteční a koncový bod aktivity; první uzel vyznačuje začátek 
celého projektu a poslední uzel reprezentuje konec projektu.  
Metoda PDM (Precedence Diagramming Method) je technika tvorby síťového digramu, 
ve které jsou aktivity znázorněny pomocí obdélníků. Je užitečná zejména pro znázornění jistých typů 
časových vztahů (závislostí). Mezi aktivitami existují následující typy závislostí [5]:  
· Dokončení – zahájení (finish-start, FS): vztah v síťovém diagramu projektu, kdy je nejprve 
nutné dokončit aktivitu „z“, a teprve poté je možné zahájit aktivitu „do“. Například úkol B nelze 
zahájit, dokud není úkol A dokončen.  
· Zahájení – zahájení (start-start, SS): vztah v síťovém diagramu projektu, kdy je nejprve nutné 









A = 1 E = 5 
B = 2 
C = 3 
F = 4 
H = 6 
J = 3 
G = 6 
I = 2 
Obr. 2.9: Síťový diagram projektu X podle metody AOA [1] 
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v informačních technologií takovým způsobem zahájíme celou skupinu aktivit součastně. 
Například: úkol B nelze zahájit, dokud není úkol A zahájen. 
· Dokončení – dokončení (finish-finish, FF): vztah v síťovém diagramu projektu, kdy je nejprve 
nutné dokončit aktivitu „z“, a teprve poté je možné dokončit aktivitu „do“. Příkladem může být 
kontrola kvality produktu, která nemůže skončit, dokud neskončí i aktivity související s vlastním 
vytvořením produktu, při čemž obě skupiny mohou probíhat souběžně. Př.: úkol B nelze dokončit, 
dokud není úkol A dokončen.  
· Zahájení – dokončení (start-finish, SF): vztah v síťovém diagramu projektu, kdy je nejprve 
nutné zahájit aktivitu „z“, a teprve poté je možné dokončit aktivitu „do“. Tento typ závislosti 
se používá poměrně zřídka, ale v některých případech se přesto hodí. Př.: úkol B nelze dokončit, 
dokud není úkol A zahájen.  
Síťový graf projektu X zakreslený pomocí metody PDM je znázorněn na Obr. 2.10. 
V jednotlivých aktivitách vidíme i některé informace o aktivit, jako datum zahájení a dokončení 
aktivit (úkolů), číselný identifikátor (ID), textové označení, dobu trvání a názvy či jména použitých 
zdrojů.  
Metoda PDM se pro zakreslování síťových diagramů používá častěji než metoda AOA, protože 
má oproti ní celou řadu výhod. Jednou z nich je, že v metodě PDM nemusíme vytvářet umělé, fiktivní 
aktivity. Fiktivní aktivity jsou v síťovém grafu aktivity s nulovou dobou trvání a nulovými 
požadovanými zdroji.  
Do síťového diagramu není nutné zařadit úplně všechny aktivity ze struktury rozpisu prácí, 
zejména u rozsáhlejších projektů. Někdy stačí zakreslit do síťového diagramu jen souhrnné úkoly, 
nebo je vhodné projekt rozdělit do několika menších síťových diagramů. Často projektový tým 
o určitých úkolech dobře ví a vykoná je nezávisle na jiných aktivitách.  
Metoda kritické cesty 
Očekávaný časový plán se v mnoha projektech splnit nepodaří. V takovém případě je vhodné využít 
metodu kritické cesty [3] – technika síťové analýzy, pomocí které můžeme odhadnout celkovou 
dobu trvání projektu. Tento důležitý nástroj pomáhá projektovým manažerům v boji s překračováním 
časového plánu. Kritická cesta v projektu je posloupnost aktivit, která určuje nejdříve možný 
okamžik dokončení projektu. Je to nejdelší cesta v síťovém diagramu (síťovém grafu), na které nejsou 
časové rezervy (nebo na níž jsou nejmenší rezervy) a na které se jakékoli zpoždění promítá 
do zpoždění projektu jako celku.  
Obr. 2.10: Síťový digram projektu X podle metody PDM [1] 
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Časová rezerva neboli volný prostor [5] (lidově řečeno „vata“) je množství času, o který 
může být daná aktivita zpožděná, aniž by ohrozila včasný začátek jakékoli z bezprostředně 
následujících aktivit. Při řešení projektu probíhá za normálních okolností třeba několik aktivit 
či úkolů součastně v sítovém grafu většiny projektů vede z počátečního do koncového uzlu několik 
cest; datum dokončení projektu určuje pouze nejdelší cesta v grafu, tedy kritická cesta (cesta 
s kritickými úkoly). Projekt je dokončen až v okamžiku, kdy jsou dokončeny všechny jeho úkoly.  
Pro stanovení kritické cesty v projektu musíme nejprve vytvořit správný síťový diagram, 
ke kterému dále potřebujeme dobrý seznam aktivit, vycházející ze struktury rozpisu prací. 
Do síťového diagramu musíme také doplnit odhady trvání jednotlivých aktivit, z nichž kritickou cestu 
vypočteme. Při zjišťování kritické cesty musíme totiž sečíst dobu trvání aktivit na všech cestách 
v síťovém diagramu; nejdelší z nich se stává kritickou cestou [5].  
Metoda PERT 
K technikám řízení času v projektu patří také metoda PERT (Program Evaluation and Review 
Techniques) [2]. Je to metoda síťové analýzy, která se používá pro odhad doby trvání projektu 
v případech, kdy jsou odhady trvání jednotlivých aktivit zatíženy vysokou mírou nejistoty. Metoda 
PERT v podstatě aplikuje metodu kritické cesty na vážený průměr z jistých odhadů dob trvání.  
Metoda PERT pracuje s takzvanými pravděpodobnými odhady času – to jsou odhady trvání, 
založené na optimistickém, nejpravděpodobnějším a pesimistickém odhadu trvání určité aktivity, 
nikoli pouze na jednom konkrétním nebo diskrétním odhadu. Podobně jako metoda kritické cesty 
vychází i metoda PERT ze síťového grafu neboli síťového diagramu projektu, a to obvykle ve tvaru 
podle metody PDM. Při práci s metodou PERT vypočteme nejprve vážený průměr odhadovaných dob 
trvání u všech jednotlivých aktivit podle následujícího vzorce [2]:  
Díky takto vypočtenému váženému průměru do trvání aktivit se do odhadu celkové doby trvání 
projektu v metodě PERT promítá i jisté riziko nebo nejistota, skryté v odhadech dob trvání 
jednotlivých aktivit.  
Hlavní výhodou metody PERT je, že se pokouší zohlednit rizika spojená s odhadováním dob 
trvání aktivit. Protože mnohé z projektů překračují stanovenou dobu řešení, může metoda PERT vést 
k vytvoření realističtějšího časového plánu. Na druhé straně má metoda i dvě nevýhody: za prvé 
je pracnější, protože do ní musíme začlenit tři různé odhady dob trvání všech aktivit, za druhé, 
že pro hodnocení rizik existují i lepší pravděpodobnostní metody. Tato metoda se v praxi používá 
jen málokdy.  
Ganttovy diagramy  
Ganttův diagram je standardní formát pro grafické zachycení informací o časovém plánu projektu, 
v němž jsou uvedeny jednotlivé aktivity projektu a jim odpovídající datum zahájení a ukončení 
v kalendářovém formátu. Někdy je označován jako pruhový diagram neboli úsečkový graf, protože 
aktivity jsou v něm naznačeny jako vodorovné pruhy které vedou vždy od data zahájení k dokončení 
aktivity. Na Obr. 2.11 vidíme příklad Ganttova diagramu. Aktivity v Ganttově diagramu by měly být 
optimistický odhad času + 4x nejpravděpodobnější odhad času 
+ pesimistický odhad času 
vážený průměr PERT =  
6 
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v souladu s aktivitami uvedenými ve struktuře rozpisu prací, a ty by dále měly být v souladu 
se schváleným seznamem aktivit a seznamem milníků [6].  
V Ganttově diagramu na předem zmiňovaném Obr. 2.11, si můžeme všimnout několika 
různých symbolů:  
· Černý kosočtverec vyjadřuje v projektu milník.  
· Silně zvýrazněné černé pruhy se značkami na začátku a na konci (jakoby malými šipkami dolů) 
reprezentují souhrnné úkoly. Jsou to například dílčí úkoly jednoho souhrnného úkolu.  
· Světle modré vodorovné pruhy znázorňují dobu trvání jednotlivých aktivit či úkolů.  
· Jednotlivé symboly propojují šipky, které naznačují vztahy neboli závislosti mezi úkoly. 
Na Ganttově diagramu se závislosti ovšem často neznázorňují, což je dosti zásadní nevýhodou.  
Hlavní výhodou Ganttovy diagramu je, že se dají snadno vytvořit, pochopit a změnit. Grafy 
znázorňují, které činnosti jsou v porovnání s plánem v předstihu nebo mají zpoždění. Z kompletně 
vyplněného Ganttova diagramu si lze udělat představu o celkovém času potřebném pro realizaci 
celého projektu, o struktuře projektu i o vztazích mezi činnostmi.  
Na druhé straně má tato technika také své nedostatky. Jedním z nich je, že velmi obtížně lze 
do jednoho diagramu zanést strukturu a vzájemné souvislosti v případě, že jde o rozsáhlý projekt 
strukturovaný do mnoha úrovni. Závažnějším problémem je, že znalost stavu projektových činností 
neposkytuje vůbec žádné informace o celkovém stavu realizace projektu, protože závislost jedné 
činnosti na druhé a závislost celého projektu na některé konkrétní činnosti není zřejmá.  
Další nevýhodou je, že procentuální vyjádření dokončenosti je problematickou hodnotou, 
nevíme které dimenze se týká. Procentuální vyjádření stupně dokončení je velice subjektivní a času 
se bere jen jako procentuální podíl vynaložených nákladů ve srovnání s celkovými plánovanými 
náklady [2].  
2.3.4 Řízení nákladů na projekt  
Náklady se často počítají v peněžních jednotkách, například v korunách nebo dolarech, a vyjadřují 
částku, kterou musíme zaplatit pro získání určitého zboží nebo služeb. Protože také projekty stojí 
nějaké peníze a spotřebovávají zdroje – které by se daly použít i jinde – je velmi důležité, aby každý 
projektový manažer rozuměl také řízení nákladů na projekty.  
Obr. 2.11: Příklad na Gattův diagram (v naší aplikaci) 
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Řízení nákladů je jednou z dimenzí trojího omezení projektu. Výrazem řízení nákladů 
na projekt označujeme veškeré procesy, které zajistí, že bude projekt dokončen v rámci schváleného 
rozpočtu [5]. V této definici si můžeme všimnout dvou podstatných frází: první je slovo „projekt“ 
a druhá zní „schválený rozpočet“. Každý projektový manager se musí především postarat o to, aby 
byl jeho projekt dobře nadefinován, aby k němu byly přirazeny přesné odhady času i nákladů, a dále 
musí stanovit realistický rozpočet, do jehož schvalování musí být i on sám zapojen. Úlohou 
projektového manažera je uspokojit účastníky projektu a současně se neustále snažit o snižování 
a kontrolu nákladů. Do řízení nákladů na projekt jsou zapojeny následující tři procesy [6]:  
· Odhad nákladů – znamená vytvoření přibližných nebo odhadových údajů o nákladech na zdroje, 
které jsou potřeba k dokončení projektu. Hlavními výstupy z procesu odhadování nákladů jsou 
odhady nákladů na aktivity, požadované změny a aktualizovaná verze plánu nákladů.  
· Rozpočet nákladů – představuje rozdělení odhadu celkových nákladů na jednotlivé pracovní 
položky, které tak tvoří srovnávací základnu (směrný plán) pro hodnocení efektivity. Hlavními 
výstupy z procesu rozpočtování jsou směrné náklady, požadavky na financování projektu, 
požadované změny a aktualizovaná verze řízení nákladů.  
· Řízení nákladů – není nic jiného něž řízení změn v rozpočtu projektu. Jako hlavní výstupy tohoto 
procesu můžeme uvést měření výkonu (odvedené práce), předpovědi o dokončení projektu, 
požadované změny, doporučená nápravná opatření a aktualizované verze plánu řízení projektu 
(jehož součástí je i plán řízení nákladů), odhadu nákladů, směrných nákladů a procesních aktivit 
organizace.  
V souvislosti s řízením nákladů třeba ještě definovat další důležité pojmy, jako jsou finanční 
analýza, uchopitelné a neuchopitelné náklady, přímé a nepřímé náklady, utopené náklady, a rezervy.  
Finanční analýza (náklady, výnosy, cash flow) je metoda stanovení odhadovaných ročních 
nákladů a výnosů projektu. Pomocí této analýzy stanovují projektoví manažeři čistou současnou 
hodnotu navrhovaného projektu. Základním principům cash flow neboli peněžních toků rozumí téměř 
každý běžný potřebitel: pokud v peněžence nebo na běžném účtu nemáme dost peněz, nemůžeme 
zkrátka nakupovat.  
Uchopitelné náklady jsou takové náklady nebo výnosy (přínosy), které se v peněžním 
vyjádření dají snadno změřit. Naopak, neuchopitelné náklady jsou náklady nebo výnosy, které 
se v peněžním vyjádření obtížně měří.  
Přímé náklady jsou takové náklady, které se dají přímo přiřadit k výrobě produktů a služeb 
v projektu. To znamená, že přímé náklady můžeme přiřadit ke konkrétnímu projektu, jako např. mzdy 
pracovníků, který na projektu pracují, nebo náklady na hardware a software, pořízený výhradně 
pro účely tohoto projektu. Projektový manažer by se měl zaměřit především na přímé náklady, 
protože právě tyto má pod kontrolou. Nepřímé náklady nesouvisí přímo s produkty a službami 
v projektu, ale nepřímo souvisejí s pracemi na projektu. Za nepřímé můžeme považovat např. náklady 
na elektrickou energii, kancelářský papír a na další spotřební materiál. Tyto nepřímé náklady jsou 
taky do řešení projektu započteny, ale projektový manažer nad nimi nemá prakticky žádnou kontrolu.  
Utopené náklady jsou finanční prostředky, které byly utracené již v minulosti. Jsou to tedy 
peníze, které již jsou nenávratně pryč. Při rozhodování, do kterých projektů začneme investovat nebo 
v jakých budeme pokračovat, je přitom vhodné utopené náklady neuvažovat.  
Rezervy jsou obecně peněžní částky, které jsou zahrnuté do odhadu nákladů a jejichž účelem 
je oslabení rizik spojených s výší nákladů a pokrytí možných budoucích problematických situací. 
Zajímavým typem rezerv jsou mimořádné a manažerské rezervy. Mimořádné rezervy označují 
částku, jejímž smyslem je pokrýt budoucí vznik událostí, které se dají částečně očekávat (někdy 
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se označují jako známé neznámé). Manažerské rezervy znamenají částku, jejímž smyslem je pokrýt 
budoucí neočekávané události (někdy se označují jako neznámé) [6].  
Definice rozpočtových nákladů (rozpočtování) znamená přiřazení odhadových nákladů 
na projekt k jednotlivým položkám práce v průběhu času. Tyto položky práce vycházejí přitom 
ze struktury rozpisu prací daného projektu. Struktura rozpis prací je tudíž nezbytným vstupem 
do procesu rozpočtování nákladů; užitečné informace do něj přináší také stanovení rozsahu projektu, 
slovník struktury rozpisu prací, odhad nákladů na aktivity a podpůrné detaily, časový plán projektu, 
kalendáře zdrojů, smlouvy a plán řízení nákladů. Hlavním cílem procesu rozpočtování nákladů 
je vytvořit směrné náklady na projekt, podle nichž budeme měřit výkonnost neboli efektivitu 
projektu.  
2.3.5 Řízení kvality projektů 
Definovat řízení kvality projektů jako oblast poznatků je poměrně obtížné. Podle mezinárodní 
normotvorné organizace ISO (International Standardization Organization) je kvalita (velmi často 
se ve stejném významu používá také český výraz „jakost“) „souhrn charakteristických vlastností 
entity, které souvisí s její schopností uspokojit stanovené nebo odvozené potřeby“, případně „stupeň, 
do jakého vnitřní charakteristiky této entity naplňují stanovené požadavky“[2].  
Jiní odborníci definují kvalitu raději na základě souladu neboli shody s požadavky 
a způsobilostí k užívání [6]. Shoda s požadavky je stav, ve kterém projektové procesy a produkty 
odpovídají písemným specifikacím (shodují se s nimi). Jestliže například stanovení rozsahu projektu 
vyžaduje dodávku 100 počítačů s procesorem Pentium 4, můžeme snadno ověřit, jestli byly 
uživatelům dodány správně systémy. Způsobilost k užívání pak znamená, že je produkt možné 
používat takovým způsobem, jak bylo původně zamýšleno. Pokud by tyto počítače se správnými 
procesory Pentium 4 byly dodány bez monitorů či klávesnic, nebo pokud by zůstaly zabalené 
v krabicích někde ve skladu, zákazník by asi nebyl spokojen, protože počítače dosud nejsou 
„způsobilé k užívání“: zákazník asi předpokládal, že součástí dodávky budou jednak i monitory 
a klávesnice, jednak také že se dočká doručení počítačů až na pracoviště, jejich rozbalení a instalace 
do hotového provozního stavu.  
Úkolem řízení kvality (jakosti) v projektu je zajistit, že projekt uspokojí potřeby, kvůli 
kterým bylo zahájeno jeho řešení. Připomeňme si, že úkolem procesů řízení projektu je naplnit nebo 
překročit potřeby a očekávání účastníků projektu. Projektový tým si proto musí vybudovat dobré 
vztahy s klíčovými účastníky, především s hlavním zákazníkem projektu, a ujasnit si, co znamená 
kvalita právě pro ně. Koneckonců, jen a jen zákazník rozhodne, jestli je kvalita projektu pro něj 
přijatelná [5].  
Součástí řízení kvality projektů dle [1] jsou tři nejdůležitější procesy:  
· Plánování kvality je identifikace (vymezení) norem či standardů kvality, které jsou k danému 
projektu relevantní, a stanovení způsobu jejich naplnění. Klíčovou součásti plánování kvality 
je začlenění norem kvality do návrhu projektu. Mezi takovéto normy neboli standardy kvality 
u projektů z informačních technologií může patřit to, že v něm budeme počítat s dalším růstem 
systému, naplánujeme vhodnou dobu odezvy systému, nebo že zajistíme, aby systém podával vždy 
konzistentní a přesné informace. Hlavními výstupy z procesu plánování kvality jsou plán řízení 
kvality, metriky kvality, seznam požadavků na kvalitu, plán zlepšování procesů, směrná kvalita 
a aktualizovaná verze plánu řízení projektu.  
· Zajištění kvality (Quality Assurance, QA) – je pravidelné posuzování celkové efektivity 
(výkonnosti) projektu a kontrolování, jestli projekt uspokojí odpovídající normy kvality. Součástí 
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tohoto procesu je také převzetí odpovědnosti za kvaltu v celém životním cyklu projektu. 
Vrcholové vedení firmy musí jít příkladem, a musí zdůraznit, jakou roli hrají v zajišťování kvality 
všichni zaměstnanci, zejména pak jakou roli mají vyšší manažeři. Hlavními výstupy z tohoto 
procesu jsou požadované změny, doporučená nápravná opatření a aktualizované verze procesních 
aktiv organizace a plánu řízení projektu.  
· Kontrola kvality – znamená sledování konkrétních výsledků projektu, při kterém ověříme, jestli 
odpovídají příslušným normám (standardům) kvality, a identifikujeme možnosti zlepšení celkové 
kvality. Tento proces je často spojen s různými technickými či odbornými nástroji a technikami 
řízení kvality, jako jsou Parentovy diagramy, diagramy kontroly kvality a statistické vzorky. 
Hlavními výstupy procesu kontroly kvality jsou měření kontroly kvality, validované (ověřené) 
a doporučené opravy závad, doporučená nápravná opatření a preventivní opatření, požadované 
změny, validované verze ucelených částí projektu, a dále aktualizované verze směrné kvality, 
procesních aktiv organizace a plánu řízení projektu.  
Moderní řízení kvality (jakosti) vyžaduje spokojenost zákazníka, dává přednost prevenci před 
následnou kontrolou (inspekcí) a uznává odpovědnost vedoucích pracovníků (managementu firmy) 
za kvalitu.  
2.3.6 Techniky pro kontrolu kvality  
Jedním procesem v řízení kvality projektů, je kontrola kvality. Jak to bylo zmíněno v předchozích, 
při provádění kontroly kvality, se používá celá řada obecných nástrojů a technik. Protože kvalita 
výsledného produktu je zajištěna také kontrolou kvality, která je velice důležitá, je potřebné, abychom 
se o těchto technikách alespoň ve zkratce zmínili. Kapitola popisuje základy Paretovy analýzy a 
metody statistických vzorků.  
Paretova analýza  
Paretova analýza [10] znamená rozpoznání několika málo klíčových faktorů, které přispívají 
k většině problému s kvalitou v systému. Někdy se bývá označeno jako Paretovo pravidlo 80/20, 
které říká: 80 procent problémů je způsobeno 20 procenty příčin. Paretovy diagramy jsou histogramy 
Obr. 2.12: Ukázka Paretova diagramu [11] 
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neboli sloupcové diagramy, které napomáhají v rozpoznávání problémových oblastí a v seřazení 
jejich priorit. Veličiny popsané v tomto histogramu jsou seřazeny podle frekvence výskytu.  
Paretova analýza se realizuje v několika krocích [10]:  
1. Sběr dat – pro analýzu je zapotřebí získat relevantní data o fungování systému, na základě 
spokojenosti uživatelů. Tyto hodnoty se zapíší do tabulky.  
2. Uspořádání dat – získaná data se seřadí podle největšího výskytu, četností, největší váhy. Vždy 
se seřadí od největší zvolené hodnoty po nejmenší.  
3. Lorenzova kumulativní křivka – tato křivka vznikne tak, že se kumulativně sečtou hodnoty 
u jednotlivých dat a vynesou se do grafu viz. Obr. 2.12. 
4. Stanovení kritéria rozhodování – zde se můžeme rozhodnout využít striktně Paretova pravidla 
80/20 nebo si také můžeme vybrat, že chceme odstranit např. jen 60 % neshod.  
5. Identifikování hlavních příčin – z levé strany grafu vzniklého z dat zapsaných do tabulky, 
z hodnoty 80 % vyneseme čáru na kumulativní Lorenzovou křivku. Z ní pak spustíme svislou 
čáru, která nám oddělí ty případy, příčiny, kterými se máme zabývat nejvíce. Ty které mají 
největší vliv na následky.  
Na Obr. 2.12 vidíme ukázku, jak vytvořit Paretův diagram. Z digramu je patrné, že první dvě 
kategorie byly hlavními příčinami snížení kvality a tyto problémy by měly být odstraněny nejdříve. 
Vidíme zde také Lorenzovu kumulativní křivku, a stanovení kriteria pro rozhodování.  
Statistické vzorky 
Statistický vzorek [5] je výběr části zájmové populace, nad kterou provedeme šetření. Dejme tomu, 
že se například určitá společnost bude zpracovávat údaje na fakturách, ze kterých bude ročně 50 000. 
Provádět analýzu na všech těchto fakturách by bylo velice pracné a nákladné. Proto statistikové 
vyvinuli metody, podle kterých se stanový odpovídající velikost vzorku např. na 100.  
Velikost vzorku dát závisí na tom, nakolik má být reprezentativní. Pro stanovení velikosti 
vzorku existuje následující vzorec:  
2)/(25,0 chybovostpripustnajistotyfaktorxvzorkuvelikost =  
Faktor jistoty zde popisuje, s jak velkou jistotou požadujeme, aby vybraný vzorek dat 
neobsahoval odchylky, které nejsou přirozenou součástí populace. Jeho hodnotu lze zjistit 
ze statistických tabulek.  
2.3.7 Podpůrné oblasti řízení  
Předchozí kapitoly se zabývaly základními oblastmi poznatků při řízení projektů, které vedou 
k naplnění konkrétních cílů projektu. Zbývá ještě definovat co zahrnují podpůrné oblasti. Jsou 
to vlastně procesy, jejichž prostřednictvím dosahujeme cílů projektu. Podrobněji se o nich zmiňuje 
tato kapitola.  
Součástí řízení lidských zdrojů v projektech jsou veškeré procesy, se kterými dosáhneme co 
nejefektivnějšího využití osob zapojených do řešení projektu. Do řízení lidských zdrojů jsou zapojeni 
všichni účastníci projektu: zadavatelé, zákazníci, členové projektového týmu, podpůrní zaměstnanci, 
dodavatelé přispívající k řešení projektu a další. V řízení lidských zdrojů rozeznáváme následující 
čtyři nejdůležitější procesy [3]:  
· Plánování lidských zdrojů – znamená identifikovat a dokumentovat veškeré role pracovníků 
v projektu, jejich povinnosti a vztahy nadřízenosti. Výstupem je plán řízení zaměstnanců.  
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· Sestavení projektového týmu – je shromáždění veškerých personálů, který je přiřazen k řešení 
projektu a bude na něm pracovat.  
· Rozvoj projektového týmu – představuje budování a rozvíjení dovedností celé skupiny 
i jednotlivců, které povedou ke zlepšení efektivity projektu.  
· Řízení projektového týmu – zahrnuje činnosti jako sledování výkonnosti jednotlivých členů týmu, 
motivace členů týmu, poskytování včasné zpětné vazby, řešení problémů a konfliktů a koordinace 
změn.  
Při vytvoření organizačního diagramu projektu musí manažer stanovit, jaké typy osobnosti 
bude projekt k úspěšnému dokončení vyžadovat. Pokud je například klíčem k úspěšnému vyřešení 
projektu zapojení nejlepších programátorů, tak se musí v organizačním plánování i tato potřeba 
odrazit.  
Cílem řízení komunikací v projektu [6] je zajistit včasné a náležité generování, 
shromažďování, distribuci, ukládání a likvidaci informací o projektu. Při řízení komunikace jsou 
nejdůležitější procesy plánování komunikace, distribuce informací, oznamování efektivity a řízení 
účastníků komunikace.  
Plánování komunikace znamená stanovení okruhu informací a komunikačních potřeb 
pro účastníky projektu. Definuje, kdo bude potřebovat jaké informace, kdy je bude potřebovat 
a jakým způsobem jim budou tyto informace předány. Výstupem je plán řízení komunikací. 
Distribuce informací je proces, při kterém se všechny potřebné informace dostanou včas 
k jednotlivým účastníkům projektu. Měření efektivity zahrnuje shromažďování a třídění informací 
o efektivitě, mezi které patří stavové zprávy, měření postupu a predikce. Řízení účastníků znamená 
takové řízení komunikací, které uspokojí potřeby a očekávání účastníků projektu a povede k vyřešení 
problémů.  
Další z podpůrných oblastí je oblast řízení rizik. Běžný výkladový slovník říká, že riziko 
je určitá „možnost ztráty nebo újmy“. Tato definice zdůrazňuje negativní stránku, se kterou bývají 
často rizika spjata, a také napovídá, že v něm vystupuje určitá nejistota. Řízení rizik projektu se pak 
zabývá chápáním potenciálních problémů, ke kterým může během řešení projektu dojít, a identifikací 
jejich možného dopadu na úspěch projektu. PMBOK Guide 2004 definuje tento typ rizika jako 
negativní riziko [1]. Existují však také pozitivní rizika, která mohou v projektu vést naopak 
k příznivým důsledkům. Obecně proto definujeme riziko v projektu jako nejistotu, která může mít 
záporný nebo i kladný vliv na splnění cílů projektu.  
Cílem řízení rizik v projektu je minimalizace potenciálních negativních rizik za součastné 
maximalizace potenciálních pozitivních rizik. Rizika, která již projektový tým identifikovala 
a analyzovala, se označují pojmem „známá rizika“. Tento typ rizik lze proaktivně řídit. Ovšem 
neznámá rizika, tedy ta, která nebyla doposud identifikována, řídit nelze.  
Řízení rizik zahrnuje následující hlavní procesy [1]: 
· Plánování řízení rizik – rozhodování o tom, jak postupovat při aktivitách řízení rizik v projektu 
a jak je plánovat.  
· Identifikace rizik –stanovení, která rizika mohou pravděpodobně ovlivnit průběh projektu 
a dokumentování charakteristických vlastností každého z nich.  
· Kvalitativní analýza rizik – představuje kvalitativní rozbor hrozících rizik a seřazení priority podle 
jejich pravděpodobnosti a dopadů případného vzniku.  
· Kvantitativní analýza rizik – obsahuje číselné odhady dopadů rizik na cíle projektu.  
· Plánování reakcí na rizika – znamená provedení takových kroků, které zlepší příležitosti a sníží 
hrozby vůči splnění cílů projektu.  
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· Sledování a kontrola rizik – je to čistě sledování identifikovaných rizik, identifikace nových rizik, 
vykonávání plánů pro reakci na rizika a vyhodnocování efektivity strategií rizik během celého 
doby života projektu.  
Poslední, ale neméně významnou oblastí, je řízení obstarávání v projektu. Výrazem řízení 
obstarávání v projektu rozumíme veškeré procesy, které zajistí obstarávání zboží a služeb, 
nezbytných k řešení projektu, prostřednictvím jejich nákupu od vnějších organizací [5].  
Řízení obstarávání v projektu se skládá opět ze šesti hlavních procesů: Plánování nákupů 
a obstarávání znamená stanovit, co budeme potřebovat obstarat, kdy a jak. Plánování smluv znamená 
popis požadavků na produkty nebo služby, které se budou obstarávat, a identifikace potenciálních 
zdrojů neboli prodávajících. Vyžádání nabídek od dodavatelů spočívá v získání potřebné informace, 
kalkulace, návrhy od dodavatelů. V rámci výběru dodavatele volíme mezi různými potenciálními 
prodávajícími. Administrativní zajištění smluv je řízení vztahu s vybraným dodavatelem a proces 
ukončení smlouvy znamená dokončení a uhrazení jednotlivých smluv.  
Aplikace, které jsou navrhnuty pro řízení projektů, pomáhají projektovým manažerům nejenom 
v těchto vyjmenovaných oblastech celého procesu řízení projektu, ale usnadňují jim práci 
i při vykonávání řady dalších úkolů.  
2.4 Software pro podporu řízení projektů  
V dnešní době již by jsme si jen těžko představili, že vývoj a řízení softwarových projektů by 
proběhlo bez softwarové podpory. Existuje řada nástrojů, které napomáhají manažerům při řízení 
a plánování projektů. Ovšem ne všem je jasné, co všechno by měly takového nástroje umět. Literatura 
[2] o software pro řízení projektů zmiňuje následovně: „Používat počítačový software k řízení 
projektů není totéž, jako efektivně řídit projekt. Nicméně s pomocí tohoto softwaru může dobrý 
manažer projektu odvést lepší práci. Naopak, ze špatného manažera projektu se nestane dobrý 
manažer, když po něm budete chtít, aby používal software k řízení projektů“. Takový software tedy 
pomáhá naplánovat celý projekt, sledovat její průběh, aktuální stav vůči plánu, a umí upozornit 
na možná rizika s ohledem na definované termíny a náklady. Nedokáže ovšem vyřešit problémy, 
který nastanou při realizaci projektu.  
Velice důležitý je pro manažera výběr správného nástroje, který mu bude nápomocný ve své 
činnosti. Protože tyto nástroje musí manažerovi pomáhat a ušetřit čas, který potom může věnovat 
komunikaci s lidmi pracujícími na projektu, a ne naopak. Výběr špatného nástroje bude jenom brzdit 
manažera ve své činnosti. Obvykle malé nebo jednoduché projekty nepotřebují žádný nástroj, práci 
by spíše zdržovaly. Je třeba počítat i s tím, že ne všechny pracovníci budou výstupům z počítače – 
jako jsou diagramy a zprávy, rozumět. Proto je třeba v plánu počítat i s tím, že určitý čas zabere i to, 
aby se každý naučil s těmito materiály a nástroji pracovat. Správná cesta k výběru nástroje je nejdříve 
specifikovat problém, který se jím budeme snažit vyřešit, potom vyhledat software, který tento 
problém řeší, a nakonec si najít hardware, na kterém bude vybraný software bez problému fungovat.  
Mnozí lidé dodnes využívají k různým úkolům při řízení projektů jen běžných kancelářských 
aplikací, jako je Microsoft Word nebo Microsoft Excel. Existuje však mnoho speciálních 
softwarových nástrojů, které nabízejí různé doplňkové funkce, navržené právě pro řízení projektů. 
Tyto softwarové nástroje můžeme podle úrovně funkcí a ceny zhruba rozdělit do tří obecných 
kategorií [1], které jsou uvedeny níže.  
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2.4.1 Nástroje nižší třídy  
Tyto nástroje nabízejí jen základní funkce řízení projektů a zpravidla stojí 4 000 Kč na jednoho 
uživatele a méně. Doporučují se obvykle pro malé projekty a pro jednotlivé uživatele. Většina 
nástrojů této kategorie umí vytvářet Ganttovy diagramy, které se v běžných kancelářských aplikacích 
kreslí poměrně obtížně.  
Jako zástupce této třídy můžeme uvést produkt Milestones Simplicity od společnosti KIDASA 
Software, Inc., jehož průvodce časovým plánem, Schedule Setup Wizard, nabízí uživateli vytvoření 
Ganttova diagramu v sérii jednoduchých kroků. Umí také vytvoření osnovy projektu, publikace 
na Internetu pomocí Internet Publishing Wizard, množství různých symbolů a flexibilní formátování. 
Nástroj se dá pořídit za 1 000 Kč.  
Existují také různé doplňky pro Microsoft Excel nebo Microsoft Access, které zajišťují 
základní funkce řízení projektů v prostředí známých kancelářských produktů.  
2.4.2 Nástroje střední třídy  
Nad nástroji nižší třídy se nacházejí nástroje, které již umí zvládat rozsáhlejší projekty a současnou 
práci více uživatelů na více projektech. Také všechny tyto nástroje umí vytvářet Ganttovy diagramy 
a síťové diagramy a pomáhají s analýzou kritické cesty, alokací zdrojů, sledováním postupu prací 
na projektu, vytvářením zpráv o stavu a podobně. Ceny se pohybují od 4 000 do 10 000 Kč 
na jednoho uživatele. Některé z těchto nástrojů vyžadují instalaci samostatné serverové komponenty 
pro obsluhu funkcí v pracovní skupině.  
Nejpoužívanějším softwarovým nástrojem pro řízení projektu v této třídy je Microsoft Project. 
Verze Project 2003 obsahuje také verzi Enterprise Edition. Mezi další společnosti, které prodávají 
softwarové nástroje pro řízení projektů střední třídy, patří například Artemis, PlanView, Primavera 
nebo Welcom.  
2.4.3 Nástroje vyšší třídy  
Poslední kategorii softwarových nástrojů pro řízení projektů tvoří špičkové produkty, které bývají 
někdy označované jako software pro řízení podnikových projektů. Tyto nástroje obsahují velice 
robustní funkce, se kterými zvládají i velmi velké projekty, a vytvářejí souhrnné pohledy na celkový 
průběh projektů v organizaci či podniku jako celku. Licence k těmto produktům se zpravidla 
prodávají podle počtu uživatelů, jsou integrovány s databázovým softwarem na podnikové úrovni 
a jsou také dostupné přes Internet.  
Společnost Microsoft má má i zde svého zástupce. V polovině roku 2002 vydala produkt 
s názvem Enterprise Project Management. Ovšem v roce 2003 jej nahradila novým řešením, 
pod jménem Microsoft Enterprise Project Management Solution. Také mnozí z výrobců softwarových 
nástrojů střední úrovně nabízejí podnikové verze tohoto softwaru. Na trhu jsou k dispozici, mimo 
jiné, i webově orientované produkty. Příkladem takových je VPMi Enterprise Online, který stojí jen 
200 Kč na aktivního uživatele na měsíc.  
Počet řešení projektů v oboru informačních technologií neustále roste, stejně tak roste i jejich 
složitost. Rozvíjí se a vyzrává rovněž samotná profese projektových manažerů. S tímto je spojena 
i potřeba nových, vylepšených specializovaných nástrojů na řízení projektů. Pokud bude tento 
zajímavý a důležitý obor studovat stále více lidí a budou v něm i prakticky působit, je využívání 
moderních IS/IT, a tudíž i různých typů specializovaného software nutných předpokladem k tomu, 
aby podíl úspěšně vyřešených projektů v oblasti informačních technologiích neustále narůstal.  
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3 Analýza 
Cílem této kapitoly práce je analyzovat požadavky na softwarovou podporu projektového řízení 
s důrazem na týmovou spolupráci. Úkolem analytika v této fázi životního cyklu softwarového 
projektu je analyzovat požadavky uživatele na objednaný systém. V rámci této analýzy je třeba 
definovat problémy, které by mohly vzniknout při případném nesprávném pochopení požadavků ze 
strany uživatele. Proto jsou při analýze důležité především konzultace se zadavatelem, v rámci 
čehož jsou požadavky na systém neustále upřesňovány.  
Při zpracovávání této práce se rovněž uskutečnila důkladná jednání se zadavatelem, na základě 
kterých následně vznikly konkrétní požadavky na software.  
V rámci analýzy jsem rovněž vyhodnocoval různé typy dostupných systémů z oblasti 
softwarové podpory projektového řízení. Srovnával jsem jejich výhody, ze kterých jsem se následně 
inspiroval, a také nevýhody, které sloužily pro mě především jako poučení či doporučení pro 
implementaci vlastního nástroje (systému). Byly pro mě důležité i poznatky praxe, které mi poskytl 
především externí konzultant Ing. Zoltán Csontos, vedoucí oddělení softwarového vývoje 
podnikových informačních systémů (ERP – Enterprise Resource Planning) ze společnosti Slovnaft, 
a.s. Bratislava. Poukázal zejména na nedostatky jimi používaných nástrojů, a také na celkovou 
komplikovanost větších komerčních systémů. Prezentoval požadované funkce software, který by 
pro jejich potřebu byly ideální.  
Tato kapitola zahrnuje neformální specifikaci požadavků na navrhovaný nástroj pro podporu 
projektového řízení. Součástí analýzy je také diagram případů použití (tzv. Use Case), který modeluje 
chování systému. Tento diagram je uveden a popsán v následujících podkapitolách.  
3.1 Neformální specifikace požadavků  
Předmětem navrhovaného systému je nástroj pro podporu řízení projektu. Pod tím rozumíme 
v obecné rovině software, který umožní řídit softwarové projekty, v rozumné míře je plánovat 
a kontrolovat jejich stav, včetně přiřazení zdrojů (lidských, materiálních atp.). Aplikace by měla mít 
jednoduché, intuitivní ovládání a ne příliš komplikované uživatelské rozhraní. Zadavatel požaduje 
zejména přehledně zpracované a implementované funkce, které nutně potřebuje. Měl by umožnit 
práci s projekty  různého rozsahu a měl by být spustitelný na běžných počítačích, s důrazem 
na operační systém Windows.  
Požadavky kladené na navrhovaný systém jsem rozdělil do tří skupin, dle jejich funkcionality:  
· Požadavky na správu projektů. 
· Požadavky na správu úkolů. 
· Funkční požadavky kladené na systém.  
Základní funkcí nástroje bude správa projektů. Jednotlivé projekty bude možné rozdělit 
na libovolný počet libovolně zanořených úkolů. Tuto část nástroje jsem nazval správa úkolů. Funkční 
požadavky se týkají obecně celého systému, např. přístupu uživatelů k systému, grafického 
uživatelského rozhraní, automatizace reakcí systému na jednotlivé akce apod. Tyto požadavky 
jsou odděleně popsány v následujících odstavcích.  
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3.1.1 Požadavky na správu projektů 
Systém by měl umožňovat přidání nových projektů, případně smazání chybných nebo neplatných 
projektů, a také samotnou editaci. O jednotlivých projektech by měla být uložena stručná 
charakteristika, která zahrnuje textový popis a název projektu, dále název organizace, která projekt 
zadala a případné odkazy na materiály spojené s projektem. Při definici projektu bude možné také 
určit pracovní dny, kdy se bude na projektu pracovat. Kalkulace zdrojů, nákladů a termínů bude brát 
tyto definice dnů v úvahu.  
Nástroj má umožnit specifikaci vlastníka projektu, který je společně s manažery zodpovědný 
za úspěšný výsledek projektu a který by měl vědět o všech informacích spojených s projektem. Jeden 
projekt může mít obecně jenom jednoho vlastníka. Také je třeba v rámci implementace vyřešit systém 
přiřazení manažerů k projektům. V tomto případě může mít jeden projekt rovněž více manažérů, 
obecně i celou skupinu.  
Důležitým parametrem projektu je jeho rozpočet. Systém musí umožnit kalkulace rozpočtu 
projektů. Musí zahrnout také zdroje jednotlivých pracovníků a jejich typy. Projektový manažer 
by měl mít možnost globálního pohledu na pracovníky přiřazené k projektům.  
Systém bude umožňovat i zadání požadavku  na doplněk projektu nebo žádost o úplně nový 
projekt od vrcholových orgánů společnosti. Manažeři potom budou tyto žádosti přijímat a přiřazovat 
je do plánu. Pro každý požadavek musí být určena zodpovědná osoba, která se bude starat o tento 
požadavek. Tuto osobu určí zadavatel požadavku při zadávání požadavků do systému. V případě 
požadavku na doplněk k projektu, zadavatel může určit zodpovědnou osobou vlastníka nebo jednoho 
z manažerů. V případě nového projektu, zodpovědnou osobou může být uživatel, který je již buď 
manažerem, nebo vlastníkem některého projektu.  
3.1.2 Požadavky na správu úkolů  
Jednotlivé projekty bude možné pomocí navrhovaného nástroje rozdělit na úkoly, a to konkrétně 
na libovolný počet zanořených úkolů. Úkoly lze dále rozdělit na podúkoly, a vytvořit tak jejich 
hierarchii. Aplikace se má vypořádat také se smazáním a editací těchto úkolů.  
Software bude umožňovat sledování termínů, a to i na úrovni projektů, které budou 
automaticky přiřazeny podle úkolů v nich obsažených. V rámci projektu bude možné vkládat milníky 
a provádět jejich evidenci. Pomocí vhodných nástrojů bude možné sledování plánovaného 
a skutečného plnění či vývoje projektů/úkolů. Míra tohoto plnění bude vyjádřena v procentech 
a bude vyjadřovat aktuální stav úlohy.  
Systém bude podporovat vytvoření závislostí mezi úkoly. Dovolí mezi úlohami definovat 
vazby spojené s jejich začátkem nebo koncem až po dokončení úlohy A. Pro ostatní typy závislosti 
(popsané v kapitole 2.3.3 Nástroje časového plánování) to platí analogicky. Při zadávání a editaci 
úkolů tyto závislosti budou automaticky kontrolovány, a systém nedovolí zadat vlastnost úkolu, který 
by nevyhověl základním pravidlům těchto závislostí.  
Důležitý je požadavek alokace zdrojů pro jednotlivé úkoly. Manažer, nebo vlastník projektu 
musí být schopen v systému určit, jaké zdroje alokuje, tedy jaké zdroje budou na úkolech pracovat. 
Nástroj umožňuje určit i jednotku této alokace. Jednotka alokace znamená procentuální vyjádření 
toho, do jaké míry celého vytížení bude zdroj alokován na daný úkol.  
Jedna z významných funkcí ohledně úkolů bude právě možnost sledování této alokace, tedy 
sledování vytížení zdrojů v projektu dle přiřazení k úkolům. To bude realizováno pomocí grafické 
reprezentace. Charakter a vlastnosti tohoto grafu budou přesněji popsány v rámci návrhu 
systémových funkcí aplikace.  
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Důležitá je také otázka financí týkajících se jednotlivých úloh. Právě proto zadavatel vyžaduje, 
aby nástroj zahrnoval zmiňované alokace zdrojů do kalkulace rozpočtu úkolů / projektu. Do rozpočtu 
se také započítávají náklady, které jsou určeny pro úkoly nezávisle na zdrojích.  
Při plánování a provádění jednotlivých úkolů vznikají dokumenty, které popisují dané činnosti 
související s úkoly, neboli statistiky a výsledné zhodnocení úkolů. Často je potřeba tyto dokumenty 
také uchovávat v úložišti dokumentů, neboli ve skladu dokumentů. Právě proto bude vyvíjený systém 
pracovat také s dokumenty. Nebude implementováno rozšíření systému pro sklad dokumentů, protože 
budoucí uživatel tohoto systému již podobný systém vlastní. Bude ovšem navržena a implementována 
možnost přikládání dokumentů a souborů k plánovaným a prováděným úkolům.  
3.1.3 Funkční požadavky kladené na systém 
Hlavním požadavkem na software je, aby umožňoval plánování, řízení a realizaci týmových projektů. 
Z tohoto důvodu je zapotřebí, aby systém umožňoval víceuživatelský přístup. Při spuštění aplikace 
se bude třeba přihlásit do systému pomocí přihlašovacího jména a hesla. Po přihlášení budou 
rozlišeny minimálně tři typy oprávnění: 
· Uživatel je autorizován jako člen řídící komise, která je nejvyšším orgánem v rámci organizace 
a má největší pravomoc. V rámci tohoto oprávnění může uživatel podat žádost o realizaci nového 
projektu nebo zadat požadavek na doplněk k již existujícímu projektu. Dále bude mít možnost 
prohlížet všechny projekty/úkoly, včetně tisku reportů. Je oprávněn také provádět správu 
projektových manažerů.  
· Uživatel je autorizován jako projektový manažer. To znamená, že má na starosti řízení projektů, 
vlastní správu projektů a úkolů.  
· Uživatel je autorizován jako člen projektového týmu. V aplikaci může pouze prohlížet projekty 
a úkoly a aktualizovat stav úkolů, do kterých je zařazen.  
Systém musí poskytovat, mezi základními funkcemi, správu uživatelů. Tyto uživatele systému 
nazýváme jako interní zdroje. Mohou být alokovány k jednotlivým úkolům a budou mít přístup 
k systému. Jsou to vlastně pracovníci daného oddělení, nebo organizace, kteří systém používají. 
Realizace naplánovaných úkolů ovšem potřebuje alokovat i takové zdroje, které jsou mimo toto 
oddělení nebo organizace. Tyto zdroje nazýváme externí zdroje. Oba typy zdrojů je třeba zpracovávat 
odděleně, umožnit přidání nového, smazání nebo editaci existujícího zdroje. Správa těchto zdrojů 
bude umožněna oprávněnému uživateli systému. Pod tímto rozumíme to, že interní zdroje systému 
bude moci spravovat administrátor a člen řídící komise. Externí zdroje mohou spravovat i uživatelé 
s nižším oprávněním, tedy i manažeři nebo vlastníci projektu. Tyto specifikace oprávnění však lépe 
vyjadřuje diagram případu použití systému, což je popsáno níže. 
V aplikaci budou realizovány grafické nástroje pro časovou kontrolu, mezi které patří Ganttův 
diagram. Graficky bude znázorněno rovněž označení kritické cesty, která bude upozorňovat manažera 
na úkoly, při kterých musí být zvláště opatrný. V grafickém zobrazení rozložení úkolů, hlavně 
v Ganttově diagramu a v diagramu vytížení zdrojů, systém bude vyznačovat pracovní dny a víkendy, 
jejichž specifikace bude součástí  projektu a systém je bude zohledňovat při různých výpočtech.  
Pokud dojde k nějakému posunutí termínů v procesu plánování a bude zadán jiný termín 
pro libovolný úkol, systém bude automaticky přizpůsobovat časový plán ostatních úloh v projektu. 
Dojde tak k automatickému posunutí dalších termínů. Systém bude také automaticky počítat 
a aktualizovat rozpočet, dobu trvání projektů, popřípadě složených úkolů. 
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Aplikace bude pro jednotlivé projekty nebo úkoly zobrazovat vypočtené náklady a investice, 
které budou vyjádřeny v člověkodnech. Manažer projektu musí mít tyto hodnoty k dispozici a musí 
je brát v úvahu při dalším plánování rozpočtu.  
Jak již bylo zmíněno, aplikace bude navržena tak, aby umožnila uživatelům jednoduché použití 
systému. Pro tento účel budou v systému implementované různé nástroje pro snadnější ovládání 
aplikace z pohledu uživatelů. Příkladem takového nástroje bude kalendář, formátování popisků 
a poznámek.  
Na základě kapitoly 2.4 již víme, že existuje několik aplikací charakteru právě analyzovaného 
systému. Zde je na místě, abychom uvažovali i o přizpůsobení komerčním aplikacím. Pokud nový 
uživatel našeho systému bude mít již rozpracovaná data, možná ocení funkci nástroje, která mu 
umožní importovat daný projekt. Rovněž by byla velice užitečná i funkce exportu, pokud by 
uživatel chtěl již rozpracovaný projekt z aplikace vyexportovat za účelem dalšího zpracování, nebo 
jen použít pro archivaci. Právě proto je požadována po aplikaci i realizace takovýchto funkcí, 
a to především z důvodu celkové konkurenceschopnosti. V rámci exportu a importu uvažujeme práci 
s celými projekty, tzn. všemi daty spojenými s projektem. Funkce exportu bude exportovat hlavně 
předem popisované údaje projektu, všechny úkoly vytvořené v projektu, při kterých také bude ukládat 
pro všechny úkoly jejich zdroje a závislosti. Proto se bude export a import do určité míry týkat 
i uživatele systému.  
Jako další systémové požadavky můžeme zmínit rozšiřující funkce systému, které nejsou nutně 
důležité pro používání systému, ale mohly by být do implementace systému zahrnuty. Taková funkce 
by mohla být filtrování úkolů, které umožní dle různých kritérií vybírat jednotlivé úkoly projektu. 
V různých situacích může z pohledu řízení projektu vzniknout také potřeba na uložení aktuálního 
stavu projektu, aby jej bylo možné shlédnout později. To by řešila funkce uložení stavu projektu, 
která spočívá v uložení tzv. Snapshotu, který reprezentuje aktuální stav projektu na databázové 
úrovni. 
V neposlední řadě by systém měl umožnit také tisk reportů. To se týká přehledu stavu projektů, 
ve kterém by se uživateli zobrazil aktuální stav jednotlivých úkolů v rámci projektu. Systém by 
umožňoval sestavení reportu, který by se týkal analýzy očekávaných a skutečných nákladů, a také 
zobrazení rozpočtu. Důležitý je rovněž přehled o přiřazení a vytížení jednotlivých zdrojů.  
3.2 Diagram případu použití  
Diagram případu použití vychází z neformální specifikace požadavků a představuje chování systému 
z pohledu uživatelů. Patří mezi modely popisující funkcionalitu systému. Právě proto je tento typ 
diagramu vhodný pro komunikaci s uživatelem. Slouží pro základní vymezení hranice systému mezi 
systémem a jeho okolím. Komponentami tohoto modelu jsou:  
· Aktér (actor) – uživatelská role nebo spolupracující systém.  
· Případ použití (use case) – dokumentace události, na kterou musí systém reagovat. 
· Komunikace – vazba mezi aktérem a případem použití (aktér komunikuje se systémem na daném 
případu).  
Tento diagram je znázorněn na Obr. 3.1. Diagram reprezentuje systém na nízké úrovni 
podrobnosti, aby byl přehledný jak pro zadavatele, tak pro vývojáře. Nezobrazuje všechny funkce 
do detailů, používají se shrnující názvy dle výše uvedených kategorií. Tyto názvy zahrnují všechny 
předem definované funkce spadající pod určitou správu, jako je správa projektů nebo správa úkolů.  
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Jak bylo definováno v kapitole 3.1 Neformální specifikace požadavků, v systému se vyskytují 
tři typy oprávnění. Člen projektového týmu může prohlížet projekty a úkoly včetně jejich detailů. 
Editace těchto skutečností mu není povolena. Má však možnost aktualizovat stav daných úkolů, 
ve kterých je zařazen jako zdroj, nebo člen projektu. Nesmí prohlížet a tisknout určité typy reportů, 
ke kterým nemá oprávnění. Také je samozřejmostí, že nemá oprávnění ani ke správě systému.  
Úkolem projektového manažera je hlavně správa projektů a úkolů. Proto je jediný, kdo má 
přístup k této části systému nebo daného projektu. Manažer již má kompetence prohlížet a tisknout 
všechny reporty k danému projektu. Je zodpovědný za vyřizování požadavků, které přidali 
do systému členové řídící komise. Za každý požadavek je zodpovědný jeden konkrétný manažer. Má 
možnost spravování, a také přiřazování projektových členů k jednotlivým úkolům.  
Řídící komise je nejvyšší orgán, který do řízení přímo nezasahuje. Proto jí není povolen přístup 
ke správě projektů a úkolů. Jen kontroluje stav projektů, má přístup ke všem informacím ohledně 
projektu, včetně všech reportů, ale měnit je fyzicky nemůže. Má ovšem úplné oprávnění nad správou 
všech zdrojů v systému. Zadává do systému požadavky, které se mohou týkat vytvoření nového 
projektu nebo již existujícího projektu.  
Jak jsem již zmínil, vytvoření diagramu případu použití zobrazuje systém na nízké úrovni 
podrobnosti, aby byl přehledný i pro zadavatele. Blíže specifikováno, prohlížení úkolů umožňuje 
uživateli sledování termínů, plánovaného a skutečného progresu, závislostí úkolů, alokaci a vytížení 
zdrojů, včetně prohlížení dokumentů. Pod správou projektů rozumíme všechny funkce systému, které 
byly určeny požadavky spjatými s úkoly (včetně editace atp.). Analogicky to platí i pro správu 
projektu v závislosti na popsaných požadavcích.  
 
Tato kapitola se zabývala analyzováním požadavků uživatele na vyvíjený systém. V první části 
byly popsány požadavky na základě konzultací se zadavatelem. Byly kategorizovány dle jednotlivých 
oblastí, kterých se týkají. Následně byl vytvořen diagram případu použití systému. Po přesném 
definování požadavků a funkcí můžeme přistoupit k vlastnímu návrhu aplikace.  
Obr. 3.1: Diagram případu použití navrhovaného systému 
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4 Návrh 
Fáze návrhu vychází z předchozí fáze analýzy. Z neformální specifikace požadavků vzniká formální 
návrh, který definuje, jak přesně bude systém vypadat na databázové, aplikační nebo uživatelské 
vrstvě. Tato kapitola začíná popisem návrhu architektury systému, který pomocí modelu architektury 
definuje již předem naznačené rozdělení systému na tzv. vrstvy. Návrh databáze pomocí ER diagramu 
popisuje, jak se bude pracovat s daty na nejnižší databázové úrovni, a také perzistentní uchování 
těchto dat. Podstatnou část návrhu tvoří i návrh grafického uživatelského rozhraní. Musí specifikovat, 
jak jednotlivé funkce, definované v požadavcích, budou prezentovány uživateli v implementované 
aplikaci pomocí oken a formulářů. Určuje také způsoby časového znázornění jednotlivých úkolů, 
realizaci různých grafů, např. grafu úkolů nebo grafu zdrojů.  
Návrh všech dotyčných oblastí systému jsem se snažil postihnout v co největším rozsahu, 
bez ohledu na to, jestli budou všechny navržené části implementovány. Rozhodl jsem tak proto, 
že návrh pokrývající větší oblast systému poskytne možnosti a dobrý základ pro další vývoj 
a rozšíření systému. Jelikož navržený systém je implementován na základě požadavků mého 
externího konzultanta, na základě dalších jednání bude pravděpodobné i rozšíření tohoto systému.  
Kompletní návrh tohoto systému v konečné podobě, jak zde uvádím, byl realizován ve více 
krocích. Při návrhu bylo nutné se vícekrát vrátit do fáze analýzy, a opětovně projednávat jednotlivé 
systémové funkce zadavatelem, abychom získali přesnější požadavky (základním pravidlem je, 
že dobrý návrh může být vytvořen jen na základě důkladně projednaných a přesně formulovaných 
požadavků). Dokonce i během implementace jsem se musel vrátit do fáze návrhu a upravovat jej. 
Na základě těchto a již dřívějších poznatků můžeme říci, že systém byl vytvořen dle modelu 
životného cyklu vodopád se zpětnou vazbou, který dovoluje vrátit se zpátky v jednotlivých fázích 
k předchozím, tedy vlastní překrývání fází.  
4.1 Návrh architektury aplikace  
Architektura je podle [12] všeobecné označení určující celkovou strukturu a základní konstrukci částí 
nebo kompletního počítačového systému. V našem případě se jedná o způsob rozdělení aplikace, 
aplikačních dat, procesů i datových toků do logických celků, stanovení struktury těchto komponent, 
vzájemných vztahů a interakcí mezi nimi, a to na dostatečně obecné úrovni. Je důležité definovat tuto 
architekturu, neboli model architektury již na počátku vývoje, protože pozdější změna tohoto modelu 
je velice obtížná. Proto tak činím hned na začátku návrhu.  
Pro architekturu navrhovaného systému jsem zvolil model architektury Model–View–
Controller (MVC). Tento model je velice oblíbený a rozšířený způsob návrhu různých aplikaci. Své 
kořeny má ve Smalltalku, kde se původně používal pro zakomponování tradičního postup vstup – 
zpracování – výstup do grafických uživatelských rozhraní programů. Jeho obecná definice 
jej ale umožňuje používat v jakémkoliv jiném programovacím jazyce [13].  
MVC rozděluje datový model aplikace (Model), uživatelské rozhraní (View) a řídící logiku 
(Controller) do tří nezávislých komponent tak, že modifikace některé z nich má minimální vliv 
na ostatní [13].  
Model je funkčním a datovým základem celé aplikace. Poskytuje prostředky jak pro přístup 
k datové základně a stavům aplikace, tak pro jejich ukládání a aktualizaci. Hovoří se o něm jako 
o softwarovém obrazu procesů reálného světa. Měl by být jako celek zapouzdřený a pro View 
a Controller nabízet přesně definované rozhraní. Nejčastěji je implementován pomocí objektových 
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tříd, lze jej však realizovat například i běžnými funkcemi. Na své nižší vrstvě je samozřejmě tvořen 
nějakou formou úložiště dat.  
View zobrazuje obsah Modelu, zajišťuje grafický či jiný výstup aplikace. Přes Model 
přistupuje k datům a stavům aplikace a specifikuje, jak mají být prezentovány. Můžeme si to přestavit 
jako grafické uživatelské rozhraní aplikace. Při změně stavu Modelu se aktualizuje zobrazení. Změny 
v Modelu získává buď push přístupem, kde se jenom zaregistruje u Modelu a ten pak sám posílá 
View notifikace o změnách. Nebo pull přístupem, kdy se View obrací sám na Model vždy, když 
potřebuje získat nejaktuálnější data [13]. Jestliže slouží grafický výstup zároveň jako oblast 
pro zachytávání událostí od uživatele, předá View tyto události Controlleru.  
Controller definuje chování aplikace. Zpracovává veškeré vstupy a události pocházející 
od uživatele. Na jejich základě volá příslušné procesy Modelu a mění jeho stav. Podle událostí 
přijatých od uživatele i podle výsledků akcí v Modelu pak vybírá Controller vhodné View pro další 
zobrazení.  
Vztahy mezi jednotlivými částmi Model – View – Controller znázorňuje Obr. 4.1.  
Mezi hlavními výhodami MVC můžeme zmínit snadné implementace víceuživatelských 
aplikací, kde součastně k jedné aplikaci přistupuje více klientů. Pro zavedení podpory dalšího klienta 
je nutné nadefinovat pouze View, v případě zcela rozdílných vstupních událostí i speciální Controller. 
Nicméně Model, jako klíčová část aplikace, zůstává stále stejný. To souvisí i s minimalizací 
duplicitního kódu, protože bez oddělení a zapouzdření Modelu by se pro každé nové View musela 
znovu programovat celá aplikační logika. K výhodám tohoto modelu ještě patří znuvupoužitelnost 
kódu, vysoká komplexnost návrhu, snadná budoucí rozšiřitelnost aplikace a efektivní modularita [13].  
V rámci MVC se dále rozlišuje mnoho strategií, jak výslednou aplikaci koncipovat. Liší 
se například počtem Controllerů a rozdělením úkolů mezi nimi, použitím či nepoužitím šablon 
v rámci View, jednotným zapouzdřeným voláním datových zdrojů apod.  
4.2 Návrh databáze 
Cílem návrhu databáze je definovat datový model aplikace, který určí, jak budou data uložena 
v databázi. Tento model dat bude relačním modelem, který pro uložení jednotlivých údajů používá 
tabulkovou strukturu. Tyto tabulky z pohledu konceptuálního modelování nazýváme entitami. 
Mezi jednotlivými entitami jsou vztahy, které určují závislost mezi nimi.  
Obr. 4.1: Vztahy a základní funkce jednotlivých částí MVC [13] 
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Návrh databázového modelu jsem vytvořil ve formě ER diagramu (Entity-Relationship 
Diagram). Tento model pracuje s pojmy entita (objekt), vztah (relationship), atribut (vlastnost). Jeho 
základem je převedení komplexních struktur modelované skutečnosti do dvourozměrných tabulek 
a nalezení vztahů mezi nimi. Právě snadná transformovatelnost do tabulek ho činí vhodným 
pro relační databáze. ER diagram reprezentuje logické vztahy mezi entitami nebo objekty. Má 
nezastupitelnou úlohu nejen při návrhu databázových aplikací, ale i při jejich optimalizaci 
a odstraňování chyb. Efektivní datový model přesně a úplně popisuje a vyhovuje nárokům zadání 
a je použitelný pro tvůrce databáze, eliminuje redundanci dat a je nezávislý na hardwaru a softwaru.  
Jak jsem již zmínil, mezi jednotlivými entitami jsou definovány vztahy. Konce vztahů mohou 
být ohodnoceny rolí –role označuje, jakou postavení objekt ve vztahu má. Pro zachycení kardinality 
a volitelnosti vztahů se používá notace N..M, kde N a M může být číslo nebo *, samotná * znamená 
totéž jako 0..*. Pokud je zapotřebí si o vztahu něco pamatovat, používá se tzv. přidružené třídy 
(atributy vztahů). Speciální druhy vztahů představují agregace, kompozice a generalizace. Agregace 
(aggregation) je druh vztahu, kdy jedna třída je součástí jiné třídy (vztah typu celek/část). Přičemž 
kompozice (composition) je silnější druh agregace, u kterého je část přímo závislá na svém celku, 
zaniká se smazáním celku a nemůže být součástí více než jednoho celku. Generalizace 
Obr. 4.2: Návrh datového modelu pomocí ER diagramu 
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(generalization) je druh vztahu, kdy jedna třída je zobecněním vlastností jiné třídy – jiných tříd (vztah 
typu nadtyp/podtyp, generalizace/specializace).  
Na Obr. 4.2 lze vidět návrhový diagram databáze systému v podobě popisovaného ER 
diagramu. Tento návrh vychází z analyzovaných požadavků na systém. K  návrhu jsem přistupoval 
takovým způsobem, že na začátku bylo třeba definovat hlavní entity. Tyto entity jsem určil na základě 
toho, co budou hlavní objekty modelované skutečnosti, se kterými aplikace bude pracovat. 
Na základě teoretických zkušeností projektového řízení již víme, že aplikace bude pracovat hlavně 
s objekty reprezentujícími jednotlivé projekty a uvnitř nich několik úkolů. Tyto úkoly mohou být 
libovolně zanořeny. Proto vytvoříme entity Project a Task, které budou reprezentovat daný projekt 
a jeho úkoly. Mezi nimi bude vztah 1 – 1..*, protože jeden projekt může sestávat z několika úkolů, 
avšak musí zahrnovat alespoň jednu úlohu. Úkoly mohu libovolně zanořovat ve smyslu otcovský 
a synovský úkol (parent / child), to vyjadřuje vztah Tasku sám na sobě.  
Dále známe i fakt, definovaný mimo jiné i v požadavcích, že pro jednotlivé úkoly je třeba 
alokovat zdroje. Ovšem, z požadavků vyplývá, že bude potřebné rozdělit interní a externí zdroje. 
Proto jsme zavedli entity Users a Ressource. Entita Users jako představitel interních zdrojů, bude 
mezitím reprezentovat i uživatele systému. Tyto dvě entity s úkoly spojuje entita Task_resources, 
která se vztahem 1 – 1..* k entitě Task vyjadřuje, že pro jeden úkol může být alokován libovolný 
počet zdrojů. V této entitě se spojením s entitami Users a Resources, však existuje omezení, na které 
upozorní i poznámka v diagramu, a to následující: Jedna instance entity, reprezentující vztah Task – 
Users nebo Task – Resources musí obsahovat reference právě a jenom o jednom z nich, tedy buď 
na Users nebo na Resources. Entita Project_Management reprezentuje manažery daného projektu. 
Vztah s entitami Project a Users vyjadřuje, že jeden projekt může mít libovolný počet manažerů, 
alespoň jeden však mít musí. Z analýzy dále vyplývá, že pro jednotlivé úkoly lze definovat 
tzv. predecessory, předchůdce v časovém průběhu projektu. Tento vztah mezi projekty vyjadřuje 
entita Task_Predecessor. Aby byla umožněna lepší udržovatelnost databáze, a také celé aplikace, 
pro jednotlivé typy termínů a předchůdců definujeme entity Deadline_type a Pred_type. Pro ukládání 
informace o uložených souborech k úkolům slouží entita TaskFiles.  
Při bližším zkoumání analýzy požadavků ještě zjistíme, že dalším z nich již lze realizovat 
pomocí funkcionality aplikace, tedy na aplikační a uživatelské úrovni. Problém by ještě mohl 
vzniknout při ukládání informací o požadavcích od řídící komise. Proto zavedeme poslední 
databázovou entitu Requirements, která bude ve spojení s uživatelem, který požadavek zadal, a také 
s uživatelem, který je za požadavek zodpovědný, a s projektem, se kterým může, avšak nemusí 
souviset.  
U návrhu databází, je ještě třeba zmínit, že navrhujeme systém víceuživatelským přístupem, 
tedy musíme brát v úvahu, že s databází bude pracovat najednou více uživatelů. Z toho se vyplývá, 
že musíme limitovat přístup k jednomu projektu pro editaci. Je zřejmé, že jeden projekt nemůže 
editovat více uživatelů najednou. Pro tento účel navrhuji zámek, tzv. lock, který daný projekt 
uzamyká projekt ve chvíli otevření pro editaci, a odemyká při jeho zavření. Je třeba brát v úvahu 
i problém, který nastane, když například uživatel otevře jeden projekt k editaci a při práci selže 
systém nebo počítač. Projekt zůstane uzamčen, nebude možné jej otevřít pro editaci. Řešením tohoto 
problému bude možnost odemykat projekt administrátorem systému. Podrobně se touto tematikou 
budu zabývat v implementaci přístupu k databázi.  
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4.3 Návrh grafického uživatelského rozhraní 
V této kapitole bych chtěl obeznámit čtenáře s mými představami o aplikaci, tedy vlastně o návrhu 
grafického rozhraní aplikace. Ačkoliv jsem tuto kapitolu pojmenoval návrh grafického uživatelského 
rozhraní, budu zde popisovat i návrh jednotlivých funkčních částí aplikace, jejichž výsledek bude také 
pro uživatele reprezentován pomocí prvků grafického uživatelského rozhraní. Tato kapitola návrhu 
vychází z předchozí kapitoly Analýza a specifikace požadavků.  
Aplikace bude realizována charakterem správy projektů. To znamená, že v jedné chvíli bude 
otevřen jeden projekt, tak bude mít uživatel příležitost spravovat všechny náležitosti otevřeného 
projektu. Při zavření právě editovaného, nebo otevření dalšího projektu, bude dotazován na uložení 
předchozí relace, pokud učinil nějaké změny. Otevření nového projektu bude realizováno formou 
dialogového okna.  
Hlavní aplikační okno bude obsahovat více tzv. stránek. Na těchto jednotlivých stránkách 
budou realizovány odděleně jednotlivé hlavní funkce aplikace. Mezi těmito stránkami bude možné 
přepínat pomocí přepínacích tlačítek stránky, která budou umístěna na levém horním okraji stránky.  
Pro určité hlavní funkce aplikace je třeba realizovat strukturovaný výpis jednotlivých úkolů. 
Tím se rozumí stromová struktura, která vyjadřuje, pod který ze shrnujících úkolů patří daný podúkol. 
Tento seznam je ve formě tabulky, kde v prvém sloupci budou vypsány názvy jednotlivých úkolů 
v stromové podobě. V dalších sloupcích tohoto seznamu by mohly být další informace týkající 
se jednotlivých úkolů, jako např. datum zahájení, termín ukončení nebo jejich stav.  
Popisovaný strukturovaný seznam činností bude umístěn na levé straně první stránky aplikace. 
Na pravé straně bude grafické zobrazení těchto úkolů, kterých se tento výpis týká, pomocí Ganttova 
diagramu. Tento diagram by měl mít podobu posouvacího kalendáře, ve kterém jsou vyznačeny 
jednotlivé činnosti. Základní funkcionalita vyžaduje změnu vlastností těchto úkolů. Ve většině 
aplikací, které jsem analyzoval, byla editace jednotlivých úkolů umožněna pomocí dialogového okna. 
Já navrhuji možnost editace úkolů již v rámci aktuální stránky hlavního okna. Provedení 
si představuji pomocí zapínacího / vypínacího dolního panelu, který bude pod výpisem seznamu 
činností a Ganttova diagramu. Pokud by uživatel nechtěl editovat vlastnosti úkolů, mohl by tento 
tzv. editovací panel vypnout a analyzovat jenom výpis a grafické zobrazení činnosti. V panelu by 
byly zobrazeny vlastnosti aktuálně vyznačeného úkolu v seznamu činností. Zde by bylo možné 
i vkládání souborů k úkolům. Práva uživatelů pro editaci budou samozřejmě kontrolovány 
dle přihlášeného uživatele a možnost editace by měli mít jen oprávnění uživatelé, ostatní by měli 
pouze výpis těchto informací. Na základě výše popsaných informací již máme představu, že první 
stránka bude navržena pro úkoly a správu úkolů.  
Druhá stránka navrhované aplikace bude mít podobné rozdělení na tři části, a bude se zabývat 
zdroji alokovanými v projektu. Opět na levé straně by byl seznam, který by ovšem v tomto případě již 
primárně obsahoval jména jednotlivých zdrojů. V druhé řadě také názvy jednotlivých úkolů, 
ve kterých je daný zdroj alokován. Pravá strana bude opět vyhrazena pro grafické zobrazení podobné 
jako v předchozím případě, posouvacímu kalendáři. Grafické znázornění zde bude určeno pro úkoly, 
ale již bez možnosti rekurzívního zanoření a bez vyznačení referencí na předchůdce a následníky. 
Na této stránce zdrojů by byl kladen důraz na zobrazení vytížení jednotlivých zdrojů. Z tohoto 
důvodu bude v každém vyznačeném úkolu uveden na kolik jednotek je daný zdroj alokován v daném 
úkolu. V horizontále zdroje na grafu bude tzv. sumarizační zobrazení, neboli obdélník, který by 
ukazoval alokace zdroje v určitých dnech, týdnech nebo měsících kalendáře. Do těchto obdélníků by 
aplikace automaticky spočítala jednotky alokace, a červeně by vyznačila alokace nad 100 procent. 
Dolní část této stránky navrhuji podobným způsobem jako v předchozím případě, ale zde bude mít 
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jiný obsah. Obsah vypínacího / zapínacího editačního panelu se bude měnit dynamicky, podle 
aktuálně vybraného objektu v seznamu, což může být zdroj nebo úkol.  
V pořadí již třetí stránka bude umožňovat manažerovi i editaci, příp. libovolnému uživateli 
aplikace sledování globálních vlastností projektu. Na této stránce bude uveden zjednodušený rozpočet 
na hlavní činnosti projektu. Dále je třeba umístit nastavení týkající se časových vlastností projektu 
a termínů. Zde bude možné definovat i manažery projektu, a změnit název vlastníka projektu.  
Čtvrtá, zároveň i poslední stránka bude vyhrazena reportům. Zde plánuji reporty různého 
charakteru, co se týče rozpočtů, stavů a dalších náležitostí v projektu. Reporty budou mít tabulkové, 
a zároveň i grafické reprezentace pro uživatele, bude možno je příslušným uživatelům i tisknout.  
Zprávu externích a interních zdrojů, neboli uživatelů, navrhuji ve formě dialogového okna. 
Do tabulky budou vepsány hlavní informace o zdrojích. Pod tabulkou bude formulář pro editaci údajů 
právě vybraného zdroje.  
Další funkční jednotky aplikace, například profil uživatele, import, export atd. budou 
realizovány pomocí dalších dialogů. Zde bych se ještě zmínil o návrhu systému žádosti. Zadávání 
žádosti je představováno formou průvodce, který by pomohl uživatelům zadat potřebné údaje k nové 
žádosti. Průvodce by měl během několika kroků provést zadavatele celým procesem. V jednotlivých 
krocích by určil,  jestli chce požádat o nový nebo chce dodatek k některému projektu, vybral by 
zodpovědného uživatele a zadal by další náležitosti. Zobrazení žádostí pro zodpovědné uživatele bych 
realizoval ve formě přijímané zprávy.  
Co se týká standardního aplikačního menu, bude rozděleno na několik kategorií. Jedna 
kategorie se bude týkat možnosti vlastní aplikace. Zde bych se zmínil o návrhu nastavení aplikace. 
Navrhuji další okno nastavení, ve kterém by uživatel mohl nastavit, přizpůsobit jednotlivé vlastnosti 
aplikace nebo grafů. Pod tím si představuji například nastavení možností, co se bude při úkolech 
v Ganttově diagramu zobrazovat, analogicky pro diagram zdrojů, podle něho budou seřazeny 
jednotlivé seznamy v aplikaci, podmíněné zobrazení jednotlivých prvků aplikace, atd. Další dvě 
kategorie by se týkaly otevřeného projektu a v něm obsažených úkolů. Pro zprávu jednotlivých 
objektů by mohla být vyhrazena další skupina ve standardním menu. V neposlední řadě by i reporty 
zasloužily vlastní kategorii.  
Administrátor celého systému bude mít navíc umožněnu správu všech zaregistrovaných, 
evidovaných projektů. Tato správa se ovšem netýká editace projektu, a změny projektů ohledně jejich 
řízení, protože na to ne vždy musí mít administrátor oprávnění. Znamená to ovšem možnost 
odemknutí zamknutých projektů, popř. smazání celého projektu.  
Pod standardním menu, by se objevil i tzv. toolbox – panel nástrojů aplikace. V tomto případě 
by na panelu byla umístěna grafická tlačítka s tematickou ikonou, pro větší přehlednost navigace 
a příjemnější pocit uživatele.  
 
Tato kapitola se zabývala návrhem aplikace pro správu projektů, tedy pro vyvíjený nástroj, 
který bude napomáhat projektovému řízení. Tento návrh je stanoven na základě předchozí analýzy, 
ve které byly definovány jednotlivé požadavky na aplikaci. Popisovaný návrh byl rozdělen na tři 
podkategorie, ve kterých jsem se zabýval odděleně návrhem architektury, návrhem databáze, 
a v neposlední řadě návrhem uživatelského rozhraní a jejich funkčností. S hotovým návrhem na všech 
popisovaných úrovních aplikace již můžeme přistoupit k implementaci.  
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5 Implementace  
Následující kapitola práce se bude zabývat vlastní implementací systému pro správu a řízení projektů. 
Tato implementace vychází z etapy návrhu. Budu zde popisovat, jaké techniky a algoritmy jsem 
používal při programování, při řešení jednotlivých funkcí systému. Také vysvětlím, jak jsem řešil 
a jak jsem se vypořádal s problémy, které se vyskytly při realizaci navrhnuté aplikace. Před vlastním 
popisem implementace však považují za nezbytné, alespoň v základní míře, seznámit čtenáře 
s implementačním jazykem aplikace a s databázovou technologií, kterou jsem při vývoji používal.  
Kapitolu rozčlením na čtyři podkapitoly. V první části se velice krátce seznámíme 
s programovacím jazykem C#, kterého bylo použito jako základního implementačního jazyka. Dále 
popíši základní poznatky z prostředí .NET a databázové technologie Microsoft SQL, které jsou 
nezbytné, abychom porozuměli dalším popisovaným řešením. Tuto kapitolu jsem nazval 
implementačním prostředím.  
Při dalším rozdělení popisu implementace bych se chtěl pozastavit u předem definovaného 
návrhu architektury, ve kterém jsem rozdělil aplikaci na tři oddělené vrstvy. Na základě těchto vrstev 
jsem popis implementace členil na tři další podkapitoly, tj. implementace datového základu, 
implementace prvků uživatelského rozhraní, a na popis implementace funkčních prvků. V popisu 
implementace datového základu budu charakterizovat i možnosti přístupu k databázi, zároveň 
i řešení, které jsem používal.  
5.1 Implementační prostředí  
Tato kapitola popisuje základní charakteristiky implementačního jazyka společně s implementační 
platformou, která slouží jako základ při realizaci systému. Dále je podstatné, abychom se seznámili 
s použitým databázovým systémem, na kterém je funkčnost celé aplikace založena a s možnostmi 
přístupu k ní.  
5.1.1 C# a platforma .NET Framework  
C Sharp (C#) je moderní, mnohoúčelový objektově orientovaný programovací jazyk vyvinutý firmou 
Microsoft, zároveň s platformou .NET Framework, později schválený standardizačními komisemi 
ECMA a ISO. Microsoft založil C Sharp na jazycích C++ a Java [14]. C Sharp lze využít k tvorbě 
databázových programů, webových aplikací, a hlavně i v našem případě formulářových aplikací 
ve Windows.  
Jazyk C Sharp a jeho implementace poskytuje podporu pro principy softwarového inženýrství, 
jako jsou hlídání hranic polí, detekce použití neinicializovaných proměnných a automatický garbage 
collector. Mezi jeho hlavní charakteristiky patří robustnost, trvanlivost a programátorská produktivita. 
Jazyk je vhodný pro vývoj softwarových komponent distribuovaných v různých prostředích. 
Přenositelnost zdrojového kódu je velmi důležitá, obzvláště pro ty programátory, kteří jsou 
obeznámeni s C a C++. Jazyk eviduje mezinárodní podporu [16].  
Jazyk C# je navržen tak, aby co nejvíce zohledňoval strukturu Common Language 
Infrastructure (CLI), se kterou je používán. CLI je vlastně otevřená specifikace vyvinutá nejen firmou 
Microsoft [14]. Popisuje vlastnosti proveditelného kódu a prostředí pro jeho běh (runtime 
environment), které tvoří jádro Microsoft .NET Framework. Specifikace definuje prostředí, které 
umožňuje používání více vysokoúrovňových programovacích jazyků na různých počítačových 
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platformách, aniž by bylo nutné přepisovat jejich překladače s ohledem na zvláštnosti konkrétní 
architektury. CLI popisuje čtyři hlavní aspekty, s čím jsou sada datových typů a operací, který 
se používají v mnoha programovacích jazycích, metadata – informace o struktuře programu, sada 
základních pravidel, která by měl splňovat každý jazyk vyhovující specifikaci CLI, a tzv. Virtual 
Execution System (VES), který zavádí a provádí programy slučitelné se specifikací CLI [14].  
Platformou na které se jazyk C Sharp požívá je platforma .NET. Je to zastřešující název 
pro soubor technologií v softwarových produktech, která je dostupná nejen pro Web, Windows 
i Pocket PC. CLI je standardizovaná specifikace jádra .NET [14]. Základní komponentou platformy 
je Microsoft .NET Framework, prostředí potřebné pro běh aplikací a nabízející jak spouštěcí rozhraní, 
tak potřebné knihovny. Pro vývoj .NET aplikací vydal Microsoft nástroj Visual Studio .NET, který 
byl nástrojem implementace naší aplikace.  
Microsoft .NET Framework je nejrozšířenější platforma pro osobní počítače s operačním 
systémem Microsoft Windows od verze Windows 98. Byly vydány různé verze .NET Frameworku, 
od 1.0 až po 3.5 v roce 2007. Pro provoz naší aplikace je potřebné nejméně verze 2.0 .NET 
Frameworku, vydané v roce 2005.  
5.1.2 Microsoft SQL Server a technologie ADO.NET 
Použitým databázovým základem naší aplikace byl relační databázový systém Microsoft SQL Server, 
vyvíjený firmou Microsoft. Jeho hlavními dotazovými jazyky jsou SQL a T-SQL. Existují různé 
verze vydání, naše aplikace a testování se integrovala na Microsoft SQL Server 2005.  
Microsoft SQL server se stal jedním ze základních systémů řízení báze dat na světě a dnes 
je nejčastěji nasazován v podnikových informačních systémech, které však pomalu, ale jistě, 
prorůstají do internetového prostředí. Je často používaným databázovým systémem ve spojení s .NET 
technologií. Hlavní příčinou výběru tohoto databázového systému pro datové úložiště vyvíjeného 
systému byl fakt, že tato databáze je právě i datovým úložištěm pro zadavatelem provozované 
intranetové systémy.  
Pro připojení ke zmiňovanému databázovému systému jsem používal technologie zvané 
ADO.NET. Předem popisovaná platforma .NET definuje celou  řadu jmenných prostorů, které 
umožňují komunikovat s místními i vzdálenými úložišti dat. Těmto jmenným prostorům 
se dohromady říká ADO.NET [17]. Platforma .NET podporuje různé poskytovatele dat, přičemž 
každý z nich je optimalizovaný pro komunikaci s konkrétním systémem správy databází (Microsoft 
SQL Server, Oracle, MySQL atd.).  
Je nutné si ovšem uvědomit, že model přístupu k datům založený na COM společnosti 
Microsoft – Aktive Data Objects, neboli ADO, nemá s ADO.NET kromě písmen „A“, „D“, „O“, 
téměř nic společného [17]. I když je pravdou, že jakási podoba mezi oběma systémy je – například 
oba znají pojem objekt připojení a objekt příkazu – některé důvěrné známé typy ADO už neexistují. 
V ADO.NET navíc existuje mnoho typů, které v klasickém ADO nemají žádný přímý ekvivalent 
(například datový adaptér). Nejzákladnější rozdíl mezi klasickým ADO a ADO.NET je ten, 
že ADO.NET je řízená knihovna kódu, a tudíž se řídí stejnými pravidly, jako jiná řízená knihovna 
[18]. Typy, z nichž se ADO.NET skládá, používají protokol správy paměti CLR (Common Language 
Runtime). Na rozdíl od klasického ADO, jehož návrh byl primárně určen pro těsně spárované 
systémy klient/server, byl ADO.NET budován s představou odpojeného světa. Dalším zásadním 
rozdílem mezi klasickým ADO a ADO.NET je to, že ADO.NET má velmi propracovanou podporu 
prezentace dat XML.  
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5.2 Implementace datového základu 
Pokud nevyvíjíme počítačovou hru, nebo aplikace pracující jenom s grafickými vstupy a výstupy, 
tak prvním krokem implementace každého systému je vytvoření datového základu aplikace. Tento 
datový základ může mít více typů instance. Určité systémy mohou pracovat s úložištěm dat v xml 
souborech, další systémy implementují vlastní úložiště, se speciálními soubory pro uložení dat. Naše 
aplikace pracuje s datovým základem realizovaným pomocí databázového systému Microsoft SQL.  
Kapitolu jsem rozčlenil na dvě podstatné části. V první části se budeme zabývat reprezentací 
datového základu na nižší vrstvě ve formě úložiště dat a její strukturou. Do druhé části jsem začlenil 
popis možnosti přístupu k datové základně z implementačního jazyka aplikace. Budu zde 
charakterizovat jednotlivé přístupy a představovat vlastní řešení.  
5.2.1 Úložiště dat  
Struktura databáze se skládá z jedenácti databázových tabulek, což odpovídá návrhu databáze v ER 
diagramu. Jednotlivé vztahy, reference a atributy entit jsou rovněž implementovány dle tohoto 
digramu. Entity v diagramu chápeme přitom jako jednu samostatnou tabulku databázové struktury. 
Vztahy mezi tabulkami jsou implementovány pomocí cizích klíčů.  
S tvorbou databáze se úzce pojí dva další pojmi: indexy a klíče. Index je způsob, jímž 
databázový systém žádáme, aby dohlížel na hodnoty ve specifickém sloupci nebo v kombinaci 
sloupců. Výsledkem takového požadavku je zvýšený výkon při načítání záznamů, přestože se může 
při přidávání nebo úpravě záznamů poněkud snížit. Klíč je ve světě databází považován za integrální 
součást procesu normalizace a používá se při návrhu složitějších databází. Existují dva typy klíčů: 
primární a cizí. Každá tabulka v mojí implementaci obsahuje jeden primární klíč a ten je obvykle 
spojen jako cizí klíč s jinou tabulkou. Primární klíč musí odpovídat omezením, musí vždy obsahovat 
hodnotu, ta se nesmí nikdy změnit, jeho hodnota musí být zároveň v celé tabulce jedinečná. 
Při definování cizích klíčů určíme i referenční integritní omezení. Tato omezení říkají, „v jakém 
vztahu“ jsou tabulky, ve kterých se spojuje daný klíč. Například, jak se má databázový systém 
vypořádat se smazáním hodnot, na kterých je platná reference určuje klauzule ON DELETE.  
Při uložení atributů entit, které byly určeny v návrhu, jsou implementovány v databázi jako 
instance daných typů proměnných. Jako i v programovacích jazycích jsou základní typy, ke kterým 
jednotlivé proměnné odpovídají. Dále bych se zmínil o typech CHAR a VARCHAR. Oba datové typy 
slouží k ukládání řetězců a lze v nich nastavit maximální délku. Liší se však tím, že vše, co je uloženo 
ve sloupci typu CHAR, je vždy uloženo jako řetězec s délkou sloupce (řetězec bude automaticky 
doplněn mezerami). Naproti tomu hodnoty ukládané do sloupce typu VARCHAR jsou vždy jen tak 
dlouhé, jako by byly uloženy samostatně. Z toho vyplývá, že sloupec datového typu VARCHAR zabírá 
obvykle méně místa na disku. Při tvorbě databáze pro řetězové hodnoty jsem použil typy VARCHAR.  
5.2.2 Přístup k datové základně  
Připojení k databázi, která byla v předchozím kroku nadefinována, bylo realizováno pomocí 
technologie ADO.NET, se kterou jsme se seznámili v předchozí kapitole. Práce s daty 
v programovacím jazyce aplikace se prováděla pomocí tzv. sady dat (datový typ DataSet). Tento typ 
reprezentuje místní kopií jakéhokoliv počtu tabulek, které mají mezi sebou nějaké vztahy. Pomocí 
sady dat (DataSet) může klientská vrstva manipulovat a aktualizovat svůj obsah (ačkoliv je zcela 
odpojena od zdroje dat) a může kdykoliv prostřednictvím sdruženého datového adaptéru odeslat 
modifikovaná data zpět k dalšímu zpracování.  
 41 
Knihovny ADO.NET se dají používat dvěma koncepčně jedinečnými styly: připojeným nebo 
odpojeným [17]. Pokud používáme připojenou vrstvu, bude se naše aplikace explicitně připojovat 
k podkladovému úložišti dat a odpojovat se od něj. Budeme-li používat ADO.NET v tomto stylu, 
budeme typicky komunikovat s úložištěm dat pomocí objektů připojení, příkazů a čtenářů dat. Čtenáři 
dat poskytují způsob, jímž se dají získávat záznamy z úložiště dat přístupem, který může postupovat 
pouze směrem dopředu, to znamená, že je určen pouze ke čtení.  
Když se chceme připojit k nějaké databázi a přečíst nějaké záznamy pomocí objektu čtenáře 
dat, postupujeme takto:  
1. Alokujeme, nakonfigurujeme a otevřeme objekt připojení.  
2. Alokujeme a nakonfigurujeme objekt příkazu, přičemž jako argument konstruktoru uvedeme 
objekt připojení nebo pro následné nastavení používáme vlastnost Connection.  
3. Na nakonfigurovaném objektu příkazu vyvoláme ExekuteReader(). 
4. Zpracujeme jednotlivé záznamy metodou Read() čtenáře dat.  
5. Uzavřeme čtenáře a připojení. 
Tento typ připojení používáme při implementaci ověření údajů přihlašovaného uživatele, 
při otevření projektu a také v některých případech vytvoření nového záznamu. Jak ze stylu připojení 
vyplývá, je to vlastně práce s databází tzv. „online“. Z prvního a posledního bodu předchozího 
seznamu vidíme, že před prací s daty z databáze otevíráme spojení s databází, a po ukončení práce jej 
uzavíráme. Právě z tohoto důvodu jsem se snažil použít tento typ připojení jen v nutných případech, 
aby nezůstalo spojení na dlouhý čas otevřeno. Při otevření projektu to považuji za nutné proto, 
že v jedné chvíli musíme zjistit stav zámku projektu a při neuzamknutém stavu ho uzamknout. 
Aby nebyl porušen konzistentní stav databáze, nemůže nastat, že mezi testováním stavu a uzamčením 
proběhne další uzamčení. Při přihlašování jsem považoval za zbytečné načíst libovolná data 
z databáze, dokud si nejsme jisti ve správnosti přihlašovacích údajů, proto jsem zde také použil tento 
styl připojení. Při vytvoření nového záznamu jsem toho využil na místech, kde bylo potřebné v dané 
chvíli dále pracovat s primárním klíčem vytvořeného záznamu.  
První krok, který musíme podniknout, pokud chceme pracovat s nějakým poskytovatelem dat, 
je zřídit pomocí objektu připojení relace se zdrojem dat. Typy připojení .NET se poskytují 
s naformátovaným připojovacím řetězcem, který obsahuje řadu dvojic název/hodnota oddělovaných 
středníky. Tyto informace specifikují název stroje, databázového serveru, k němuž se chceme připojit, 
požadovaná nastavení týkající se bezpečnosti, název databáze na stroji, a také další informace 
vztahující se k poskytovateli dat. Pro toto připojení vyvoláme Open(), abychom zařídili připojení 
s DBMS (DataBase Management System). Praktická ukázka toho, jak jsem vytvořil a otevřel 
popisované připojení, je v následujícím krátkém výpisu kódu.  
string cnStr = "Data Source=.\\SQLEXPRESS;AttachDbFilename=|DataDirectory|  
  \\DSProject.mdf;Integrated Security=True;User Instance=True"; 
SqlConnection cn = new SqlConnection(cnStr); 
cn.Open(); 
V ukázce řetězec cnStr určuje databázový server, kde se má připojení realizovat. Připojuji zde 
na lokální databázový server, provozovaný na vlastním počítači.  
Když už máme sestrojen objekt připojení, dalším krokem je sestrojit objekt příkazu. Typ 
SqlCommand [19] je objektově orientovanou reprezentací dotazu SQL, názvu tabulky nebo uložené 
procedury. Typ příkazu se specifikuje vlastností CommandType. Když vytváříme objekt příkazu, 
dotaz SQL se dá zřídit jako parametr konstruktoru, nebo pomocí vlastnosti CommandText. Parametry 
v dotazech jsem v každém případě zadával pomocí objektů parametrizovaných příkazů (objekt typu 
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SqlParameter), a to z rychlostních a bezpečnostních důvodů. Dále je třeba specifikovat i připojení, 
které jsme předem definovali. Dá se to opět udělat buď přes parametr konstruktoru nebo 
přes vlastnost Connection. V této chvíli ale ještě dotaz SQL jsme do databáze neposlali.  
Dalším krokem je odeslat dotaz do zdroje dat. Toto je možné realizovat mnoha způsoby. 
Nejjednodušší je to, odeslat pomocí metody ExecuteReader() objektu SqlCommand, se kterým 
získáme čtenáře dat. Čtenáři dat reprezentují proud dat vracený po záznamech, ve kterém můžeme 
postupovat pouze směrem dopředu. Tedy čtenář dat je vhodný jen v případě, kdy odesíláme výběrový 
dotaz. Pro jiné typy dotazů se používá volání jiné metody objektu SqlCommand. Například pokud 
nepotřebujeme žádný výsledek, stačí jenom indikace počtu příkazem ovlivněných řádků, použijeme 
ExecuteNonQuery(), nebo pro skalární hodnoty ExecuteScalar(). Po získání nebo aktualizace 
potřebných údajů, dle bodu pět, uzavřeme spojení s databází. Praktickou ukázku toho, jak jsem 
vytvořil objekt příkazu a jak byl získán čtenář dat, uvádím v následujícím kódu:  
SqlCommand cmd = new SqlCommand(sql, cn); 
SqlDataReader myDataReader = cmd.ExecuteReader(); 
kde pomocí řetězce sql byl určen příslušný dotaz posílaný do databáze.  
Pokud pracujeme na odpojené vrstvě ADO.NET také používáme objekty připojení a příkazů. 
Kromě nich budeme využívat i specifický objekt, kterému se říká datový adaptér, objekt typu 
SqlDataAdapter [19]. Pomocí tohoto adapteru se načítají a aktualizují data. Na rozdíl od práce 
na připojené vrstvě se data získaná přes datový adaptér nezpracovávají pomocí objektů čtenářů dat. 
Datové adaptéry přesouvají data mezi volajícím a zdrojem dat pomocí sady dat, vyjádřené typem 
DataSet.  
DataSet je kontejner libovolného počtu objektů datových tabulek (typu DataTable) [18], 
přičemž každá z nich obsahuje kolekci datových řádků a datových sloupců. Další důležitou kolekcí 
typu DataSet je kolekce relací – DataRelationCollection. Vzhledem k tomu, že DataSet je odpojená 
verze schématu databáze, můžeme mezi jejími tabulkami nadefinovat relace rodič/potomek. Pomocí 
tohoto typu DataRelation se například může mezi dvěma tabulkami vytvořit relace, jíž se modeluje 
omezení cizího klíče. Pak pomocí nich se může navigovat po tabulkách spojených relací.  
Objekt datového adaptéru poskytovatele dat automaticky zpracuje databázové připojení za nás. 
Aby jsme dosáhli lepší škálovatelnosti, datové adaptéry udržují připojení otevřené jen po nejkratší 
možnou dobu. Jakmile volající obdrží objekt DataSet, je úplně odpojen od DBMS a dále už pracuje 
s lokální kopií vzdálených dat. Volající může svobodně přidávat, odstraňovat nebo aktualizovat řádky 
příslušné datové tabulky, nicméně se to netýká fyzické databáze – ta se aktualizuje teprve tehdy, 
až volající explicitně předá datovému adaptéru sadu dat k aktualizaci.  
Datový adaptér tedy umožňuje předstírat klientům, že jsou pořád připojeni k databázi, zatímco 
ve skutečnosti pracují s databází, která je uložena v paměti. Touto situaci ilustruje Obr. 5.1.  
Ve většině případů při implementaci přístupu k databázi jsem používal tuto odpojenou vrstvu 
technologie ADO.NET. I když je její výhoda v tom, že minimalizuje dobu komunikace se serverem, 
Klientská aplikace 
Datový adaptér Databáze Sada dat 
Obr. 5.1: Datový adaptér přesouvá sady dat tam a zpět mezi vrstvou klienta a databází [16] 
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a přispívá k lepší škálovatelnosti databáze, má i své záporné stránky. Ovšem tyto nevýhody lze lepším 
programátorským zásahem obejít. Jedním je, že větší množství datových sad, neboli jenom větší 
objem určitých datových sad může aplikace zpomalit, protože tato data má neustále v paměti 
využívané aplikací. Právě proto jsem se snažil minimalizovat velikost datových sad, a požívat 
jich jen s menší životností, zkusil jsem tedy najít rovnováhu mezi velikostí datové sady a frekvenci 
připojení k databázi. Obvykle pro práce s daty používám jen datové tabulky, ve vhodnějších 
případech celé datové sady.  
Za druhou nevýhodu považuji neaktuálnost dat. Když se nad tím zamyslíme podrobněji, 
pomocí datového adaptéru jsme získali data do datových tabulek a datových sad, které používáme již 
lokálně, odděleně od databáze. Jelikož pracujeme s víceuživatelským přístupem při práce s těmito 
daty lokálně, databáze může být aktualizovaná. Tato aktualizace se do naší sady dat neodráží, jen při 
dalším dotazu, neboli aktualizaci. Ještě horší případ nastane, když uživatelé přečtou z databáze stejná 
data najednou, a pak stejná data modifikují jinak, následně vše zaktualizují do databáze. V takových 
případech může dojít k porušení konzistence databáze. To může být vážným problémem, se kterým 
se musí počítat a musí být řešen.  
Tuto otázku jsem vyřešil pomocí tzv. zámku projektu. Implementoval jsem vlastní zámek 
na projekt, který uzamyká projekt v případě otevření pro editaci a odemyká se při uzavření tohoto 
projektu. Je to realizováno pomocí dalšího dodatečného atributu databázové tabulky project, 
které jsem nazval lock. Tento atribut lock je typu bit, vyjadřuje vlastně hodnotu boolean, true nebo 
false. Pokud tento atribut má hodnotu true, je projekt uzamčen. Uzamykání projektu znamená, 
že projekt nemůže být otevřen pro editaci, pokud je již jednou takovým způsobem otevřen. Tím jsme 
dosáhli toho, že pokud jeden uživatel změní libovolnou vlastnost projektu, tak jiný nemůže tentýž 
projekt součastně změnit. Tento zámek se netýká jenom databázové tabulky projektu, ale i ostatních 
náležitostí souvisejících s projektem. Při takovém zámku tedy nemůže dojít k porušení konzistence 
databáze. V druhém případě false, hodnoty atributu lock, projekt je odemčen a může být otevřen 
libovolným uživatelem pro editaci.  
V předchozích odstavcích jsme se seznámili s možnostmi připojení k databázi, které byly 
při implementaci použity. Tyto příležitosti jsem však nepoužíval v každém případě, kdy bylo potřeba 
připojit k databázi, neboli získat data z databáze. Vytvořil jsem speciální třídu s názvem 
DBManager. Tato třída realizovala v každém případě přístup k databázi a využitím této třídy, 
voláním jejích metod jsem získal data z databáze v ostatních místech aplikace. Při vytvoření instance 
této třídy se inicializoval řetězec připojení conStr. Tento řetězec připojení je třeba předat jako 
parametr konstruktoru třídy DBManager. Jako privátní globální proměnná této třídy se vytvořil 
datový adapter každé databázové tabulky a tvůrce příkazů CommandBuilder opět pro každou tabulku. 
Tvůrce příkazů, realizovaný pomocí SqlCommandBuilder automaticky generuje hodnoty obsažené 
ve vlastnostech příkazu InsertCommand, UpdateCommand a DeleteCommand datového adaptéru 
na základě počátečního příkazu a dle provedených změn v sadě dat. V závislosti na charakteru 
potřebného příkazu v různých místech implementace aplikace se volily příslušné metody.  
Základní metodou popisované třídy je metoda Populate, která vytvoří nezávislý adapter 
a pomocí něho provádí dotaz, který mu byl předán jako parametr. Pro výsledek alokuje tabulku 
DataTable, do než naplní požadovaná data pomocí metody Fill datového adaptéru. Tuto tabulku 
vrátí jako výsledek. Jelikož neuchovává žádným způsobem datový adapter, nemůže toho být využito 
pro zpětnou aktualizaci dat do databáze. Tuto metodu DBManageru jsem používal jen v místech, kde 
byla potřebná data pouze ke čtení. Pro získání dat, která budou zpětně aktualizována, jsem vytvořil 
metodu SelectDataWithAdapter. Tato metoda provádí předaný příkaz v parametru funkce 
obdobně, ale již pro každou databázovou tabulku uchovává datový adapter a tvůrce příkazů. Právě 
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proto dalším potřebným parametrem této funkce je název tabulky, se kterým se má pracovat. Stejně 
jako předchozí metoda Populate vrátí výsledek v podobě DataTable. Pomocí metody 
UpdateSelectedTable se potom realizuje aktualizace dané tabulky DataTable,zpět do databáze. 
Samozřejmě, v popisovaných případech, kde hovoříme o datových tabulkách DataTable, nepracujeme 
s celými databázovými tabulkami, ale jenom s jejich částí podle potřebných dotazů. Pokud bychom 
chtěli jenom vložit nový záznam do určité tabulky databáze, slouží tomuto účelu metoda 
GetNewTable. Tato metoda vrátí prázdnou tabulku DataTable se strukturou požadované databázové 
tabulky, která byla určena pomocí parametru funkce. Do této tabulky pak lze vkládat nové záznamy, 
a následně promítat změny zpátky do databáze pomocí funkce UpdateSelectedTable. Ještě 
existuje v této třídě jedna statická metoda, zvaná SortDataTable. Tato metoda seřadí řádky 
tabulky. Jako výsledek vrátí kopii původní tabulky seřazenou dle určených požadavků.  
Tato podkapitola popisovala veškeré práce a strukturu datového základu vyvíjeného systému. 
Úvodem podkapitoly jsme se seznámili se strukturou databáze, ke které jsme se následně připojovali. 
Obeznámili jsme se s dvojím způsobem práce dat pomocí ADO.NET, připojenou a odpojenou 
vrstvou. Diskutovali jsme na jakých místech byli použity právě tyto způsoby a proč. Byla popsána 
funkce zámku projektu a závěrem jsme se charakterizovali i třídu DBManager.  
5.3 Implementace grafických prvků aplikace  
Z požadavků víme, že se jedná o implementace desktopové aplikace, s grafickým uživatelským 
rozhraním. Je důležité, jakými grafickými prvky bude vstup a výstup aplikace reprezentován. Tyto 
grafické prvky bude uživatel potřebovat při práci se systémem. V architektuře aplikace jsme tyto 
prvky začlenili na vrstvu View.  
Implementační jazyk C# s technologií .NET poskytuje programátorům určité grafické prvky 
uživatelského rozhraní, které jsou základní součásti jejich komponentové sady. Tyto prky jsou 
předdefinované jak v operačním systému Windows, tak i v ostatních operačních systémech. Ovšem 
při realizaci naší aplikace na základě požadavků jsem si nevystačil s použitím těchto základních 
grafických prvků. Bylo třeba nadefinovat, vytvořit a použít další speciální prvky, které disponují 
právě vlastnostmi a funkcemi, uspokojující naši požadavky.  
Vyčlenil jsem oddělenou kapitolu právě popisu realizace těchto prvků. V  následujících 
odstavcích bych představil vlastní implementace těchto nestandardních grafických prvků. Konkrétně 
se jedná o grafické reprezentace Ganttova diagramu, a diagramu zdrojů, pomocí kterého lze 
prezentovat i jejich vytížení.  
5.3.1 Implementace Ganttova diagramu a seznamu činností  
Z návrhu aplikace je jednoznačné, že jedna ze základních funkcí, které bude aplikace umožňovat 
je správa projektů a činnosti, neboli úkolů v nich obsažených. Nejčastěji použitým znázorněním 
časového průběhu činnosti v projektu je Ganttův diagram. S Gattovým diagramem jsme 
se obeznámili již v kapitole 2.3.3, u nástrojů časového plánování. V diagramu jsou obsaženy 
jednotlivé aktivity projektu podle data zahájení a ukončení. Má podobu kalendáře, hlavička grafu 
reprezentuje jednotlivé dny, popř. týdny v roce. Neoddělitelnou součástí Ganttova diagramu 
je strukturovaný seznam činností. Tento seznam obsahuje všechny úkoly, které je třeba kompletně 
realizovat k úspěšnému ukončení projektu. Naplánovaný časový průběh těchto činnosti je potom 
vlastním obsahem Ganttova diagramu.  
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Na Obr. 5.2 vidíme Ganttův diagram realizovaný pomocí našeho nástroje. Na levé části okna 
aplikace je strukturovaný seznam činnosti obsažený v projektu, na pravé části uživatelského rozhraní 
je časový průběh těchto činnosti v diagramu. Pokud v aplikaci není otevřen žádny projekt, seznam 
činností je prázdný. V tomto případě v diagramu lze vidět jenom část, která realizuje kalendář.  
Ve chvíli otevření projektu strukturovaný seznam činnosti se naplní činnostmi, neboli úkoly, 
které projekt obsahuje. Na Obr. 5.2 vidíme stav otevřeného projektu „Implementation Feasibility 
Study“. Uváděné údaje na obrázku jsou jen fiktivní nikoliv skutečné údaje, učeny jenom 
pro testování. Seznam sestává ze třech částí. První částí jsou vlastní názvy činností, a další dva 
reprezentované oddělenými sloupci jsou daty jejich zahájení a ukončení. Na prvním řádku seznamu 
je vždy název projektu, jeho zahájení a ukončení. Seznam má charakter stromu kombinovaného 
s tabulkou, kde libovolný úkol může mít své podúkoly. Úkoly, ve kterých jsou obsažené další 
tzv. podúkoly nazýváme souhrnnými úkoly (v dalším textu také jim budeme říkat sumarizační úkoly). 
Takový souhrnný úkol je jedním poduzlem celé stromové struktury. Tyto souhrnné úkoly mohou 
obsahovat další souhrnné úkoly, a s tím pádem vytvářejí rekurzívně zanořený strukturovaný seznam, 
který může mít libovolný počet úrovní. Kořenovým uzlem je vždy projekt. Jednotlivé uzly 
souhrnných úkolů lze otevřít a uzavřít, aby byly/nebyly viditelné jednotlivé jejich podúkoly. Právě 
tuto náležitost vyjadřují znaky +/– před sumarizačními uzly. Ve výchozím stavu se při otevření 
a aktualizace seznamu činností automaticky otevírá kořenový uzel a jeho přímé souhrnné úkoly, 
tzn. v našem případě projekt a hlavní úkoly.  
Sestavení Ganttova diagramu můžeme rozdělit na dvě části. První je složka kalendáře, který 
slouží jako vlastní základ diagramu. Tento kalendář je zobrazen i v případě, že v aplikaci není otevřen 
žádny projekt. Časové hodnoty kalendáře jsou zobrazeny v horní části diagramu. Vidíme zde 2 řádky, 
přičemž v prvním z nich je vždy obecnější a v druhém přesnější časový údaj. Můžeme to nazvat 
časovou škálou, jejíž měřítko lze změnit. Ve výchozím stavu obecnější měřítko obsahuje měsíce 
Obr. 5.2: Ganttův diagram v implementovaném systému  
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v daném roce a specifické měřítko jednotlivé dny v měsíci. Zmiňovaná stupnice může být změněna 
určenými tlačítky pro zmenšení nebo zvětšení, nacházející se v horním panelu nástrojů. Na diagramu 
Obr. 5.1 vidíme o jednu jednotku zmenšenou škálu, kde na horní škále jsou měsíce, ale na dolní již 
týdny v roce. Existují i další dvě krajní hodnoty měřítka, nejvíce do detailů a nejvíce vzdálený. První 
zmiňovaná ukázka zobrazuje v horní škále týdny a v dolní dny v týdnu, druhý extrém zobrazuje 
nejužší případ vzhledu, v horní části roky a v dolní týdny. Pro přehlednost přidám i jejich grafické 
vyjádření (Obr. 5.3). Na základě celkového vzhledu diagramu, jsou nepracovní dny barevně odlišeny 
od ostatních.  
Druhou, hlavní částí diagramu je časové vyjádření jednotlivých úkolů, zasazené 
do popisovaného kalendáře. Tyto činnosti jsou zakresleny do diagramu po otevření projektu 
a naplnění seznamu činností. Každý úkol vyskytující se ve strukturovaném seznamu činností má své 
obdélníkové vyjádření v Ganttově diagramu ve stejném horizontu jako se vyskytuje činnost 
v seznamu. Tyto obdélníky vyjadřují dobu trvání jednotlivých úkolů. Sumarizační úkoly v diagramu 
jsou zobrazeny černými pruhy se značkami na začátku a na konci, vyjadřujícími patřičnost 
obsažených podúkolů. Vyskytuje se zde ještě jeden symbol, který je tvaru černého kosočtverce. Tento 
znak má délku přesně jednoho dne a vyjadřuje v projektu milník.  
Obecně nejsou nutnou součástí Ganttova diagramu závislosti mezi činnostmi. Náš nástroj 
umožňuje ovšem nastavit tyto záležitosti mezi jednotlivými úkoly. Určitě nebude na škodu, 
a manažerovi to pomůže při plánování, zobrazení těchto závislostí v našem Ganttověm diagramu. 
Právě tyto vztahy vyjadřují linie spojující jednotlivé činnosti, zakončené šipkami. Jsou zobrazeny 
všechny typy závislostí (dokončení–zahájení, zahájení–zahájení, dokončení–dokončení, zahájení–
dokončení), které byly při vytvoření nadefinovány, nebo později změněny.  
Aby byl ulehčen přehled nad plánovanými činnosti, implementoval jsem možnost zobrazení 
určitého popisku při obdélnících vyjadřujících jednotlivé úkoly v diagramu. V ukázkovém příkladu 
na Obr. 5.2 jsou zobrazeny trvání jednotlivých úkolů. Kromě toho, můžeme ještě nastavit popisek 
názvu, stavu, priority úkolů nebo nezobrazovat žádný popisek. Také lze nastavit i seřazení úkolů 
v seznamu strukturovaných činností. Více o těchto nastaveních níže v této kapitole.  
K implementaci seznamu činnosti by jsme potřebovali komponent, který by umožňoval jak 
operace týkající se tabulky, tak operace týkající se stromu. Programovací prostředí C# s technologií 
.NET takovou předvolenou komponentu ovšem neobsahuje. Existují komerční společnosti, které 
se zabývají vývojem různých programových komponent určených pro další vývoj. Je pravdou, 
že jejich sortiment obsahuje takovou komponentu, jakou by jsme potřebovali, ale není zdarma. Proto 
jsem se rozhodl potřebnou komponentu naimplementovat.  
V realizaci seznamu strukturovaných činností jsem spojil předefinovanou komponentu 
DataGridView, která realizuje veškeré vlastnosti tabulky, s komponentou TreeView, umožňující 
Obr. 5.3 a) Výchozí měřítko škály kalendáře 
Obr. 5.3 b) Měřítko škály kalendáře nejvíce do detailů  
Obr. 5.3 c) Nejužší měřítko škály kalendáře  
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operace se stromem. Výpis názvů jednotlivých úkolů, který je první složkou seznamu a má 
poskytnout dojem stromu, je implementován právě s komponentou TreeView. Výchozí rozepínající 
a skládající tlačítka shrnujících uzlů jsou odebrána z důvodu, aby bylo možné použít dojem 
změněného pozadí na celou šířku komponenty. Na místo nich, byli přidány vlastní symboly +/– 
pro rozepínání a skládání uzlů stromu. Pracujeme ovšem se stromem, který umí zobrazit jen jednu 
hodnotu, tedy neumožňuje pro jeden uzel zobrazit hodnoty ve více oddělených sloupcích (jako 
by jsme to potřebovali pro datum zahájení a ukončení). Proto jsem pro tyto údaje použil komponentu 
DataGridView, která je spojena s tabulkou taskTable typu DataTable. Tato tabulka obsahuje kromě 
viditelných údajů datum zahájení a ukončení, i jeden skrytý sloupec s identifikačním číslem úkolu, 
který jednoznačně identifikuje daný řádek. Obtížnější je již sesynchronizovat tyto dva vytvořené 
komponenty.  
Kromě vizuálního spojení těchto komponent je třeba zabezpečit synchronizaci i při aktualizaci 
a změnu výběru aktivního uzlu. K tomuto účelu jsem použil metody pro zpracování události. 
Na začátku nebo při znovunačtení seznamu činnosti byla použita metoda taskTreeReload, která 
vytvoří a inicializuje strom a tabulku, vyvolá nastavení formátování těchto prvků, a zneplatní obsah 
komponenty grafPanel, který realizuje náš Ganttův diagram (popsaný v následujících odstavcích). 
Tato metoda naplní jenom kořenový uzel stromu, a to právě údaji projektu. Pro zahájení a ukončení 
projektu jsou použity statické metody getMaxDateTime a getMinDateTime, které vrátí termín 
zahájení prvního úkolu a termín ukončení posledního úkolu. Tyto termíny budou tvořit délku 
projektu. Po ukončení těchto inicializačních činností, je tzv. expandován – rozepnut kořenový uzel, 
a uzly první úrovně. Naplnění synovských uzlů je zajištěno pomocí metody zpracování událostí, která 
se vyvolává před expandováním uzlu. Zde rozlišujeme dvě možnosti, v případě expandování 
kořenového uzlu jsou hledány a naplněny do synovských uzlů kořenového uzlu hlavní úkoly projektu. 
V druhém případě je to analogicky pro synovské úkoly daného úkolu. U veškerých změn 
prováděných ve stromě, je aktualizován obsah tabulky taskTable, na který navazuje instance 
zmiňované komponenty DataGridView. V tomto případe se jedná o přidání hodnot nových 
synovských uzlů na příslušné místo v tabulce. Veškeré ostatní změny jsou synchronizovány 
podobným způsobem jako u expandování. U každé se disponuje pomocí různých metod 
pro zpracování události.  
Implementace Ganttova diagramu je realizována ve třídě GrafPanel, která je založena 
na jednoduchém komponentu Panel. Tento komponent .NET technologií ve výchozím stavu 
neobsahuje žádné prvky. Veškeré součásti diagramu byly do ní zakresleny pomocí různých nástrojů 
kreslení. Ovšem vlastnímu kreslení, které patří k jednodušším částem realizace celého komponentu, 
předcházely výpočty vykreslovaných údajů. Funkčnost diagramu je založena na několika strukturách. 
Základní struktura typu GrafSettings, obsahuje počáteční datum, kterým bude začínat kalendář 
Ganttova diagramu. Tato vlastnost je nastavena při otevření projektu. Pokud žádný z projektů není 
otevřen, kalendář začíná aktuálním dnem. Dále uchovává nastavení kalendáře, jako aktuální měřítko 
horní nebo dolní stupnice, s vlastním výčtovým typem ScaleType. Je zde také uložena šířka 
zobrazení jednoho dne, která je při všech měřítcích různá. Pomocí struktury ClickMoving 
se uchovávají nastavení při posunutí kalendáře pomocí myší. Bylo třeba zde uložit pozice aktuálního 
kliknutí a délku posunutí. Vlastní struktura ScrollSettings je použita při synchronizaci 
se seznamem činností v čase rolování.  
Vykreslení veškerých prvků diagramu se provádí v interakci s událostí Paint. Je definována 
funkce názvem GrafPanel_Paint, která se vyvolá při zpracování události Paint. Z parametru této 
události lze získat objekt Graphics, pomocí kterého se provádí kreslení. V této metodě je vyvolána 
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funkce paintGrafPanelHeader a paintProjectTasks, které vykreslují kalendář do hlavičky 
komponenty, neboli časový průběh úkolů. Implementace první zmiňované metody je rozdělena 
na části dle aktuálního měřítka škály kalendáře. V závislosti na tom procházíme jednotlivé dny 
začínající od počátečního data, určené pomocí struktury GrafSettings, každý den, až dokud 
nedosáhneme šířky našeho panelu. Tuto záležitost však dokážeme v cyklu jednoznačně spočítat, 
protože aktuální šířku jednoho dne máme taktéž uloženou ve zmiňované struktuře. V každém kroku 
tohoto cyklu pak vykreslujeme jeden den, neboli jednu časovou jednotku dolního měřítka kalendáře, 
a testujeme či nebylo dosaženo horní hranice měřítka. V případě, že bylo, vykreslíme i horní měřítko. 
Vykreslujeme zde i podbarvení pro nepracovní dny po jejich ověření.  
Metoda paintProjectTasks prochází jednotlivé řádky seznamu činností, které jsou právě 
zobrazeny. Dle identifikace úkolu, uloženého jako skrytý sloupec zobrazované tabulky, získáme 
všechny potřebné údaje o aktuálním úkolu. Následně vypočítáme posunutí zahájení a posunutí 
ukončení úkolu od počátečního dne Ganttova diagramu. Současně určíme i trvání tohoto úkolu. 
Na základě těchto údajů mohou nastat 3 různé situace:  
· Úkol právě není obsažen v diagramu – v tomto případě úkol není třeba vykreslovat.  
· Úkol je obsažen v diagramu částečně – vypočítáme část, která je zobrazena v diagramu.  
· Úkol je celkově obsažen v diagramu – celý úkol bude vykreslován. 
Pomocí předchozích určených hodnot, následně vykreslíme obdélník časového průběhu úkolu. 
Souřadnice X inkrementujeme v každém kroku cyklu a souřadnice Y spočítáme dle posunutí termínu 
nebo podle délky trvání úkolů. Ještě zjišťujeme nepracovní dny, které jsou zvýrazněny v jednotlivých 
úkolech. Získané údaje jsou vypisované i s popisky jednotlivých úkolů.  
Do Ganttova diagramu bylo implementováno i vykreslení závislostí mezi činnostmi. Toto 
realizuje metoda paintTaskBildings. Metoda nejprve získá všechny předchůdce i následníky 
daného úkolu. Postupně projde všechny úkoly získané takovým způsobem a zjišťuje, jestli daný úkol, 
se kterým tvoří závislosti, je viditelný v daném rozsahu diagramu. Pokud je viditelný, je určen typ 
závislosti. Na základě toho se metoda rozvětví do čtyř větví pomocí vícecestného větvení "switch - 
case - default". V těchto větvích je podle typu určeno kam se má šípka připojit, jsou vypočteny jejich 
souřadnice, a následně je vše vykresleno.  
Popisovaný diagram je posunutelný pomocí myši. To je realizováno pomocí metod 
pro zpracování událostí myši. Při stisknutí levého tlačítka myši je uložen do struktury clickMoving 
pozice kursoru (souřadnice X dvakrát, z důvodu aktualizace) a příznak isMoving je nastaven na true. 
Pokud uživatel při stisknutém tlačítka pohybuje s myší, v metodě pro zpracování události posunutí je 
pomocí hodnot aktuálního místa, místa stisku levého tlačítka myší, a dle aktuální struktury 
grafSettings vypočítán interval posunutí celého kalendáře. Následně je aktualizována jedna 
hodnota X, ze dvou uložených ve struktuře clickMoving, a zneplatněn obsah diagramu. 
Při uvolnění levého tlačítka myši je příznak isMoving nastaven na false.  
V předchozích odstavcích jsem již zmínil, že lze změnit měřítko škály kalendáře. Při kliknutí 
na ikonu zvětšit nebo zmenšit v panelu nástrojů, jsou změněny nastavení grafu (struktura 
grafSettings) týkající se měřítka dolní a horní škály. Dojde k nastavení na o stupeň větší nebo 
menší pohled, a následně je diagram překreslen.  
Problém se vyskytl když strukturovaný seznam činností přesáhl velikost okna. Nebyl 
by problém přiřadit rolovací lištu k jednomu komponentu, ale zde jsme pracovali najednou se třemi 
komponentami, které byly synchronizovány. Tento problém jsem vyřešil rolovací lištou spodního 
panelu, do kterého byly vloženy zmiňované komponenty DataGridView a TreeView. Výška jednoho 
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řádku byla známa i v komponentě GrafPanelu. Při posunu o jeden řádek v seznamu činností byl 
i obsah grafu, kromě horního kalendáře, posunut s výškou řádku. Posunutí jedné části grafu bylo 
realizováno pomocí metody TranslateTransform typu Graphics, který posunul souřadnicový 
systém kreslení.  
5.3.2 Implementace diagramu zdrojů a jejich seznamu  
Druhou nejpodstatnější záležitostí v řízení projektu je správné přiřazení a alokace zdrojů. Je důležité, 
aby i v našem systému byla možnost zobrazení a správy přiřazení a vytížení zdrojů. Právě z tohoto 
důvodu jsme potřebovali komponentu, která by takovýto výpis a zobrazení umožnila. Bylo by dobré 
použít podobnou komponentu, jako v předchozím případě u Ganttova diagramu, aby se uživatel 
v systému lépe orientoval a současně, aby nebyl nucen zvykat si na více typů stylu zobrazení. Proto 
byla v návrhu použita komponenta diagram zdrojů, která se podobá Ganttovu diagramu. Ovšem tuto 
součást je třeba opět realizovat vlastní implementací, protože stejně jako v předchozím případě 
neexistuje výchozí komponenta, která by pro tento účel vyhověla. Je třeba ještě dodat, že podobně 
jako v předchozím případě, bude potřebná i komponenta realizující seznam zdrojů a úkolů, ve kterých 
jsou alokovány. Zde se již nejedná o rekurzívně zanořený seznam s více úrovněmi, proto vystačíme 
i s komponentou datové tabulky.  
Na Obr. 5.4 vidíme implementovaný diagram zdrojů v našem systému. Na levé straně 
se nachází seznam alokovaných zdrojů v projektu. Pod jmény zdrojů ve stejném seznamu jsou 
vyjmenovány názvy úkolů, ke kterým jsou přiřazeny. U jednotlivých činností jsou uváděny i termíny 
jejich zahájení a ukončení. Tento seznam, s vhodným formátováním, je realizován pomocí 
komponenty DataGridView. Jako i v předchozím případě u realizace Ganttova diagramu, i zde 
se vyskytuje jeden skrytý sloupec, který identifikuje řádek zdroje, neboli řádek úkolu.  
Obr. 5.4: Diagram zdrojů v implementovaném systému  
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V pravé části Obr. 5.4 je vlastní diagram zdrojů. Obsah tohoto diagramu se trochu podobá 
obsahu Ganttova diagramu, ovšem má několik podstatných rozdílů, na které se teď podíváme. Část 
diagramu, která realizuje posouvací kalendář je zcela totožná s funkčností kalendáře Ganttova 
diagramu. Lze zde také změnit i měřítko škály kalendáře, jak jsme zmiňovali i v předchozí kapitole 
a bylo ukázáno na Obr. 5.3. V diagramu zdrojů však nejsou zobrazeny shrnující úkoly, jen úkoly, 
ke kterým je daný zdroj alokován. Mezi úkoly nejsou vyznačeny žádné závislosti. Vyskytují se zde 
však tzv. sumarizační obdélníčky při jménech jednotlivých zdrojů, vhodně obsaženy v kalendáři 
diagramu. Tyto shrnující řádky vyjadřují skutečnost, v jakých časových úsecích, na jakou vytíženost 
je daný zdroj přiřazen a k jakému úkolu. Úkoly jednoznačně identifikují obdélníky pod shrnujícími 
řádky.  
Procentuální hodnoty obsažené uvnitř obdélnících úkolů vyjadřují, na kolik jednotek (procent) 
je daný zdroj v daném úkolu alokován. Pak jsou tyto hodnoty v sumarizačních obdélnících sčítány 
v čase, tak umožňují vyjádřit vytíženost daného zdroje v různých časových okamžicích. Tyto hodnoty 
uvnitř obdélníků nesmíme však zaměnit s hodnotami zobrazenými mimo obdélníků úkolů, které jsou 
jejich pouhými popisky, které zobrazují aktuální stav úkolu. Stav se vyznačuje právě dle výchozího 
nastavení, ale toto nastavení lze změnit. V diagramu jsou horizonty patřící k jednotlivým zdrojům 
oddělené silnějšími čarami řádků, pro přehlednost.  
V implementaci diagramu zdrojů realizace kalendáře a vlastního obsahu diagramu je opět 
dělení provedeno dvěma odlišnými metodami. Funkce realizující hlavičku a vlastní kalendář 
je implementována stejně, jako to bylo u Ganttova diagramu. Ve funkci PaintResTasks, která 
implementuje vykreslení obsahu diagramu, procházíme v cyklicky řádky tabulky zdrojů. Pokud 
narazíme na řádek úkolu, analogicky jako u předchozího diagramu zjistíme viditelnost / neviditelnost 
úkolu v diagramu a další potřebné údaje, pak obdélník úkolu vykreslíme. Je však ještě třeba zmínit, 
že v průběhu přecházení přes tabulku, tyto obdélníky – úkoly a jednotky alokace spočítáme, 
a následně ukládáme do kolekce typu TaskMyStruct. Tato kolekce uchovává jednotlivé obdélníky 
a hodnoty v nich obsažené, které vyjadřují jednotky alokace.  
Pokud v cyklu narazíme na řádek zdroje, je třeba vykreslit souhrnné obdélníky. Tento výpis 
se provádí zpětně, tedy ne pro zdroj, který je na aktuálním řádku, ale na předchozím, pro který jsme 
sbírali a počítali úkoly, ke kterým je přiřazen. Z tohoto důvodu je potřebné po průchodu celé tabulky 
se ještě vrátit a vykreslit sumarizace pro poslední zdroj. Při provádění vykreslení shrnujících 
obdélníků v prvé řadě zjistíme souřadnice X zdroje, pro který sumarizace vykreslujeme. Následně 
procházíme kolekce, do kterých jsme uložili obdélníky a jejich „hodnoty“. Souřadnice Y můžeme 
určit právě na základě těchto obdélníků. Pomocí metody FillRectangle objektu Graphics, 
vykreslíme daný obdélník. Barvu obdélníku nastavíme na základě hodnoty nastavené ve struktuře 
typu TaskMyStruct, na aktuální pozici v kolekci. Pokud je hodnota větší než 100, tak obdélník 
vykreslíme červenou barvou, jinak tmavomodrou.  
Analogicky jako u předchozího diagramu, ke každému úkolu získáme požadovaný popisek 
určený v nastaveních a tento popisek vykreslíme. Jsou brány v potaz i nepracovní dny, provádí 
se jejich kontrola při výkresu obdélníků úkolů. Vyznačují se jenom v samostatných úkolech, aby 
v sumarizačních výpisech nezpůsobily zmateným dojmem díky vícebarevné škále.  
Rolování diagramu se provádí při rolování seznamu zdrojů. Pokud se vertikálně nevejde 
do zobrazeného okna, je to vyřešeno stejně, a to pomocí posunutí souřadnicového systému kreslení 
s použitím metody TranslateTransform typu Graphics.  
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5.4 Implementované funkce systému  
Po implementaci datového základu systému, když už máme realizované i potřebné grafické prvky 
aplikace, můžeme přistoupit k implementaci jednotlivých logických funkcí systému. Tyto funkce 
potom zabezpečí, aby navrhovaná a vyvíjená aplikace poskytovala všechny požadované funkce 
definované při analýze. Zabezpečují, aby systém vyhověl cílům, pro které byl určen. Tyto funkce 
při návrhu architektury jsme zařadili na vrstvu „Controller“, který vlastně definuje veškeré chování 
aplikace. Pomocí grafických prvků, včetně těch, který jsme popsali v předchozí kapitole, zachycuje 
a zpracovává všechny události přicházející od uživatele. Na jejich základě vyvolá jednotlivé 
implementované metody těchto funkčních tříd a pomocí nich mění stav datového základu aplikace.  
V této kapitole popíšeme zmiňované funkce. Budou se zde vyskytovat charakteristiky 
od nejzákladnějších funkcí jako je přihlášení uživatele do systému, až po funkcí realizující náročnější 
výpočty, např. implementované při reportech poskytovaných aplikací.  
5.4.1 Přihlášení do systému a odhlášení ze systému  
Jak jsme se dozvěděli z analýzy a návrhu, vyvíjíme systém s víceuživatelským přístupem. Každý 
uživatel systému má vlastní relaci, do které se dostane po přihlášení. Tato relace určí pro uživatele 
práva, kterými disponuje při své práci se systémem. Implementovanou aplikaci nelze použít 
bez definování této relace, tedy bez přihlášení. Okno uživatelského rozhraní, které realizuje přihlášení 
do systému, ukazuje Obr. 5.5.  
Okno se podobá standardnímu přihlašovacímu okénku systémů s uživatelským přístupem. 
Obvykle se požaduje od uživatele přihlašovací jméno a heslo. Pokud uživatel pokazí přihlašování, 
tedy zadá špatné přihlašovací jméno nebo heslo, aplikace mu tuto skutečnost oznámí a okno se 
uzavře. Z důvodu vyšší bezpečnosti nedovolí další pokusy, jenom při opětovném spuštění aplikace. 
Aplikace se zachová stejně i v případě stisknutí tlačítka Storno, nebo tlačítka Esc na klávesnici.  
Po stisknutí tlačítka „Přihlásit“ (nebo tlačítka Enter na klávesnici), se systém pokouší přihlásit 
uživatele. Toto se provádí vyvoláním metody ValidateLogin, třídy LoginForm. Jak jsme již 
popisovali u možností připojení k databázi, v přihlašování se přistupuje k datovému úložišti pomocí 
připojené vrstvy tzv. online. Sestrojíme zde objekt typu SqlCommand, ke kterému přiřadíme řetězec 
parametrizovaného dotazu. Následně nastavíme parametr login a passwd, které reprezentují 
přihlašovací jméno a heslo. Heslo v databázi je uloženo zahašovaně, pomocí hašovací funkce MD5. 
Toto hašování se realizuje pomocí objektu typu MD5CryptoServiceProvider. Po provedení 
dotazu, v případě úspěšného přihlášení, se získá identifikační číslo přihlášeného uživatele a vytvoří se 
vlastní struktura typu BookedUser. Do této struktury je uloženo získané identifikační číslo 
a přihlašovací jméno uživatele. Dále jsou zde i proměnné výčtového typu AppPermission 
a ProjPermission. Poslední ze zmiňovaných atributů určuje uživatelské práva v rámci projektu, 
Obr. 5.5: Přihlášení do systému 
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které jsou nastaveny při jejím otevření. Práva AppPermission jsou ovšem nastavena ve chvíli 
potvrzení přihlašovacích údajů, na základě atributu appPermiss, databázové entity reprezentující 
uživatele. Představuje práva, určující to, ke kterým funkcím aplikace má přístup přihlášený uživatel. 
Nejvyšší oprávnění v rámci systému, bez ohledu na otevřený projekt, má administrátor, který má 
přístup ke všem funkcím aplikace, ne však ke všem informacím otevřeného projektu. Uživatel 
se systémovým oprávněním komisaře může přidávat požadavky do systému, a prohlížet všechny 
informace všech projektů. Existují ještě oprávnění manažera týkající se systémových funkcí, toto mají 
uživatelé, kteří jsou již v některém projektu manažerem, a oprávnění jednoduchého uživatele. 
Při výběru možnosti odhlášení ze standardního menu nabídky aplikace, neboli při stisku 
tlačítka odhlásit na standardním panelu nástrojů, systém zaregistruje požadavek uživatele 
pro odhlášení. Po potvrzení odhlášení v rámci dotazovacího dialogového okna, systém uskuteční 
odhlášení a do struktury BookedUser nastaví neutrální hodnoty, reprezentující že uživatel není 
přihlášen.  
5.4.2 Funkce týkající se správy projektů  
Shrnujícím názvem správa projektů, jsem nazval funkce, které pracují s vlastnostmi určitého projektu. 
Je pravdou, že většina operací prováděných v systému se týká jednoho otevřeného projektu, tedy jsou 
projektově orientované. Ale pod pojmem správa projektu zde uvádím jenom operace, které pracují 
s přímými vlastnostmi projektu. V této kapitole budu popisovat funkce otevření projektu, založení 
nového projektu, import/export, neboli administrace projektů.  
Otevření projektu  
Po přihlášení se uživateli objeví dialogové okno pro otevření projektu. Toto dialogové okno se může 
také vyvolat přes menu nebo přes standardní panel nástrojů. V tomto okně uživatel může nastavit filtr 
pro nabídku projektů. V základním stavu v roletovém menu pro projekt jsou nabídnuty všechny 
projekty systému. Pokud uživatel změní filtr, tato nabídka se redukuje jenom na projekty, ve kterých 
je uživatel členem, manažerem, nebo vlastníkem. Při změně vybraného projektu v roletovém menu 
se vypisují základní vlastnosti o projektu, aby bylo uživateli ulehčeno identifikovat hledaný projekt. 
Jsou zde vypsány informace jako vlastník a organizace projektu, stav zámku projektu, který uživatele 
informuje, zda je nebo není daný projekt otevřen, a krátký popis projektu. Objevují se zde tlačítka 
pro otevření projektu, stornování nabídky, v závislosti na oprávnění, pro manažery tlačítko 
pro založení nového projektu, a pro člena řídící komise tlačítko na přidání požadavku. Nad těmito 
tlačítky je umístěno zaškrtávající políčko určující, jestli bude projekt otevřen pro editace nebo jenom 
pro čtení. Toto políčko je zakázáno v případě, že projekt je již otevřen pro editaci, v tomto případě 
je možné realizovat otevření jen pro čtení.  
Z pohledu implementace je při zobrazení dialogového okna roletové menu projektu předem 
vyplněno všemi projekty v systému. Při změně výběru jsou obnoveny vypsané informace o projektu. 
Po stisknutí tlačítka „Otevřít“ se vyvolá metoda AllowProjectOpen. Tato metoda ve chvíli stisku 
tlačítka kontroluje příznak zámku projektu v datovém úložišti. Při volném zámku a požadavku 
na uzamčení, se ve stejném čase uzamyká projekt, který se také i otevře. Jak jsme již zmínili 
při popisu přístupu k databázi, i v tomto případě se při uzamykání pracuje s databází pomocí 
připojené vrstvy, jelikož musíme atomicky kontrolovat a uzamykat zámek.  
Po úspěšném otevření a nastavení zámku v datovém úložišti je nastavena struktura 
OpenedProject. Tato struktura uchovává v otevřeném projektu jeho identifikační číslo, jméno, 
a hlavně mód otevření.  
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Založení nového projektu 
Pro uživatele, kteří mají systémové oprávnění manažera nebo administrátora, je zde možnost založit 
nový projekt. Oprávnění manažera mají interní zdroje, které již jsou manažerem v některých 
projektech. Při stisku tlačítka nového projektu se otevře dialogové okno, ve kterém uživatel musí 
zadat název projektu a název organizace, která projekt požaduje. Vlastníkem projektu se automaticky 
stává uživatel, který projekt do systému přidal. Vlastnictví pak může předat jinému uživateli, 
a to se změnou vlastníka ve vlastnostech projektu. Dále v dialogovém okně pro přidání nového 
projektu je třeba přiradit manažera. Lze určit, které dny budou v projektu nepracovní, neboli volné. 
Při kalkulaci rozpočtu a jiných výpočtech, nebude systém s těmito dny počítat.  
Při stisku tlačítka „Vytvořit“ se vyvolá metoda SaveProj, třídy NewProject. 
Před vytvořením nového projektu je kontrolována správnost vyplněných údajů pomocí metody 
CheckData. Potom se vytvoří nový projekt a jsou k němu přiřazeny zadané interní zdroje jako 
manažery. Následně je vlastník dotazován či vytvořený projekt chce otevřít.  
Vlastnosti projektu a jejich editace  
Na třetí stránce uživatelského rozhraní aplikace jsou zobrazeny hlavní vlastnosti projektu. Tyto 
vlastnosti obvykle může editovat jenom manažer nebo vlastník. Popisovanou stránku vidíme 
na Obr. 5.6. Je zde uveden v první řadě název, dále organizace a vlastník projektu. Jak jsme již 
zmínili v předchozích odstavcích, vlastníka může změnit jenom sám vlastník. Pod tím je umístěna 
správa manažerů projektu. Ve středu v horní části jsou zobrazeny údaje, týkající se časových 
vlastností. Datum zahájení a ukončení projektu je určeno automaticky dle v něm obsažených činností. 
Lze definovat typ těchto termínů. Dále zde můžeme určit i zmiňované nepracovní dny, které bude 
Obr. 5.6: Stránka uživatelské rozhraní aplikace 
s vlastnostmi projektu 
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systém zohledňovat při výpočtech. Ve středu okna je krátký, zjednodušený rozpočet projektu, jen 
pro hlavní úkoly. Ve spodu aplikačního okna se mohou uživatelé zapisovat poznámky k projektu. 
Ovládací tlačítka jsou dynamicky změněny v závislosti na přihlášeném uživateli. Tlačítka „Uložit“ 
a „Nový projekt“ jsou zobrazeny jen pro vlastníka a manažera. Pro členy řídící komise je zde 
zobrazeno i tlačítko „Nový požadavek“.  
Tuto stránku realizuje třída ProjectTabP. Při otevření projektu jsou komponenty grafického 
rozhraní vyplněny údaji z datového modelu. Zpětně do datového skladu se aktualizují hodnoty jenom 
při stisku tlačítka „Uložit“, pomocí metody SaveProj. Tato metoda opět kontroluje vyplněná data 
formuláře, nedovolí uložit údaje v nesprávném formátu. Pokud by uživatel změnil libovolnou 
vlastnost projektu a chtěl by přepnout na druhou stránku uživatelského rozhraní bez uložení změn, 
je upozorněn a pomocí dialogového okna dotázán či provedené změny chce uložit nebo zahodit. 
Za zmínku ještě stojí metoda CountBudget, která realizuje výpočet základního rozpočtu. 
Je to rekurzívní funkce, která je volána parametrem jednoho datového řádku tabulky projekt. 
Pro daný záznam vypočítá rozpočty všech synovských činností a vrátí výsledek typu double. 
Do rozpočtu pro jednu činnost spočítá ceny alokovaných zdrojů se standardním pracovním časem 
osm hodin pro jeden den, ke kterému ještě připočítá mimořádné výdaje určené pro danou činnost. 
Při výpočtech zohledňuje definované nepracovní dny.  
Export a import projektu  
Aby údaje v systému mohly být dále zpracovávány, nebo jiné zpracované údaje do našeho systému 
načteny, je požadována implementace exportu / importu. Tyto funkce jsou dostupné přes standardní 
menu pod nabídkou Projekt. Byl implementován export / import pracující se soubory typu xml. 
Výhoda tohoto typu spočívá v jeho obecnosti a v širokoúhlém využití.  
Po zadání jména a místa uložení souboru uživatelem je sestrojen název a cesta k souboru. 
Je kontrolována nebo přiřazena i přípona souboru. V metodě ExecuteExport se sestrojí tzv. sada 
dat, typu DataSet, do které se uloží všechny záznamy z tabulek, které se týkají projektu. Načtení 
těchto údajů do datové sady z databáze se provádí pomocí naimplementované třídy DBManager. 
Následně je tato sada dat uložená do souboru, jehož název a umístnění uživatel předem určil. 
Při uložení je do souboru také zapsáno i schéma xml, aby se při čtení, tedy při importu vědělo, 
o jakou xml strukturu se jedná.  
Při výběru operace import, je uživatel také dotázán na umístění a název souboru, ze kterého 
se bude importovat. Po ověření typu a přípony souboru se vyvolá metoda ExecuteImport. Celá 
logika importu se opět zakládá na vytvoření sady dat z importovaného souboru xml. V rámci xml 
souboru, jsou dodrženy identifikace a reference pomocí původních identifikátorů, jelikož byly 
exportovány se všemi údaji včetně identifikátorů. Logika importu spočívá v tom, že přidávání 
jednotlivých záznamů se provádí postupně. Tedy nejprve se uloží do databáze záznam nového 
projektu, čímž získáme identifikátor tohoto nového projektu. Jelikož máme k dispozicí původní, 
i nový identifikátor, nahradíme v sadě dat získané z xml souboru, všechny reference na původní 
identifikátor s novým identifikátorem. Problém ovšem může nastat v případě, když interval 
identifikátorů v xml souboru, koliduje s aktuálně přidělenými identifikátory v databázi. Z tohoto 
důvodu se na začátku kontroluje, zda aktuálně přidělený identifikátor z databáze není menší než 
největší identifikátor z xml souboru. Pokud ano, pak se provádí tzv. id normalizace, ve které se 
invertuje každý identifikátor problematického intervalu na jeho inverzní hodnotu, tedy na zápornou 
hodnotu. Je to možné, protože identifikovat tuto skutečnost v rámci sady dat lze i pomocí záporných 
hodnot, jenom se to nemůže zapsat do databáze.  
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Analogicky postupujeme i v případě externích a interních zdrojů, které byly spolu s projektem 
exportovány a importovány. V tomto případě navíc kontrolujeme, zda daný zdroj ještě v naší databázi 
neexistuje. Identifikace totožnosti v případě interních zdrojů se jednoduše provádí na základě 
uživatelského jména. Pokud takový již existuje v databázi, je uživatel dotazován zda chce daný zdroj 
přepsat právě importovaným nebo chce odkazovat na již existujícího. V případě externích zdrojů 
ovšem nemáme jednoznačné identifikace zdroje (identifikační číslo platilo jenom na původním místě 
odkud byl exportován), a proto se totožnost kontroluje na základě stejného jména a příjmení. Pokud 
by se vyskytoval uživatel se stejným jménem a příjmením, je uživatel dotazován, jestli chce zadat 
do databáze dva zdroje se stejným jménem nebo chce použít odkaz na již existující zdroj v databázi.  
Administrace projektu  
Globální pohled na všechny projekty má uživatel s administrátorským oprávněním. Je to vlastně 
výpis realizovaný pomocí dialogového okna. Obsahuje seznam všech projektů založených v systému. 
Je to soupis nejdůležitějších vlastností, neposkytuje detailní informace o nich. Jsou zde uvedeny 
informace týkající se vlastníka, organizace, termíny zahájení a ukončení. Velice důležitou informací 
je zde stav uzamknutí u názvu projektu. Protože tato administrace slouží pro smazání projektu se 
všemi náležitosti, i pro možnost odemykání uzamčených projektů. Této problematice jsme se 
věnovali při popisu datového úložiště. Ovšem nezmínili jsme se o tom, co se stane, když projekt 
otevře pro editaci uživatel, kterému následně systém zkolabuje. Právě z tohoto důvodu administrátor 
systému může takový projekt odemknout. Toto se realizuje pomocí této administrativy.  
Při zobrazení okna administrace projektu pomocí metody FillProjGV se naplní seznam 
projektů. Uživatel kliknutím do tohoto seznamu určí jeden projekt, se kterým bude provádět operace. 
Při stisku tlačítka smazat je dotazován na potvrzení smazání vybraného projektu. Pokud to úspěšně 
potvrdí, jsou smazány nejprve všechny vztahy mezi činnostmi, následně všechny dokumenty k dané 
činnosti, a pak daná činnost obsažená v projektu. Poté se vymažou požadavky k danému projektu, 
pokud existují, a nakonec vlastní projekt. Při odemykání zámku projektu je aktualizován příznak 
uzamykání projektu na false v datovém úložišti.  
5.4.3 Funkce týkající se správy úkolů  
Jako správu úkolů v této kapitole budeme charakterizovat funkce, které pracují přímo s vlastnostmi 
úkolů. Tyto operace budou silně vázány na implementované komponenty Ganttova diagramu 
a diagramu zdrojů, popisované v kapitole 5.3. Opět rozdělíme kapitolu na několik menších částí, 
ve kterých se budeme zabývat editací a založením nového úkolu, neboli správou dokumentu 
přiřazenou k úkolům.  
Editace a založení nové činnosti  
V kapitole 5.3.1 jsme se seznámili s komponentou Ganttova diagramu, který je umístěn na první 
stránce vícestránkového uživatelského rozhraní. Do spodní části této stránky hlavního okna 
(zobrazený na Obr. 5.2) lze zapnout zobrazení editačního panelu úkolů, který je zobrazen na Obr. 5.7. 
Tento panel slouží ke změně libovolné vlastnosti úkolu neboli činnosti. Podobně jako hlavní okno 
uživatelského rozhraní obsahuje více stránek (tzv. TabPage). Obsah těchto panelů se dynamicky 
změní, a to v závislosti na vybrané činnosti. Jsou zde informace o právě vyznačeném úkolu 
v strukturovaném seznamu činností Ganttova diagramu. Povolení pro editaci těchto informací se také 
dynamicky mění na základě vybrané činnosti, neboli v závislosti na právech přihlášeného uživatele. 
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Na první stránce jsou základní informace (Obr. 5.7 a) týkající se názvu úkolů, stavu a priority úkolů. 
Lze zde definovat mimořádné výdaje na danou činnost. Je třeba zde dále určit termíny a typy zahájení 
a ukončení úkolů. Pokud zaškrtneme zaškrtávající políčko označené Milník, zakáží se políčka týkající 
se termínu dokončení a trvání. Pokud uživatel změní trvání činnosti, změna se automaticky reflektuje 
do termínů zahájení a ukončení. Analogicky i naopak, pokud jsou změněny termíny zahájení 
a ukončení, implicitně se změní i délka trvání. Do trvání nejsou započteny nepracovní dny v projektu.  
Na druhé stránce dolního editačního panelu (znázorněno na Obr. 5.7 b), je možnost určit 
shrnující činnost v strukturovaném seznamu činností, do kterého aktuální úkol patří. Na pravé straně 
lze definovat seznam úkolů, se kterými bude vytvářet vztahy a typ těchto vztahů. Tento seznam je 
implementován pomocí datové tabulky (DataGridView), která má první dva sloupce typu roletového 
menu (ComboBox). Práce s těmito roletovými menu uvnitř datové tabulky ovšem není snadnou 
záležitostí. Důvodem je fakt, že komponenta typu DataGridViewComboBoxColumn nemá vlastnost 
určující index aktuálně vybraného prvku ze svého seznamu prvků, jenom vlastnost, která vrátí jeho 
textový obsah. Tento problém jsem vyřešil tak, že ve chvíli aktivace daného prvku jsem vytvořil 
virtuální roletové menu, kterému jsem přiřadil celou komponentu zmiňovaného prvku. Z tohoto 
virtuálního objektu typu ComboBox se již dal určit přesný index vybraného prvku. Na třetí stránce 
popisovaného panelu (Obr. 5.7) je podobným způsobem implementován seznam zdrojů, který je 
alokován pro danou činnost. U těchto zdrojů lze určit jednotku alokace (v procentech) a je znázorněna 
i jejich cena, kterou však určuje definice zdroje. Na poslední čtvrté stránce může manažer nebo 
vlastník zapsat poznámky týkající se daného úkolu.  
Při stisku tlačítka „Uložit“ se vyvolá metoda saveTask, která realizuje uložení vyplněných 
hodnot u grafických prvků do datového úložiště. Na začátku, podobně jako v předchozích případech, 
Obr. 5.7 a) Zapínací / vypínací spodní panel pro editace úkolů - stránka základních vlastností  
Obr. 5.7 b) Zapínací / vypínací spodní panel pro editace úkolů - stránka předchůdců  
Obr. 5.7 c) Zapínací / vypínací spodní panel pro editace úkolů - stránka zdroje  
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je kontrolována správnost vyplněných údajů. Pokud by uživatel chtěl zadat zahájení nebo ukončení 
úkolu na nepracovní den, systém uživatele upozorní a nedovolí uložení údajů. Kontroly také zahrnují 
posunutí úkolů, které jsou na danou činnost, kterou právě měníme navázány. V případě, že se posune 
ukončení libovolného úkolu, zjišťuje se, zda na daný úkol nejsou definováni následníci. Pokud ano, 
termíny těchto následníků se také posouvají. Pokud by uživatel chtěl zadat takový termín zahájení 
nebo ukončení, který by kolidoval s pravidly určující následníky nebo předchůdce, uložení není 
dovoleno. O tyto záležitosti se starají funkce PrececControll a SuccessorsControll. Termíny 
shrnujících úkolů se přepočítavájí pomocí rekurzívní funkce RecalculateDeadlines. 
Po úspěšných kontrolách jsou uloženy údaje do databázových tabulek Task_Predecessor, 
Task_Resources a Task. Tyto práce s datovým úložištěm se také provádí pomocí třídy 
DBManager.  
Zobrazení tohoto panelu pro editaci lze také zapnout i na druhé stránce hlavního okna 
uživatelského rozhraní. Zde se to dotýká také vybraného úkolu, pro který je daný zdroj alokován. 
Na tomto místě jsou ovšem zobrazeny jen poslední dvě stánky, tedy stránka zdrojů a stránka 
poznámek. Jejich funkčnost je stejná jako u předchozích, avšak na panelu se neobjevují tlačítka 
nového úkolu, smazání úkolu a tlačítko pro zobrazení dokumentů.  
Prostřednictvím tlačítka „Nový úkol“ lze přidat do seznamu činnosti další úkol pomocí 
popisovaného vícestránkového editačního panelu. Po stisknutí tohoto tlačítka je zakázána manipulace 
s Ganttovým diagramem a se seznamem činností, je třeba zadat údaje o nové činnosti. Pro zrušení 
přidávání lze stisknout tlačítko Storno, které je zobrazeno jenom během čase zadávání nového úkolu. 
Tlačítko „Smazat úkol“ po schválení potvrzovacího dotazu uživatelem smaže vybraný úkol 
ze seznamu činnosti včetně všech jejích náležitostí.  
Správa dokumentů  
Pod správou úkolů byla také implementována i správa dokumentů. Touto funkcí rozumíme možnost 
přiložení dokumentů k úkolům, neboli k činnostem. Na výše popisovaném editačním panelu vidíme 
tlačítko „Dokumenty“. Aktivací tohoto tlačítka se otevře dialogové okno pro správu dokumentů. Toto 
okno znázorňuje Obr. 5.8.  
Správa dokumentů umožňuje u dané činnosti přikládat, prohlížet a mazat dokumenty. Každému 
uživateli umožní otevření a prohlížení těchto dokumentů. Přidat nebo smazat dokument je umožněno 
jenom vlastníkovi nebo manažerovi daného projektu. Při přiložení uživatel určí umístění a název 
dokumentu, který se chystá uložit. V rámci uložení souboru se informace zapíšou do databázové 
tabulky TaskFiles, určené pro dokumenty. Aby se mohl sklad dokumentů našeho aplikace spojit již 
Obr. 5.8: Okno pro správu dokumentů  
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existujícím dokumentovým úložištěm zadavatele, neukládá se vlastní dokument v binární podobě 
do databáze, ale kopíruje se na určité místo dokumentového serveru. Kopírování a uložení informací 
do databáze se provádí v metodě CopyAndSave. Smazání dokumentu po schválení potvrzovacího 
dotazu uživatelem provádí metoda DeleteDocument. Vymaže soubor z dokumentového skladu, 
a odstraní příslušný záznam z databázové tabulky. Výpis seznamu dokumentů je realizován pomocí 
objektu typu ListView. Při dvojitém kliknutí na daný dokument v tomto seznamu, se dokument 
otevře.  
5.4.4 Správa interních a externích zdrojů  
Uživatelé systému s administrátorským oprávněním, nebo oprávněním řídící komise mají přístup 
ke správám všech uživatelů, neboli interním zdrojům systému. Ke správě externích zdrojů mají navíc 
přístup i uživatelé se systémovým oprávněním manažera. Tyto správy jsou dosažitelné 
ze standardního menu nabídky nebo z druhé stránky hlavního okna uživatelského rozhraní.  
Tato druhá stránka obsahuje již popisovanou komponentu diagramu zdrojů (v kapitole 5.3.2), 
která slouží pro kontrolu a plánování, jejich alokace, neboli vytížení (viděli jsme to na Obr. 5.4). 
Podobně jako u první stránky, i zde lze zapnout dolní editační panel. Jak jsme již zmínili v případě 
výběru úkolů ze seznamu diagramu zdrojů, objevují se zde některé vlastnosti úkolu popisované 
v předchozí kapitole. Pokud se výběr uskuteční na alokovaný zdroj, ve spodním panelu jsou 
zobrazeny základní vlastnosti zdroje. Pokud má přihlášený uživatel příslušné oprávnění, objevuje se 
mu zde i tlačítko, pomocí kterého vyvolá správu všech interních nebo externích zdrojů.  
Správa interních a externích zdrojů je implementována odděleně, ve zvláštním, ale podobném 
dialogovém okně. Ve správě externích zdrojů nejsou komponenty pro definování přihlašovacích 
údajů a není třeba určit ani přístupová práva k aplikaci. Uživatelské rozhraní umožňující správu 
interních zdrojů vidíme na Obr. 5.9.  
Hlavní komponentou tohoto rozhraní je seznam zdrojů, který se nachází v horní části okna. 
Ve spodní části je formulář, který je předvyplněn údaji právě vybraného zdroje ze seznamu zdrojů. 
Obr. 5.9: Uživatelské rozhraní správy interních zdrojů  
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Pomocí tohoto formuláře může uživatel změnit údaje daného zdroje. Změny musí potvrdit pomocí 
tlačítka „Uložit“. Při aktivaci tlačítka „Smazat“ je uživatel dotázán na vymazání aktuálně vybraného 
zdroje ze seznamu. Pokud to uživatel potvrdí, daný zdroj bude vymazán ze sytému. Nelze vymazat 
takový zdroj, který je vlastníkem určitých projektů. Pokud by se uživatel pokoušel vymazat takový 
zdroj, dostane chybové hlášení a operace nebude úspěšně dokončena. Rozhraní správy zdrojů umožní 
i přidání nového zdroje. Po stisknutí tlačítka „Přidat nový“ se formulář vyprázdní a seznam zdrojů se 
zakáže. Uživatel vyplní údaje nového zdroje a pomocí tlačítka „Uložit“ se reflektují změny 
do databáze. Zrušit přidávání může pomocí tlačítka „Storno“, které je zobrazeno pouze v čase 
přidávání nového zdroje. Operace přepsání hesla je oddělená od operace uložení ostatních údajů. 
Od uživatele je vyžadováno nové heslo a potvrzení hesla, jelikož jde o přepsání, nikoliv o změnu 
hesla.  
Seznam zdrojů je implementován pomocí objektu typu datové tabulky DataGridView. 
Obsahuje kromě viditelných sloupců i další skryté sloupce. Takový je například sloupec identifikace 
zdroje. Při změně výběru ovšem musíme jednoznačně identifikovat vybraný zdroj. Střídavé pozadí 
řádků je implementováno cyklem, který prochází jednotlivé řádky tabulky a nastaví pozadí řádku. 
V metodě pro zpracování události změny výběru zdroje je vyvolána metoda FillForm, která vyplní 
do formuláře údaje o zdroji, který byl vybrán. O uložení změn se postará metoda SaveFormData. 
Vyvolá funkce pro kontrolu vyplněných dat formuláře. V případě chyby tato funkce vrátí false 
a proces uložení je přerušen s chybovým hlášením. Po úspěšném zadání a kontrole provádí do uložení 
údajů databáze pomocí DBManageru. Tyto operace jsou analogicky implementovány i pro přidání 
nového zdroje. Přepsání a kontrolu hesla realizuje metoda PasswdControlUpdate. V první řadě 
kontroluje totožnost zadaného hesla s jeho potvrzením. V případě souladu se připraví MD5 haš 
zadaného hesla pomocí objektu třídy MD5CryptoServiceProvider. Následně je tento haš uložen 
do databáze v binární podobě. Smazání vybraného zdroje realizujeme uvnitř metody pro zpracování 
události kliknutím tlačítka Smazat. Uživatel je varován, že pokud existují požadavky, za které je zdroj 
zodpovědný, budou taktéž vymazány. Při zpracování mazání jsou odstraněny záznamy 
z databázových tabulek Task_Resources a Project_Management. Funkce správy externích 
zdrojů jsou implementovány podobně jako u výše popisovaných, kromě uložení přihlašovacích údajů.  
Editace vlastních údajů uživatele  
Se správou zdrojů úzce souvisí i editace vlastních údajů uživatele. Interní zdroje systému  se stanou 
po přihlášení uživatelem aplikace. Ve standardním menu pod skupinou „Profil“ najde položku 
nazvanou „Vlastní údaje“. Zde může editovat všechny informace o sobě v systému. Tato editace je 
realizována pomocí dialogového okna. Při uložení změněných údajů uživatel musí zadat aktuální 
heslo i v případě, že heslo nezmění. Bez této skutečnosti nelze změnit údaje. Nové heslo a potvrzení 
nového hesla zadává navíc jenom tehdy, pokud si přeje změnit i heslo.  
Implementace této editace je realizována ve třídě OwnDataEdit. Při zobrazení popisovaného 
okna se pomocí funkce LoadUser načtou údaje o přihlášeném uživateli. Jak jsme již zmínili 
při přihlášení, identifikace aktuálního uživatele je uložena ve struktuře BookedUser. Metoda 
FillForm naplní komponenty uživatelského rozhraní těmito údaji, načtenými z databáze. Opět 
funkce SaveFormData popisované třídy, se volá při aktivaci tlačítka pro uložení. Kontroluje data 
uživatelem vyplněná do formuláře. Jsou kontrolovány povinné údaje, které musí být zadány. Pokud 
byla požadována i změna hesla, viz. předchozí kapitola, je vytvořen MD5 haš.  
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5.4.5 Systém požadavků  
Již ve fázi analýzy jsme se seznámili s funkcemi požadavků. Pomocí této funkce může člen řídící 
komise požádat o nový projekt, popř. o další část projektu. Funkce umožňující zadávání a přijímání 
těchto požadavků, jsem nazval se shrnujícím názvem systém požadavků. Patří sem především 
rozhraní umožňující řídícímu členovi komise zadat požadavek do sytému. Toto rozhraní je 
realizováno pomocí průvodce uživatelského rozhraní. První stránka tohoto průvodce je zobrazena 
na Obr. 5.10 a). V druhé řadě jsem do této kapitoly začlenil i popis funkce umožňující prohlížení 
neboli přijímání těchto požadavků. Uživatelské rozhraní této funkce je realizováno pomocí 
dialogového okna, v podobě „přijímače zpráv“. Toto rozhraní vidíme na Obr. 5.10 b).  
Průvodce pro zadávání požadavků je implementován pomocí jednoho dialogového okna, 
ve kterém je po jednotlivých stránkách měněn obsah. Realizovaný obsah však musíme určitým 
způsobem uchovávat, aby se k němu uživatel mohl vrátit, a také proto, že to potřebujeme v posledním 
kroku při uložení požadavku. Průvodce má pět kroků, neboli stránek. Na první stránce, což vidíme 
i na Obr. 5.10 a), jsou uživateli sděleny informace o tom, co může pomocí průvodce realizovat. Druhý 
krok s názvem „Výběr projektu“ vyžaduje od uživatele, aby určil, jestli chce zadat požadavek na nový 
projekt, nebo chce zadávat požadavek na další část existujícího projektu. Pokud zadává požadavek již 
k existujícímu projektu, je mu nabízen seznam registrovaných projektů v systému. Pomocí roletového 
menu určí požadovaný projekt. V druhém případě, když zadává požadavek na nový projekt, musí 
zaškrtnout zaškrtávající políčko „Nový projekt“ a do textového pole zadat název nového projektu. 
K dalšímu kroku postoupí stisknutím tlačítka „Další“. Dokud nestiskne tlačítko „Uložit“, které je 
zobrazeno pouze v posledním kroku průvodce, může se vrátit k libovolnému předchozímu kroku.  
Ve třetím kroku průvodce s názvem „Název, termín a zodpovědná osoba“ má uživatel určit 
právě tyto skutečnosti, které vyplývají i z názvu. Zadaný název se objeví uživateli, kterého určí jako 
zodpovědná osoba. Dále musí určit termín dokončení tohoto požadavku nebo požadovaného projektu. 
Již zmiňovaná zodpovědná osoba se bude o tento požadavek starat, v případě nového projektu bude 
vlastníkem projektu. Na čtvrté stránce průvodce člen řídící komise zadávající požadavek definuje 
předmět a obsah požadavku do textové pole titulem „Popis požadavku“. Také na této stránce může 
zadat i případné poznámky k požadavku. V posledním kroku uživatel stiskne tlačítko „Dokončit“, 
po čemž se požadavek uloží a již není možnost se vrátit k předchozím krokům. Na poslední stránce je 
uživateli oznámeno úspěšné přijetí požadavku systémem.  
Obr. 5.10 a) První stránka průvodce  
pro zadávání požadavků  
Obr. 5.10 b) Uživatelské rozhraní  
pro přijímání požadavků  
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Z pohledu implementace funkčnost průvodce spočívá v tom, že jednotlivé obsahy příslušných 
kroků, prezentované jako předem připravené panely, jsou při změnách kroků zobrazeny nebo skryty. 
Tyto akce se provádějí v metodách pro zpracování události „kliknutí“ jednotlivých navigačních 
tlačítek. Celá logika je implementována ve třídě RequestWizard pomocí předem připravených 
komponentů jednotlivých stránek. Aktuálně zobrazená stránka je identifikována pomocí výčtového 
typu ReqWizPage. Při každé změně stránky je kontrolován vyplněný obsah aktuální stránky 
a uživatel nemůže přistoupit k dalšímu kroku, dokud tyto údaje nejsou správně vyplněny. Ve chvíli 
uložení se sbírají údaje z jednotlivých komponent, které jsou pomocí metody SaveData uloženy 
do databáze. Každý požadavek má určitý stav, který vyjadřuje v jakém statusu vybavení je daný 
požadavek. Může to být ve stavu „nepřijatý“, pokud ještě požadavek nebyl zodpovědnou osobou 
přijat. Do stavu „přijatý“ se dostane, jakmile zodpovědná osoba požadavek přijme. Ve stavu 
„vyřízený“ je požadavek, jehož předmět a cíle byly splněny. Tyto stavy jsou uloženy do databáze 
a může je změnit zodpovědná osoba.  
Odvolat požadavek může jedině člen řídící komise, který požadavek zadal. Toto může 
realizovat vymazáním požadavku ze systému. Pro uživatele s oprávněním řídící komise je realizováno 
rozhraní, pomocí kterého může prohlédnout stav svých zadaných požadavků nebo je může odvolat. 
Toto rozhraní je podobné rozhraní zobrazenému na Obr. 5.10 b). Rozdíl je v několika skutečnostech. 
V seznamu požadavků, a také ve výpisu informací, je na místě „Přidal“ uvedeno jméno uživatele, 
který je za požadavek zodpovědný. Dále již nemůže změnit stav požadavku, ale jenom ověřit tuto 
informaci. Na místě tlačítka „Uložit“ je tlačítko „Smazat“, pomocí kterého může požadavek 
ze systému vymazat, tedy odvolat.  
Jak jsem uvedl v předchozích odstavcích, člen řídící komise při přidávání určí pro každý 
požadavek zodpovědnou osobu. Při přihlášení každého uživatele systém zkontroluje, zda nemá zadán 
nepřijatý požadavek. Pokud má, oznámí to pomocí dialogového okna, které mu nabízí možnost 
zobrazit nepřijatý požadavek. Pokud si nepřeje zobrazit požadavky, standardně pokračuje otevřením 
projektu, ale v případě, že souhlasí s otevřením požadavků, tak je mu zobrazeno rozhraní, které 
vidíme i na Obr. 5.10 b). K této funkci se lze také dostat přes standardní menu nabídky ve skupině 
Profil, pod položkou „Moje požadavky“.  
Realizace funkce přijímání požadavku se částečně podobá rozhraní obecného příjímání zpráv. 
V horní části toho okna je seznam požadavků, za které je uživatel zodpovědný. Podobně jako 
v případě zpráv je zde zobrazeno, od koho požadavek přišel, název požadavku a datum přijetí. Navíc 
se zde objevuje i požadovaný termín dokončení. Stav požadavků je i v tomto seznamu odlišován. 
Šedým pozadím jsou zobrazeny již vybavené požadavky. Pokud daný požadavek ještě nebyl 
uživatelem přijat, je zobrazen v tomto seznamu tučně. Seznam může být seřazen volitelně, kliknutím 
na hlavičku libovolného sloupce. Ve spodní části okna jsou vypsány vlastnosti aktuálně vybraného 
požadavku v seznamu. Vyskytuje se zde povinně název požadavku a vlastní předmět, neboli popis 
požadavku. Pod titulem „Název projektu“ se objevuje název projektu, ke kterému je požadavek 
přidán nebo název nového projektu. Systém při přidání požadavku automaticky přiloží i aktuální 
datum, diky čemuž máme informace i o datu přiložení. Požadovaný termín vyjadřuje nejpozdější 
možný termín realizace požadavku. Pomocí roletového menu může uživatel změnit stav požadavku. 
Změny musí potvrdit pomocí tlačítka „Uložit“.  
Z implementační stránky je seznam požadavků realizován pomocí objektu již známého typu 
datové tabulky DataGridView. Logiku funkce zobrazení nebo přijímání požadavků implementuje 
třída Requirements. Po zobrazení okna, nebo po provedení změn, tabulku vypisuje a aktualizuje 
metoda ReloadReqTab. Při změně výběru v tabulce požadavků se informace zapisují do příslušných 
komponent pomocí metody FillForm.  
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5.4.6 Statistiky poskytované systémem  
Implementujeme systém pro podporu projektového řízení. V takovém systému jsou velice důležité 
informace, které kvantitativně charakterizují jednotlivé skutečnosti projektového řízení ve spojitosti 
s jejich kvalitativním obsahem. Funkce poskytující statistické informace o projektu se zabývají 
sběrem, analýzou a zpracováním těchto informací. Ve výsledku poskytují uživateli tzv. reporty 
o různých skutečnostech v projektu. Konkrétně se v této kapitole budeme zabývat reporty 
o rozpočtech a o stavu projektu.  
Poslední stránka vícestránkového uživatelského rozhraní je vyhrazena právě těmto statistikám. 
Umožňuje uživateli prohlížet zmiňované výkazy a jejich tisk ve formě reportů. Tyto statistiky jsou 
dosažitelné i přes standardní menu nabídky, kde je jim vyhrazena skupina položek pod názvem 
„Reporty“. Funkce poskytované statistiky se také objevují i na standardním panelu nástrojů. 
Implementované uživatelské rozhraní pracující těmito funkcemi je zobrazeno na Obr. 5.11. Jak jsme 
již zmínili, hodnoty objevující se v použitém příkladovém projektu, v naší aplikaci DSProject, jsou 
pouze fiktivní údaje určené pro testování systému.  
Na levé straně uživatelského rozhraní je realizována komponenta, která slouží pro navigaci 
ve funkcích statistiky. Prvním bodem je statistika rozpočtu. Po zobrazení této statistiky se v hlavním 
okně objeví tabulka, ve které jsou rozpočty pro všechny úkoly obsažené v projektu. Pod tabulkou je 
uveden sumarizující rozpočet pro celý projekt. Z této tabulky je sestrojen diagram, který vyjadřuje 
cenovou váhu jednotlivých úkolů. Obsah tabulky, a také i obsah diagramu, lze dynamicky změnit. 
Na pravé straně diagramu vidíme roletové menu, pomocí kterého lze nastavit, do jaké úrovně mají být 
úkoly zobrazeny v tabulce a v diagramu. Při změně této hodnoty se automaticky zvyšuje nebo snižuje 
Obr. 5.11: Zobrazená statistika rozpočtu příkladového projektu 
v naší aplikaci  
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úroveň hloubky zanoření zobrazených činností projektu. Objevují se zde i tlačítka, které umožňují 
nastavení stránky před tiskem, náhled tisknutého reportu a tlačítko pro vlastní tisk.  
Tabulka celého rozpočtu je implementována pomocí objektu již známého typu datové tabulky 
DataGridView. Tato tabulka je podle potřeb naformátovaná, aby v ní mohla být zobrazena 
víceúrovňová struktura činnosti. Diagram je implementován pomocí .NET Frameworku zvaného 
„Microsoft Chart Controls“. Tento graf sestává z více částí, na kterých můžeme nahlížet jako 
na oddělené komponenty. Celý graf má jeden základní panel. Další část tvoří oblast grafu, která 
implementuje zobrazení vlastních hodnot grafu, tedy obsahu grafu. V našem případě se jedná o pruhy, 
zobrazené horizontálně v grafu. Dalšími objekty grafu jsou osy X a Y. Lze nastavit různé vlastnosti 
těchto os, jako např. hlavní nebo vedlejší mřížku, rozsah hodnot, typ hodnot, nebo i jednotky. Pomocí 
oddělené kolekce jsou definovány série hodnot grafu. Lze nadefinovat i více sérií, v našem případě 
ovšem postačí jedna série. Obsahuje dvojice hodnot, název činností a jejich rozpočet.  
Při načtení stránky statistiky, metoda CountLevelParents spočítá maximální možné 
zanoření v činnostech projektu. Tento rozsah nastaví do roletového menu jako možné hodnoty úrovní. 
Výchozí nastavení je úroveň první, pokud existuje. Při změně vybraného indexu v roletovém menu 
úrovní se znovu naplní tabulka rozpočtu. Toto naplnění provádí metoda CreateBudgetReport, 
která vypočítá pro hlavní činnosti rozpočet pomocí rekurzívní metody CountBudget. Následně 
ověřuje vybraný index úrovně, a pokud je aktuální úroveň menší něž požadovaná, vyvolá rekurzívní 
funkce AddChildrenToBudget. Tato metoda vypočítá a přidá další úrovně rozpočtu do tabulky. 
Po naplnění celé tabulky jsou sečteny rozpočty jednotlivých činností a je nastavena i hodnota 
rozpočtu celého projektu. Na základě již naplněné tabulky, je na konci metody naplněn i graf 
rozpočtu.  
Je potřeba ještě sestrojit vlastní report, který bude vytištěn pokud si to uživatel vyžádá. 
Je vytvořen objekt typu PrintDocument ve chvíli, kdy se to požaduje, a to prostřednictvím aktivace 
tlačítka „Náhled tisku“, „Vzhled stránky“ nebo „Tisk“. Do tohoto objektu dokumentu se zapisuje 
pomocí standardních kreslících funkcí objektu Graphics. Takovým způsobem je do reportu zapsána 
a zakreslena tabulka a graf rozpočtu v aktuálním stavu.  
Dalším typem statistiky je výkaz stavu projektu. Pokud uživatel v levém menu vybere druhou 
možnost stav projektu, obsah stránky statistiky se změní na přehled stavu projektu (Obr. 5.12).  
Obr. 5.12: Statistika stavu úkolů  
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Funkčnost této statistiky se podobá funkčnosti statistiky rozpočtu. V horní části uživatelského 
rozhraní je také tabulka reprezentující stav jednotlivých úkolů obsažených v projektu. Sumarizační 
úkoly vyjadřují průměr stavu úkolů, které jsou v něm zahrnuty. Spodní řádek tabulky ukazuje 
aktuální stav celého projektu. Graf stavů je implementován pomocí objektu typu Chart jmenného 
prostoru DataVisualization. Tento diagram má stejné vlastnosti jak výše popisovaný graf 
rozpočtu, s tím rozdíle, že je válcového tvaru. Jednotky osy X jsou nastaveny na procentuální 
hodnoty. Sadu hodnot grafu reprezentuje dvojice název činnosti a jejich stav. Roletové menu úrovně 
hloubky opět slouží pro změnu úrovně zanoření statistiky do jednotlivých činností. Funguje 
analogicky jak v předchozích odstavcích u statistiky rozpočtu.  
V implementaci je rozdíl ve výpočtech stavů, které realizuje metoda CreateStateReport. 
Vypočte stav pro hlavní činnosti projektu, následně pro tyto činnosti rekurzívně vyvolá metodu 
AddChildrenToProgress, která spočítá a zapíše do tabulky stav dalších úkolů podle vybraného 
indexu zanoření.  
5.4.7 Nastavení aplikace  
Aby uživatel mohl co nejvíce přizpůsobit aplikaci svým potřebám, je implementována funkce 
nastavení aplikace. Slouží hlavně pro nastavení Ganttova diagramu, strukturovaného seznamu 
činnosti a také pro seznam a diagram zdrojů. Uživatel se k této funkci může dostat přes standardní 
aplikační menu, kde pod skupinou „Aplikace“ najde položku „Nastavení“. Aktivací této položky 
se zobrazí jednoduché dialogové okno, které vidíme na Obr. 5.13.  
Pomocí těchto nastavení může uživatel nastavit, jaké popisky mají být zobrazeny u úkolů 
zobrazených v Ganttově diagramu, nebo v diagramu zdrojů. Také nastavuje, jaké si přeje seřazení 
v seznamu činností, nebo v seznamu zdrojů. Může zapnout či vypnout zvýraznění volných dnů 
v diagramech.  
 
V této kapitole jsme se zabývali implementací systému pro správu projektů. Tato implementace 
byla realizována na základě předem definovaného návrhu. Kapitola byla rozčleněna do čtyř 
podkapitol. Po úvodě do implementační technologie navázala druhá podkapitola popisem 
implementace datového úložiště. Následně byly popsány implementace grafických prvků aplikace. 
Po těchto skutečnostech jsme se seznámili s realizací vlastních funkcí, které zabezpečují požadované 
cíle aplikace. Toto rozdělení znázorňuje i použitou architekturu. Po implementaci, před vlastním 
použitím a nasazením, je třeba systém vhodně otestovat.  
Obr. 5.13: Dialogové okno pro nastavení aplikace  
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6 Testování systému 
Cílem testování je ověřit správnost kódu systému a otestovat, zda se sytém chová podle očekávaných 
požadavků. Pod testování řadíme veškeré aktivity, jejichž cílem je odhalení chyb. Literatura [15] 
vnímá testování jako proces používaný k měření softwarové kvality vyvinutého počítačového 
systému. Existuje řada způsobů, jak vyvíjet softwarový systém. V každém případě by ovšem mělo být 
neoddělitelnou součástí vývoje softwarového produktu jeho testování. Kvalita a formalizace testování 
systému závisí především na jednotlivci (nebo na firmě) jak toto testování pojme. U malých firem se 
pod testováním skrývá pouze základní otestování funkčnosti systému. Ovšem u středních, 
a především velkých softwarových společností musí vyvíjené produkty splňovat určité standardy.  
V našem případě se testování týká odhalení co největšího množství chyb v požadovaných 
funkcích systému. Testování vyvíjeného systému jsem rozdělil do dvou kategorií:  
· Základní testování funkcionality systému.  
· Rozšířené testování funkcionality a uživatelské akceptovatelnosti systému.  
Testy první kategorie měly za úkol odhalení základných chyb, které způsobily částečnou nebo 
celkovou nefunkčnost realizovaných funkcí. Tyto testy byly prováděny při implementaci. 
Nepokrývaly široký rozsah testovaných hodnot, jednalo se pouze o vyzkoušení realizovaných funkcí 
s primárními testovacími hodnotami. Druhá kategorie je již zaměřena na širší oblast testovaných 
hodnot, pokrývá i některé extrémní testovací hodnoty. Testy byly prováděny po implementaci, kdy již 
funkčnost na základní úrovni je známá. Má za úkol odhalení chyb u různých krajních vstupních 
hodnot jednotlivých funkcí. Testování této kategorie ještě stále probíhá. Provádějí ho uživatelé různé 
počítačové gramotnosti, aby bylo zabezpečeno i testování uživatelské akceptovatelnosti systému. 
Testování této skupiny bude dokončeno s nasazením systému do ostrého provozu.  
Základní testování funkcionality systému zahrnovalo testy různého charakteru. Jednalo se 
o testy zaměřené na databáze, testy úrovně aplikační funkcionality a testy grafických prvků. V prvním 
případě při testování na databázové úrovni bylo cílem odhalení chyb vzniklých při nesprávném 
ukládání dat, které by způsobilo nekonzistenci databáze. V tomto případě se nevyskytly vážnější 
problémy, objevené chyby způsobily hlavně nedokonalosti na aplikační úrovni. Při testování databáze 
měly velký význam i testy importu a exportu. Byly exportovány všechny záznamy související 
s exportovaným projektem z určitých databázových tabulek. Při importu třeba vyřešit problém 
identifikace totožnosti zdrojů. Možné problémy by mohlo způsobit i překrývání intervalů 
identifikačních čísel, ale tyto nedokonalosti byli vhodně ošetřeny. Způsoby jsem popisoval 
v předchozí kapitole u exportu / importu.  
Testování grafických prvků zahrnovalo hlavně odzkoušení komponentů Ganttova diagramu 
a diagramu zdrojů. U Ganttova diagramu se pomocí testování odhalily chyby při posunutí kalendáře 
diagramu. Zapříčinily je hlavně nesprávné výpočty po posunutí. Dále se objevily i nedostatky ohledně 
vykreslování jednotlivých prvků komponent, jako např. popisky kalendáře, popisky úkolů, neboli 
zobrazení vztahů. Tyto problémy byly úspěšně identifikovány a opraveny.  
Testy úrovně aplikační funkcionality byly zaměřeny jednak na ošetření uživatelských vstupů, 
aby se nedostaly mezi data nekonzistentní nebo nesprávná data. Zde se objevily nedokonalosti při 
určení termínů zahájení a ukončení úkolů. Termín zahájení nemůže přesáhnout termín ukončení, 
a také tyto termíny nemohou být zadány na nepracovní dny. Testy této úrovně také odhalily 
nedostatky programových struktur, které byly zapříčiněny nepozorností vývojáře. Tyto chyby se také 
úspěšně identifikovaly a opravily.  
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7 Nasazení systému  
Nasazení systému je závěrečnou fází procesu vývoje softwarového produktu. Jenom po důkladném 
otestování lze naimplementovaný systém nasadit do ostrého provozu. Hlavním cílem etapy nasazení 
je instalace a integrace systému do prostředí, kde bude používán. Zahrnuje i zaškolení budoucích 
uživatelů systému, neboli předání uživatelské dokumentace. Po nasazení již začíná fáze provozu 
a údržby. V této fázi vznikají impulzy a náměty na další rozvoj, které je pak možné implementovat 
jako rozšíření existujícího, nebo vývoj nového produktu.  
V této kapitole bych ve zkratce shrnul, jaké minimální požadavky jsou kladeny na provoz 
vyvíjeného produktu, zároveň i to, jak by se měla uskutečnit instalace systému. Nasazení našeho 
sytému ještě nebylo realizováno, jak jsem zmínil i v předchozí kapitole, probíhá fáze rozšířeného 
testování. Právě z tohoto důvodu, v následujících krátkých podkapitolách, charakterizuji plánované 
nasazení systému.  
7.1 Minimální požadavky  
Zadavatel za primární operační systém, pod kterým bude s vyvíjenou aplikaci pracovat, určil 
Microsoft Windows. Aby se co nejlépe systém přizpůsobil tomuto prostředí, byly jako implementační 
techniky vybrány právě .NET technologie. Jak již na základě předchozích kapitol víme, pracujeme 
s databázovým systémem Microsoft SQL.  
Minimální požadavky na provoz aplikace je operační systém Microsoft Windows, na kterém je 
instalován Microsoft .NET Framework, minimálně ve verzí 2.0. K tomu je potřeba doinstalovat 
dodatek Microsoft Chart Controls. Aby aplikace mohla být spustitelná potřebuje příslušnou databázi. 
Součastně je implementován přístup k databázovému serveru Microsoft SQL Server. Tento server 
poskytující datové úložiště k naší aplikaci musí být instalovaný a dosažitelný z místa, kde bude 
systém provozován.  
7.2 Instalace  
Instalace vyvíjeného systému bude realizována u zadavatele. Přesné podmínky o prostředí ještě 
nejsou známé, proto popisuji ty nejpodstatnější. Jak jsme uvedli i v předchozí kapitole, musíme mít 
k dispozicí instalovaný operační systém Microsoft Windows. Musíme na něj doinstalovat Microsoft 
.NET Framework minimálně ve verzí 2.0, pokud nebyl již předem nainstalován. Tento Framework je 
dostupný na stránkách Microsoftu nebo je součástí příslušných aktualizací operačního systému. Dále 
je třeba doinstalovat i komponentu Microsoft Chart Controls k .NET Frameworku, který je také 
ke stažení na oficiální webové stránce Microsoftu.  
Samotnou aplikaci netřeba instalovat, stačí jenom spustit překompilovaný binární soubor 
aplikace. Je nutné ovšem mít k dispozicí nebo nainstalovat databázový server Microsoft SQL Server. 
Ten lze nainstalovat lokálně nebo na server, který je dostupný ze všech míst, kde systém bude 
používán. Pokud server již byl předem nainstalován, stačí jenom vytvořit databáze pomocí 
příslušného databázového skriptu, který je k dispozicí i na přiloženém CD. V prostředí zadavatele, 
bude také třeba nastavit cestu k serveru dokumentového úložiště, aby s ním byl synchronizován 
i dokumentový sklad naší aplikace.  
 67 
8 Další rozvoj systému  
Po nasazení do provozu, u každého softwarového produktu vznikají impulzy, motivace a nápady 
na další rozvoj neboli rozšíření systému. Do určité míry tyto další požadavky lze doimplementovat 
jako rozšíření softwarového produktu, ale po překročení určité hranice vznikají požadavky 
na realizace nového systému. Tento proces je ovšem přirozený, a popisovali jsme ho i v kapitole 2.2, 
nazvané „Životní cyklus softwarového produktu“. Třeba poznamenat, že určité rozšířené funkce 
týkající se analýzy se nedostaly do fáze implementace. Jak bylo dříve popisováno, důvodem širší 
oblasti analýzy a návrhu bylo vytvoření možnosti a dobrého základu pro další vývoj a rozšíření 
systému. Na těchto základech stavěné funkce a předem zmiňované impulzy, pokud to lze 
implementovat jako rozšíření systému, bych rád shrnul v této předposlední kapitole mé diplomové 
práce. Jelikož vyvíjený systém bude reálně provozován zadavatelem, určité funkce z dále uvedených 
budou velmi pravděpodobně v budoucnosti prakticky realizovány.  
Jako první z možných rozšíření bych zmínil realizace dalšího diagramu, který jsem nazval 
síťovým diagramem. Mohli bychom to nazvat i diagramem Pert, který by obsahoval obdélníky 
reprezentující jednotlivé činnosti v projektu. Uvnitř těchto obdélníků by byl zapsán název činnosti, 
termín zahájení a ukončení, navíc i odhadovaná doba trvání úkolu. Tyto obdélníčky by byly seřazeny 
v čase, pořadí by vyjádřilo jejich časovou následnost. Spojovaly by je šipky, které by reprezentovaly 
závislosti mezi činnosti. Tento diagram by napomáhal manažerovi při odhadování doby trvání 
projektu. Bylo by to možné i v případech, kdy jsou odhady trvání jednotlivých aktivit zatíženy 
vysokou mírou nejistoty, protože tento diagram pro výpočet odhadovaných trvání jednotlivých 
činnosti, by implementoval metodu PERT.  
Dalším rozšířením by byla funkce zvaná filtr činností. Při rozsáhlých projektech, kdy manažer 
již nemá dostatečný přehled o činnostech, by určitě ocenil takovouto funkcionalitu systému. Bylo by 
to implementováno v seznamu činností a realizoval by zobrazení jen určitých úkolů podle zadaného 
filtru. To by usnadnilo manažerovi nebo vlastníkovi projektu lepší přehled o seznamu činností 
z určitých pohledů.  
Když už jsme nakousli seznam činností, musíme zmínit i možné rozšíření funkcí Ganttova 
diagramu a diagramu zdrojů. Co se týče Ganttova diagramu, stav jednotlivých činností ohledně 
plánovaného a skutečného provádění, by mohl být více zvýrazněn. Konkrétněji si pod tímto 
představuji zavedení tzv. plánované roviny. Takovým způsobem by mohla být odděleně spravována 
plánovaná a skutečná rovina projektu. Dále by bylo potřebné do kalendáře Ganttova diagramu 
doimplementovat státní svátky a implicitní nepracovní dny dané společnosti. Mohlo by se jednat 
i o rozšíření nastavení aplikace, kam by se mohly zadat a nastavovat tyto skutečnosti.  
Lze vytipovat i další možné rozšířené funkce, které by umožňovaly ukládání aktuálního stavu 
neboli plánování daného projektu. Smysl by měla v tom, že pokud by se manažer chtěl vrátit 
k určitému stavu, nebo stavu plánu zpátky v čase, jednoduše by pomocí pár kliknutí načetl předchozí 
stav projektu, který předem uložil ve významných bodech.  
Aby se zabezpečilo lepší rozšíření informací mezi uživateli systému nebo mezi zdroji 
alokovanými v projektu, mohly by být určité funkce systému rozšířeny možností posílání emailových 
notifikací. Mohlo by být v systému nastaveno, při kterých událostech požadujeme automatické 
posílání mailů, a také, pro které uživatele nebo zdroje. Tato funkce ovšem požaduje instalace dalšího 
tzv. email serveru.  
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9 Závěr 
Cílem mé diplomové práce bylo, po seznámení se s problematikou projektového řízení, analyzovat 
požadavky pro softwarovou podporu této oblasti. Na základě analýzy navrhnout a podle podrobně 
vypracovaného návrhu implementovat systém pro správu projektů. Rovněž bylo potřeba vyhovět 
požadavkům kladeným ze strany mého externího konzultanta jako zadavatele systému. Systém, který 
jsem vytvořil pro podporu řízení projektů, splňuje všechny požadavky uvedené v zadání, a také 
vyhovuje požadavkům vznikajícím u uživatele, pro kterého byl produkt vytvořen. Poskytuje příjemné 
jednoduché a přehledné uživatelské rozhraní, pomocí kterého lze plánovat a kontrolovat vývoj 
projektů různého charakteru. Umožňuje při správě činností obsažených v projektu správu zdrojů, 
a také jejich přiřazení k úkolům. Poskytuje podrobný přehled o zdrojích alokovaných v daném 
projektu. Pro manažery nabízí statistiky různého charakteru, které mohou i vytisknout jako reporty. 
Pro spolupráci s dalšími nástroji poskytuje funkce pro export a import celého projektu.  
Pomocí této diplomové práce jsem získal mnoho nových znalostí a zkušeností. V první řadě 
jsem se seznámil s pro mě dosud zcela neznámou oblastí, s projektovým řízením. Uvědomil jsem si, 
jak důležitý je tento obor pro úspěšnou realizaci projektů ve všech odvětvích lidské činnosti. Tato 
oblast je však velmi obsáhlá a překvapivě ne úplně správně pochopena u mnohých projektových 
řešitelů. Snažil jsem se získat co nejvíce informací ze všech částí této oblasti, a tyto informace 
správně interpretovat. Na druhou stranu, při vytvoření softwarového systému pro řízení projektů, jsem 
získal další nové znalosti z oblasti .NET technologií, které byly implementačním prostředím aplikace. 
Osvojil jsem si, jak se pracuje s různými jmennými prostory v jazyce C# a osvojil jsem si další 
zajímavé a užitečné techniky z této oblasti programování. Ohledně práce s databázovým serverem 
Microsoft SQL jsem se obeznámil s možnostmi připojení k nim a s metodami získávání a zápisu dat.  
Je třeba konstatovat, že vývoj systému neproběhl bez problémů. Při implementaci vznikly 
chyby různého charakteru, které byly zapříčiněny hlavně nepozornostmi programátora. Tyto chyby se 
však ve fázi testování odrazily a následně byly úspěšně odstraněny. Aplikace úspěšně vyhověla 
základním testům, které byly aplikovány. Případné vzniklé nedostatky byly odstraněny. Rozšířené 
testování aplikace prováděné různými typy uživatelů ještě probíhá i v současnosti. Vážnější chyby 
dosud nebyly zjištěny. Zjišťování správné funkčnosti bude probíhat, dokud systém nebude instalován 
do provozního prostředí zadavatele.  
Z pohledu dalšího vývoje projektu jsou ještě skutečnosti, které by mohly být implementovány 
jako rozšíření systému. Ve srovnání s velkými komerčními systémy, určenými ke stejnému účelu, 
by se jistě našly další funkce, které by mohly být přidány do naší aplikace. Ovšem nebyl cílem 
projektu vývoj takové komerční aplikace, ale vytvoření softwarového nástroje, který pro zadavatele 
přesně vyhovuje. Přece jen, pokud porovnáme se zmiňovanými nástroji naši aplikaci, poskytuje 
i funkce jaké tyto nástroje neobsahují a náš uživatel právě potřebuje. Můžeme tedy říct, že existují 
další funkcionality, se kterými by se dalo aplikaci rozšířit. Tyto možnosti rozšíření implementace, 
které představuje i předchozí kapitola, plánuji do budoucna určitě realizovat, pokud by tento systém 
dobře uspěl u uživatele, který požadavky vkládal.  
S ohledem na zmiňované rozšiřující funkce, které by vhodně doplnily implementovaný systém, 
si myslím, že v dostatečné míře odpovídá vlastním cílům, splňuje všechny požadavky zadavatele a dá 
se použít pro řízení a správu projektů různého charakteru.  
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Příloha 1. CD se zdrojovými a binárními soubory aplikace  
 
