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Abstract— The emergence of Unified Modeling Language 
(UML) as a standard for modeling systems has encouraged the 
use of automated software tools that facilitate the development 
process from analysis through coding. Reverse Engineering 
has become a viable method to measure an existing system 
and reconstruct the necessary model from its original. The 
Reverse Engineering of behavioral models consists in 
extracting high-level models that help understand the behavior 
of existing software systems.  In this paper we present an 
ongoing work on extracting UML diagrams from object-
oriented programming languages. we propose an approach 
for the reverse engineering of UML behavior from the analysis 
of execution traces produced  dynamically by an object-
oriented application using formal and semi-formal techniques 
for modeling the dynamic behavior of a system. Our methods 
show that this approach can produce UML behavioral 
diagrams in reasonable time and suggest that these diagrams 
are helpful in understanding the behavior of the underlying 
application.  
Keywords— Reverse Engineering, UML, Behavior 
diagrams; Execution traces.  
 
I. INTRODUCTION 
Recently, software is becoming increasingly complex. 
Traditional software engineering research and development 
focuses on increasing the productivity and quality of systems 
under development or being planned. Without diminishing the 
importance of software engineering activities focusing on 
initial design and development, empirical evidence suggests 
that significant resources are devoted to reversing the effects 
of poorly designed or neglected software systems. In a perfect 
world, all software systems, past and present, would be 
developed and maintained with the benefit of well-structured 
software engineering guidelines. In the reality, many systems 
are not or have had their structured design negated. The 
understanding of these programs is an essential part of 
maintenance, reuse, validation and other activities of software 
engineering. An important part of maintenance time is often 
devoted to reading the code to understand the functionality of 
the program. According to some studies, up to 60% of the 
maintenance is devoted to understanding the software [1].  
Therefore, it is important to develop tools and techniques that 
facilitate the task of understanding such systems because the 
documentation is often absent, outdated or incomplete. An 
effective recognition technique to understand such programs is 
reverse engineering. In the world of object-oriented, target 
language most used for reverse engineering is UML [2] due to 
its significant presence in the industry.   
The remainder of this paper is organized as follows. In the 
next section, we present a general idea of the UML and reverse 
engineering relevant to this work. Section 3 provides 
background about various approaches to implement UML 
behavior. In section 4, we explain our research method.  
Section 5 gives result and discussion of approach. Finally, in 
section 6, we summarize and conclude. 
 
II. UML AND REVERSE ENGINEERING  
A. Objectives of  Reverse Engineering 
The primary purpose of reverse engineering a software system 
is to increase the overall comprehensibility of the system for 
both maintenance and new development. When we try to 
characterize reverse engineering in terms of its objectives, 
there are six key objectives [3]. 
1. Cope with complexity: We must develop method to better 
deal with the share volume and complexity of the system. 
A key to controlling these attributes is automated support. 
Reverse Engineering methods and tools, combined with 
case environments, will provide a way to extract relevant 
information so decision makers can control the process 
and the product in the system. 
2. Generate alternate views: Graphical representation has 
long accepted as comprehension aids. However, creating 
and maintaining them continuous to be a bottleneck in the 
process. Reverse-engineering tools facilitate the 
generation or regeneration of graphical representation 
from other forms. While many designers work from a 
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single, primary perspective (like dataflow diagrams), 
reverse-engineering tools can generate additional views 
from other perspective (like control flow diagram, 
structure chart, and entity relationship diagrams) to aid the 
review and verification process. 
3. Recover lost information: The continuing evolution of 
large, long –lived systems leads to lost information about 
the system design. Modifications are frequently not 
reflected in the documentation, particularly at a higher 
level than the code itself. While it is no substitute for 
preserving design history in the first place, reverse-
engineering – particularly design recovery is our way to 
salvage whatever we can form the existing system.  
4. Detect side effect: Both haphazard initial design and 
successive modification can lead to unintended 
ramification and side effects that impede a system‟s 
performance in subtle ways.  
5. Synthesize higher abstraction: Reverse-engineering 
requires methods and techniques for creating alternate 
views that transcend to higher abstraction levels. There is 
a debate in the software community as to how completely 
process can be automated. Clearly, expert-system 
technology will play a major role in achieving the full 
potential of generating high-level abstraction.  
6. Facilitate reuse: A significant issue in the movement 
toward software reusability is the large body of existing 
software assets. Reverse- engineering can help detect 
candidates for reusable software components from present 
system  
B. UML Behavioral 
UML is a standardized general-purpose modeling language in 
the field of object-oriented software engineering. UML 
includes a set of graphic notation techniques to create visual 
models of object-oriented software systems. UML combines 
techniques from data modeling, business modeling, object 
modeling, and component modeling and can be used 
throughout the software development life-cycle and across 
different implementation technologies. UML diagrams 
represent two different views of a system model:  
1. Static (or structural) view: This view emphasizes the static 
structure of the system using objects, attributes, operations, 
and relationships. Ex: Class diagram, Composite Structure 
diagram.  
2. Dynamic (or behavioral) view: This view emphasizes the 
dynamic behavior of the system by showing collaborations 
among objects and changes to the internal states of objects. 
Ex: Sequence diagram, Activity diagram, State Machine 
diagram. 
UML 2.2 has 14 types of diagrams divided into two 
categories:  
1. Structure Diagrams: These diagrams emphasize the things 
that must be present in the system being modeled. Since 
they represent the structure, they are used extensively in 
documenting the software architecture of software 
systems. 
2. Behavior Diagrams: These diagrams emphasize what must 
happen in the system being modeled. Since they illustrate 
the behavior of a system, they are used extensively to 
describe the functionality of software systems.  
Object oriented analysis and design methods offer a good 
framework for behavior. In this work, we adopted the UML, 
which is a unified notation for object oriented analysis and 
design.  
UML is a good target language for the reverse engineering of 
models since it is largely used and offers different diagrams. 
The reverse-engineering of UML static diagrams – like class 
diagrams – has been studied and is now implemented in 
several tools. Static views of the system allow engineers to 
understand its structure but it does not show the behavior of 
the software. To fully understand its behavior, dynamic 
models are needed, such as sequence diagrams or statecharts. 
C. Reverse Engineering of UML 
Reverse engineering is the process of analyzing a subject 
system to identify the system’s components and their 
interrelationships and create representations of the system in 
another form or at higher levels of abstraction [1]. Reverse 
engineering is needed when the process to understand a 
software system would take a long time due to incorrect, out 
of date documentation, complexity of the system and the 
insufficient knowledge of the maintainer of the system. 
Reverse Engineering is used to recover lost information, to 
improve or provide documentation, to detect side effects, to 
reuse the components and to reduce the maintenance effort.  
Nowadays, UML is the most adopted modeling language for 
system design in the software engineering organizations and 
industry. The main reasons are: (i) its friendly and intuitive 
notations, (ii) availability of commercial and open source tools 
that support the UML notations and (iii) autonomy of 
particular programming languages and development processes. 
This technique is widely used in several disciplines including 
new technologies such as mechanics, electronics, etc. In 
computer science, Reverse engineering dynamic models is to 
convert the code to models such as UML sequence diagram, 
state diagram, etc, the goal is to increase the level of 
abstraction to better understand the behavior of software. 
Reverse engineering dynamic UML models is a very efficient 
way to understand complex software whose source code is 
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absent or documentation is outdated. It is also used in software 
engineering activities such as testing and validation. 
In this paper, we consider UML diagrams as target design 
models for reverse-engineering. This means that we focus only 
on reverse-engineering of UML diagrams (i.e. the process that 
analyzes the execution of the system and creates UML 
diagrams that depicting its structure and its behavior). UML is 
an object-oriented language for software system modeling. It 
is composed of a set of diagrams which allow specifying the 
several aspects of a system. The two main aspects are: static 
(structural diagrams) and behavior (dynamic) aspects. The 
static aspect of system can be specified using class or 
component diagrams, while the behavior aspect can be 
specified using sequence diagrams, state machines and activity 
diagrams...etc. 
In the earlier approaches, reverse engineering of object 
oriented code resulted in generation of class diagrams, 
interaction diagrams and use case model in general. However 
they represent only the static nature of the object oriented 
systems. 
 
III. RELATED WORKS 
Several studies have been performed on the reverse 
engineering of UML diagrams [4,5,6,7,8,9,10,11]. We 
distinguish two categories in existing approaches: static and 
dynamic. Static analysis is to use the code structure to generate 
the sequence diagram. One of the main works based on static 
analysis is that Rountev et al. [4]. They proposed an approach 
for the extraction of UML sequence diagrams from code 
through building the control flow graphs. The dynamic 
analysis is to analyze the performance of the application. 
Several studies try to generate the sequence diagram by 
analyzing the execution traces. In [5] is proposed an approach 
to build a high-level sequence diagram incrementally from 
basic diagram using the operators introduced by UML 2.0. In 
[6] they try to build a high-level sequence diagram from 
combined fragment using the state vector describing the 
system. In [7], it is proposed an approach completely dynamic 
based on the LTS (labeled transition system) for merger traces 
collected and generate a high-level sequence diagram.  
  These approaches have succeeded in generating 
representative UML behavior. But they recognize some 
limitations. These limitations include the information filtering 
problem. Thus, the resulting sequence diagram contains a lot 
of useless information that does not help to understand the 
software.   
 
IV. RESEARCH METHOD  
The reverse engineering of behavioral models consists in 
extracting high-level models that help understand the behavior 
of existing software systems. Our approach for reverse 
engineering of UML behavior diagrams is defined in four 
main steps (Fig 1.): (i) traces generation, (ii) traces collection 
and filtering, (iii) traces transformation into formal/semi-
















Fig.1: Overview of the proposed process  
(i). Traces generation. To extract high level UML behavior 
diagrams from an oriented-object programs, we concentrate on 
reverse engineering relies on dynamic analysis. As mentioned 
by [8, 9], dynamic analysis is more interesting suited to the 
reverse engineering of behavior diagram of object-oriented 
systems because of inheritance, polymorphism and dynamic 
binding. This dynamic analysis is usually performed using 
execution trace. There are multiple ways to generate execution 
traces [1]. This can include instrumentation of source code, 
virtual machines (ex: java programs) or the use of a 
customized debugger.  
(ii). Traces collection and filtering. Our aim at this stage is to 
collect the major events occurring during the system 
executions. The system behavior is related to the environment 
entry data, in particular, values introduced by the user to 
initialize specific system variables. Thus, one execution 
session is not enough to identify all system behaviors. So we 
chose to run the system several times to generate different 
executions traces. Each execution trace corresponds to a 
particular scenario of a given service (use case) of the system. 
After that, a filtering process is applied for traces. This process 
is based on the package of the object present in the line trace. 
(iii). Incremental extraction of formal or semi-formal 
techniques. This is the main step of our approach. It deals with 
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major challenges to reverse engineering high level behavior 
diagram is to analyzing the multiple execution traces to 
identify common and method invocations throughout the input 
traces. In this sub-section, we present our approach which uses 
formal or semi-formal techniques to deal with this problem. 
We formalized and developed an process that takes several 
execution traces as input and generate incrementally a formal 
technique that represents the system behavior.  
(iv). UML diagram extraction. In this activity, we generate 
and build the UML diagrams behavioral using the 
transformation models rules (static and dynamic). 
 
V. RESULTS/DISCUSSION 
Reverse engineering is one the essential parts of software 
maintenance. It involves high risk especially when the 
maintenance and development teams are different. Extracting 
the static model from the source code may not be motivating 
factor for software maintenance. Many reverse engineering 
tools and approaches are proposed in literature 
[4,5,6,7,8,9,10,11,12,13]. However each represents only a 
subset of operational requirements. The process of reverse 
engineering is resulting in models consisting of only the static 
parts of design. Though the communication among objects is 
transformed, but reverse engineering of the internal state of the 
object is not presented. Static models are limited in their 
usefulness. It is important to realize that quality attributes such 
as performance and reliability can be predicted from the 
dynamic behavioral models of the system.  
Many works investigate the reverse-engineering of UML static 
models, such as class diagrams. However, there is little work 
on reverse-engineering dynamic models, although, in addition 
to static models, the UML includes notations to specify the 
dynamic behaviour of programs, such as sequence diagrams 
and statecharts. 
Dynamic models of programs are as important as static models 
because they allow maintainers to identify complex 
interactions among objects and to disambiguate message sends 
when inheritance, delegation, polymorphism, dynamic 
binding, re°ection are used intensively (for example, when 
using design patterns such as the Abstract Factory, Observer). 
In this paper we proposed a new methodology to extract UML 
dynamic behavior diagrams from the source code (ex. java, c#) 
using both the static and dynamic analysis. This approach 
deals with the reverse engineering from execution traces for 
object-oriented software. Our approach uses a different 
methodology to deal with the problem of execution traces 
analysis.  
There are two main categories of existing UML behavior 
reverse engineering approaches: the first category refers to 
approaches which are based on static analysis while the second 
concerns dynamic analysis based approaches. Static analysis is 
done on static information which describes the structure of the 
software as it is written in the source code. However, dynamic 
analysis is based on the system runtime behavior information 
which can be captured by separated tools as in [7], by 
instrumentation techniques as in [8], or by debugging 
techniques.  
M. L. Nelson [14] gives a detailed discussion of the practical 
difficulties involved in the reverse engineering. These 
difficulties include that of the choice of the level of abstraction 
needed, and that of the formal/cognitive distinction. 
Computers and programming languages are formal, while the 
human cognitive capabilities are non- formal. Therefore, the 
result of any reverse engineering work could be very 
subjective. Any program is “understood to the extent that the 
reverse engineer can build up correct high level chunks from 
the low level details available in the program.” 
We show in this paper the importance of the reverse 
engineered static and dynamic views of the system architecture 
in order to predict the system quality attributes and analyze 
possible plans of the system evolution.   
 
VI. CONCLUSION 
Reverse Engineering is the important building block in 
understanding and maintaining the code. Maintainability 
increases when the dynamic behavior of the object is 
translated into design from the source code. 
In this paper, we have presented an overview on the reverse 
engineering of behavioral diagrams. Our approach deals with 
the reverse engineering from execution traces for object-
oriented software.  The approach uses a different methodology 
to deal with the problem of execution traces analyzing. We use 
for that the CPN. In addition, our approach filter traces. This is 
very important in the case of GUI systems. It manages also to 
detect the “par” operator which is very important in the 
context of multi-threading system.  
The future work is to evaluate this approach on more complex 
system. In addition, we plan to add a new step to our approach. 
This step include a static analyze of the source code. This is 
very important to have a more accurate sequence diagram [15]. 
We will also try to handle the problem to extract a state 
diagram and other model of the UML diagram [16.17]. Also, 
the future work will focus on building a CASE Tool to 
automate the proposed approach and to verify all processes 
using Petri Net formal method. 
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