The focus of this paper is on design and evaluation techniques supporting active end-user involvement in Information System (IS) development based on rapid prototyping with fourth generation systems. The paper discusses experiences on the development and use of mainly two sorts of prototypes denoted horizontal and vertical prototypes. The experiences result from an interview study, carried out by the author and two colleagues, in nine Danish development projects.
Introduction
During the 80's a lot of programming environments for development of administrative information systems have been marketed under names like fourth generation systems and Application Generators (Horowitz et al. 1985) . A number of authors e.g. (Canning 1984 , Canning 1985 , Martin 1983 , Martland et al. 1986 ) and of course the vendors of such environments promise that they will solve a lot of the traditional problems related to system development 1 . The main claim is that fourth generation systems will increase programming productivity and thus give the basis for reducing the long queues of user requests on new computer systems. A secondary claim is that they give better conditions for end-user involvement in system development, thus leading to more acceptable computer systems. But how are these expectations met by the experiences?
The author of this paper was a member of a group that investigated aspects of this question by undertaking an empirical study involving nine Danish development projects during the Fall of 1986. Our main focuses were on how prototyping techniques were applied and how users were involved in the projects. The empirical study was carried out as a series of qualitative interviews with system developers from nine IS development projects 2 . We performed two interviews with each developer. The first interview was an informal interview lasting two to three hours and the second interview was a structured interview lasting three to four hours. We wrote summaries of the interviews, and these summaries were commented and accepted by the system developers. These summaries constituted the basis of our analysis which are documented in (Christensen et al. 1987 ), a report written in Danish. Several of the participating developers found the report useful, and they used it afterwards as a basis for discussing new working practices.
Prior to the empirical study we had gained some experience, beside theoretical knowledge, in the field of rapid prototyping and system development with fourth generation systems. This practical experience came from two minor development projects. One case involved a project of approximately six man-months, where we developed a rooms registration system together with two end-users from the University administration office, using a fourth generation system called MIMER. The second case involved the development of a prototype patient record system to be used by nurses. In this case we used OMNIS-3 3 on a Macintosh, and we worked together with three nurses over a few weeks.
Before going into the concrete experiences from the projects a short introduction to the possibilities of using rapid prototyping techniques based on fourth generation systems will be given. The following sections presents results from the empirical studies and proposals on how to improve end-user involvement utilising rapid prototyping based on fourth generation systems.
Fourth Generation Systems and Rapid Prototyping
The fourth generation systems covered by this study fall into the categories of tools described in (Martin 1984 , Martland et al. 1986 ). The tools are provided on mainframes or minicomputers with terminal access. They are aimed at developing data-intensive administrative applications, i.e. applications for updating, storing, retrieving and presenting large sets of data. In general such fourth generation systems cover the following facilities (cf. • An interactive screen editor, which supports design of screen dialogues by specialised drawing and writing facilities. The format of fields for updating or presenting data items is specified interactively by calling a procedure with the cursor in the position of the new field on the screen.
• A very high level programming language including specification oriented constructs for database access, dialogue control and report definition 4 . The language is usually both interpretable and compilable. In well integrated fourth generation systems a subset of this language is available as the Query Language for making ad-hoc requests on the database. 4 These concepts refer to fourth generation languages as described in (Martland et al. 1983) or very high level languages as described in (Horowitz et al. 1985) • A data-dictionary for handling information on screen dialogues, program modules and database organisation (metadata). The data dictionary facility has, in a well-integrated system, relations to most of the other facilities 5 .
• A few auxiliary facilities like business graphics, spreadsheets, statistics, and report generators. These facilities are often aimed at being used by end-users with some knowledge on computers.
• An interface to access program modules written in Cobol, PL1, Fortran, Pascal, etc.
There are, of course, many variations on the quality of the facilities being available with different systems. But the main and common intention is to keep the facilities integrated to constitute a full development environment. The facilities support rapid prototyping mainly by allowing screen dialogues to be designed interactively without traditional programming and the fact that the programming language is interpretable and contains specification oriented constructs. The interpretable language provides a short turn-around time for making tests of the changes to programs.
A final big advantage concerning fourth generation systems, which was stressed by the system developers in the projects studied, is the fact that fourth generation systems support both rapid development of prototypes and implementation of complete computer systems. This capability implies that (parts of) the code from prototypes can be reused for the final implementation.
In this paper the focus is on the capabilities for rapid prototyping, thus we complete the section with a short description of the possibilities of developing prototypes with fourth generation systems.
Characteristics of prototypes
In the discussion of prototyping with fourth generation systems we find the concepts horizontal and vertical prototypes (cf. (Floyd 1984) ) useful. A horizontal prototype is a prototype, where all the ``visual'' parts of the user interface of a new computer system is implemented, i.e. screen dialogues and their interconnections can be demonstrated, but no data can be processed. In contrast a vertical prototype is a prototype where a few selected functions are implemented in such detail that realistic data can be processed, i.e. a realistic work task can be performed with a vertical prototype.
With fourth generation systems the development of horizontal prototypes requires relatively little programming effort because of the existence of an interactive screen editor where screen dialogues can be ``painted'' and specified interactively on the screen. Vertical prototypes require more effort, but the very high level language, the data-dictionary, and the flexible DBMS supports reasonable rapid development of vertical prototypes, too.
Horizontal and vertical prototypes can also be developed and used in combination where underlying functionality of selected parts of a horizontal prototype is implemented in fullscale as a vertical prototype. The possibility of combining prototypes this way relies on the modular design of programs developed with fourth generation systems. A general experience from both our own development projects and the projects studied was that one or a few screen dialogues together with the underlying functionality constitute a natural program module when fourth generation systems are being used.
Finally it is possible to simulate the functionality behind a horizontal prototype either by using the fourth generation language and the DBMS or by using special facilities dedicated to performing simulation. Actually MANTIS, one of the systems used in the projects studied, includes such facilities as a record data structure that directly mirrors the fields of the screen dialogues designed by the screen editor. This facility makes it relatively easy to simulate simple storing and retrieval of data items, but the code written for simulation can normally not be reused in the final implementation of the computer system. The issue of simulating functionality will be discussed in details in section 4.2.
Experiences from the nine projects studied
In the previous section a brief overview of the potential in fourth generation systems for doing rapid prototyping was given. Now the most important experiences on the approaches to rapid prototyping in the projects covered by our research are presented.
The projects
A short description of the projects is given, and it is supplemented with a schematical overview in table 1.
The projects were all carried out in development departments which had a close organisational relationship to their user organisations. The computer systems which were developed in the projects had end-user groups in the range from 15 to 10000 persons. In general the project groups consisted of a few selected user representatives, typically a few managers, a single end-user and one to five system developers. In all cases the system developers had the main responsibility of managing the projects.
In seven of the nine projects the developers based their project management on a traditional life cycle model (cf., e.g. (Lyytinen 1987) ). In the last two projects an iterative approach to the development was chosen. In seven of the nine projects the fourth generation system MANTIS, was used. MANTIS was here used upon 3 different types of DBMS 6 . In the last two projects NATURAL/ADABAS was used. It happened to be the two projects using NATURAL/ADABAS that followed an iterative approach to the development process. However, we claim that the differences in approaches do not rely on the tools used, but rather on the current ideas of project management in the development departments.
In general the tools in use in the projects were chosen by the departments and not by the developers performing the projects. A general statement from all of the interviewed system developers was that their department had bought the new tool mainly to get higher productivity in the development activities. The potential for rapid prototyping were of secondary interest only. Related to the programming productivity issue all of the developers from the projects claimed that their productivity were approximately doubled compared to the use of, e.g. COBOL, and PL/I, when they started using fourth generation systems. According to the developers this productivity gain was mainly caused by the interactive screen editor, which saved a lot of programming effort compared to, e.g. the use of COBOL for implementing screen dialogues. This impact of using the screen editor implied that all of the developers started using the fourth generation systems in the early phases of the projects. However, there were large variations on the use of the tools as we shall see from the following sections. 
Development and use of horizontal prototypes
In two of the projects, where MANTIS was used, the developers only designed a single screen dialogue with the screen editor during the early phases. The single screen dialogue was discussed internally in the project group. In these cases managers were the only user organisation representatives. This discussion gave the basis for setting up a standard for the rest of the screen dialogues to be used for the new computer system. And the new system design proposal was described purely in a paper-based requirements specification. We do not denote these single screen dialogues as real horizontal prototypes, because they only illustrate a very limited part of the user interface.
In the last seven projects extensive horizontal prototypes were developed during the early project phases, which in most of the projects were denoted by ``analysis'' and ``design'' phases. The horizontal prototypes were prepared with the screen editors by the developers on basis of discussions at project meetings and interviews performed with selected end-users. Consequently no users were directly involved in design activities where a screen editor was used. In each project two to three versions of the horizontal prototypes were developed and presented to the user representatives at project meetings, and in six of the seven projects the prototypes were provided on terminals in the user organisations before the meetings. In two of the projects a single end-user was asked informally to try out the horizontal prototypes and to be responsible of giving his/her comments at the next meeting in the project group. This approach, however, resulted in very little response from the user representatives. Only proposals on change of details of individual screen dialogues were reported. None of the endusers reactions were directed at new design proposals like e.g. addition of functionality or fundamental changes in the user interface. The developers expressed disappointment on the low response from the user representatives. Despite the disappointment many of the developers interpreted this low response as a silent acceptance of their design proposals.
In five of the seven projects a traditional requirements specification was written simultaneously with the development of the horizontal prototype. The written specification supplemented with the horizontal prototype constituted the final requirements specification. The requirements specifications were in these projects frozen and signed off by the managers to constitute the only basis for the implementation of the new computer system. This acceptance and sign-off on the requirements specification did, however, not guarantee that the new system met the expectations of the user organisation. This aspect is described in more detail in section 3.4.
Development and use of vertical prototypes
In the last two of the seven projects 7 , in which horizontal prototypes were developed, the specification was not frozen on the basis of the horizontal prototype. Throughout these projects an iterative design approach was used. The horizontal prototypes were also accepted by the user representatives with very few comments. But then a few of the most important functions of the new computer system were chosen to be implemented in detail to constitute a vertical prototype. The selected functions were implemented, combined with the horizontal prototype, and provided to a few end-users on their terminals together with some realistic data from their daily work tasks. The prototypes were provided to the users in a test environment on the machine, while the developers were concurrently developing a new version with extended functionalityin a development environment. These new versions of the prototypes with extended functionality were tried out more heavily and enthusiastically by the users than were the simpler horizontal prototype.
In these two projects 20-25 versions of combined horizontal and vertical prototypes were made available in the new end-users usual work place and they were evaluated here, too. Each time the developers had made a new version of the prototype it was made available on the terminals of the selected end-users. Electronic mail became in one of the projects a useful medium for communicating evaluation comments and announcements of new versions of the prototype. In both of these projects the selected end-users came up with many and important new proposals for the design of the computer system. Many of these proposals were incorporated in the computer system before it was completed and implemented in the organisation. The final functionality of these computer systems was frozen just a short time before the system was implemented in the user organisation. The last version of the prototype only needed completion of some minor details after the freeze. However, it was difficult for the project group to decide whether the prototypes were eversufficient for the users, because the end-users became capable of making further demands on the continually evolving system. Several of these new ideas that evolved from the iterative design approach were outside the scope of the original project. Thus it was necessary to finish the project, without implementing all of the new ideas, but it was promised that some development could continue on top of the running system soon after it had been implemented in the user organisation.
Successes and failures of the projects studied
In order to evaluate the approaches to prototyping used in the nine projects, we give a general view of the successes and failures in the projects seen from our point of view.
A general observation in the projects was that the planned deadlines for completion of the computer systems were considerably exceeded in all of the projects. However, the overrun was not worse in these projects than the overrun seen in general in development projects cf., e.g. (Andersen et al. 1986 ). The overruns were accepted by the user organisations, mainly because of the close connection to the development department, and completed computer systems were delivered in all of the projects except one. The failed project 8 was a very large project running over several years and aimed at a complex user organisation. And it happened to be one of the two projects, where only a single screen dialogue was developed with the fourth generation system in the early phases. In a state where large efforts had been spend on implementing the new system, several end-users were asked to run the final external tests. During these tests it was realised that the new computer system would never be able to fit the current requirements of the user organisation. Consequently the project was stopped without finishing the system, and only a few of the new program modules became integrated in the old batch system that was originally supposed to be completely substituted.
In all of the projects that froze a requirements specification on basis of a horizontal prototype only, unexpected and unintentional iterations became necessary during the late project phases. In two of these projects a new iteration over a one year period became necessary from the results of the final external test, where end-users evaluated the system for the first time since the acceptance of the horizontal prototype and the written requirements specification. One of the problems in these projects was also bad run-time performance of the system. However, the main problem in the projects in general appeared as an instance of a classic problem (cf., e.g. (Lyytinen 1987) ) of system development: The developed computer system do not meet the expectations of the users in the user organisations.
In the two projects that developed a number of combined vertical and horizontal prototypes, the installation was done with only few problems, because several of the end-users had been working with a prototype much like the completed system a few weeks before the installation of the system. Furthermore the delay of the installation in these projects was not at all worse than the average of the projects that were based on an early frozen requirements specification.
Lessons learned from the projects
One of the most central observations from the studies is that development and use of horizontal prototypes as a basis for freezing a traditional requirements specification after the introductory analysis and design phases does not utilise all of the potentials for rapid prototyping in fourth generation systems. Horizontal prototypes as they have been developed and used in the projects studied do not seem to provide sufficient coupling between the users understanding of their current work and their visions, i.e. ideas and understanding of the future work with a computer system. The users did not adequately evaluate the horizontal prototypes, because of the limited functionality, lack of motivation, and bad conditions. Consequently the horizontal prototypes were reduced to be just substitutes for parts of the traditional written requirements specification. The fact that unexpected iterations became necessary in the projects using this elaborated specification driven approach leads to the lesson that the development of horizontal prototypes does not by itself guarantee the endusers to be satisfied with the implemented system.
In contrast the use of vertical prototypes in two of the projects seemed to stimulate quite useful user response, which could be utilised in making stepwise development and test of a new computer system with ongoing end-user involvement. The vertical prototypes were provided with test data and they were capable of being used in a work-like situation. The users trying out vertical prototypes were then able to reflect on far more aspects of their work with a new computer based system than they were on basis of the more demonstration like use of the horizontal prototypes. The lesson we can learn from that is that the users should be provided with prototypes in a way that they can get a close coupling between the prototype and their work situation.
Although vertical prototypes seem to give the best basis for end-user involvement, the disadvantage is that they still require a large amount of resources to implement. The developers that relied on horizontal prototypes only, said they were not likely to develop vertical prototypes before the requirements specification was agreed on, because there was a great risk that they had to throw them out later on. The possible lessons we can learn from this is that we have to find more efficient approaches to utilise horizontal prototypes, and the concept of simulating functionality behind horizontal prototypes would be worth studying.
Moreover, the user representatives from the projects were not freed from any of their usual work to participate in the evaluation activities with the prototypes. On that background we claim, it is important that the end-users are carefully motivated and provided with better conditions for performing the evaluation of prototypes, e.g. they should be freed from parts of their daily work to perform the evaluation of prototypes.
A final and more general lesson learned from the projects studied is that the introduction of a new system development tool does not by itself solve the main problems of system development like, e.g. mismatch between expectations and the implemented computer system, insufficient user involvement, and delay of installation. In order to reduce the effect of such problems and make new computer systems better tailored for the users needs, it is very important that also working practices in the development department are discussed and adjusted in conjunction with the introduction of a new tool. These issues will be discussed in details in the next section.
Rapid prototyping and end-user involvement
In this section we give a theoretical interpretation of the most important lesson from the projects, and we discuss proposals aimed at stimulating active end-user involvement in system development based on the potential for rapid prototyping in fourth generation systems.
The lesson from above that we find most important in relation to rapid prototyping is the obvious need of getting a closer coupling between the development, and use of prototypes and the users ideas, and understanding of their future work with the computer system.
We find it useful to use the concept of tacit knowledge (cf. (Polanyi 1966) ) to explain this lesson. The basic assumption expressed with this concept is that people in general base much of their reactions and thereby their daily work on tacit knowledge. Tacit knowledge is knowledge which one uses without any reflection and consciousness. Tacit knowledge appears as intuitive reactions rather than reactions according to certain rules and procedures. Consequently this kind of knowledge involved in users work is very difficult to capture and to communicate through, e.g. traditional interviews and descriptions. A way to let this tacit knowledge contribute to the development process is to stimulate the users hands-on experience with prototypes in work-like settings. The hands-on experience is crucial to the development of computer systems with high quality support for the work of the end-users, because the only efficient way to bring tacit knowledge to the surface is to provoke the use of it in a work-like situation. The concreteness of a prototype will appeal to the users imagination of a future work situation, if the prototype is coupled so closely to his/her current work situation that the tacit, and intuition based knowledge have to be used. Moreover, the hands-on experiences will stimulate the end-users reflections on a future work situation, because a prototype is palpable and the users have the opportunity to point at things which they have not been able to verbalise yet.
It is an experience from Scandinavian research in system development, e.g. (Bødker et al. 87 ) that rapid prototyping techniques can be used efficiently to provide hands-on experience to users early in a development process and thereby to bring parts of the users tacit knowledge to the surface. But the approaches to Information System development, as seen in the nine projects studied, have not yet utilised the potential of fourth generation systems to provide users with extensive hands-on experience in work-like settings.
In the following we will give three proposals on approaches to provide such important hands-on experiences based on the potentials in fourth generation systems. The first proposal is aimed at having a few end-user representatives participating in certain design activities where fourth generation systems are being used. The second proposal is aimed at utilising the potential of simulating functionality behind horizontal prototypes. The final proposal is aimed at performing ongoing evaluation activities in conjunction with design activities. The proposals given are based on the study of the nine projects, and literature that covers experimental and iterative approaches to system development, mainly (Alavi 1984 , Andersen et al. 1986 , Bødker et al. 1987 , Boehm 1988 , Davis 1982 , Lantz 1986 ).
End-users participating actively in design activities
First it is proposed to involve a few end-users actively in the design activities where the user interface is designed and where prototypes are being developed. The fourth generation systems support very quick implementation and changing (few minutes) of horizontal prototypes i.e. screen dialogues and interconnections between screen dialogues. Major parts of the development of screen dialogues are done by direct manipulation of objects like texts and fields on the screen, and only a little conventional programming effort is required. Consequently the actual effort of implementing a horizontal prototype is typically only a few days work. It should be realistic to require resources from few representative end-users to participate in such activities, although they may last longer when end-users are involved. The activities where screen dialogues are ``painted'' on the screen with the screen editor could to some extent be carried out by the end-users themselves. Furthermore some fourth generation systems 9 provides facilities to design report lay-outs, too, through direct manipulation of fields and text on the screen. In the case of such facilities being available users can to some extent participate actively in the design and implementation of report layouts, too. This kind of participation requires that the users get some introductory education in the use of the available development tools.
We claim to get the following immediate advantages from this approach:
• The end-users have the opportunity to get ideas and give comments on the design of screen dialogues and report lay-outs simultaneously with the design of these.
• The end-users get a better understanding of the potential of the technology and the ease of making changes to a design proposal through hands-on experience with the tool.
• New contributions to data analysis may evolve when users are working on positioning data fields in screen, and report lay-outs.
• The representative users will be more motivated to discuss the prototype(s) with his/her colleagues, because he/she has been involved in the design.
• The developers get a better understanding of the users work situation through a very close personal contact during the design activities.
• The users can help in pointing out relevant test data and in setting up tasks to be performed afterwards when more users are brought into the evaluation activities.Of course some dangers can be seen in this approach, too:
• There is a danger that the end-users get more focused on the design tool than the work situation he/she should design computer support for.
• The colleagues of the representative end-users can get the feeling that the representatives have been seduced to agree on a bad design.
Despite the dangers, we claim that such an approach based on fourth generation systems can give extensive end-user enthusiasm and involvement in the design and evaluation of prototypes. Furthermore the approach is realistic, if user resources are available. We have ourselves tried out this approach 10 on involving end-users in design activities, and our experiences are promising. The end-users become very enthusiastic, when they discover the ease of making changes by themselves. They start asking questions of the form ``What if I want to have xxxxx, can we try that?''. Our experience is that such sessions with end-users bring far more aspects of the users work to the surface than, e.g. having developers performing interviews. Consequently this approach results in better quality of the computer system being developed.
The developers from the projects studied did in general not deny the possibility of involving end-users in the design activities. The main reason given for not using such an approach was that the development organisation relied on an approach using traditional analysis methods with intentional separation in time of analysis and design activities. Another reason given by a few of the developers was that users in general are unable to decide on different solutions, and that the developers own design proposals were the best anyway. However, we do not accept these arguments for separating the users from the design process, because one of the lessons learned from the projects studied was that the implemented systems did not meet the expectations in the user organisation. This lesson gives evidence to the claim that the users participation is the key to the development of valuable computer systems, because of their tacit knowledge which captures major parts of the work performed as mentioned earlier in section 4. Consequently the developers have to be more patient and give the users the opportunity to participate actively. The user organisations also have to provide better conditions for the users participation through, e.g. education and resources for participation.
Simulating functionality
Secondly we propose that the developers consider how the potential of simulating functionality can be applied to horizontal prototypes. An experience from the projects studied was that it was much easier to motivate the users to try out prototypes with more functionality than provided by pure horizontal prototypes.
Simulating functionality behind some of the screen dialogues from a horizontal prototype could be a way to get more benefit from horizontal prototypes avoiding to spend large efforts on full-scale implementation of vertical prototypes. It is normally not necessary to implement detailed validation rules for data fields in screen dialogues in order to simulate e.g. sequencing of work tasks. The fourth generation system MANTIS actually provides facilities (cf. section 2.1) to be used for simulation without using the more complex and less 10 In the two cases mentioned in the Introduction flexible DBMS, but these facilities were not utilised in the projects where MANTIS was used. A major reason given for not using the simulation facilities was that the developers did not expect to get any benefit from using this facility before going into the real implementation activities. Furthermore they did not want to make code which could only be used for simulation and had to be thrown away when the real implementation should begin. However, we claim that some of the unintentional iterations in the projects could have been avoided if the developers had been experimenting more with the functionality together with the future end-users. In two of the projects, vertical prototypes were used successfully to provide the users with some early hands-on experience with parts of the new system. Similar hands-on experiences might have been provided by simulation in the projects were MANTIS was used.
Since the simulation facilities have not been used in the projects, we do not have empirical evidence ourselves on the benefits of vertical prototypes versus simulated functionality based on fourth generation systems. But from other empirical studies we have strong evidences showing that developers can gain important experiences from using facilities for rapid prototyping that are not directly aimed at final implementation of the new computer system. Such experiences are described in, e.g. (Bødker et al. 87) , where non-computer based tools were used to develop mock-ups as a basis for simulating functionality of an integrated text and picture processing system for graphic workers. The simplicity of the means implied that the graphic workers very easily could act on their own with the tools and simulate different aspects of the work with a virtual computer system consisting of paper, plywood and slides.
A similar experience utilising computerised tools is described in (Thomsen 1987) . In this example a Xerox 1108 computer with Interlisp-D has been used to develop a horizontal prototype with simulated functionality for a very complex control system to the Alarm Center of the Copenhagen Police and Fire Brigade. The Xerox 1108 did not have the facilities needed for a final implementation of multi-user databases, and the code of the prototype could by no means be reused in the final system. But it did provide the flexibility needed to simulate a lot of the functionality with small sets of test data. From the developed prototype the users got useful hands-on experience on using windows, menus, and mouse to perform the alarm controls. These hands-on experiences made the users extend their understanding and imagination of the new control system considerably during the design process. This process of simulating the functionality of the control system lead to a common understanding between users and developers, which the developers claim would have been impossible with traditional interviewing and description techniques.
However, the facilities of fourth generation systems are not in general aimed at simulating functionality. And the area of simulating functionality of complex computer systems as a basis for giving users hands-on experience is not deeply explored yet, and there is a need to study simulation techniques and to develop better tools to get benefit from simulating functionality in rapid prototyping. Currently the author is participating in a research project (cf. (Christensen et al. 1987 )) where such development tools and techniques for use of graphical workstations in administrative settings are being investigated.
Organising experiments based on prototypes
The third proposal is aimed at involving several representative users in ongoing evaluation activities based on prototypes. The projects studied give evidence to the claim that it is too late to spend all the efforts on testing in the final phases of a development project, when everybody expect the new computer system to be complete. We propose an approach where rapid prototyping is utilised more consciously throughout projects in a series of experiments. The main reason to propose setting up experiments is that the utilisation of the prototypes developed in the nine projects seemed too arbitrary. The developers used too little effort on motivating and setting up appropriate conditions for the users to evaluate the prototypes. Another reason is that normally only a few end-users can participate in the design activities as proposed above. But we need a setting for involving several end-users in evaluation activities based on hands-on experience closely coupled to their daily work.
The proposed experiments should be carefully organised similar to external test activities performed at the final stages of traditional system development projects. Based on the problems seen in the projects studied we have got an understanding of issues which are important to consider when experiments on prototypes have to be organised in IS development. Another source of inspiration is the ideas of Boehm (Boehm 1988 ) who proposes to organise system development based on a spiral model. The development process is then seen as a series of cycles where each cycle consists of activities aimed at reducing discovered risks or uncertainty factors as they are denoted by Davis (1982) .
We present the proposal by setting up a set of issues to be considered when organising experiments to constitute the individual cycles of the spiral project model. The issues are referring to selected problems seen in the projects studied, and a set of questions to be discussed and clarified prior to each experiment is given 11 . The proposal is stated this way rather than by giving strict guidelines, because each project is an individual setting, and we do not believe that general guidelines to cover all settings in projects, can be given 12 .
Important issues on organising experiments
The issues are grouped under the following headings: Purposes, Extension of prototypes, Selection of participants, Preparation of participants, Setting of the experiment, and Evaluation criteria.
Purposes
In the projects there were very little consciousness about the goals of the prototyping. In two of the projects 13 , however, the developers had freedom to choose an iterative approach for the projects, and one of the reasons they gave for preferring an iterative approach was that they felt uncertain about understanding the tasks performed in the user organisation. Inspired by these projects and the ideas from (Boehm 1988 , Davis 1982 , we claim that a fruitful way of facing the purposes of experiments is to analyse uncertainty factors affecting the design activities. Analysis of which factors contributes to high uncertainty can help determining where most efforts on experiments with prototypes should be spend. Davis (Davis 1982) gives some examples on uncertainty factors that it is worth considering when starting a new development project. On that basis we propose that a qualitative evaluation of uncertainty is done in advance to all experiments or cycles of a project. Examples of important factors that can cause high uncertainty are: the users ability to formulate their requirements 14 , the developers ability to understand the users requirements, the complexity of the proposed computer system, constraints related to the tools being used, the organisational context of the future system, and the stability of the use domain.
Concerning purposes of an experiment there is an important distinction between creating visions on desirable features and evaluating the adequacy of a proposed solution 15 . The priority of these contrasting purposes should be clarified, when organising experiments. This distinction on purpose determines by which means and to what level of detail prototypes should be developed. When we consider the purpose of the use of prototypes in the projects studied there has been a strong bias towards evaluation of a fixed solution only. It has not been considered to provide alternatives to the users or to extend the users imagination early in the process before going into the targeted prototyping of a single proposal.
Another secondary distinction is between experiments with modification and experiments for evaluation only. If the design activities with end-user participation mentioned in section 4.1 are considered as experiments these would be experiments with modification. In experiments for evaluation only the prototype is kept unchanged during the experiment. 
Extension of prototypes
The prototypes should be developed according to the purposes of the experiment. fourth generation systems give several options on the extension to which prototypes can be developed. But only a very limited set of these options has been considered in the nine projects. The possibilities of providing alternatives and simulating functionality was in general not considered in the projects studied. Although some literature like, e.g. (Lantz 1986) recommends to select between alternatives based on paper analysis only, we believe that early experiments can be useful in choosing between alternatives. Mogensen (Mogensen 1985) describes a case where alternative prototypes are provided with a fourth generation system. The two alternatives that were provided helped the user organisation in analysing the needs, and in choosing between the development of a large computer system for a mainframe and the development of a smaller system running on a number of PC's.
Consequently we recommend that all of the potentials of fourth generation systems are considered in relation to organising concrete experiments. 
Selection of participants
When a new computer system has many future users it can be quite hard to select the user representatives. The typical solution that was seen in the nine projects was to choose a few relevant managers and maybe a single end-user. But this approach can be dangerous, because potential problems related to concrete use situations, will be hidden until the system is finally tested or implemented in the user organisation. Evidence from the nine projects points to the importance of involving only a limited number of managers and more end-users with different areas of competence in the evaluation of prototypes early in the projects.
Providing resources to the participants is important in relation to end-users. In the examples from the nine projects the end-users were often supposed to do their daily work in addition to the evaluation activities in the projects. We claim that the participating end-users should be freed from parts of their daily work to motivate their participation in experiments with prototypes.
To summarise we claim that at least the following questions concerning selection of participants should be on the developers 
Preparation of participants
If extensive and constructive response is expected from end-users, then it may be necessary to provide some education or training to the participating users in advance. This issue is of greatest importance when users with no experience on using computers are involved in the experiments. There were a number of future end-users in the nine projects that had no experience at all in using computers. These users would have needed both general and more specific education in order to gain the knowledge necessary to participate in the development process and in experiments with prototypes especially.
Another purpose of the preparation is to make the users understand what a prototype is. It is important that the users do not get wrong impressions on the distance between a very simple horizontal prototype and the final system. Some of the developers from the projects studied reported that it could be difficult to explain to the users that there is a big gap in time between design of the screen dialogues and the implementation of the complete system in the user organisation. 
Setting of the experiment
It was pointed out earlier (cf. section 3.2) during the discussion of the users low response on prototypes in the projects, that it is very important to couple prototypes closely to the users work situation in order to motivate their active participation and evaluation. To utilise the tacit knowledge (cf. section 4) involved in the work performed by the users, the prototype(s) used in an experiment should be set up in a way that help the users imagine that they are in a future work situation. It can be hard to achieve this imagination on preliminary prototypes, but if a few end-users are participating in the design activities they should help in organising the following experiments with other end-users and thereby ensure the coupling of the prototype to the relevant work situations. End-users involved in organising experiments can propose relevant test data and tasks to be tried out with the prototype(s). They can also help pointing out conditions that might make the participants feel more comfortable about the experiment, because they know their colleagues and the tasks to be performed very well.
An important decision concerns the place of the experiment. The main distinction here is between a laboratory in the development organisation and the users own work place. Of course the users own work place is the best choice in order to achieve a work-like situation, and we would recommend this choice in many cases. But very preliminary prototypes with little robustness can as a start be tried out in a laboratory. Moreover, the laboratory in some cases can have the advantage that the users feel free from their normal duties and thus in better conditions to concentrate on the evaluation.
Another important point is the developers role in the experiment. On the one hand it is very important that the users feel they are in control of the situation and do not feel themselves being examined by the developers (or managers) during the experiment. On the other hand it is also important that the developers can observe the users working with the prototype, motivate the evaluation and supply assistance if unexpected situations are caused by the prototype. In the projects studied the users were mostly expected to do evaluation on their own and that did not give the expected response to the developers. The only motivation activities performed by the developers were done through presentations on meetings. We claim that the developer must be available and catalyse the experiment from the beginning, but reducing his/her participation as much as possible to an anonymous observer/consultant later on.
To summarise we claim that at least the following questions concerning the setting of the experiment should be on the developers mind when organising experiments: How can a realistic future work situation be simulated? Which test data can be used? Which working tasks should be performed using the prototypes? Where shall the experiment take place? How should the developer participate in the experiment?
Evaluation criteria
As it was seen from the two projects where an iterative approach was used, it could be quite hard to determine when the prototyping had given sufficient outcome to continue new development steps or to complete the system. Inspired by (Andersen et al. 1986 ) our proposal on this problem is to describe a set of criteria for the evaluation of an experiment in advance. By criteria we mean statements expressing expectations and minimum requirements to a certain outcome. The advantage of specified criteria is that they give a basis for measuring the evolvement of products (prototypes) and process (experiment activities) during an experiment. Examples of evaluation criteria for the process could be: 1) ``At least two end-users from different departments should have tried out and commented on all of the screen dialogues.'' 2) ``At least the work tasks A, B and C should be tried out using the prototype''
The evaluation criteria of course have to be closely determined by the purposes of the experiment. And it is important to let the criteria express contents of the evaluation instead of just setting up a time limit, because uncertainty often makes it hard to predict when a sufficient outcome will be achieved.
The criteria can also be related to collection of certain data during the experiments. The users could be interviewed or be asked to answer questionaries. Furthermore certain operations of special interest on the prototype(s) can be logged automatically.
Finally we claim that it is important to give the participants special areas of responsibility for the evaluation activities in order to ensure a sufficient evaluation. The informal approach to the evaluation that we discovered in the projects studied made it hard to ensure that the prototypes had ever been tested. 
Conclusion
fourth generation systems give a potential for system developers to develop Information Systems well tailored to the end-users needs based on rapid prototyping techniques. The empirical study, however, shows that this potential is not satisfactory utilised, mainly because of the lack of active end-user involvement. We have argued that active end-user involvement is crucial in order to develop computer systems that meets the needs of the users more successfully than the results often seen from traditional specification driven system development projects. The main reason given is that specification driven system development, even though horizontal prototypes have been developed and used, is unable to capture the tacit knowledge involved in the users dayly work. The implemented computer systems still do not meet the expectations in the user organisation.
To ensure the active end-user involvement the developers must be careful to couple prototypes closely to the users understanding of their work. Evaluation activities with prototypes where end-users get hands-on experience in work-like situations are important in order to provide this close coupling and to capture parts of the tacit knowledge involved.
A more general conclusion is that the potential of fourth generation systems can be utilised more extensively. The system developers have to be aware not only to focus on the tools, but also to develop their own work practice with techniques to involve end-users more actively. Three proposals on possibilities for developing work practices in system development with the goal of stimulating end-user involvement based on rapid prototyping with fourth generation systems have been given.
The proposals on approaches to rapid prototyping with fourth generation systems given in this paper are mainly based on exploratory empirical research. To state more precise and elaborated techniques, the next step is to set up field experiments to investigate the proposals. Currently the author is participating in a partly empirical research project (described in (Christensen et al. 1987) ) where some of the proposals especially on involving end-users in design activities and simulating functionality will be investigated through field experiments.
