ABSTRACT The stable and seamless connection of the mobile communication system is expected to closely link an unprecedented number of things, including smart cars such as autonomous vehicles, in the near future. These vehicles will operate based on the data transmitted over hundreds of sensors. However, an attacker could remotely control a car by intercepting and tampering with these data, and even threaten the life of the driver. In this paper, we propose a code-based authentication scheme that provides both secure booting and lightweight data integrity checking to prevent unauthorized remote control. First, we split some of the core code involved in booting the car, and divide it into several secret pieces known as a share polynomial. One of these is distributed to the driver and is then used to reconstruct the booting code, allowing only the driver with this share polynomial to recover the code and start the car. The remaining share polynomials are distributed to the vehicle control unit and used to generate a lightweight pairwise key. Since the proposed scheme requires only multiplication to generate the pairwise key, it is computationally efficient compared to conventional schemes that require expensive exponential computation. Additional communication is not required to set up the pairwise key, because it needs nothing but the id value of the partner. Thus, our scheme is highly suitable for low-performance devices inside the car. We used the Robot OS system, a widely used autonomous vehicle platform, to implement the proposed scheme and evaluated its feasibility on various test cases.
I. INTRODUCTION
The number of mobile devices and things connected to the Internet is expected to reach billions in the near future [1] , [2] . At the forefront of this trend is mobile internet technology, which promises to bring low latency and high reliability. These features will allow completely new mobile services such as connected vehicles, connected healthcare, and connected home appliances, which require a faster and more stable network environment.
One of the representative connected things of the future is smart vehicles, including autonomous vehicles and electric vehicles. According to Gartner [3] , in 2020, 80% of cars on the road will be connected to the Internet. Obviously, system software, rather than hardware such as a mechanical engine, will play a key role in automobiles. This means vehicle hacking is not just a theory, but a reality. Hackers could remotely control the infotainment system, Anti-lock Braking System (ABS), or even turn off the engine of the vehicle [4] . Furthermore, they could access the Electronic Control Unit (ECU) of the vehicle from a remote location via the smartphone application. The automaker Fiat Chrysler had to issue a recall after a wireless hack on the Jeep Cherokee [5] . It is also widely known that hackers took remote control of a Tesla Model S from 12 miles away [6] . In recent years, software codes that perform functional safety operations are required to comply with ISO 26262, the functional safety standard for automotive software.
The reason why these hacks are possible is that encryption and integrity checking for the data flowing from hundreds of sensors have not been implemented properly. It means that existing IT security technologies cannot be applied to smart cars that require lightweight cryptography technology. Therefore, this paper proposes a lightweight code-based authentication scheme to provide ultra-fast data encryption and integrity checking functionality in the smart vehicle environment.
The proposed scheme uses code splitting and a bivariate polynomial-based secret sharing scheme to provide secure booting and data integrity checking that allows only trusted devices to send and receive sensing data. This is achieved by first splitting some of the core code involved in booting the smart car. We define this code as the secret master. In addition, the bivariate polynomial-based secret sharing scheme is applied to the secret master code, and then divided into several share polynomials, before distributing these pieces to the devices inside and outside the smart car. At this time, at least one external mobile device must be included. This allows the smart car to boot only if there is a mobile device outside the smart car.
Thus, the proposed scheme makes it impossible for an attacker who does not own a separate share polynomial to control the smart car from the outside. In addition, since the proposed scheme is based on threshold secret sharing, it is possible to self-configurate the share polynomial by collaboration among existing devices even when new internal or external devices are added. These share polynomials are also used to generate pairwise symmetric keys for secure and reliable data exchange between sensors after booting. It helps reducing risks associated with software for safety functions to a tolerable level by providing anomaly detection on sensing data.
The contribution of this paper is as follows. 1) We propose a secure code splitting scheme and a code-based user authentication scheme using bivariate secret sharing that is secure from malicious code injection and a code tampering attack. Since the separate core code is not uniquely stored on any device, it prevents accidental exposure due to device loss. In addition, since it is based on secret sharing, even if a new device is added, a new share polynomial can be provided by collaboration among existing devices without changing the secret master. 2) It also provides a lightweight pairwise key establishment scheme that is also applicable to embedded devices such as sensors. Each of the devices can create the symmetric key with only the own share polynomial and the id value of the communication counterpart. Since the proposed scheme requires only multiplication operations, it is much faster than the conventional RSA-based session key distribution [7] , Diffie-Hellman key exchange [8] , and Shamir's secret sharing [9] . 3) Based on the Robot OS (ROS) system [10] , which is widely used as an autonomous vehicle platform, performance evaluation was conducted according to various test cases. This proved that the proposed scheme is feasible in the real smart car environment. This paper is organized as follows. In Section II, we discuss the security vulnerabilities of smart vehicles and related work conducted to solve them. Section III introduces the background knowledge needed to understand the proposed scheme. Section IV details the proposed scheme, and Section V discusses the security arguments for the proposed scheme. Section VI presents an evaluation of the implementation and performance of the proposed scheme, and the paper concludes with Section VII.
II. RELATED WORK
Today's automobiles usually contain between 80 and 150 built-in ECUs, which are assigned to almost every function such as engine control, shift control, attitude control, and airbag control. Most of the functions of the vehicle are realized through the cooperation of these ECUs. For example, the Electronic Stability Control (ESC) system is implemented by involving several ECUs such as those controlling the speed of the wheels, the direction of the steering wheel, and the accelerometer. In this case, ECUs communicate via the Controller Area Network (CAN) bus, which is a non-host bus network protocol and uses a publish-subscribe communication model. In this scheme, the packet is broadcasted to all nodes and transmitted. Because of this, packets traversing the CAN bus can be intercepted and tampered with by the malicious component at any time, and are subject to further exploitation.
Therefore, in order to complement these vulnerabilities, attempts have been made to distribute the key to each ECU or sensor device, to verify the authenticity and integrity of the vehicle internal packet and sensing data. Existing studies on the integrity checking of the data transmitted on the in-vehicle network are analyzed by using the key exchange method.
A. SYMMETRIC KEY BASED SESSION KEY DISTRIBUTION 1) TRUSTED KEY SERVER BASED APPROACH
This method selects a trusted third party known as a Key Server, which distributes a long-term symmetric key to each ECUs in the vehicle. Then, the transmitting ECU generates a random session key and encrypts this with the long-term symmetric key. The encrypted session key is transmitted to the key server and re-encrypted with the symmetric key, which is pre-shared with the receiving ECU, to share the session key between the sender and receiver. Although the key server can be configured separately, ECUs with high computing power are generally selected, and there may be several depending on the situation. Examples of the application of this method include MaCAN [11] , Car2X [12] , and Vulcan [13] . These schemes have the disadvantage of a single point of failure such that they are absolutely dependent on the key server.
2) LONG-TERM PRE-SHARD KEY BASED APPROACH
According to this approach, all ECUs in the vehicle share a predefined long-term secret key. In this case, the longterm secret key is set at the install time and stored in the Hardware Security Module (HSM) inside the ECU. Each participant sets session keys with all participants in the communication party or group using the pre-shared long-term key. Examples of these schemes are VatiCAN [14] , LCAP [15] , CANAuth [16] , and LiBra-CAN [17] . In these schemes, the long-term key is a master key, to which each ECU is required to have physical access whenever a certain ECU is replaced or undergoing maintenance.
B. PUBLIC KEY-BASED KEY DISTRIBUTION
In this case, each ECU in the vehicle owns a public key and a private key, thereby sharing the session key between the sender and the receiver. More specifically, the sender generates a random session key and then encrypts and transmits the random session key using the RSA public key of the receiver. The recipient then decrypts it with its private key and becomes to share the same session key with the sender and the receiver. Alternatively, the Diffie-Hellman algorithm can be used to exchange the public keys between senders and receivers, followed by the use of exponential multiplication with their private keys to calculate the same session key. Examples using this approach include Vatican [14] , LCAP [15] , [18] and [19] . Since these methods basically require exponential multiplication with a large amount of computation, they are disadvantageous in that they cause severe performance deterioration when applied to an embedded device such as an ECU.
III. BACKGROUND A. BIVARIATE SECRET SHARING
Since the introduction of the secret sharing scheme [9] by Shamir, various secret sharing schemes have been proposed. In this type of secret sharing scheme, a secret master is divided into n different pieces known as secret shares. This secret information can be restored only if t + 1 of n secret shares are collected again. Conversely, less than t + 1 secret shares cannot recover secret information. This type of secret sharing scheme is referred to as Shamir's Secret Sharing (SSS) in this paper.
In SSS, a polynomial with degree t is generated as follows. In this case, the constant value f (0) = a 0 of the polynomial is defined as secret information. Here, a i , x < q should be satisfied.
Once the polynomial has been generated, create a secret share S k by passing the value of id k , where k = 0, . . . , t, into the polynomial variable x as shown below and distribute it to the user.
As mentioned above, secret information is restored only when t + 1 secret shares are gathered. In order to recover the secret information, the value of f (0) must be obtained, which is achieved in the following manner.
In this paper, we use the secret sharing scheme based on the bivariate symmetric polynomial introduced in [20] , which we refer to as Bivariate Secret Sharing (BSS). The operational principle of BSS is briefly described as follows.
Similar to the existing SSS scheme, we define f (0, 0) = a 00 , which is a constant term, to be secret information. However, unlike the conventional method, a ij = a ji (i, j = 0, . . . , t) is set so that the polynomial satisfies the property of symmetry. If the value of user id, id k , is input into variable y of f (x, y), a univariate polynomial is generated, which is termed a share polynomial, S k (x), where k = 0, . . . , t.
The secret information f (0, 0) = a 00 is restored by combining t + 1 share polynomials in the same manner as in the conventional method. To do this, first define S k (0) as follows.
The above t + 1 polynomials can be rewritten as the following matrix equation.
Then, the coefficient including a 00 can be calculated by applying Gaussian elimination to the inverse matrix as follows. As a result, the secret information f (0, 0) = a 00 can be restored.
On the other hand, when the share polynomial S k (x) is distributed to each user, the following process for checking the validity of the value is additionally required. When generating f (x, y), we generate the following verification values for each coefficient, which is termed the witness in this paper, where g is a generator belonging to Z * p .
The generated witness is used to confirm the validity of S k (x) as follows.
In the above equation,
(id k ) j is pre-computable because W ij and id k are known in advance.
B. CODE SPLITTING
Schemes for protecting software core logic include obfuscation [21] and packing [22] . However, these methods, which were previously operating in a PC-level computing environment, cannot be applied to embedded devices such as sensors due to the performance overhead they generate.
In this paper, we propose a scheme to protect the kernel code of smart cars by physically splitting some of the core logic and storing it in external media such as mobile devices. The concept of a code-splitting scheme is as follows.
1) Split part of the binary code.
2) Reconfigure the binary code such that the remainder of the original code is self-contained without the separated part. 3) At the time of execution, combine the separated code and the remainder to restore the original code. This code-splitting scheme can be applied to securely boot smart cars as follows. First, split a portion of the binary code associated with the partial boot-related code (e.g., 20-64 bytes) and set the split core code to the secret master of the BSS described above.
Subsequently, the share polynomial is calculated and distributed to n devices. At this time, not only the internal sensors but also external mobile devices must necessarily be included in these n devices. Then, t + 1 (t< n) devices, including the mobile device, cooperate to restore the key code of the secret master so that booting is performed. In other words, smart cars can only be booted if they own a trusted mobile device so that hackers can prevent them from starting or controlling the car remotely.
Unlike data-based user authentication schemes using passwords or fingerprints, the proposed scheme does not require a separate cryptographic key or algorithm for authentication such that the authentication is provided based on separate program codes.
C. ROBOT OS
ROS is adopted as the target system software to which the proposed scheme is applied. ROS is an open-source metaoperating system for software development for robots and has become the de-facto standard for robot application development. Unlike the existing OS, distributed data processing between various sensors is very important function in a robot system, and this function can be applied to the sensors of smart cars as well. Thus, most autonomous vehicle prototypes are now equipped with ROS, and this trend is expected to continue in the future.
In ROS, a node is the basic unit of execution, and a node replaces the concept of a process on the UNIX system. In a typical ROS, one node performs one task. For example, in the case of an automobile, operations such as motor driving, driving control, and routing are implemented using the respective subdivided node groups. In this case, the node comprising the ROS is required to use the API provided by the system in order to perform each task as in the conventional process. Here, ROS client libraries such as roscpp and rospy, which a node mainly uses, are provided by ROS Master.
ROS Master is one of the roscore components, and it provides various infrastructures that are necessary to execute nodes such as a naming service and registration service. Once the node is running, it registers its name, topic name, message type, URI address, and port on the ROS Master. In addition, when requested, it notifies other nodes of the node information registered in the ROS Master to enable communication between nodes. In order for the node to operate properly, the ROS Master must be executed in advance. In this paper, we apply some of this code to achieve secure booting.
IV. PROPOSED SCHEME A. OVERVIEW
Although various data and user authentication schemes have been proposed, the availability of lightweight and secure authentication technology suitable for smart cars remains insufficient. In this paper, we propose code-based authentication schemes for an ROS-based system using BSS and code splitting. The basic operational principle of the proposed method is illustrated in Fig. 1 .
First, the proposed scheme splits a part of the ROS Master code. The ROS Master is a core component that affects the execution of all nodes running in the ROS system. If the ROS Master does not run properly, none of the functions of the ROS system can operate. It is possible to control the entire ROS system by removing only some part of the ROS Master code.
When the code splitting is complete, the split code is divided into share polynomials by using the BSS scheme and distributed to the driver's mobile device and the internal sensors or ECUs of the vehicle. At this step, a plurality of drivers or a plurality of mobile devices may be included.
The share polynomial is used for the authentication of trusted operators and the ROS Master code recovery process. Before the car is booted, a secret share is generated from the share polynomial in the driver device and transmitted to the car.
Once the threshold t + 1 secret shares have been gathered, the ROS Master code is restored and the system is booted securely. If less than t + 1 secret shares have been gathered, the ROS system will not boot because the ROS Master code cannot be recovered.
After secure booting with the use of driver authentication, the symmetric key for authentication of the data transmitted between the internal sensor or the mobile device and the internal device can be generated by setting the partner device id on the share polynomial without exchanging the public key as in the existing Diffie-Hellman exchange. Message authentication is performed based on the generated symmetric key to provide data integrity.
B. DESIGN DETAILS
The proposed scheme consists of initialization, secure booting, and data integrity checking phases.
1) INITIALIZATION
In this phase, the Trusted Dealer (TD) intervenes to initialize the system. TD first generates the system parameters to be used throughout the protocol. For any prime q, a sufficiently large prime number p that satisfies q | p − 1 is generated. We then randomly select a generator g whose order is q and which is an element of Z * p . When the system parameter generation is completed, the TD requests the car for permission to perform the initialization, and accordingly, the car splits a part of the ROS Master code and sends it to the TD. The split code is referred to as the secret master. When the secret master is transmitted, the TD generates the following bivariate symmetric polynomial based on this.
At this time, f (0, 0) = a 00 = secret master is set and a ij = a ji is satisfied.
The TD then computes the witness for validation of this polynomial. This witness is distributed to the public repository (e.g., the directory server) or distributed to each device with the shared polynomial
Now, the TD issues a share polynomial to each device by computing the following share polynomial and by passing the device identifier id k (k = 0, . . . , n) into the y variable of f (x, y).
At this time, the user id, id 0 , is assigned to an external device (e.g., a mobile device or physical car key).
2) SECURE BOOTING
The secret master code needs to be restored to ensure that the system boots after initialization. This is achieved by securing the secret share value from t + 1 or more devices. Furthermore, the boot process should only operate in the presence of the external medium (i.e., id 0 ) that owns the share polynomial (see Fig. 1 ). The reason for this is to prevent the car from being started remotely when the car owner is not present.
Algorithm 1 Secure Booting
Input: secret share Set S = S 0 (0), . . . , S t (0) Output: secret master code 1: if s 0 (0) exists then 2: for i := 1 to t do 3: receive S i (0) 4: end for 5: for i := 1 to t do 6: verify S i (0) with witness 7: if s i (0) is not valid then 8: terminate 9: end if 10: end for 11: reconstruct (secret master) 12: launch (ROS master) 13 : end if Specifically, suppose the ROS boot system receives the secret share S 0 (0) of the external device with id 0 and the secret share S 1 (0), . . . , S t (0) of the remaining t devices. Then, by using witness, the validity of received secret shares is verified as follows, where k = 0, . . . , t.
When the validation is completed, the secret master a 00 is reconstructed from t + 1 secret shares and identifiers, respectively, as shown in the following equation.
That is, the secret master can be restored as follows:
3) DATA INTEGRITY CHECKING
After booting, the car performs all functions entirely depending on the data coming from the various sensors. Thus, the integrity of the data must be guaranteed. This makes it necessary to authenticate the data that are exchanged between internal sensors. For this purpose, existing authentication methods can be utilized. In this paper, we assume that a message authentication code based on a symmetric key is used, as shown in Fig. 2 . Here, message (M ) means sensing data. The integrity checking of the sensing data requires a pairwise symmetric key between two devices to be present. Generally, an RSA-based session key distribution or DiffieHellman key exchange is used for symmetric key sharing. However, the proposed scheme enables the pairwise symmetric key to be calculated immediately with only its own share polynomial and the id of the communication counterpart as shown in the following equation where no exponentiation arithmetic and public key exchange is required. For convenience, suppose that the identifier of the sending device is id i , and the identifier of the receiving device is id j . The sending device calculates the secret key (K ij ) as follows.
Similarly, the receiving device calculates the secret key (K ji ) as follows.
As mentioned earlier f (x, y) = f (y, x) be satisfied. Therefore, the following formula always holds.
CAN offers fast communication speed, low communication cost, and high resistance to noise. However, because it uses bus communication and, as a result of its packet structure, CAN is not secure at all. An attacker can easily intercept a packet and unpack it by participating in the bus communication. The problem can be overcome by using data encryption. This requires the secret key between the transmitter and the receiver to be set first by using the same method as the session key setting method in Section IV. Upon completion of the secret key setting, the sender encrypts the message using this key and sends it to the recipient, who also decrypts the message encrypted with its secret key. At this time, symmetric key encryption such as AES can be used for encrypting the message. AES is known as a very secure encryption algorithm, and some microcontrollers already incorporate highspeed hardware capable of processing this algorithm.
5) DYNAMIC DEVICE ADDITION
The concept of automobiles has been extended to a connected car, which has the characteristics of a living space, and which is able to communicate with its external surroundings. As a result, various devices connected to the automobile are participating, and are joining and leaving the network frequently. This also means that share polynomials must be distributed to new devices participating in the automotive network. The initial nodes can receive the share polynomial via TD, but after the initialization process, TD will no longer store the secret master and safely discard it. In this situation, the new device creates its own share polynomial through the collaboration of existing devices. The principle is similar to the initial generation method of TD. First, t + 1 existing devices calculate their partial share polynomial with their new device identifier id new in their share poloynomial, S k (x) and deliver it.
Therefore, we can calculate all the coefficients including a 00 by applying Gaussian elimination, as shown in the background of Section III, and calculate the share polynomial S id new (k) for the new device. 
V. SECURITY ARGUMENTS A. CODE-BASED USER AUTHENTICATION
An attacker can inject malicious code or packets into an automobile by using an IoT device or a removable medium to disable driver authentication routines such as an immobilizer. The data-based authentication schemes using passwords or specific conditions are vulnerable to authentication-credential duplication [23] or code injection attacks [4] , [5] . On the other hand, the proposed scheme splits the core code involved in booting the vehicle. Hence, the system is operated by assembling a pairwise code between the automobile and the external medium at booting time. That is, the correct code pair must be assembled before the driver is authenticated. Moreover, since the authentication data does not exist in the storage medium, the above-mentioned attacks are completely invalid.
B. STEALING SECRET SHARE
An attacker may attempt to steal the share polynomial stored in the car by exploiting the vulnerability of the car. Even if all of the share polynomials in the car are successfully compromised, because only t share polynomials exist in the car, the attacker cannot restore the original secret master. Thus, this type of attack has no impact on the overall system security.
On the other hand, it can be assumed that an attacker would attempt to steal a share polynomial stored in a user device. However, in mobile operating systems such as Android and iOS, various code and data protection technologies effectively protect application resources and functions from unauthorized access. Thus, an attacker aiming to steal a share polynomial stored in a user's device would need to execute a task such as privilege escalation by exploiting vulnerability in the system. Even if such an attack was to succeed, updating the share polynomial using the proactive secret sharing scheme [24] could prevent the theft of the share polynomial or disable the already stolen share polynomial immediately.
C. EAVESDROPPING
The secret shares and sensing data must be transmitted over secure channels. To do this, a pre-procedure is usually required to share the session keys between senders and receivers. In general, RSA-based session key distribution or DH key exchange is applied. In contrast, the proposed scheme generates the symmetric key immediately without the extra key distribution or exchange procedure. This symmetric key enables the secret share and sensing data to be encrypted and protected against eavesdropping.
VI. PERFORMANCE EVALUATION
This section compares the features and performance of the proposed scheme with those of the conventional schemes.
A. FEATURE COMPARISON
The proposed BSS scheme is an authentication scheme that provides code-based user authentication and data integrity. The features of the proposed scheme are analyzed and compared with those of the conventional schemes as shown in Table 1 . The comparison covers RSA-based session key distribution (RSA in short), DH key exchange (DH in short), and Shamir Secret Sharing (SSS).
Unlike the existing schemes, the proposed scheme performs user authentication by using a code-based approach based on split code. As mentioned above, it also provides a secure boot functionality, which RSA and DH do not support.
More specifically, in the proposed scheme and SSS, the split core code is distributed to multiple devices such that no single device can know the original contents of the split core code alone. However, since split codes cannot be distributed when the AES or RSA scheme is applied, each device has a split core code in its entirety. Thus, this approach does not meet the goal of this paper to provide secure booting through secure protection of the core code.
In addition, the proposed scheme and the SSS scheme have the advantage that, when a new device is added, the new device can be added to the existing devices without affecting these devices. On the other hand, in the case of RSA and DH, addition of a new device requires a new key pair to be generated for this device and a public key certificate procedure for existing devices. In fact, it would be necessary to update the information of all devices. As with RSA and DH, the SSS scheme requires additional communication such as random shuffling [24] to set up the pairwise key for integrity checking, whereas the proposed scheme does not require such overhead.
B. PERFORMANCE ANALYSIS
We analyze the proposed scheme for complexity in terms of performance. As shown in Table 2 , various computations are VOLUME 6, 2018 included in the calculation, but the exponentiation operation, which is the most computationally intensive, is mainly analyzed. On the other hand, in the case of secure boot, the RSA and DH-based schemes cannot provide this functionality. Hence, only the SSS and BSS are compared.
The performance of the simple restoration of the secret master code is similar in both schemes. However, in the case of SSS, if the identifiers of t + 1 devices participating in the Lagrange interpolation are exposed during the partial share calculation, the attacker can learn the share of the participating devices. Thus, random shuffling must be applied to compensate for this. As a result, the amount of computation in the SSS increases as a result of the overhead generated by the random shuffling procedure. Since both the SSS and BSS schemes can pre-calculate a witness, it is also possible to reduce the amount of computation by applying pre-computation.
Next, when comparing the operations of the pairwise key setup process necessary for data integrity between the devices, both RSA and DH require two exponentiation operations. In the case of SSS, the exponentiation operation of t +1 is required because the public key of the communication partner is calculated by using the witness. On the other hand, the proposed scheme requires only t + 1 multiplication operations without exponentiation. Thus, the processing speed is expected to be much faster than all the other schemes. In smart car security, secure boot is a one-time operation in the initial booting process and requires a single amount of computation, whereas the sensing data integrity checking is routinely required during normal operation. Thus, a reduction in the amount of computation to calculate the pairwise key is expected to have a decisive influence on the overall system performance.
C. EXPERIMENTAL SETUP
In the proposed scheme, the smart car prototype was implemented using the Gazebo emulator [25] (see Fig.3 ) provided by ROS Indigo. The mobile device uses Android (SDK version 23) and the BSS implementation was implemented using OpenSSL library version 1.0.1f [26] in Linux (Ubuntu 14.04). 
D. EXPERIMENTAL RESULTS
Experiments were conducted to evaluate the computation cost of the secure boot and pairwise key operations. 
1) SECURE BOOT
The following experiment implemented three cases of recovery of the secret master code using the BSS and SSS schemes. Fig. 4 shows the result of the experiments on the restoration of the simple secret master code. The time required to recover the secret master code was used as experimental data by varying the threshold (the number of devices required to recover the secret master) from 2 to 20.
In this experiment, neither random shuffling nor witness pre-computation was applied. The experimental results of the two schemes are almost the same for secret master code recovery or the BSS scheme is slightly faster. 5 shows the result of the secret master recovery experiment where random shuffling was applied to the SSS. The experimental results show that the SSS scheme takes longer to boot, and the gap increases as the value of t increases. This is due to the additional random shuffling cost arising from the process of calculating partial shares in the SSS scheme. On the other hand, because this process is not required in the BSS scheme, fewer operations are required. Thus, the performance improved as shown by the experimental result. 6 shows the most realistic scenario in which precomputation of the witness is applied to both the SSS and BSS. The experimental results show that the SSS scheme takes a longer time to boot, and the gap between the two schemes increases as the value of t increases. However, compared with previous experiments, both the SSS and BSS schemes shortened the time required for booting by approximately 30-50 milliseconds. Fig. 7 shows the result of calculating the session key using the AES, RSA, DH, SSS, and BSS scheme used in the proposed method. The experimental data used the time required to set the session key when the key size is 128 bytes, 192 bytes, and 256 bytes, respectively. The experimental results show that the SSS scheme takes the longest time to set the session key, followed by RSA, DH, BSS, and AES. This is due to the difference in the exponentiation amount in the process of calculating the session key. In fact, the exponential computation requires O(t) exponentiation in SSS, O(1) in RSA and DH, and 0 exponentiation in BSS and AES schemes. Instead, O(t) multiplication and addition operations were required in the BSS scheme, which resulted in an overwhelming performance advantage over other schemes, although it was somewhat inferior to the AES technique. In fact, when the 128-bit session key is set, the RSA scheme needs approximately 12 times more time than the BSS scheme. In the case of the DH technique, this is approximately 5 times, whereas the SSS technique requires 63 times more time. Conversely, the AES scheme was approximately twice as fast as the BSS scheme.
2) SESSION KEY COMPUTATION

3) DYNAMIC DEVICES ADDITION
A smart car environment allows new mobile devices or drivers to be dynamically introduced. In this case, the SSS and BSS VOLUME 6, 2018 schemes enable a new device to be added by itself without the need to update existing devices. Both the SSS and BSS schemes require the coordination of existing devices to add new devices. The following are the results of an experiment to evaluate the time spent when adding new devices in the BSS and SSS schemes, respectively. In this experiment, a threshold of 2-20 was used to assess the time required to issue the secret share and share polynomial to the new device. The experimental results show that the SSS takes longer to add devices, and the gap increases as t increases. These results contain a contribution by the Random Shuffling process, which forms part of the process of adding new devices in SSS. However, BSS was able to omit these processes, thereby requiring less time, as shown in Fig. 8 .
VII. CONCLUSION
The hacking of smart vehicles can mainly be attributed to the lack of appropriate integrity checking and encryption scheme for data originating from hundreds of sensors. This is because existing IT security technology cannot be adopted for use in smart cars, which require high-speed and lightweight crypto algorithm. Therefore, in this paper, we proposed a lightweight code-based authentication scheme to provide data encryption and integrity for the smart vehicle environment. The proposed scheme provides secure booting by using bivariate polynomial-based secret sharing and code splitting schemes, and allows only reliable devices to send and receive sensing data.
We showed the applicability of the proposed scheme to the real driving environment by implementing the scheme directly in a vehicle equipped with the ROS platform and conducted the performance evaluation and security analysis. The use of various test cases enabled us to verify that the proposed scheme is superior to existing methods in respect of both security and performance, and it can be confirmed that the proposed scheme can be effectively applied to smart vehicles.
On the other hand, since the proposed scheme was developed for ROS, it can be applied not only to ROS based platforms such as Apollo [27] , Voyage [28] , and Autoware [29] but also to various mobile platforms such as PolySync [30] , MAX [31] , and EB robinos [32] . In the future, we expect that the code splitting method will contribute to improving smart car security if applied to core automotive software modules such as ECM (Engine Control Module) and BCM (Body Control Module).
