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DESARROLLO DE UN SISTEMA DE INFORMACIÓN PARA EL 
REGISTRO Y  VALIDACIÓN DEL PROCESO IESS DEL 
PATRONATO PROVINCIAL DE PICHINCHA  
La presente tesis, se ha realizado con la finalidad de implementar un sistema 
de información para el registro y  validación del proceso IESS (Instituto 
Ecuatoriano de Seguridad  Social) del Patronato Provincial de Pichicha, 
dedicado a la prestación de servicios con sus Centros Médicos al IESS, la 
principal característica es agilitar los procesos en los diferentes Centros 
Médicos, permitiendo ingresar todos los datos a un sistema web y así obtener 
información necesaria para la toma de decisiones a nivel operativo en los 
Centros Médicos. 
La aplicación permitirá solucionar los diferentes problemas a lo largo del 
proceso IESS, permitiendo validar el ingreso inadecuado de caracteres 
especiales, también la digitación de valores incorrectos en las consultas, 
exámenes, medicinas, reconocer las citas subsecuentes en cada una de las 
especialidades. 
El uso de herramientas libres tanto en el IDE de programación, base de datos, 
servidor de aplicaciones y sistema operativo del servidor en el cual se aloja 
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DEVELOPMENT OF INFORMATION SYSTEM THE REGISTRATION 
PROCESS AND VALIDATION OF “CONSEJO PROVINCIAL DE 
PICHINCHA” 
This thesis has been carried out in order to implement an information system 
to record and process validation IESS (National Social Security Institute) 
“Consejo Provincial de Pichincha”, dedicated to providing services with the 
IESS medical centers, the main feature is expediting the process IESS in 
different Medical Centers, allowing all data entering a web system, obtaining 
information needed for decision-making centers. 
The application will allow solving the various problems process along the IESS, 
allowing inadequate income validate special characters also fingering incorrect 
values in the consultations, examinations, medications, recognize subsequent 
events in each of the specialties. 
Using free tools both programming IDE, database, application server and 
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  INTRODUCCIÓN 
El Patronato Provincial de Pichincha es una entidad de derecho público, sin 
fines de lucro, adscrita al Gobierno Autónomo Descentralizado de Pichincha. 
Para la gestión de sus planes, programas y proyectos, el Patronato cuenta 
con un equipo interdisciplinario de profesionales y técnicos; así como con un 
equipo de apoyo administrativo financiero que maneja los recursos existentes 
bajo la dirección de su presidenta, Sra. Margarita Rojas Vega, quien se 
encuentra al frente de esta entidad desde julio de 2006. 
Su misión es Contribuir al desarrollo humano de la población de la Provincia 
de Pichincha en el contexto del Plan Nacional del Buen Vivir, priorizando a los 
sectores vulnerables a través de la gestión, coordinación y ejecución de los 
servicios sociales de manera solidaria, transparente y de calidad, brindados 
por su talento humano, procurando la participación de los distintos actores. 
Su visión Ser líder provincial y referente a nivel nacional en la gestión de 
servicios que contribuyen al desarrollo humano, sustentado en la confianza y 
participación de la población. 
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Política de calidad 
Comprometidos con la población de la provincia de Pichincha para satisfacer 
sus necesidades, mediante la prestación de servicios de salud y capacitación, 
que contribuyan al desarrollo integral gracias a una gestión planificada, 
participativa, transparente, enfocada en resultados y mejora continua de sus 
servicios.1 
Los sistemas de información en la actualidad son un pilar fundamental para el 
desarrollo de  empresas como instituciones públicas, permitiendo resolver 
problemas que se presenten por el manejo inadecuado de la información 
llevada en forma manual. 
Los distintos problemas  como ingreso de  información, almacenamiento, 
entrega del archivo de información IESS y toma de decisiones a nivel 
operativo de los Centros Médicos, el   presente proyecto de tesis pretende 
solventar estos inconvenientes mediante el desarrollo de un sistema Web que 
permita  la recepción de  la información de los paciente atendidos mediante el 
convenio con el IESS, de esta manera  dar un mejor seguimiento de la 
información logrando reducir el tiempo que toma este proceso al ingreso como 
al momento de entregar  el archivo  de carga de atenciones, el mismo que  es 
validado por el sistema de auditoría médica  del IESS. 
 La pérdida económica por suministrar medicamentos que no se encuentran 
en el  cuadro de medicamentos nacional, el ingreso inadecuado de los precios 
de las consultas y de los medicamentos. 
El sistema permitirá el ingreso de todos los datos  que conlleva el proceso 
IESS y almacenarlo en una base de datos lo cual nos permitirá tener un mejor 
manejo de los datos, y  la obtención  de información valiosa para la   los 
Centros Médicos. 
                                                 
1 Historia del Patronato Provincial de Pichincha, http://www.pichincha.gob.ec/gestion/desarrollo-




1. Presentación del Problema 
1.1 Planteamiento del problema 
El Patronato Provincial de Pichincha tiene convenio de prestación de 
servicios médicos a los afiliados del Seguro Social como citas  médicas 
para las dependencias:  






También para exámenes de laboratorio, Imagen, en ocho de sus centros 
de salud ateniendo al mes aproximadamente 12.000  citas médicas. 
Las medicinas recetadas a los pacientes deben validarse con el cuadro 
de medicamentos nacional, este es el problema más relevante ya que se 
tiene pérdidas económicas de 10.000,00 mil dólares por mes. 
El ingreso de caracteres especiales al momento de la digitación de los 
códigos de diagnóstico, dependencia, en la historia clínica del paciente. 
Ingreso de valores incorrectos en el precio de los procedimientos, como 
en exámenes y medicinas. 
La validación de las citas subsecuentes, en los casos de medicina 
general, especialidades, Odontología. 
Los afiliados retiran los medicamentos en todas las farmacias Afiliadas, 
las  farmacia emite una factura  a nombre del Patronato Provincial de 
Pichincha, luego toda esta información se pasa a cada afiliado 
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almacenándose en archivos de Excel lo cual dificulta  su validación y 
actualización con  en el sistema de auditoría médica del IESS. 
Al no tener una herramienta de apoyo para la toma de decisiones a nivel 
operativo en los Centros Médicos, dificulta saber con exactitud las 
deficiencias de cada uno y actuar de la manera más adecuada para 
solucionar los diferentes problemas. 
Por problemas  de ingreso de información se entiende: 
 Registro de toda la información del paciente. 
 Ingreso de la facturación detallada de la recetas por paciente que  
realizan en los centros de salud del Patronato. 
 Registro detallada de exámenes de laboratorio que  realizan en 
los centros de salud del Patronato. 
1.2 Formulación del Problema  
Los Centros Médicos no cuenta con un sistema adecuado para el ingreso 
de la información del proceso IESS, razón por la cual al momento de 
validación y  entrega de información al IESS,  este proceso toma 
mucho tiempo en realizarlo.  
En la misma forma, se reducen ciertos inconvenientes al momento de 
ingreso y validación de los datos, ya que los procesos de validación, 
filtración, generación de los archivos planos son procesos que se 
realizan manualmente. 
1.3 Interrogantes de la Investigación 
       El presente tema de tesis presentas algunas interrogantes como: 
 ¿Cuáles son las causas por lo que no se ha implementado un sistema 
de Información para el  ingreso y validación  de los datos para el 
proceso IESS en los Centros Médicos?  
 ¿Qué beneficios se aportara para los Centros Médicos con la 
implementación del Sistema de Información?  
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 ¿Por qué se recomienda la utilización de un sistema web para realizar 
el proceso IESS?  
 ¿Qué información se va proporcionar mediante los reportes,  para la 
toma de decisiones a nivel Operativo?  
1.4 Objetivos de la Investigación 
1.4.1 Objetivo General 
Construir un sistema de información que permita registrar los datos, 
validación y distribución de la información para la toma de decisiones 
de los Centros Médicos del Patronato Provincial de Pichincha. 
1.4.2 Objetivo Específicos 
 Crear un entorno amigable para el usuario, permitiendo agilitar los  
procesos. 
 Llevar un registro histórico de cada uno de los afiliados. 
 Validar los medicamentos suministrado por los galenos. 
 Emitir reportes que faciliten  la toma de decisiones. 
1.5 Justificación 
La presente tesis  está encaminado para solucionar y agilitar los 
procesos que se realizan en los Centros Médicos al momento de efectuar 
la atención médica a los pacientes del IESS. 
Es  necesaria la incorporación de un sistema de fácil acceso para el 
personal que labora en dicha institución para obtener procesos rápidos 
y eficaces, mejorando la atención al público y obteniendo  información 
veraz y confiable.  
De esta manera se lograra identificar los problemas de ingreso erróneo 
de los datos siendo una perdida directamente para el Patronato 
Provincial de Pichincha. 
Al no tener una herramienta de apoyo para la toma de decisiones a nivel 
de los Centros Médicos, dificulta saber con exactitud las deficiencias de 
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cada uno y actuar de la manera más adecuada para solucionar los 
diferentes problemas. 
1.6 Alcance 
El proyecto que se propone en el presente documento es el desarrollo 
de un sistema de información que facilitará el ingreso de los datos, 
validación y la obtención de información que sea útil para la toma de 
decisiones operativas, el sistema  se compondrá de tres módulos: 
1.6.1 Módulo de seguridad: 
Este módulo ha sido creado para proteger la información y operaciones 
que se realizan en el sistema, permitiendo o restringiendo así a los 
usuarios poder ingresar, insertar, modificar o borrar información. 
 
Existen 2 tipos de usuarios en la Seguridad: 
 Administrador: Es el usuario que tiene acceso total al sistema, sin 
ningún tipo de restricciones, este mismo es el que crea o inserta a 
los usuarios.  
 Operador: Es el usuario al cual se le han otorgado o restringido los 
accesos a determinadas partes del sistema. 
1.6.2 Recolección de datos: 
Mediante este módulo se registrarán toda la información de los 
pacientes que acuden a los centros de salud del Patronato, mediante 
el convenio con el IESS, la información estará dividida para los 8 
Centros Médicos en los cuales se presta este servicio. 
Una vez ingresado  los datos se extraerá la información necesaria, 
cumpliendo los estándares y lineamientos que el IESS requiere. 
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1.6.3 Reportes para la toma de decisiones: 
 Reporte  de  las atenciones diarias, semanales, mensuales, 
anuales, por cada Centro Médico. 
 Reporte por número de citas médicas atendido por  el Galeno.  
 Reporte de atenciones médicas por género de los pacientes. 
 Reporte de atenciones médicas por especialidad de cada Centro de 
Médico. 
 Reporte de Cantidad en dólares generados por citas médicas de 
cada Centro de Médico. 
 Reporte de Cantidad en dólares generados por Centro Médico por 
especialidad. 
 Reporte de cantidad en dólares generados por exámenes de 
laboratorio de cada Centro Médico. 
 Reporte de cantidad en dólares generados por imagen de cada 
Centro Médico. 
 Reporte de cantidad en dólares generados por tratamientos 














2. Técnicas y herramientas 
2.1  Metodología de Desarrollo 
Una metodología de desarrollo de software se refiere al entorno que se 
usa para estructurar, planificar y controlar el proceso de desarrollo de un 
sistema de información.2  
Existen varias metodologías desarrolladas. 
 
2.1.1 Metodologías pesadas 
Son  metodologías orientadas al control de procesos, estableciendo a 
fondo las actividades a desarrollar, herramientas a utilizar  y notaciones 
que serán usadas a lo largo de proyecto. 
 
2.1.2 Metodologías Ligeras/Ágiles 
Esta metodología está orientada a la interactuación con el cliente y el 
desarrollo incremental de software, mostrando versiones funcionales 
del software al cliente en intervalos cortos de tiempo. 
Principales ideas de la metodología ágil: 
 Se encarga de valorar al individuo y las iteraciones del equipo 
más que a las herramientas o los procesos utilizados. 
 Se hace más importante crear un producto software que 
funcione que escribir mucha documentación. 
 El cliente está en todo momento colaborando en el proyecto. 
 Es más importante la capacidad de respuesta ante un cambio 
realizado que el seguimiento estricto de un plan. 
                                                 
2 Hermenegildo Romero, Metodología de desarrollo, 
http://www.slideshare.net/MeneRomero/metodologias-de-desarrollo,  revisada 05/05/2013 
 9 
 
La metodología que vamos usar en la implementación del sistema de 
información  es XP: Extreme Programming más conocida como 
programación extrema siendo una metodología ágil de desarrollo de 
software más exitosas de los tiempos recientes. 
2.2  Programación Extrema (XP) 
La programación extrema o Extreme Programming (XP) es un enfoque 
de la ingeniería de software, basada en una serie de valores y de 
prácticas para el desarrollo de software, siendo una metodología ligera 
tratando de obtener métodos sencillos para el desarrollo de software de 
calidad.3 
La metodología se destaca en la complacencia del cliente y promueve el 
trabajo en equipo, es una disciplina establecida en los valores de la 
simplicidad, la comunicación, retroalimentación, valentía, respeto.  
Funciona al llevar todo el equipo reunido en la presencia de prácticas 
simples, con suficiente información para ver dónde están y  ajustar las 
prácticas a su situación particular. 
Sus principios básicos son: 
 Mejorar la comunicación con los usuarios. 
 Obtener cuanto antes un programa base, e ir añadiendo 
incrementalmente nuevas características. 
 Proporcionar una retroalimentación rápida 
 Adoptar la sencillez, cambiar progresivamente y aceptar cambios. 
 
2.2.1 Valores de la Programación Extrema (XP) 
La programación extrema  es una metodología muy disciplinada que 
se apoya en  cinco valores  que son: simplicidad, comunicación, 
retroalimentación, coraje y respeto. 
                                                 




La simplicidad es la base de la programación extrema, al simplificar 
el diseño para agilitar el desarrollo se facilita el mantenimiento a lo largo 
de la vida útil del software, para ello se deben elegir adecuadamente 
los nombres de las variables, métodos y clases.  
 Comunicación 
Se deben involucrar todos los colaboradores en el proyecto, La 
comunicación se realiza de diferentes formas.  
Para los programadores el código cuando más simple sea y este 
comentado, se facilita la comunicación entre ellos. 
La comunicación con el cliente debe ser fluida y efectiva ya que el 
cliente forma parte del equipo de desarrollo, el cliente decide qué 
características tienen prioridad y siempre debe estar disponible para 
solucionar dudas. 
 Retroalimentación 
Todo proceso debe tener retroalimentación para que se pueda dirigir 
adecuadamente, la opinión del cliente sobre el estado del proyecto 
se conoce en tiempo real, al presentar resultados en ciclos muy 
cortos, se minimiza el tener que rehacer partes que no cumplen con 
los requisitos evitando que meses de trabajo pueden tirarse por la 
borda. 
 Coraje o valentía 
Se requiere coraje para implementar los requerimientos  que el 
cliente quiere, una de ellas es siempre diseñar y programar para hoy 
y no para mañana, el coraje permite a los desarrolladores que se 
sientan cómodos con reconstruir su código cuando sea necesario, 
Además la valentía significa persistencia: un programador puede 
permanecer sin avanzar en un problema complejo por un día entero, 
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y luego lo resolverá rápidamente al día siguiente, sólo si es 
persistente. 
 Respeto 
El respeto se manifiesta de varias formas, los miembros del equipo 
se respetan los unos a otros, porque los programadores no pueden 
realizar cambios que hacen que las pruebas existentes fallen o que 
demore el trabajo de sus compañeros.  
Los miembros respetan su trabajo porque siempre están luchando 
por la alta calidad en el producto y buscando el diseño óptimo o más 
eficiente para la solución a través de la refactorización del código. 
Los miembros del equipo respetan el trabajo del resto no haciendo 
menos a otros, si no orientándolos a realizar mejor, obteniendo como 
resultado una mejor autoestima  y elevando el ritmo de producción 
en el equipo. 
 
2.2.2  Faces de la Programación Extrema 
Las fases de la Programación Extrema son: planificación, diseño, 
codificación y pruebas. 
 
Figura 1. Faces de la Programación Extrema. 








 Historias de usuarios 
El primer paso es definir las historias de usuario con el cliente, las 
historias no son muy detalladas constan  de tres o cuatro líneas 
escritas por el cliente en un lenguaje no técnico, son usadas para 
estimar tiempos de programación. 
 
 Release Planning 
Es una planificación donde los desarrolladores y clientes 
establecen los tiempos de implementación de las historias de 
usuario, la prioridad con la que serán implementadas y las 
historias que serán implementadas en cada versión del 
programa.  
 Iteraciones 
Todo proyecto se debe dividir en iteraciones de aproximadamente 
3 semanas de duración, al comienzo de cada iteración los clientes 
deben seleccionar las historias de usuario definidas en el "Release 
planning" que serán implementadas.  
 Velocidad del proyecto 
La velocidad del proyecto es una medida que representa la rapidez 
con la que se desarrolla el proyecto. 
 Reuniones diarias 
Es necesario que los desarrolladores se reúnan diariamente y 







 Diseños simples 
Se debe  procurar hacer todo lo menos complicado posible para 
conseguir un diseño fácilmente entendible que a la larga costará menos 
tiempo y esfuerzo desarrollar.  
 Glosarios de términos 
Usar glosarios de términos, una correcta especificación de los nombres 
de métodos y clases ayudará a comprender el diseño, facilitará sus 
posteriores ampliaciones y la reutilización del código.  
 
 Riesgos 
Si surgen problemas potenciales durante el diseño, X.P sugiere utilizar 
una pareja de desarrolladores para que investiguen y reduzcan al 
máximo el riesgo que supone ese problema. 
 Funcionalidad extra 
Nunca se debe añadir funcionalidad extra al programa aunque se 
piense que en un futuro será utilizada. Sólo el 10% de la misma es 
utilizada, lo que implica que el desarrollo de funcionalidad extra es un 
desperdicio de tiempo y recursos. 
 Refactorizar 
Refactorizar es mejorar, modificar la estructura y codificación de 
códigos ya creados sin alterar su funcionalidad, refactorizar supone 
revisar de nuevo estos códigos para procurar optimizar su 
funcionamiento. 
Es muy común reusar códigos ya creados que contienen 
funcionalidades que no serán usadas y diseños obsoletos. Esto es un 
error porque puede generar código completamente inestable y muy mal 
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diseñado; por este motivo, es necesario refactorizar cuando se va a 
utilizar código ya creado.4 
 
 Tarjetas C.R.C. (Class, Responsabilities and Collaboration) 
Las tarjetas C.R.C permiten al programador centrarse y apreciar el 
desarrollo orientado a objetos, las tarjetas C.R.C representan objetos. 
 
Tarjeta CRC 
[[Nombre del Proyecto]]  
Fecha sesión:   
Datos de la clase   
Nombre de la clase:    
Responsabilidades Colaboradores 
    
  
Tabla 1. Tarjeta CRC 
Fuente: Edison Javier Rodríguez Simbaña 
 
3. Codificación 
La metodología X.P. aconseja la programación en parejas para 
incrementa la productividad y la calidad del software desarrollado.  
La codificación de la aplicación debe cumplir con  estándares, al 
programar bajo estándares mantiene el código consistente y facilita su 
comprensión y escalabilidad.  
Crear test que prueben el funcionamiento de los distintos códigos 
implementados nos ayudará a desarrollar dicho código, X.P sugiere un 
modelo de trabajo usando repositorios de código dónde las parejas los 
programadores que necesiten códigos ajenos trabajarán siempre con 
las últimas versiones, de esta manera conservar un código consistente. 
                                                 
4Castillo Oswaldo, Figueroa Daniel, Sevilla Héctor, Faces de la programación extrema, 
http://programacionextrema.tripod.com/fases.htm, revisada 05/05/2013 
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X.P también propone un modelo de desarrollo colectivo en que todos 
los programadores pueden modificar o ampliar una clase o método de 
otro programador.  
La optimización del código siempre se debe dejar para el final, hay que 
hacer que funcione y que sea correcto, más tarde se puede optimizar.  
X.P afirma que la mayoría de los proyectos necesitan más tiempo extra 
que el planificado por lo cual plantea realizar un nuevo "Release plan" 
para concretar los nuevos tiempos de publicación y de velocidad del 
proyecto.   
4. Pruebas 
El pilar fundamental de la metodología X.P es el uso de Pruebas para 
comprobar el funcionamiento de la codificación  que se implementó. 
Se debe someter a diferentes pruebas las distintas clases del sistema 
omitiendo los métodos más triviales. 
Se deben crear las pruebas antes de implementar, para que las 
pruebas no tengan ninguna dependencia del código que en un futuro 
evaluará.   
Las pruebas unitarias, se basa en las pruebas realizadas a los 
principales procesos, de tal manera que adelantándonos en algo hacia 
el futuro, podamos hacer pruebas de las fallas que pudieran ocurrir, es 
como si nos adelantáramos a obtener los posibles errores. 
2.2.3 Ventajas 
o Se basa en las historias de uso de los usuarios. 
o Proyectos cortos con equipos pequeños y  cambiables en 
cuanto a roles. 
o Comunicación fluida  con el cliente. 
o Programación organizada. 
o Menor taza de errores. 
o Satisfacción del programador. 
o Solución de errores de programas. 
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o Versiones nuevas. 
o Implementa una forma de trabajo donde  se 
adapte fácilmente a las circunstancias. 
2.2.4 Desventajas        
o Es recomendable emplearlo solo en proyectos a corto plazo. 
o Altas comisiones en caso de fallar. 
o Imposible prever todo antes de programar. 
2.3 Técnicas de Diseño 
Las técnicas de desarrollo son un conjunto  de procedimientos que se 
basan en reglas y notaciones específicas en términos de sintaxis, 
semántica y gráficos, orientadas a la obtención de productos en el 
desarrollo de un sistema de información. 
Cuando el desarrollo es de tipo estructurado o de orientación a objetos 
merecen especial atención las técnicas gráficas, que proponen símbolos 
y notaciones estándares para una mejor comprensión de los sistemas o 
sus componentes. 
La técnica de diseño que vamos a utilizar es el Lenguaje Unificado de 
Modelado (UML), para obtener un producto final de calidad, fácil de 
mantener, flexible y reutilizable.5 
2.3.1 El Lenguaje Unificado de Modelado (UML) 
El Lenguaje  Unificado de modelado, apareció por primera vez en la 
década de 1990 como un esfuerzo para seleccionar los mejores 
elementos de los sistemas de modelado muchos proyectos a la vez, es 
un lenguaje para hacer modelos y es independiente de los métodos de 
análisis y diseño. Diagramas para ayudarle a describir y mapear 
visualmente el diseño de un sistema de software y la estructura.  
                                                 
5Escuela Superior de Informática, Universidad de Castilla-La Mancha, Planificación y Gestión de 




UML es una herramienta para definir la estructura de un sistema es una 
forma útil para gestionar los sistemas grandes y complejos. Tener una 
estructura claramente visible hace que sea fácil de introducir nuevas 
personas a un proyecto existente. 
Con el Uso de UML es posible modelar casi cualquier tipo de aplicación, 
tanto de forma  específica e independientemente de una plataforma  de 
destino.   
2.3.2 ¿Para qué sirve UML? 
UML sirve para hacer modelos que permitan. 
o Representar gráficamente un sistema o como queremos que 
sea. 
o Visualizar las reglas de creación,  estructura y 
comportamiento de un sistema. 
o Documentar las decisiones que hemos tomado. 
El modelado sirve para todo tipo de desarrollo sin importar el tamaño, 
sin embargo mientras más complejo sea el sistema el  modelado juega 
un papel más importante. 
2.3.3 ¿Por qué es importante UML? 
Es uno del lenguaje de modelado más utilizado en el análisis y diseño 
de aplicaciones, se implanta  una  serie de requerimientos y 
estructuras necesarias para formar una aplicación previa al proceso 
de codificación de la aplicación. 
Mejora los tiempos totales de entrega de aplicaciones  debido a que 
no hay correcciones mayores en las fases de mayor impacto de un 
proyecto porque en las fases de análisis y diseño consumirán mayor 
tiempo, pero el tiempo de construcción, implantación y estabilización 
se reducen drásticamente. 
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El uso de UML hace indispensable la participación del usuario en la 
definición de requerimientos  por lo tanto mejora  la calidad de sistema 
ya que cumple con los requerimientos de usuario.  
Mejor soporte a la planeación y al control de proyectos  al existir 
entregables definidos y estandarizados en las distintas fases. 
Al tener buenas prácticas de desarrollo como la documentación  de 
las aplicaciones en un lenguaje estándar se tiene mayor 
independencia del personal de desarrollo teniendo la facilidad de 
mover al personal de una aplicación a otra sin correr altos riesgos y 
sin depender del conocimiento personal de las aplicaciones. 
Permite cuantificar que impacto tiene  un cambio antes de ejecutarlo 
y permite ensayar distintos enfoques de solución en un ambiente  de 
modelos. 
Minimizarán costos y errores en el desarrollo reutilizando 
componentes. 
2.3.4 Diagramas UML 
 Diagrama de casos de uso 
El diagrama de casos de uso describe la funcionalidad del sistema 
desde la perspectiva de los usuarios, planteando escenarios, es 
decir lo que pasa cuando un usuario interactúa con el sistema. 
Los elementos básicos que se utilizan son: 
 Actores 
Un actor representa a los diferentes usuarios y el papel que 
desempeña dentro del sistema, figurado como un hombre con el 
nombre del actor en la parte inferior de la figura. 
 Caso de uso 
Representan todo lo que el usuario puede realizar dentro del 





Representa la relación que existe entre un caso de uso  y un Actor, 
es  representado por una línea recta que se extiende de la figura del 
actor hacia el ovalo del caso de uso. 
 Generalización 
Representa una relación padre-hijo entre los  caso de uso, es 
representado por una línea con flecha que se extiende del caso de 
uso hijo hacia el uso caso padre. 
 Inclusión 
Es utilizada para indicar que un  caso de uso depende de otro caso. 
Se representa por una línea punteada con flecha y 
comentario  <<include>> que se extiende del caso de uso base hacia 
el uso caso de inclusión. 
 Extensión 
Representa una variación de un caso de uso a otro, una extensión 
representa una dependencia específica, mientras una generalización 
no implica que los casos de usos dependan uno del otro.  
Es representado por una línea punteada con flecha y 
comentario <<extend>> que origina del caso de uso  base hacia el 
uso caso de extensión.                 
 Diagrama de clases 
Los diagramas de clases representan las clases q serán utilizadas s 
en sistema y sus relaciones que existen entre ellas. 
Los diagramas de clases son diagramas estáticos que describen la 
estructura de un sistema mostrando sus clases, atributos y relaciones 
entre ellos, mostrando las partes que interactúan entre sí, pero no 





Los elementos son: 
 Clases 
Describe un conjunto de objetos con propiedades similares y un 
comportamiento en común, se la puede decir que es una plantilla para 
crear objetos representados por un rectángulo que posee tres 
divisiones. 
o En el rectángulo superior contiene el nombre de la clase. 
o En el rectángulo intermedio contiene los atributos que 
caracterizan las clases pueden ser private, protected o public. 
o En el rectángulo interior contienen los métodos, con los cuales 
los objetos interactúan con su entorno dependiendo de la 
visibilidad que pueden ser private, protected o public. 
 Relaciones 
Las clases se pueden relacionar con dos o más clases  estas 
relaciones pueden ser de distintos tipos de asociación: 
o Herencia indica que una clase Hija hereda sus métodos y sus 
atributos especificados de una clase padre. 
o Composición es un tipo de relación estática, en donde el 
tiempo de vida del objeto incluido está condicionado por el 
tiempo de vida del que lo incluye. 
o Agregación es un tipo de relación dinámica, en donde el tiempo 
de vida del objeto incluido es independiente del que lo incluye. 
o Asociación Permite asociar objetos que colaboran entre sí, 
pero su tiempo de vida de un objeto no depende del otro. 
 Diagramas de secuencia 
Los diagramas de secuencia muestran la forma en que los objetos se 
comunican entre sí al trascurrir el tiempo, y se modela para cada caso 
de uso, los diagramas de secuencia ponen especial énfasis en el 
orden y el momento en que se envían los mensajes a los objetos 




Existen dos tipos de mensajes: 
o Mensaje Sincrónico es aquel que el objeto espera la respuesta al 
mensaje para continuar con su trabajo. 
o Mensaje Asincrónico es a que el objeto no espera respuesta al 
mensaje para continuar con su trabajo. 
Los objetos en los diagramas de secuencia son representados por 
líneas intermitentes verticales, con su nombre en la parte superior, los  
mensajes entre los objetos se representados por líneas continuas con 
una punta de flecha, el eje de tiempo es vertical, incrementándose 
hacia abajo, de forma que los mensajes son enviados de un objeto a 
otro en forma de flechas con los nombres de la operación y los 
parámetros. 
 Diagramas de colaboración 
Los diagramas de colaboración muestran la forma en que los objetos 
colaboran entre sí, muestra la misma información que el diagrama de 
secuencia, pero los diagramas de colaboración fijan el interés en las 
relaciones entre los objetos y su topología. 
En los diagramas de colaboración para representar a los mensajes 
enviados de un objeto a otro se utiliza flechas, mostrando el nombre 
del mensaje, los parámetros y la secuencia del mensaje.  
 Diagrama de estado 
Los diagramas de estado muestran los diferentes cambios de un 
sistema es decir los estados de un objeto durante su vida, y los 
estímulos que provocan los cambios de estado en un objeto. 
Los diagramas de estado captura este tiempo de estados, presenta 
los estados en los que pueden encontrarse un objeto junto a las 






 Diagrama de actividad 
Los diagramas de actividad describen la secuencia de las actividades  
que ocurren durante una operación o proceso. 
Los diagramas de actividad son una forma especial de los diagramas 
de estado, el diagrama de estado muestra los estados de un objeto y 
representan las actividades como flechas q conectan a los estados, 
mientras que el diagrama de actividades resalta las secuencias de los 
objetos durante un proceso. 
2.4 Lenguaje de Programación: Java y Tecnología Java EE 
Java surgió a principios de los años 90, un grupo de ingenieros de Sun 
Microsystems dirigido por James Gosling, diseñaron un nuevo lenguaje 
de programación destinados a electrodomésticos,  debido  a la existencia 
de distintos tipos de CPU y a los continuos cambios, era importante el 
diseño de una herramienta independiente del tipo de CPU, al desarrollar 
un código "neutro" que no dependía del tipo de electrodoméstico, el cual 
se ejecutaba sobre un maquina hipotética o virtual denominada Java 
Virtual Machine (JVM). 
La Máquina virtual de java es la que interpreta el código neutro 
convirtiéndolo a código particular de la CPU utilizada esto permitía lo que 
luego se ha convertido en el principal lema de lenguaje: "Write Once, Run 
Everywhere". Pero ninguna empresa de electrodomésticos se interesó por 
el nuevo lenguaje. 
Java se introdujo a finales de 1995 como lenguaje de programación para 
computadoras, mediante la incorporación de un intérprete Java en la 
versión 2.0 del programa Netscape Navigator, Java 1.1 apareció a 
principios de 1997 mejorando sustancialmente la primera versión del 
lenguaje. Java 1.2 más tarde fue cambiado de nombre por Java 2  nació 
a finales 1998.6 
                                                 
6Lic. Henry Torreno, Ing. Jose Paredes, Desarrollo de Aplicaciones Java, Fundación Código libre 




2.4.1 Principios Java 
El lenguaje java fue creado por los siguientes principios. 
 Simple, orientado a objetos y familiar 
Java consistente en conceptos elementales que pueden ser captados 
rápidamente, fue modelado originalmente después del lenguaje C + +, 
por lo que los programadores puedan migrar fácilmente a 
Java, además se adhiere a un objeto orientado a objetos los sistemas 
se componen de objetos encapsulados que se comunican por el paso 
de mensajes entre sí. 
 Robusto y Seguro 
Java incluye en tiempo de compilación y tiempo de ejecución chequeos 
para asegurarse de identifican rápidamente, el modelo de Java puntero 
elimina además la posibilidad de sobrescribir y dañar los datos. 
 Arquitectura Neutral y Portable 
Las aplicaciones pueden transferirse fácilmente de una plataforma a 
otra con un mínimo o ninguna modificación los errores. 
La consigna de “write once, run anywhere” "escribir una vez, ejecutar 
en cualquier lugar". 
 Alto rendimiento 
Java es considerado de alto rendimiento porque ejecuta las  
aplicaciones de forma rápida y eficiente debido a diversas 




2.4.2 Plataformas de Java 
Las tecnologías basadas en Java proveen de componentes y 
conocimientos necesarios para crear aplicaciones del lado de cliente, 
cliente-servidor, para empresas y pequeños dispositivos (como 
teléfonos móviles), por lo cual ha dividido en tres plataformas: J2SE, 
J2ME, JEE. 
 Java Standard Edition (JSE) 
Esta plataforma fue diseñada para las computadoras personales y los 
entornos de escritorio compuesto por la API con más amplio contenido, 
la Java SE API, Java Runtume Environment, Java Development Kit, 
cada uno de estos elementos sirve para un propósito especial, 
colectivamente estos componentes proveen el medio de desarrollar, 
desplegar y ejecutar sistemas basados en cliente cliente-servidor. 
 Java Micro Edition (JME) 
Tecnología orientada a dispositivos con escasos recursos 
computacionales como PDA y teléfonos móviles. 
 Java Enterprise Edition (Java EE) 
Java EE es una plataforma de desarrollo de  aplicaciones 
empresariales flexible, escalable y seguras,  que contiene un conjunto 
de tecnologías coordinadas que reducen significativamente el costo y 
la complejidad del desarrollo de aplicaciones, ofrece un framework 
para el desarrollo de aplicaciones distribuidas multicapa  y se apoya 
ampliamente en componentes de software modulares ejecutándose 
sobre un servidor de aplicaciones,  Java EE sigue el Modelo-Vista-
Controlador (MVC) donde los servlets trabajan como controlador, 
JavaEE maneja la vista o presentación lógica, y la lógica de negocio 




Suministra soporte en la parte del servidor como en la del cliente en 
aplicaciones corporativas multicapa. 
Java EE 6 tiene como objetivo importante  simplificar el desarrollo 
proporcionando una base en común para los distintos tipos de 
componente de la plataforma, por lo cual beneficia al desarrollo con 
más anotaciones y menos configuración XML, la tecnología Java EE 
6 incluye nuevas características: 
o Perfiles 
Introduce un perfil web ligero dirigido a aplicaciones web de 
última generación, así como un perfil completo que contiene 
todas las tecnologías Java EE y ofrece toda la potencia de la 
plataforma Java EE 6 para aplicaciones empresariales. 
 
o Nuevas tecnologías: 
 Java API para RESTful Web Services (JAX-RS). 
 Beans gestionados. 
 Contextos y la inyección de dependencia para la 
plataforma Java EE (JSR 299), informalmente conocida 
como CDI. 
 Inyección de Dependencia para Java (JSR 330). 
 Beans de validación (JSR 303). 
 Java Authentication Service Provider Interface para 
Contenedores (JASPIC). 
Las nuevas características de Enterprise JavaBeans (EJB), 
servlets, JavaServer Faces. 
2.4.3 Tecnología JEE 
Java EE simplifica el desarrollo de estas aplicaciones basándolas en 
componentes modulares estandarizados, proporcionando un conjunto 
muy completo de servicios a los componentes, gestionando 
automáticamente muchas de las funcionalidades o características 
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complejas que requiere cualquier aplicación empresarial, sin necesidad 
de una programación compleja.  
Java EE  es un conjunto de estándares que todos los contenedores 
deben cumplir para comunicarse con los componentes. 
Para un mejor control y gestión de las aplicaciones, las funciones de la 
empresa para apoyar a estos usuarios diferentes se llevan a cabo en 
el nivel medio, el nivel medio representa un entorno que está 
estrechamente controlado por el departamento de una empresa de 
tecnología de información.  
El nivel intermedio normalmente se ejecuta en hardware de servidor 
dedicado y tiene acceso a los servicios completos de la empresa. 
Java EE define una arquitectura para la implementación de servicios 
como aplicaciones de varios niveles que ofrecen la escalabilidad, 
accesibilidad y facilidad de gestionar las aplicaciones de nivel 
empresarial. 
Es necesario implementar un servicio de varios niveles en las 
siguientes partes: 
o La lógica de negocio y la presentación que realizará el 
desarrollador. 
o Los servicios del sistema estándar proporcionados por la 
plataforma Java EE. 
El desarrollador puede confiar en la plataforma para ofrecer soluciones 
a los difíciles problemas a nivel de sistemas de desarrollo de un servicio 







El soporte para distribución de objetos, la comunicación entre objetos 
en una red resulta trasparente. 
Una de las características más importantes es la necesidad de guardar 
y  recuperar objetos, la capacidad de un objeto para guardar y leerse 
un dispositivo de almacenamiento se le llama persistencia, la 
persistencia se puede crear de varias maneras, una de ellas es que los 
servidores de aplicaciones proporcionan  de manera automática, es 
decir que los EJB se guarden como registro de una tabla determinada. 
También se puede utilizar el API JDBC, permitiendo que el objeto se 
responsabilice de su persistencia. 
JEE permite a cada método de un Enterprise Bean se le  especificar 
los roles tiene acceso a dicho método, cada vez que se llama a un 
método de un EJB se verifica si tiene algunos roles autorizados, caso 
contrario se presenta excepción. 
El uso de sistemas distribuidos implica que usuarios accedan al mismo 
tiempo a un objeto, Java EE  no bloquea el objeto mientras es utilizado 
permitiendo que otro pueda utilizar el mismo objeto. 
  Arquitectura JEE 
La plataforma Java EE utiliza un modelo de aplicación distribuida 
multicapa para aplicaciones empresariales. 
La lógica de aplicación de divide en componentes según la función y 
los componentes de las distintas aplicaciones que integran una 
aplicación Java EE se instalan en máquinas diferentes dependiendo 
del nivel, en el entorno multinivel de Java EE al que pertenece el 
componente de la aplicación.7 
                                                 




Las aplicaciones Java EE  se basan en una arquitectura de N-Capas 
se consideran generalmente ser de tres capas: Presentación, negocios 
y  acceso a datos. 
El modelo en N-capas simplifica el desarrollo y clarifica las 
responsabilidades  y funciones de cada uno de los componentes de un 
aplicativo, las aplicaciones web se dividen en capas, permitiendo crear 
aplicaciones distribuidas en el internet tales como: e- commerce, e-
bussines y e-learning. 
Todas las aplicaciones basadas en N-capas permiten trabajar con 
clientes ligeros, tales como navegadores de internet, PDAs, teléfonos 
inteligentes etc. 
La arquitectura de N-capas permite a los componentes de negocio 
correr en una LAN, WAN o internet. 
La separación de la presentación, lógica de negocios y datos en un 
número indefinido de capas lógicas, permitiendo a cada una ser  





Figura 2. Aplicación de N-Capas,  
Disponible en: http://docs.oracle.com/javaee/6/tutorial/doc/bnaay.html 
 
o Nivel de cliente los componentes se ejecutan en la máquina 
cliente. 
o Web-tier los componentes se ejecutan en el servidor Java EE. 
o Nivel de negocios los componentes se ejecutan en el servidor 
Java EE. 
o Enterprise Information System (EIS)-tier software se ejecuta en 






1. Componentes Java EE 
Las aplicaciones Java EE está basada en componentes, un 
componente Java EE es un módulo de software que se ensambla en 
una aplicación Java EE con sus clases y archivos relacionados que se 
comunica  entre sí. 
Tipos de componentes Java EE: 
 Java EE Clientes 
Un cliente de Java EE es generalmente un cliente web o un cliente de 
aplicación  que se ejecuta en la capa web, clientes web constan de dos 
partes,  las páginas Web dinámicas en algún lenguaje y el navegador 
cliente suele denominarse “Cliente ligero” ya que realiza accesos a 
base de datos ni procesamiento complejo. 
o Applets 
Un applet de una pequeña aplicación cliente que se ejecuta 
en la máquina virtual de Java instalada en el navegador web.  
o Clientes de Aplicaciones 
Un cliente de aplicación se ejecuta en una máquina cliente y 
proporciona una forma para que los usuarios puedan 
manejar las tareas que requiere una interfaz de usuario más 
rica que puede ser proporcionado por un lenguaje de 
marcado. Un cliente de aplicación general tiene una interfaz 
gráfica de usuario (GUI). 
 Componentes Web 
Los componentes web son servlets o páginas web creadas con la 
tecnología JavaServer Faces y / o tecnología JSP (páginas JSP).  
Que se ejecutan en un contenedor Web, suelen apoyarse en el uso de 
componentes Java Beans. 
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 Componentes de Negocio 
Código de negocio, que es la lógica que resuelve o cumple con las 
necesidades de un entorno de negocio en particular, la secuencia típica 
es el cliente envía petición al EJB, el EJB procesa los datos y accede 
a la capa de datos, otro EJB recupera los datos los procesa y devuelve 
el resultado al cliente. 
Session Bean representa una conversación temporal con el 
cliente. 
Entity Bean representa datos almacenados en las BD. 
Message Bean es una combinación de session bean y de un 
mensaje del sistema de Java JMS que permite a un componente 
de negocio recibir mensajes asíncronos a través de un listener. 
 
Figura 3. Componentes Java EE 
Disponible en: http://docs.oracle.com/javaee/6/tutorial/doc/bnabo.html 
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2.  Contenedores Java EE 
Un contenedor constituye una interfaz entre un componente y la 
plataforma Java EE, antes de poder ejecutar una aplicación Java EE 
todo componente debe estar ensamblado en una aplicación Java EE y 
desplegado en su contenedor. 
Tipos de contenedores 
 
Figura 4. Contenedores de Java EE 







 Java EE del Servidor 
Entorno de ejecución de aplicaciones Java EE, proporciona 
contenedores EJB y Web. 
 Enterprise JavaBeans (EJB) contenedor 
Maneja la ejecución de beans empresariales para aplicaciones Java 
EE, da soporte a los componentes que implementan la capa de lógica 
de negocio, Ofrece servicios de control de acceso y seguridad, control 
de transacciones y ejecución concurrente. 
 Contenedor Web. 
Maneja la ejecución de páginas web servlets, paginas JSP, JSF, da 
soporte a los componentes que implementa la capa web. 
 Contenedor de aplicaciones cliente 
Maneja la ejecución de los componentes de la aplicación cliente, los 
clientes de aplicación y su contenedor se ejecutan en el cliente. 
 Contenedor aplicación cliente 










3. Servicios y APIs de Java EE. 
 
Figura 5. API de Java EE en el contenedor Web.  
Disponible en: http://docs.oracle.com/javaee/6/tutorial/doc/bnacj.html 
 
Tecnologías requeridas por la plataforma Java EE y las API utilizadas en 
aplicaciones Java EE. 
4. Tecnología EJB 
Un  Enterprise JavaBeans (EJB), ejecutan los procesos de negocio los 
mismos que son  controlados por mensajes. 
o Session beans componentes de negocios que gestionan la 
conversación con el cliente, ofreciendo un punto de entrada 
mediante el cual el cliente invoca los procesos de la lógica de 
negocio, existen dos tipos con estado (stateful session bean) y 
sin estado (stateless session bean). 
o Message-driven beans, componentes de negocio que reciben y 
gestionan invocaciones asíncronas. 
 35 
 
 Tecnología JavaServer Faces 
La tecnología es un marco de interfaz de usuario para aplicaciones 
web es Lenguaje  que combina Java y HTML, internamente se 
compilan en servlets. 
 Java Transaction API (JTA) 
Permite el manejo de transacciones: iniciar, cerrar o abortar 
transacciones de una aplicación. 
 Java Persistente API (JPA) 
 Es una API que dota de persistencia a los objetos del lenguaje. 
 Java Message Service (JMS) 
Permite mensajería del tipo punto a punto y del tipo publicar 
subscribir entre sistemas. 
 Java Naming Direct Interface (JNDI) 
        Una API estándar para el registro y acceso de servicios y objetos.  
 JavaMail 
Es una API que permite crear aplicaciones Java para mensajería y 
envío de correo electrónico en forma independiente de la plataforma 
y del protocolo a utilizar. 
 Java Beans Active Framework (JAF) 
API que proporciona un framework de activación que es utilizado 
por otros paquetes, como JavaMail, los desarrolladores pueden 
utilizar JAF (JavaBeans Activation Framework) para determinar el 
tipo de un trozo arbitrario de datos, accederlo, descubrir las 
operaciones disponibles en el e instanciar el bean apropiado para 
ejecutar esas operaciones.  
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 Java API for XML Processing (JAXP) 
Permite a las aplicaciones la utilización de documentos XML a 
través de las APIs estándares SAX, DOM y XSLT 
 Java EE Connector Arquitectura. 
Permite el acceso a otro tipo de sistemas de información 
empresarial por medio del desarrollo de un pluggin, similar a los 
conectores JDBC. 
 Java Autentícation and Authorization Service (JAAS). 
Provee servicios de seguridad de autenticación y autorización. 
 Servicios Web (JAX-WS) 
Para manejo de servicios web. 
 Inyección de Dependencia para Java (JSR 330) 
Inyección de dependencias para Java define un conjunto estándar 
de anotaciones (y una interfaz) para su uso en las clases 
inyectables.8 
5. Ensamblado y Empaquetado 
Una aplicación estándar JEE se divide en módulos web y módulos EJB, 
cada módulo tiene su forma de empaquetarse para trasladarse de un 




                                                 
8The Java EE 6 Tutorial, Oracle y / o sus filiales, 
http://docs.oracle.com/javaee/6/tutorial/doc/bnacj.html, revisado 09-05-2013 
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o Módulo EAR 
Los archivos EAR (Enterprice Application Archive) son archivos 




Los archivos de módulos web son con extensión (.war) y  los 
archivos de módulos EJB y otras librerías con extensión (.jar) y 
lo más importante, el descriptor de despliegue de la aplicación. 
o Módulo WEB 
Los módulos Web se empaquetan en Web Application Archives 







El contiendo de estos ficheros depende la tecnología empleada 
para desarrollar la aplicación, pueden contener contenido 
estático, archivos xhtml, hojas de estilos, y archivos jsp. 
Dentro del directorio WEB-INF existe un directorio para las 
clases Java empleadas en el módulo web, un directorio lib para 
las librerías. 
o Módulo EJB 





2.5  Tecnologías para el desarrollo de aplicaciones Web: JSF  
Java Server Faces (JSF) es una tecnología y framework para 
aplicaciones Java basadas en web que simplifica el desarrollo 
de interfaces de usuario en aplicaciones Java EE. 
Consta de una librería de etiquetas, junto con un conjunto de reglas para 
su utilización. 
JSF ahorra tiempo al desarrollador aportando potentes recursos, 
especialmente para la gestión de formularios y la presentación de datos 
contenidos en bases de datos. JSF está construido sobre JSP, por lo que 
los conocimientos sobre JSP son de ayuda importante para manejar JSF. 
2.5.1 Características principales 
 Utiliza páginas JSP para generar las vistas, añadiendo una 
biblioteca de etiquetas propia para crear los elementos de los 
formularios HTML. 
 Asocia a cada vista con formularios un conjunto de objetos java 
manejados por el controlador (managed beans) que facilitan la 
recogida, manipulación y visualización de los valores mostrados en 
los diferentes elementos de los formularios. 
 Introduce una serie de etapas en el procesamiento de la petición, 
como por ejemplo la de validación, reconstrucción de la vista, 
recuperación de los valores de los elementos. 
 Es extensible, pudiendo crearse nuevos elementos de la interfaz o 
modificar los ya existentes. 
 Forma parte del estándar J2EE. 
 Tiene conjunto de APIs para representar componentes de una 
interfaz de usuario y administrar su estado, manejar eventos, validar 
entrada, definir un esquema de navegación de las páginas y dar 
soporte para internacionalización y accesibilidad. 
 Un modelo de eventos en el lado del servidor. 
 Administración de estados. 
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2.5.2 Versiones de JSF: 
 JSF 1.0 (11-03-2004) - Lanzamiento inicial de las especificaciones 
de JSF. 
 JSF 1.1 (27-05-2004) - Lanzamiento que solucionaba errores. Sin 
cambios en las especificaciones ni en el renderkit de HTML. 
 JSF 1.2 (11-05-2006) - Lanzamiento con mejoras y corrección de 
errores. 
 JSF 2.0 (12-08-2009) - Lanzamiento con mejoras de funcionalidad 
y performance y facilidad de uso. 
 JSF 2.1 (22-10-2010) - Lanzamiento de mantenimiento, con 
mínimos cambios. 
 JSF 2.2 (16-04-2013) - Lanzamiento que introduce soporte a HTML 
5, Faces Flow, Stateless views y Resource library contracts.9 
2.5.3 Ventajas de JSF 
 Resuelve la cuestión gráfica sin necesidad de saber HTML, además 
de que es posible crear componentes propios. 
 Validación automática de datos. 
 Proporciona utilidades de conversión de datos (de String a cualquier 
otro tipo de Java). 
 Flexibilidad al usar XML. 
 Una gran parte de una aplicación JSF viene dada por su 
configuración en formato XML de los objetos que se usan, el control 
de navegación,  etc. 




                                                 
9 JavaServer Faces, http://es.wikipedia.org/wiki/JavaServer_Faces, revisada 27-05-2013 
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2.5.4 Librerías de JSF 
 Jsf-api.jar  Contiene las clases javax.faces.* básicas. 
 Jsf-ri.jar Clases de implementación JavaServer Faces RI. 
 Jstl.jar  Librería requerida por las clases de implementación y para 
usar las JSTL tags. 
 Standard.jar Librería requerida por las clases de implementación y 
para usar las JSTL tags. 
 Commons-beanutils.jar  utilidades para acceder a las propiedades 
de los Beans. 
 Commons-digester.jar  para procesar XML. 
 Commons-collections.jar  extensiones del Java 2 SDK Collections 
Framework. 
 Commons-loggin.jar  utilidad flexible y de propósito general para 
incluir sentencias de log en las aplicaciones.10 
2.6 IDE para Programación en Java: Eclipse-jee-juno-SR2 
La plataforma Eclipse consiste en un Entorno de Desarrollo Integrado 
(IDE, Integrated Development Environment) abierto y extensible.  
Eclipse sirve como IDE Java y cuenta con numerosas herramientas de 
desarrollo de software. También da soporte a otros lenguajes de 
programación, como son C/C++, Cobol, Fortran, PHP o Python, se 
pueden añadir librerías para extender la funcionalidad de la plataforma 
base de Eclipse. 
Gran parte de la programación de Eclipse fue realizada por IBM antes de 
que se creara el proyecto Eclipse como tal, el antecesor de Eclipse fue 
VisualAge, a finales de 2001 IBM, junto a Borland, crearon la fundación 
sin ánimo de lucro Eclipse, abriéndose así al mundo de código abierto. 
                                                 
10 Tutorial de JavaServer Faces, SICUMA, Sistemas de Información Cooperativos Universidad de 
Málaga, http://www.sicuma.uma.es/sicuma/Formacion/documentacion/JSF.pdf, revisado 04-06-2013 
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2.6.1 Estado actual de Eclipse 
Eclipse se organiza en proyectos, estos proyectos a su vez dividen el 
trabajo en subproyectos, y los subproyectos en componentes, a 
continuación se enumeran los proyectos de alto nivel: 
 Herramientas (ETP, Eclipse Tools Project). Herramientas varias y 
componentes comunes para la plataforma Eclipse. 
 Web (WTP, Web Tools Project). Herramientas para el desarrollo de 
aplicaciones web y JEE (Java Enterprise Edition). 
 Pruebas y rendimiento (TPTP, Test and Performance Tools 
Project), herramientas de pruebas y medida de rendimientos para 
que los desarrolladores puedan monitorizar sus aplicaciones y 
hacerlas más productivas. 
 Informes web (BIRT, Business Intelligence and Reporting Tools). 
Sistema de generación de informes web. 
 Modelado (EMP, Eclipse Modeling Project). Herramientas de 
desarrollo basado en modelos. 
 Datos (DTP, Data Tools Platform). Soporte para tecnologías 
centradas en el manejo de datos. 
 Dispositivos empotrados (DSDP, Device Software Development 
Platform). Herramientas para el desarrollo de aplicaciones 
destinadas a ser ejecutadas en dispositivos limitados en hardware, 
esto es, dispositivos empotrados. 
 Arquitectura Orientada a Servicios (SOA, Service Oriented 
Architecture). Herramientas para el desarrollo de proyectos 
orientados a servicios. 





2.7 Servidor de Aplicaciones: JBoss-as-7.1.1.Final 
Tienen capacidad de almacenar y gestionar aplicaciones web. 
Entendiendo que una aplicación web es un servicio al que los usuarios 
acceden a través de la web.  
Este tipo de servidores no sólo sirven para atender peticiones http, sino 
que además son capaces de entender instrucciones de lenguajes 
avanzados de la web y traducirlas o bien son capaces de acceder a 
recursos de otros servidores.  
Ese proceso se hace de implantación de aplicaciones web forma 
transparente al usuario, es decir el usuario pide el servicio a través, 
normalmente, de su navegador y el servidor de aplicaciones atiende la 
petición, e interpreta el código de la aplicación a fin de traducirle y mostrar 
al usuario el resultado de forma entendible por su navegador (es decir en 
formato HTML).11 
Un Servidor de Aplicaciones soporta servicios de publicación Web en 
procesamiento de transacciones de escala empresarial, además que 
permite a los desarrolladores construir aplicaciones basadas en 
tecnologías Java Server Pages (JSP’s), Java Servlets,  Enterprise Java 
Beans (EJB’s), Java Server Faces (JSF). 
JBoss es un servidor de aplicaciones Java EE de código abierto 
implementado en Java puro, al estar basado en Java, JBoss puede ser 
utilizado en cualquier sistema operativo que lo soporte. 
JBoss Application Server 7  permite una arquitectura basada en la nube y 
que proporciona una reducción de hasta diez veces en el tiempo de 
arranque, un despliegue más rápido y un consumo reducido de memoria.  
 
                                                 




Las nuevas funcionalidades: 
 Java Enterprise Edition (EE) 6 Web Profile Certified, un subconjunto 
de Java EE más ligero pero estándar y portable, perfeccionado para el 
desarrollo e implementación de aplicaciones web ricas e interactivas. 
 
 Java Context and Dependency Injection (CDI), un framework 
estándar y unificado que soporta la inyección de dependencia segura y 
un ciclo de vida bien definido para contextos, diseñado para facilitar la 
escritura, prueba y mantenimiento de códigos simplificándolo y 
racionalizándolo. 
 
 Testing Arquillian, que mejora el soporte para el desarrollo impulsado 
por test para ofrecer una prueba de componentes remota e integrada 
sin la complejidad innecesaria de un contenedor empresarial Java 
completo. 
 
 Creado encima de un contenedor de servicio modular ligero y muy 
optimizado y un nuevo modelo de dominio, que permite a JBoss 
Application Server 7 pasar de los dispositivos más pequeños a clusters 
de misión crítica más grandes. 
 
 Soporte para herramientas de desarrollador de las JBoss basadas 
en Eclipse, lo que mejora el soporte para Java CDI, Hibernate, 
Representational State Transfer y servicios web 
 
 Nuevo modelo de dominio sofisticado y APIs bien gestionadas, lo 
que permite una fuerte automatización de servidores y clusters 
2.7.1 Características 
 Producto de licencia de código abierto sin coste adicional. 
 Confiable a nivel de empresa. 
 Orientado a arquitectura de servicios. 
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 Flexibilidad consistente. 
 Servicios del middleware para cualquier objeto de Java. 
 Soporte completo para JMX. 
2.7.2 Estructura De Directorios 
 
Figura 6.  Estructura de Directorios.     




 Bin  
Este directorio contiene los ejecutables utilizados por JBoss, el más 
importante siendo el "script" de arranque utilizado por éste 
(standalone.sh) 
 Client 
Contiene los diversos archivos JAR's que serán utilizados por los 






Esquema XML y archivos de definición. 
 Domain 
Archivos de configuración, contenidos deployado y áreas 
escribibles por procesos del modo domail. 
 Modules 
Como Jboss AS 7 está basado en una arquitectura classloading 
modular, varios módulos usados en el server se encuentra aquí. 
 Standalone 
Archivos de configuración, contenido deployado, y áreas escribibles 
por server en modo standalone. 
 Welcome-content  
Página de bienvenida por defecto. 
2.8 Motor de base de datos: PostgreSQL 8.4  
PostgreSQL es un sistema de gestión de bases de datos objeto-relacional, 
distribuido bajo licencia BSD y con su código fuente disponible libremente. 
Es el sistema de gestión de bases de datos de código abierto más potente 
del mercado y en sus últimas versiones no tiene nada que envidiarle a 
otras bases de datos comerciales.12  
Esta licencia tiene menos restricciones en comparación con otras como la 
GPL estando muy cercana al dominio público.  
                                                 




La licencia BSD al contrario que la GPL permite el uso del código fuente 
en software no libre. 
2.8.1 Características de PostgreSQL 
 Atomicidad (Indivisible) es la propiedad que asegura que la 
operación se ha realizado o no, y por lo tanto ante un fallo del 
sistema no puede quedar a medias. 
 Consistencia es la propiedad que asegura que sólo se empieza 
aquello que se puede acabar.  
 Aislamiento es la propiedad que asegura que una operación no 
puede afectar a otras, asegurando que dos transacciones sobre la 
misma información nunca generarán ningún tipo de error. 
 Durabilidad es la propiedad que asegura que una vez realizada la 
operación, ésta persistirá y no se podrá deshacer aunque falle el 
sistema. 
 Corre en casi todos los principales sistemas operativos: Linux, Unix, 
BSDs, Mac OS, Beos, Windows. 
 Documentación muy bien organizada, pública y libre, comunidades 
muy activas, varias comunidades en español. 
 Bajo “Costo de Propiedad Total” (TCO) y rápido “Retorno de la 
Inversión Inicial” (ROI) 
 Altamente adaptable a las necesidades del cliente. 
2.8.2 Ventajas de PostgreSQL 
 A pesar de que la velocidad de respuesta pueda parecer deficiente en 
bases de datos pequeñas, esa velocidad se mantiene al aumentar el 
tamaño de la base de datos, cosa que no sucede con otros programas, 
que se enlentecen brutalmente. 
 Instalación ilimitada, no se puede demandar a una empresa por 
instalarlo en más ordenadores de los que la licencia permite, ya que no 
hay costo asociado a la licencia de software.  
 Ahorros considerables  de costos de operación  PostgreSQL ha sido 
diseñado para tener un mantenimiento y ajuste menor que los 
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productos de proveedores comerciales, conservando todas las 
características, estabilidad y rendimiento. 
 Estabilidad y confiabilidad, no se han presentado caídas de la base de 
datos. 
 Extensible ya que su código fuente está disponible de forma gratuita, 
para que quien necesite extender o personalizar el programa pueda 
hacerlo sin costes. 
 Herramientas gráficas de diseño y administración de bases de datos. 
 Soporta los tipos de datos, cláusulas, funciones y comandos de tipo 
estándar SQL92/SQL99 y extendidos propios de PostgreSQL. 
 Puede operar sobre distintas plataformas, incluyendo Linux, Windows, 
Unix, Solaris y MacOS X. 
 Buen sistema de seguridad mediante la gestión de usuarios, grupos de 
usuarios y contraseñas. 
 Gran capacidad de almacenamiento. 
 Buena escalabilidad ya que es capaz de ajustarse al número de CPU y 
a la cantidad de memoria disponible de forma óptima, soportando una 
mayor cantidad de peticiones simultáneas a la base de datos de forma 
correcta. 
2.8.3 Herramientas para Administración 
 PHPPgAdmin 
PHPPgAdmin es una poderosa herramienta de administración basada 
en un interfaz Web para bases de datos PostgreSQL su funcionalidad 
es básica, dispone de soporte para procedimientos almacenados, 
triggers y vistas.  
 
  PgExplorer 
PgExplorer es una herramienta de desarrollo para Postgres con una 
amplia interfaz gráfica. Entre sus características se incluye una vista en 
árbol de las bases de datos y sus respectivos objetos. 
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Se puede realizar ingeniería inversa a través de sentencias SQL o 
scripts personalizados.  
 PgAdminIII 
PgAdmin es la más popular y la función de administración rico de 
código abierto y una plataforma de desarrollo de PostgreSQL, La 
aplicación puede utilizarse en Linux, FreeBSD, Solaris, Mac OSX y 
Windows para administrar PostgreSQL 7.3 y superiores. 
PgAdmin está diseñado para responder a las necesidades de todos los 
usuarios, desde escribir simples consultas SQL para crear bases de 
datos complejas, tiene una interfaz gráfica que soporta todas las 
características de PostgreSQL y facilita la administración. 
PgAdmin es desarrollado por una comunidad de expertos de 





3. Diagramas del Sistema Web 
Nuestro sistema está basado en la metodología  XP para el diseño, 
construcción e implementación de un sistema web, para  lo cual nos 
ayudaremos con diagramas UML, de acuerdo a la historias de los usuarios y 
tarjetas CRC. 
3.1 Actores que intervienen en el Sistema  
Los actores que intervienen en el Sistema Web Sistema-SIP son:  
3.1.1 Administrador del Sistema 
El administrador del sistema es la persona encargada de asignar permisos, 
creación, modificación y eliminación de usuarios del sistema, ingreso a las 
pantallas de administración, generación de reportes y exportación del archivo 
CSV.  
3.1.2 Usuario Centro Médico 
El Usuario Centro Médico es la persona encargada de la importación del 
archivo de agenda del IESS,  ingreso de parentesco, sexo del paciente, 
dependencia, diagnósticos y exámenes del paciente.  
3.1.3 Usuario Patronato 
El usuario Patronato es la persona que registra las medicinas suministradas 
al pacientes, el ingreso lo hacen por medio de la factura que llega a fin de mes 





3.2 Historias de los Usuarios 
3.2.1 Historia para el Ingreso de Información a partir  de la Agenda del 
IESS 
Representan una breve descripción del comportamiento del sistema para 
subir la información de las citas médicas. 
 
Historia de Usuario 
Número: 1 Nombre: Ingreso de Información a partir  de la 
Agenda del IESS 
Usuario: centro_medico 
Modificación de Historia Número: Fecha:10/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado:Fernando Lechon 
Riesgo en el Desarrollo: Alta 
(Alto / Medio / Bajo) 
Tiempo Estimado:30 minutos 
Descripción: 
La agenda que nos proporciona el IESS llega a los centros un día 
después de realizarse las consultas, en el archivo contiene información  
de los paciente como: Centro Médico, cedula, nombre, fecha de cita, 
fecha de nacimiento, especialidad, hora de cita, tipo de seguro, nombre 
del doctor y estado, toda esta información es pasada al formato de Excel 
en cual se va cambiando por su respectivo código de los anexos. 
Observaciones: 
Al pasar esta información al formato en Excel se cometen varios errores 
de digitación, como ingresar una fecha diferente a la de la cita, o escribir 
diferentes códigos como en la especialidad, diagnóstico  y tipo de 
seguro. 
Causando problemas al momento de entregar el archivo al IESS ya que 
si el archivo contiene errores debe ser modificado para que pueda ser 
subido al sistema del IESS. 
Tabla 2. Ingreso de Información a partir  de la Agenda del IESS.  
Fuente: Autor de la tesis   
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3.2.2 Historia para el  Ingreso de Información a partir  de Historia 
Clínica 
Esta historia  representa el comportamiento del sistema para el ingreso de la 
información de la historia clínica. 
Historia de Usuario 
Número: 2 Nombre: Ingreso de Información a partir  de Historia 
Clínica. 
Usuario: centro_medico 
Modificación de Historia Número: Fecha:11/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: media 
(Alto / Medio / Bajo) 
Tiempo Estimado:1 hora 
Descripción: 
Una vez realizada la atención se obtiene el físico de  la historia clínica 
del paciente, con esta información se llena los demás campos del 
formato en Excel, Como: tipo de examen, código de procedimiento, 
nombre de procedimiento, precio de procedimiento, diagnostico, 
exámenes de laboratorio, precio de exámenes de laboratorio, código de 
derivación, secuencial de derivación, para todos estos campos se tiene 
los anexos para códigos y como para precios. 
Observaciones: 
Al pasar esta información al formato en Excel se cometen varios errores 
de digitación, como ingresar diferentes códigos en la diagnostico, tipo 
de examen, código derivación  y tipo de seguro, o ingresar diferentes 
precios. 
Causando problemas al momento de entregar el archivo al IESS ya  que 
si el archivo contiene errores debe ser modificado para que pueda ser 
subido al sistema del IESS, O causando perdida si ingresa un valor 
menor al precio de los servicios. 
Tabla 3. Ingreso de Información a partir  de Historia Clínica.  




3.2.3 Historia para el  Ingreso de medicinas a partir  de la Factura 
Con esta historia podemos diferenciar el comportamiento del sistema para el 
ingreso de las medicinas de acuerdo a la factura. 
Historia de Usuario 
Número: 3 Nombre: Ingreso de medicinas a partir  de la 
Factura. 
Usuario: usuario_patronato 
Modificación de Historia Número: Fecha: 14/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: Alta 
(Alto / Medio / Bajo) 
Tiempo Estimado: 
Descripción: 
Una vez que hayan terminado de ingresar la información en cada Centro 
Médico se envía al Centro Médico Plaza Republica, en donde se termina 
de llenar el archivo con las medicinas, buscando de forma manual con 
el número de cedula del paciente y agregando las filas necesarias para 
el ingreso de datos, para las medicinas se ingresa: descripción: nombre, 
cantidad y precio. 
Observaciones: 
Al pasar esta información al formato en Excel se cometen varios errores 
de digitación o ingresar diferentes precios. 
Tabla 4. Ingreso de medicinas a partir  de la Factura.  












3.2.4 Historia para los Filtros y validación del Archivo 
Con esta historia podemos diferenciar el comportamiento del sistema al 
realizar los filtros necesarios para la generación del archivo plano. 
Tabla 5. Filtros y validación del Archivo.  




Historia de Usuario 
Número: 4 Nombre: Filtros y validación del Archivo. 
Usuario: Administrador 
Modificación de Historia Número: Fecha:13/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: Alta 
(Alto / Medio / Bajo) 
Tiempo Estimado: 
Descripción: 
Una vez ingresada toda la información en el archivo, se precede a 
realizar las validaciones como: 
Si es neonato y no tiene cedula se procede a poner la misma cedula del 
afiliado pero aumentado al final h1, h2, h3 dependiendo de los hijos. 
Si un afiliado se hace atender por segunda vez en el mes, y el 
diagnóstico es el mismo que la primera atención, la segunda consulta 
tiene un menor a la primera consulta. 
Se debe realizar filtros para le generación del archivo CSV: por 
especialidades, odontología y por tipo de seguro, siendo 8 archivos 





3.2.5 Historia para las Citas en Odontología. 
Con esta historia podemos diferenciar el comportamiento del sistema al 
momento que son consultas odontológicas. 
Tabla 6. Historia para las citas en Odontología 










Historia de Usuario 
Número: 4 Nombre: Filtros y validación del Archivo. 
Usuario: Administrador 
Modificación de Historia Número: Fecha:12/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: Alta 
(Alto / Medio / Bajo) 
Tiempo Estimado: 
Descripción: 
Para odontología tiene otro proceso, el diagnóstico del procedimiento 
siempre es Z012 que es consulta odontológica. 
Cada tratamiento realizado tiene su diagnóstico, cada paciente puede 
tener dos consultas máximo en el año, si requiere de más consultas para 





3.2.6 Historia para la Generación y Entrega del  Archivo CSV. 
Una vez realizado los filtros necesarios los archivos planos de cada Centro 
de Salud son enviados al IESS para su validación. 
Historia de Usuario 
Número: 5 Nombre: Generación y Entrega de  Archivo CSV. 
Usuario: Administrador 
Modificación de Historia Número: Fecha: 14/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: Alta 
(Alto / Medio / Bajo) 
Tiempo Estimado: 
Descripción: 
Una vez realizado todos los filtros se procede a generar los archivos 
CSV y luego se procede a la entrega a al IESS 
Observaciones: 
Si el archivo no pasa los controles y validaciones de la información, se 
procede a buscar y modificar  los errores mencionados en las historias, 
tomando más de 4 días entregar al IESS los archivos correctos.  
 
Tabla 7. Generación y Entrega de  Archivo CSV.  

















3.2.7 Historia para los Reportes generales 
Con esta historia podemos diferenciar el comportamiento del al momento de 
generación de reportes necesarios. 
Historia de Usuario 
Número: 5 Nombre: Reportes generales. 
Usuario: Administrador 
Modificación de Historia Número: Fecha: 14/12/2012 
Prioridad en Negocio: Alta 
(Alta / Medio / Bajo) 
Entrevistado: Fernando Lechon 
Riesgo en el Desarrollo: media 
(Alto / Medio / Bajo) 
Tiempo Estimado: 
Descripción: 
Una vez entregado todos los archivos CSV, se realiza reportes de 




Tabla 8. Reportes generales.  
Fuente: Autor de la tesis  
 
3.3 Tarjetas CRC 
3.3.1  Tarjeta CRC para los Anexos 
Tarjeta CRC 
Sistema-SIP   
Nombre de la clase:  Anexos  
RESPONSABILIDADES COLABORADORES 
Guardar Anexo Administrador 
Eliminar Anexo   
Actualizar Anexo   
    
Tarjeta CRC de los Anexos.  




3.3.2 Tarjeta CRC para el Paciente  
Tarjeta CRC 
Sistema-SIP   
Nombre de la clase:  Paciente  
RESPONSABILIDADES COLABORADORES 
Guarda datos de paciente   Centro_medico 
Eliminar datos de paciente     
Actualizar datos de 
paciente   
  
    
Tabla 9. Tarjeta CRC de los  Paciente.  
Fuente: Autor de la tesis  
 
3.3.3 Tarjeta CRC para  la Cita médica 
Tarjeta CRC 
Sistema-SIP   
Nombre de la clase:   Cita médica 
RESPONSABILIDADES COLABORADORES 
 Agrega un paciente  paciente 
 Asigna cita  Centro_medico 
 Asigna doctor   
    
Tabla 10. Tarjeta CRC de la cita médica.  












3.3.4  Tarjeta CRC para el Diagnóstico 
Tarjeta CRC 
Sistema-SIP   
Nombre de la clase:   Diagnóstico 
RESPONSABILIDADES COLABORADORES 
 Agrega un diagnóstico  paciente 
 Receta medicamentos  doctor 
 Receta exámenes 
médicos 
 paciente 
Tabla 11. Tarjeta CRC del diagnóstico.  
Fuente: Autor de la tesis  
 
3.3.5 Tarjeta CRC para el Medicinas 
Tarjeta CRC 
Sistema-SIP   
Nombre de la clase:   Medicinas. 
RESPONSABILIDADES COLABORADORES 
 Agrega medicinas 
(cantidad precio) 
 Usuario_patronato 
   
Tabla 12. Tarjeta CRC de la Medicina.  




3.4 Diagramas UML 
3.4.1 Diagrama general de los casos de uso. 
 
Diagrama 1. Diagrama General de Casos de Uso 





Registro de Usuarios y Roles
Importar Archivo de Citas
Usuario Centros Medicos
Ingreso de Parentesco
Ingreso de Diagnostico Médico
Ingreso de Medicinas
Ingreso de Examenes
Ingreso de Valores de Medicina
Reportes








En el diagrama 1, muestra todos los casos de uso del sistema, es decir 
muestra la representación gráfica  de las acciones y pasos  que cada actor 
realiza. 
Los usuarios administradores tendrán el acceso a todo el sistema, se 
encargaran de asignar permisos, creación, modificación y eliminación de 
usuarios del sistema, generación de reportes, importación de los archivo CSV.   
El usuario Centro Médico es la persona encargada de la importación del 
archivo de agenda del IESS, ingreso de parentesco e historia clínica del 
paciente. 
El usuario patronato es la persona que registra las medicinas suministradas al 
pacientes, el ingreso lo hacen por medio de la factura, que es entregada al 
final del mes por las farmacias asociadas. 
3.4.1.1  CU_01: Registro de Usuarios y Roles 
 
Diagrama 2. CU_01: Registro de Usuarios y Roles 





Descripción: Proceso llevado a cabo por el administrador con el fin de 









Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el 
administrador ingresa a la página 
de inicio de la aplicación en donde 
se solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón ENTRAR. 
1.1. Si el administrador ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe, el 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El administrador tiene el acceso a 
todas las opciones del menú 
administración: 
 Ingreso de usuarios. 
Ingreso, modificación, 
eliminación de exámenes. 
 
4 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El administrador debe 
existir. 
El administrador debe 
estar activo y tener 
asignados un nombre de 
usuario y contraseña. 






3.4.1.2 CU_02: Importar el Archivo de Citas  
 
Diagrama 3.  CU_02: Generación de Archivos CSV 




Actor(es): Centro Médico. 
Descripción: Proceso llevado a cabo por el usuario del Centro Médico, con 
el fin de ingresar al módulo recolección de datos he importar el archivo Excel 
(xls). 
 
Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el 
usuario  ingresa a la página de 
inicio de la aplicación en donde se 
solicitan los siguientes campos: 
 Nombre de usuario. 
 Contraseña. 
Y el da clic en el botón ENTRAR. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El usuario tiene el acceso a todas 
las opciones del menú Citas: 
 Cargar archivo. 
 Completar citas. 
 
4 El usuario accede a la opción 
cargar archivo, en la pantalla se 
4.1. Si el archivo no se encuentra en el 
formato correcto, presenta mensaje un 
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solicitan los siguientes campos: 
 Seleccionar el archivo. 
 Luego de seleccionar el 
archivo dar clic en el botón 
“subir”. 
error. 
4.2. Si el archivo se encuentra corrupto, 
presenta mensaje un error. 
4.1. Si el archivo ya fue subido 
anteriormente, presenta mensaje un 
error. 
En todos los casos (Punto 1 del curso 
normal). 
5 Finaliza el caso de uso.  
  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Usuario debe existir. 
El Usuario debe estar 
activo y tener asignados 
un nombre de usuario y 
contraseña. 
El archivo debe estar en 
el formato (xls). 
El usuario ha iniciado 
sesión. 
Ninguno. 
3.4.1.3 CU_03: Exportar el Archivo CSV 
 
Diagrama 4. CU_03: Importar Archivo de Citas 




Descripción: Proceso llevado a cabo por el usuario Administrador, con el fin 





Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el  
Administrador ingresa a la página 
de inicio de la aplicación en donde 
se solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón ENTRAR. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El usuario tiene el acceso a todas 





4 El Administrador accede a la opción 
requerida , en la pantalla se 
solicitan los siguientes campos: 
 Seleccionar Centro 
Médico. 
 Año y mes. 
Y el da clic en el botón Generar. 
4.1. Si el archivo no se puede 
descargar, presenta un mensaje en 
pantalla. 
(Punto 1 del curso normal). 
5 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Administrador debe 
existir. 
El Administrador debe 
estar activo y tener 
asignados un nombre de 
usuario y contraseña. 






3.4.1.4 CU_04: Ingreso de Diagnóstico Médico 
 
Diagrama 5. CU_O4: Ingreso de Diagnóstico Médico 




Actor(es): Centro Médico. 
Descripción: Proceso llevado a cabo por el usuario del Centro Médico, con 
el fin de ingresar al módulo recolección de datos, para ingresar los 
diagnósticos de los procedimientos realizados para cada paciente. 
 
Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el 
usuario  ingresa a la página de 
inicio de la aplicación en donde se 
solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón “ENTRAR”. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El usuario tiene el acceso a todas 
las opciones del menú Citas: 
 Cargar archivo. 
 Completar citas. 
 
 
4 El usuario accede a la opción 
Completar cita, en la pantalla se 
4.1. Si el diagnostico ya fue agregado, 
presenta un mensaje de fallo. 
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solicitan los siguientes campos: 
 Seleccionar Diagnostico. 
 Agregar diagnostico 
Luego dar clic en el botón “Guardar”. 
 (Punto 1 del curso normal). 
5 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Usuario debe existir. 
El Usuario debe estar 
activo y tener asignados 
un nombre de usuario y 
contraseña 




3.4.1.5 CU_05 Ingreso de parentesco 
 
Diagrama 6. CU_05 Ingreso de parentesco 
Fuente: Autor de la tesis  
 
 
Actor(es): Centro Médico. 
Descripción: Proceso llevado a cabo por el usuario del Centro Médico, con 
el fin de ingresar al módulo recolección de datos, para ingresar el parentesco 










Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el 
usuario  ingresa a la página de 
inicio de la aplicación en donde se 
solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón “ENTRAR”. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El usuario tiene el acceso a todas 
las opciones del menú Citas: 
 Cargar archivo. 
 Completar citas. 
 
4 El usuario accede a la opción 
Completar cita, en la pantalla se 
solicitan los siguientes campos: 
 Seleccionar Tipo de 
parentesco. 
Luego dar clic en el botón “Guardar”. 
4.1. Si el selecciona titula  se carga 
automáticamente la información de 
beneficiario. 
4.2 Si selecciona cualquier otro se debe 
ingresar los datos, C.I, y nombre. Si el 
beneficiario ya existe al momento de 
ingresar la cedula se carga 
automáticamente el nombre. 
 (Punto 1 del curso normal). 
5 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Usuario debe existir. 
El Usuario debe estar 
activo y tener asignados 
un nombre de usuario y 
contraseña. 





3.4.1.6 CU_06 Ingreso de Exámenes 
 
Diagrama 7. CU_06 Ingreso de Exámenes 




Actor(es): Centro Médico. 
Descripción: Proceso llevado a cabo por el usuario del Centro Médico, con 
el fin de ingresar al módulo recolección de datos, para ingresar los Exámenes 
suministrados  por el doctor  para cada paciente. 
 
Flujo de Eventos 
Curso normal Alternativas 
6 El caso de uso inicia cuando el 
usuario  ingresa a la página de 
inicio de la aplicación en donde se 
solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón “ENTRAR”. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
7 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
8 El usuario tiene el acceso a todas 
las opciones del menú Citas: 
 Cargar archivo. 
 Completar citas. 
 
9 El usuario accede a la opción 
Completar cita, en la pantalla se 
solicitan los siguientes campos: 
4.1. Si el examen ya fue agregado, 
presenta un mensaje de fallo. 




 Agregar Examen 
Luego dar clic en el botón “Guardar”. 
10 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Usuario debe existir. 
El Usuario debe estar 
activo y tener asignados 
un nombre de usuario y 
contraseña 
El usuario ha iniciado 
sesión. 
Ninguno. 
3.4.1.7 CU_07 Ingreso de Medicinas 
 
 
Diagrama 8. CU_07 Ingreso de Medicinas 
Fuente: Autor de la tesis  
 
 
Actor(es): Usuario Patronato. 
Descripción: Proceso llevado a cabo por el usuario del Centro Médico, con 
el fin de ingresar al módulo recolección de datos, para ingresar los 











Flujo de Eventos 
Curso normal Alternativas 
1 El caso de uso inicia cuando el 
usuario  ingresa a la página de 
inicio de la aplicación en donde se 
solicitan los siguientes campos: 
 Nombre de usuario.  
 Contraseña 
Y el da clic en el botón “ENTRAR”. 
1.1. Si el usuario ha ingresado un 
nombre de usuario y/o contraseña 
incorrectos o el usuario administrador 
no está activo o el usuario no existe. El 
sistema muestra en pantalla un 
mensaje indicando que el nombre de 
usuario y/o contraseña no son válidos. 
(Punto 1 del curso normal). 
2 El sistema inicia la sesión y se abre 
la página de bienvenida. 
 
3 El usuario tiene el acceso a todas 
las opciones del menú Citas: 
 Cargar archivo. 
 Completar citas. 
 
4 El usuario accede a la opción 
Completar cita, en la pantalla se 
solicitan los siguientes campos: 
 Factura 
 Medicina 
 Cantidad  
 Precio 
 Agregar Medicina 
Luego dar clic en el botón “Guardar”. 
4.1. Si la Medicina ya fue agregado, 
presenta un mensaje de fallo. 
 (Punto 1 del curso normal). 
5 Finaliza el caso de uso.  
Requerimientos Especiales 
Precondiciones Poscondiciones Puntos de Extensión 
El Usuario debe existir. 
El Usuario debe estar 
activo y tener asignados 
un nombre de usuario y 
contraseña. 






3.4.2 Diagrama general de Secuencia 
 
Diagrama 9. Diagrama General De Secuencia 
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En el diagrama 9 se muestra todas las secuencias del sistema, es decir las 
instancias  que deben cumplirse, para efectuar un proceso o una acción en la 
aplicación.  
3.4.2.1 Diagrama de secuencia del Usuario Administrador. 
El usuario Administrador,  una vez validado su ingreso podrá: ingresar, 
modificar, eliminar, todos los datos de las páginas de administración, 
realizar las consultas de los reportes, generar los archivos planos de 
las citas médicas, dar de alta o de baja, usuarios, medicinas, 
procedimientos. 
3.4.2.2 Diagrama de secuencia del Usuario Centro Médico. 
El usuario Centro Médico, una vez realizada la autentificación con éxito, 
es responsable de la importación del archivo de citas médicas, luego 
se procederá el ingreso de toda la  información de la historia médica 
del paciente. 
3.4.2.3 Diagrama de secuencia del Usuario Patronato. 
Una vez realizado el login con éxito, es responsable del ingreso de las 

















4. Manual  de Usuario 
En este capítulo instruiremos al usuario en el uso del sistema y la solución de 
posibles problemas que pueda suceder en la operación del mismo, detallando 
de la manera más explícita  mediante capturas de pantallas. 
 
Conocimientos mínimos que deben tener los usuarios del sistema. 
 Conocimientos básicos acerca de programas utilitarios. 
 Conocimientos básicos de navegación Web. 
 Conocimientos básicos de Windows. 
4.1 Ingreso al Sistema 
Para ingresar al sistema Web SIP, debemos abrir el navegador de preferencia 
utilizar Mozilla y debemos ingresar la siguiente 
dirección:localhost:8080/cpp/login.jsf y presionamos enter. 
Donde localhost:8080 cambiará una vez que el sistema sea publicado en el  
webhosting de Patronato provincial de Pichincha. 
Al ingresar nos aparecerá la pantalla de login para ingresar los campos de 









Si no ingresa uno de los datos requeridos nos presenta un mensaje de error 
informándonos del campo vacío. 
 
Si el usuario no se encuentra registrado nos presenta un mensaje, debe 
contactarse con el administrador para ver si tiene permisos de ingreso al 
sistema. 
 
Una vez iniciada la sesión del usuario en el sistema, encontraremos el menú 




4.2 Configuración  del Sistema 
La pestaña Administración permite definir la configuración del sistema, para 
guardar los datos de cada página web se debe ingresar toda la información, 
sino no va permitir guardar la información.   
 
 
 Los tipos de beneficiarios se carga directamente cuando se importa el 
archivo de citas médicas, lo único que se debe ingresar es el código 
correspondiente, luego clic en aceptar para guardar la información. 
El botón  permite modificar el tipo de beneficiario. 




 los parentescos  se carga directamente cuando se importa el archivo de 
citas médicas, lo único que se debe ingresar es el código, luego clic en 
aceptar para guardar la información. 
El botón  permite modificar el parentesco. 




 los Beneficiarios, de bebe escoger el tipo de beneficiario ingresar nombres 
completos, y cedula de identidad, luego clic en aceptar para guardar la 
información. 
El botón  permite modificar el beneficiario. 
El botón  elimina  beneficiario. 
Para recorrer en las páginas de la información, podemos dar clic directamente 






 Para los Diagnósticos, de bebe ingresar el código, el nombre del 
diagnóstico, y el tipo de diagnóstico, luego clic en aceptar para guardar la 
información. 
El botón  permite modificar el beneficiario. 
El botón  elimina  beneficiario. 
Para recorrer en las páginas de la información, podemos dar clic        






 Para las derivaciones, de bebe ingresar el código y al derivación, luego 
clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 





 Para al contingencia cubierta, de bebe ingresar el nombre de la 
contingencia cubierta, luego clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 




 Las dependencias se carga directamente cuando se importa el archivo de 
citas médicas, lo único que se debe ingresar es el código y el tiempo de 
duración, luego clic en aceptar para guardar la información. 
El botón  permite modificar el parentesco. 






 Para las Medicinas, de bebe ingresar el nombre del medicamento, luego 
clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 
El botón  elimina  beneficiario. 
 
 
 Para el procedimiento, de bebe ingresar el nombre del procedimiento, el 
código del procedimiento, código del grupo, descripción, precio,  luego 
clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 





 Para el Tipo de examen, de bebe ingresar el código, y el tipo de examen,  
luego clic en aceptar para guardar la información. 
 
El botón  permite modificar el beneficiario. 






 Para el examen, de bebe ingresar el código, y el tipo de examen, el 
examen y el valor, luego clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 
El botón  elimina  beneficiario. 
 
 
 Para el Centro Médico, el nombre del Centro Médico se ingresa cuando 
se importa el archivo de citas. 
 
El botón  permite modificar el beneficiario. 





 Para el  Doctor,  los doctores se ingresan con sus respectivo Centro 
Médico, cuando se importa el archivo de citas médicas 
 
El botón  permite modificar el beneficiario. 




 Para el registro de los usuarios, se ingresa el nombre de la persona, el 
usuario con el cual va ingresar al sistema, contraseña para el acceso, el 
perfil para el usuario, luego clic en aceptar para guardar la información. 
El botón  permite modificar el beneficiario. 





4.3 Manejo de citas 
En la opción Citas del menú tenemos: 
 
4.4  Cargar citas. 
Nos permite importar el archivo de citas médicas.  
 




o Para agregar el archivo de citas damos clic en  y se 
nos abrirá un explorador con el cual debemos ir a la dirección 
donde se encuentra guardado el archivo.  
o El archivo debe estar en el formato correcto y guardado con 
extensión xls. 
Una vez agregado el archivo, para importar el archivo clic en


















o Con el  botón  cancelamos la subida del archivo. 
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4.5 Completar Citas  








o Para la búsqueda de una cita ingresamos, fecha de la cita, hora de 








Si se encuentra coincidencias el sistema presenta un mensaje. 
 
 
Una vez recuperada la información del paciente, se procede a completar la 




o Escogemos la contingencia cubierta para el paciente. 
o Escogemos la derivación. 
o Seleccionamos el tipo de diagnóstico. 
o La cedula del paciente es recuperada al momento de la búsqueda, 
es te campo es modificable para el caso de los hijos de los afiliados 
que no tengan cedula de identidad, para agregar al final de la cedula  
H1, H2 dependiendo de los hijos, que se hagan atender en el mismo 
día. 
o El nombre del paciente también es modificable, para el caso el caso 
de los hijos que no estén inscritos en registro civil. 
o Los campos médico, especialidad, estado, edad, fecha de 
nacimiento son recuperados al momento de la búsqueda, estos 
campos se almacena al momento de la subida del archivo. 
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o Damos clic en , si la información es guardada 
correctamente nos muestra un mensaje, de la misma forma   si la 
información no puede ser guardada. 
 Una vez completada la información de la cita, dar clic en la pestaña afiliado, 
para ingresar toda la información del afiliado. 
 
 
o Ingresamos el parentesco, del paciente con al afiliado. 
o Ingresamos la cedula del afiliado. 
o Ingresamos el nombre completo del afiliado, iniciando con el 
apellido luego nombres. 
o Seleccionamos el sexo del paciente. 
o Damos clic en , si la información es guardada 
correctamente nos muestra un mensaje, de la misma forma   si la 
información no puede ser guardada. 







o Escogemos el procedimiento realizado al paciente.  
o Escogemos el diagnóstico del paciente, para la selección del 
diagnóstico, se debe ingresar las primeras letras del código, se 
realiza una auto-completación y un filtro de las palabras 
semejantes. 
 




Una vez agregado el diagnostico podemos eliminar haciendo clic en 
X. 
 
o Escogemos los examen que el médico envía al paciente y luego 







Para la eliminar un examen agregado damos clic en X. 
Una vez seleccionado los exámenes, damos clic en , 
presenta un mensaje si se guardó correctamente o si ocurrió al error 
al guardar. 
 
 Cuando se escogen en el procedimiento, CONSULTA ODONTÓLOGICA, 
GENERAL, nos presenta la siguiente pestaña. 
 
 
o Si la consulta es subsecuente presenta el check activo 
automáticamente . 
o Si la consulta es viene de otro centro de salud, pero es subsecuente, 
se activa el check. 
o Escogemos el diagnóstico del paciente, para la selección del 
diagnóstico, se debe ingresar las primeras letras del código, se 




o Se escoge el tratamiento, que el paciente se realiza y el diagnóstico 
del mismo, y se da clic en . 
 Una vez ingresada la información del procedimiento se da clic en la 
pestaña Medicina para el ingreso de las mismas.  
 
 
o Se escoge la medicina, se agrega el número de factura, cantidad, 
precio. 




o Para eliminar una las medicinas agregadas, damos clic en X. 
o Para guardar la información damos clic en . 
4.6 Reportes 
Los reportes nos permiten obtener información, resúmenes de las 









Este reporte presenta el total que se ha facturado en consultas, radiología, 
odontología, laboratorio y  medicinas de cada Centro Médico, filtrado por tipo 
de beneficiario el cual se puede seleccionar uno o varios (ctrl + clic), rango de 
fechas. 
Una vez recuperado la información damos clic en y se descargara la 
información en pdf.  






Este reporte presenta el total que se ha facturado en consultas, radiología, 
odontología, laboratorio y  medicinas, filtrado por tipo de beneficiario el cual 
se puede seleccionar uno o varios (Ctrl + clic), Centro Médico y rango de 
fechas. 
 
Una vez recuperado la información damos clic en y se descargara la 

















Este reporte presenta el total que se ha facturado en consultas, radiología, 
odontología, laboratorio y  medicinas, de cada doctor, filtrado por tipo de 
beneficiario el cual se puede seleccionar uno o varios (Ctrl + clic), Centro 
Médico y rango de fechas. 
 
Una vez recuperado la información damos clic en y se descargara la 

















Este reporte presenta la cantidad de consultas realizadas por cada 
doctor, filtrado por tipo de beneficiario el cual se puede seleccionar uno 
o varios (Ctrl + clic), Centro Médico y rango de fechas. 
 
Una vez recuperado la información damos clic en y se 












4.7 Generación de archivos CSV 
Generación de Archivos CSV nos permiten obtener toda la información de 
las citas en archivos planos con extensión CSV. 
 
 
 Generación del archivo plano para activos 
 
Seleccionamos el Centro Médico, el año y el mes del cual que remos 
la información.  
Lego de seleccionar los parámetros, damos clic en 






 Generación del archivo plano para Jubilados 
 
Seleccionamos el Centro Médico, el año y el mes del cual que remos 
la información.  
Lego de seleccionar los parámetros, damos clic en 
para generar el reporte. 
Para los todos los archivos planos realizamos lo mismo. 
 Generación del archivo plano para Montepío 
 
 
Seleccionamos el Centro Médico, el año y el mes del cual que remos 
la información.  
Lego de seleccionar los parámetros, damos clic en . 
Para la generación de los otros archivos CSV, son los mismos 










5. Manual de Instalación 
En este capítulo se detallara las configuraciones necesarias para un buen 
funcionamiento del sistema. 
5.1 Instalacion de JBoss 7.1.1.Final en CentOS 6 
Para la instalación debemos seguir los siguientes pasos. 
 Instalación JDK 1.6.0 
Para la instalar el JDK se debe ejecute el siguiente comando, $ su-c 
"yum install java-1.6.0- openjdk-devel ", para confirmar que la 
versión correcta del JDK está en la ruta de clases: $ java-version. 
 Descargar JBoss y el procedimiento de instalación 
El siguiente paso es descargar la versión adecuada de JBoss AS 7. 
Para eso debemos ir a la página siguiente. 
http://www.jboss.org/jbossas/downloads/ 
Una vez completada la descarga, ejecutamos el siguiente comando, $ 
Unzip jboss-as-7.1.1.Final.zip-d / java / 
Alternativamente, cualquier directorio puede ser elegido para la 
instalación de JBoss 7. 
 Configuración de JBoss 7. 
Para configurar nos dirigimos a la dirección, java/ jboss-as-
7.1.1.Final\standalone\configuration, abrimos el archivo standalone.xml 
con notepad++. 
 
Configuración de la base, con la cual se debe conectar la aplicación. 
 













      <driver>postgres</driver> 
       <security> 
      <user-name>postgres</user-name> 
<password>root</password> 
       </security> 





           </statement> 
 
Configuración IP con  la cual vamos acceder al sistema web. 
</subsystem> 
<subsystem xmlns="urn:jboss:domain:webservices:1.1"> 
           <modify-wsdl-address>true</modify-wsdl-address> 
<wsdl-host>${jboss.bind.address:127.0.0.1}</wsdl-host> 
           <endpoint-config name="Standard-Endpoint-Config"/> 
           <endpoint-config name="Recording-Endpoint-Config"> 
<pre-handler-chain name="recording-handlers" protocol-





           </pre-handler-chain> 
           </endpoint-config> 
         </subsystem> 
         <subsystem xmlns="urn:jboss:domain:weld:1.0"/> 
      </profile> 




         </interface> 
         <interface name="public"> 
<inet-address value="${jboss.bind.address:127.0.0.1}"/> 
         </interface> 
         <interface name="unsecure"> 
<inet-address 
value="${jboss.bind.address.unsecure:127.0.0.1}"/> 
       </interface> 







 Inicie el servidor JBoss AS 7 
Para iniciar el servidor debemos abrí la terminal y dirigirnos a la 
siguiente dirección, java/ jboss-as-7.1.1.Final/bin/standalone.sh 
5.2 Instalación de la base de datos 
Lo primero que tenemos que hacer es descargar la versión del 
programa de instalación que corresponda con nuestro sistema, nos 
dirigimos a la siguiente dirección, http://www.postgresql.org/download/, 
una vez termina la descarga hacemos clic en el ejecutable. 
La primera pantalla que se nos muestra es la bienvenida al instalador 









En el siguiente paso tendremos que definir el directorio donde vamos a 
instalar, utilizaremos el valor por defecto que el programa nos sugiere. 
 
En el siguiente paso tenemos que definir el directorio de datos en donde 
se crearán nuestras bases de datos, utilizaremos el valor por defecto 




El siguiente paso tenemos que definir una clave de acceso para el 
usuario administrador de nuestra base de datos PostgreSQL. 
 
Después de ingresar la contraseña debemos especificar el puerto que 






Una vez que hemos terminado con todos los pasos de configuración, 
el programa nos informa que está listo para empezar a instalar e 
inicializar nuestra instalación. 
 
Pulsamos por última vez "Next" y esperamos a que el programa termine 













Una vez terminada la instalación nos dirigimos al menú aplicaciones y 
abrimos  pgAdmin. 
 
Y nos presenta la siguiente pantalla en la cual podemos administrar la 




5.3 Creación de la base de datos 
Una vez instalada el motor de base de datos Postgres y el 
administrador pgAdminIII, procedemos a crear la base de datos. 
 
Nos presenta la siguiente pantalla donde ponemos el nombre de la 





Base de datos creada. 
 
Una vez que se termina de crear la base de datos damos clic derecho 






Seleccionamos la dirección el archivo iniacial 8-4.backup y damos clic 
Restore. 
 
Al dar clic en restore nos presenta la siguiente pantalla donde nos 
presenta el estado del backup. 
 
 
Una vez terminado el backup y sin presentar ningún problema se 








6. Manual Técnico 
En este capítulo explicamos cómo fue desarrollado el sistema web SIP y al 
estructura del mismo. 
El proyecto tiene la estructura siguiente: 
 Java Resources aquí están todos los archivos *.java y eclipse se encargará 
automáticamente de publicar los *.class en donde corresponda, contiene 
los siguientes paquetes: modelo, service y controller. 
 WebContent aquí estarán los archivos *.xhtml, *.jsf, dentro de esta carpeta 
podemos ver la estructura estándar de JEE para un proyecto Web con la 
carpeta WEB-INF, el archivo web.xml. 
A continuación detallaremos las capas que contiene el sistema. 
6.1 Capa model 
Esta capa nos permite que nuestra aplicación tenga acceso a la base  
de datos.  





El paquete DAO contiene los  patrón de diseño DAO (Data Access 
Object) encapsula toda la lógica de acceso a datos tales como 
consultas y operaciones. 
 





6.2 Capa de los servicios 























Contiene los métodos necesarios para el proceso de las citas médicas. 
 
public class CitasService { 
 
 @EJB 
 private CitaHelperDao citaHelperDao; 
 
 @EJB 
 private CatalogosHelperDao catalogosHelperDao; 
 
 @EJB 
 private ProcedimientoDao procedimientoDao; 
 
 @EJB 
 private ExamenDao examenDao; 
 
 @PersistenceContext 
 private EntityManager em; 
//guarda los datos de los procedimientos de las consultas 
 public void guardarDatosProcedimiento(Consulta consulta, 
   DatosTabProcedimientoBean datosTabProcedimientoBean) 
   throws ServiceException { 
  try { 
 
 consulta = em.find(Consulta.class, consulta.getIdConsulta()); 
 
   consulta.setProcedimiento(datosTabProcedimientoBean 
     .obtenerProcedimientoSeleccionado()); 
 
   if (consulta.getConsultaExamenes() == null) { 
consulta.setConsultaExamenes(new 
ArrayList<ConsultaExamen>()); 
   } 
 
   for (Examen examen : datosTabProcedimientoBean 
     .getExamenesRealizados()) { 
    if (!contieneExamen(consulta, examen)) { 
ConsultaExamen consultaExamen = new 
ConsultaExamen( 
       consulta, examen); 
     consultaExamen.setPrecio(examenDao 
      
 .buscarUltimoPrecioVigente(examen.getIdExamen())); 
     em.persist(consultaExamen); 
    
 consulta.getConsultaExamenes().add(consultaExamen); 
    } 
   } 
 
 List<Examen> examenesNuevos = datosTabProcedimientoBean 
     .getExamenesRealizados(); 
   eliminarExamenes(consulta, examenesNuevos); 
 





   } 
 
   // Elimina los diagnósticos anteriores 
Query query = em 
     .createNativeQuery("DELETE FROM 
consulta_diagnostico WHERE consulta_id=" 
       + consulta.getIdConsulta()); 
   query.executeUpdate(); 
 
for (Diagnostico diagnostico : datosTabProcedimientoBean 
  .getDiagnosticosRealizados()) { 
 if (!contieneDiagnostico(consulta, diagnostico)) { 
 ConsultaDiagnostico consultaDiagnostico = new ConsultaDiagnostico( 
  consulta, diagnostico); 
 em.persist(consultaDiagnostico); 
    
 consulta.getConsultaDiagnosticos().add(consultaDiagnostico); 
    } 
   } 
   // Verifica si es subsecuente 
 verificarSubsecuente(consulta); 
        consulta.setPrecioProcedimiento(procedimientoDao 
    
 .buscarUltimoPrecioVigente(datosTabProcedimientoBean 
      
 .obtenerProcedimientoSeleccionado() 
       .getIdProcedimiento())); 
   em.merge(consulta); 
  } catch (Exception e) { 
   e.printStackTrace(); 
   throw new ServiceException( 
     "Ocurrio un error al guardar la informacion de la 
cita, contacte al administrador del sistema"); 
  } 
 } 
 
 public void guardarDatosProcedimientoOdontologia(Consulta consulta, 
   DatosTabProcedimientoBean datosTabProcedimientoBean) 
   throws ServiceException { 
  try { 
 
   consulta = em.find(Consulta.class, consulta.getIdConsulta()); 
 
   consulta.setConsultaConsecutiva(datosTabProcedimientoBean 
     .isCitaConsecutiva()); 
 
   consulta.setProcedimiento(datosTabProcedimientoBean 
     .obtenerProcedimientoSeleccionado()); 
 
   consulta.setPrecioProcedimiento(procedimientoDao 
    
 .buscarUltimoPrecioVigente(datosTabProcedimientoBean 
      
 .obtenerProcedimientoSeleccionado() 
       .getIdProcedimiento())); 
   consulta.setDiagnosticoUno(datosTabProcedimientoBean 
     .getDiagnosticoUnoProcedimiento()); 
   consulta.setDiagnosticoDos(datosTabProcedimientoBean 
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     .getDiagnosticoDosProcedimiento()); 
   consulta.setDiagnosticoTres(datosTabProcedimientoBean 
     .getDiagnosticoTresProcedimiento()); 
 
   if (consulta.getConsultaExamenes() == null) { 
    consulta.setConsultaExamenes(new 
ArrayList<ConsultaExamen>()); 
   } 
 
   for (Examen examen : datosTabProcedimientoBean 
     .getExamenesRealizados()) { 
    if (!contieneExamen(consulta, examen)) { 
     ConsultaExamen consultaExamen = new 
ConsultaExamen( 
       consulta, examen); 
     consultaExamen.setDiagnosticoUno(examen 
       .obtenerDiagnosticoUno()); 
     consultaExamen.setDiagnosticoDos(examen 
       .obtenerDiagnosticoDos()); 
     consultaExamen.setDiagnosticoTres(examen 
       .obtenerDiagnosticoTres()); 
     consultaExamen.setPrecio(examenDao 
      
 .buscarUltimoPrecioVigente(examen.getIdExamen())); 
     em.persist(consultaExamen); 
    
 consulta.getConsultaExamenes().add(consultaExamen); 
    } 
   } 
 
   List<Examen> examenesNuevos = datosTabProcedimientoBean 
     .getExamenesRealizados(); 
   eliminarExamenes(consulta, examenesNuevos); 
 
   em.merge(consulta); 
  } catch (Exception e) { 
   e.printStackTrace(); 
   throw new ServiceException( 
     "Ocurrio un error al guardar la informacion de la 
cita, contacte al administrador del sistema"); 
  } 
 } 
//Mira si el examen agregado ya existe en la lista de exámenes. 
 private boolean contieneExamen(Consulta consulta, Examen examen) { 
  boolean contiene = false; 
  for (ConsultaExamen consultaExamen : consulta.getConsultaExamenes()) { 
   if (consultaExamen.getExamen().getIdExamen() == examen 
     .getIdExamen()) { 
    contiene = true; 
    break; 
   } 
  } 
  return contiene; 
 } 
//Elimina examen de la lista de exámenes. 
 
 private void eliminarExamenes(Consulta consulta, List<Examen> examenes) { 
  boolean existeEnDosLados = true; 
  for (ConsultaExamen consultaExamen : consulta.getConsultaExamenes()) { 
   Examen examenIter = consultaExamen.getExamen(); 
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   for (Examen examen : examenes) { 
    if (examenIter.getIdExamen() == examen.getIdExamen()) { 
     existeEnDosLados = true; 
     break; 
    } 
    existeEnDosLados = false; 
   } 
   try { 
    if (!existeEnDosLados) { 
     ConsultaExamen ce = 
em.find(ConsultaExamen.class, 
      
 consultaExamen.getIdConsultaExamen()); 
     em.remove(ce); 
    } 
   } catch (Exception e) { 
    System.out.println(e.getMessage() 
      + " NO IMPORTA NO ELIMINA LO Q NO 
HAY"); 
   } 
  } 
 } 
 
 private boolean contieneDiagnostico(Consulta consulta, 
   Diagnostico diagnostico) { 
  boolean contiene = false; 
  for (ConsultaDiagnostico consultaDiagnostico : consulta 
    .getConsultaDiagnosticos()) { 
   if (consultaDiagnostico.getDiagnostico().getIdDiagnostico() == 
diagnostico 
     .getIdDiagnostico()) { 
    contiene = true; 
    break; 
   } 
  } 
  return contiene; 
 } 
//elimina las medicinas 
 private void eliminarMedicinas(Consulta consulta) { 
  List<MedicinaRecetada> medicinas = consulta.getMedicinaRecetadas(); 
  for (MedicinaRecetada medicinaRecetada : medicinas) { 
   em.remove(em.merge(medicinaRecetada)); 
  } 
 } 
//busca los beneficiarios 
 public List<Beneficiario> buscarBeneficiarios(String ci) { 
  List<Beneficiario> beneficiarios = em.createQuery( 
    "SELECT b FROM Beneficiario b WHERE b.ci= '" + ci + "'") 
    .getResultList(); 
  return beneficiarios; 
 } 
 
 public void guardarDatosAfiliado(Consulta consulta, 
   DatosTabAfiliadoBean datosTabAfiliadoBean) throws 
ServiceException { 
 
  try { 
   String ciAfiliado = datosTabAfiliadoBean.getCedulaPaciente(); 




   Beneficiario datosBeneficiario = null; 
   if (beneficiarios.isEmpty()) { 
    datosBeneficiario = new Beneficiario(); 
    datosBeneficiario.setCi(ciAfiliado); 
    datosBeneficiario.setNombres(datosTabAfiliadoBean 
      .getNombrePaciente()); 
    em.persist(datosBeneficiario); 
   } else { 
    datosBeneficiario = beneficiarios.iterator().next(); 
    datosBeneficiario.setNombres(datosTabAfiliadoBean 
      .getNombrePaciente()); 
    em.merge(datosBeneficiario); 
   } 
   consulta.getPaciente().setBeneficiario(datosBeneficiario); 
   consulta.getPaciente().setSexo(datosTabAfiliadoBean.getSexo()); 
   consulta.getPaciente().setParentesco( 
    
 datosTabAfiliadoBean.obtenerParentescoSeleccionado()); 
 
   em.merge(consulta.getPaciente()); 
   em.merge(consulta); 
  } catch (Exception e) { 
   e.printStackTrace(); 
   throw new ServiceException( 
     "Error al guardar los datos del afiliado, contacte al 
administador del sistema"); 




  * Toma un mapa de entidades con los datos de la cita y los registra en la 
  * base de datos 
  *  
  * @param entidades 
  */ 
 public void registrarCita(Map<String, Object> entidades) { 
 
  CentroMedico centroMedico = (CentroMedico) entidades 
    .get(CentroMedico.class.getName()); 
  centroMedico = (CentroMedico) citaHelperDao.guardarRegistro( 
    centroMedico, 
    DTOBuilderColumnaTabla.crear("centroMedico", 
      centroMedico.getCentroMedico(), 
Afirmacion.SI)); 
 
  Doctor doctor = (Doctor) entidades.get(Doctor.class.getName()); 
  doctor.setCentroMedico(centroMedico); 
  doctor = (Doctor) citaHelperDao.guardarRegistro(doctor, 
    DTOBuilderColumnaTabla.crear("nombre", 
doctor.getNombre(), 
      Afirmacion.SI)); 
 
  Dependencia dependencia = (Dependencia) 
entidades.get(Dependencia.class 
    .getName()); 
  dependencia = (Dependencia) citaHelperDao.guardarRegistro( 
    dependencia, 
    DTOBuilderColumnaTabla.crear("dependencia", 





  TipoBeneficiario tipoBeneficiario = (TipoBeneficiario) entidades 
    .get(TipoBeneficiario.class.getName()); 
  tipoBeneficiario = (TipoBeneficiario) citaHelperDao.guardarRegistro( 
    tipoBeneficiario, DTOBuilderColumnaTabla.crear( 
      "tipoBeneficiario", 
      tipoBeneficiario.getTipoBeneficiario(), 
Afirmacion.SI)); 
 
  Paciente paciente = (Paciente) entidades.get(Paciente.class.getName()); 
  DTOColumnaTabla[] dtosPaciente = { 
    DTOBuilderColumnaTabla.crear("fechaNacimiento", 
      paciente.getFechaNacimiento(), 
Afirmacion.SI), 
    DTOBuilderColumnaTabla.crear("nombre", 
paciente.getNombre(), 
      Afirmacion.SI), 
    DTOBuilderColumnaTabla.crear("cedula", 
paciente.getCedula(), 
      Afirmacion.SI) }; 
  paciente.setTipoBeneficiario(tipoBeneficiario); 
  paciente = (Paciente) citaHelperDao.guardarRegistro(paciente, 
    dtosPaciente); 
 
  Consulta consulta = (Consulta) entidades.get(Consulta.class.getName()); 
  consulta.setDependencia(dependencia); 
  consulta.setDoctor(doctor); 
  consulta.setPaciente(paciente); 
  // DTOColumnaTabla[] dtosConsulta = { 
  // DTOBuilderColumnaTabla.crear("fecha", consulta.getFecha(), 
  // Afirmacion.SI), 
  // DTOBuilderColumnaTabla.crear("estado", consulta.getEstado(), 
  // Afirmacion.SI), 
  // DTOBuilderColumnaTabla.crear("hora", consulta.getHora()) }; 
  // DTOColumnaTabla[] dtosConsulta = new DTOColumnaTabla[0]; 
  // consulta = (Consulta) citaHelperDao.guardarRegistro(consulta, 
  // dtosConsulta); 




 public List<?> buscarCatalogo(String classNameEntidad, 
   boolean filtrarPorEstado) throws ServiceException { 
  try { 
   if (filtrarPorEstado) { 
    return catalogosHelperDao 
     
 .buscarEntidadesActivas(classNameEntidad); 
   } else { 
    return 
catalogosHelperDao.buscarEntidades(classNameEntidad); 
   } 
  } catch (Exception e) { 
   throw new 
ServiceException(Constantes.MSG_ERROR_CONSULTAR); 
  } 
 } 
 
 public List<Diagnostico> buscarCatalogo(String classNameEntidad) 
   throws ServiceException { 
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  try { 
 
   List<Diagnostico> diags = (List<Diagnostico>) catalogosHelperDao 
     .buscarEntidades(classNameEntidad); 
   for (Diagnostico diagnostico : diags) { 
    if (diagnostico.getConsultaDiagnosticos() != null) { 
     // diagnostico.getConsultaDiagnosticos().size(); 
    } 
   } 
   return diags; 
  } catch (Exception e) { 
   throw new 
ServiceException(Constantes.MSG_ERROR_CONSULTAR); 
  } 
 } 
 
 public Consulta buscarCita(Date fecha, String hora, String cedula) 
   throws ServiceException { 
  List<Consulta> consultas = null; 
  try { 
   StringBuilder consulta = new StringBuilder( 
     "SELECT c FROM Consulta c WHERE 
c.paciente.cedula ='" 
       + cedula + "' AND c.fecha = 
:fecha"); 
   if (hora != null) { 
    consulta.append(" AND c.hora ='" + hora + "'"); 
   } 
   Query query = em.createQuery(consulta.toString()); 
   query.setParameter("fecha", fecha, TemporalType.DATE); 
   consultas = query.getResultList(); 
  } catch (Exception e) { 
   throw new 
ServiceException(Constantes.MSG_ERROR_CONSULTAR); 
  } 
  if (consultas.isEmpty()) { 
   throw new ServiceException( 
     "No se hallaron coincidencias con los datos 
proporcionados"); 
  } else { 
   Consulta consulta = consultas.iterator().next(); 
   consulta.getConsultaDiagnosticos().size(); 
   consulta.getConsultaExamenes().size(); 
   consulta.getMedicinaRecetadas().size(); 
   return consulta; 




 public Object actualizarEntidad(Object entidad) { 
  try { 
   return em.merge(entidad); 
  } catch (Exception e) { 
   e.printStackTrace(); 
   return null; 




 public void guardarMedicinasRecetadas(Consulta consulta, 
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   List<MedicinaRecetada> medicinasRecetadas) throws 
ServiceException { 
  consulta = em.find(Consulta.class, consulta.getIdConsulta()); 
  eliminarMedicinas(consulta); 
  try { 
   for (MedicinaRecetada medicinaRecetada : medicinasRecetadas) { 
    medicinaRecetada.setConsulta(consulta); 
    em.merge(medicinaRecetada); 
   } 
  } catch (Exception e) { 
   e.printStackTrace(); 
   throw new 
ServiceException(Constantes.MSG_ERROR_GUARDAR); 





  * Verifica si una cita es subsecuente de otra 
  *  
  * @param consulta 
  */ 
 private void verificarSubsecuente(Consulta consulta) { 
  Calendar calendario = Calendar.getInstance(); 
  calendario.setTime(consulta.getFecha()); 
 
  StringBuilder queryBuilder = new StringBuilder( 
    "SELECT c FROM Consulta c"); 
  queryBuilder.append(" WHERE c.paciente.cedula='"); 
  queryBuilder.append(consulta.getPaciente().getCedula()); 
  queryBuilder.append("' AND MONTH(c.fecha)="); 
  queryBuilder.append(calendario.get(Calendar.MONTH) + 1); 
  queryBuilder.append(" AND YEAR(c.fecha)="); 
  queryBuilder.append(calendario.get(Calendar.YEAR)); 
  queryBuilder.append(" AND c.procedimiento.codigoProcedimiento='"); 
  queryBuilder.append(consulta.getProcedimiento() 
    .getCodigoProcedimiento()); 
  queryBuilder.append("' AND c.dependencia.idDependencia="); 
  queryBuilder.append(consulta.getDependencia().getIdDependencia()); 
 
  List<Consulta> resultado = em.createQuery(queryBuilder.toString()) 
    .getResultList(); 
  if (isContieneDiagnosticoRepetido(consulta, resultado)) { 
   String selectProcedimiento = "SELECT p FROM Procedimiento p 
WHERE p.codigoProcedimiento='"; 
   List<Procedimiento> ps = new ArrayList<Procedimiento>(); 
   if 
(Constantes.COD_PROCEDIMIENTO_UNO_APLICA_SUB.equals(consulta 
     .getProcedimiento().getCodigoProcedimiento())) { 
    ps = em.createQuery( 
      selectProcedimiento 
        + 
Constantes.COD_PROCEDIMIENTO_UNO_SUB + "'") 
      .getResultList(); 
   } else if (Constantes.COD_PROCEDIMIENTO_DOS_APLICA_SUB 
     .equals(consulta.getProcedimiento() 
       .getCodigoProcedimiento())) { 
    ps = em.createQuery( 
      selectProcedimiento 
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        + 
Constantes.COD_PROCEDIMIENTO_DOS_SUB + "'") 
      .getResultList(); 
   } 
   if (!ps.isEmpty()) { 
    consulta.setProcedimiento(ps.iterator().next()); 
   } 




 private boolean isContieneDiagnosticoRepetido(Consulta consultaAGuardar, 
   List<Consulta> consultasGuardadas) { 
  for (Consulta consulta : consultasGuardadas) { 
   if (consultaAGuardar.getIdConsulta() == consulta.getIdConsulta()) { 
    continue; 
   } 
   List<ConsultaDiagnostico> cds = 
consulta.getConsultaDiagnosticos(); 
   if (cds != null && consulta.getConsultaDiagnosticos() != null) { 
    for (ConsultaDiagnostico cdGuardada : cds) { 
     for (ConsultaDiagnostico consultaDiagnostico : 
consulta 
       .getConsultaDiagnosticos()) { 
      if 
(cdGuardada.getDiagnostico().getIdDiagnostico() == consultaDiagnostico 
       
 .getDiagnostico().getIdDiagnostico()) { 
       return true; 
      } 
 
     } 
    } 
   } 
  } 
  return false; 
 } 
 
 public List<Consulta> buscarCitasEnSeisMeses(Consulta consulta) { 
  Calendar calendario = Calendar.getInstance(); 
  calendario.setTime(consulta.getFecha()); 
 
  Calendar calendarioMinimo = Calendar.getInstance(); 
  calendarioMinimo.setTime(calendario.getTime()); 
  calendarioMinimo.add(Calendar.MONTH, -6); 
 
  Calendar calendarioMaximo = Calendar.getInstance(); 
  calendarioMaximo.setTime(calendario.getTime()); 
  calendarioMaximo.add(Calendar.MONTH, 6); 
 
  StringBuilder queryBuilder = new StringBuilder( 
    "SELECT c FROM Consulta c"); 
  queryBuilder.append(" WHERE c.paciente.cedula= :cedula"); 
  queryBuilder.append(" AND c.fecha BETWEEN :minimo AND :maximo"); 
  queryBuilder.append(" AND c.procedimiento.codigoProcedimiento='" 
    + 
Constantes.CODIGO_PROCEDIMIENTO_ODONTOLOGIA + "'"); 
  queryBuilder.append(" AND c.consultaConsecutiva= :consecutiva"); 
  Query query = em.createQuery(queryBuilder.toString()); 
  query.setParameter("consecutiva", false); 
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  query.setParameter("cedula", consulta.getPaciente().getCedula()); 
  query.setParameter("minimo", calendarioMinimo.getTime(), 
    TemporalType.DATE); 
  query.setParameter("maximo", calendarioMaximo.getTime(), 
    TemporalType.DATE); 
 






6.3 Capa  Controller 
En esta capa tenemos los paquetes Bean y controller separada por 








6.3.1 Paquetes beans 
 
En este paquete tenemos las clases que nos permiten tener el acceso    




6.3.2 Paquetes Controllers 
 
Este paquete contiene las clases con las cuales controlamos los datos 
de la capa web. 
6.4 Capa Web 
Esta capa contiene páginas XHTL utilizando JSF, y la biblioteca de 
componentes PrimeFaces que nos permite mejorar la presentación de 









7. Conclusiones y Recomendaciones 
7.1 CONCLUSIONES  
 Los sistemas de información son de suma importancia para las 
instituciones ya que permite analizar en tiempo real  el estado de la 
empresa y de esta manera ser una herramienta para el apoyo en la 
toma de decisiones a nivel operativo. 
 Para el proceso de desarrollo de la solución la parte primordial fue la 
comprensión y buen entendimiento de la lógica del negocio de la 
organización, la identificación  de forma correcta de todos los 
requerimientos solicitados.  
 El Sistema para el registro y validación del Proceso IEES, fue 
desarrollado en base a la necesidad institucional del Patronato 
Provincial de Pichincha, cumpliendo en su totalidad con los 
requerimientos establecidos en el IESS y en la Institución. 
 Con el desarrollo del sistema, se proporcionó una herramienta útil para 
el usuario final, se automatizaron las distintas fases que forman parte 
del proceso, que anteriormente se llevaban de forma manual y en 
documentos de Excel lo que permite que sea un  proceso eficaz y que 
genere los resultados previstos en corto tiempo. 
 El sistema es una aplicación web muy ligera, basado en el lenguaje de 
programación Java con tecnología JSF, usando una interfaz con un 
diseño amigable, con la finalidad que el usuario interactúe con el 







 Es necesario que se dé más prioridad a la etapa de levantamiento de 
Requerimientos por parte de la persona encargada del proceso IESS 
en el Patronato Provincial de Pichincha, siendo esta la base para lograr 
el éxito del desarrollo del sistema. 
 Implementar el Sistema de Información Integral de Registro y  
Validación para todos los proyectos del Patronato Provincial de 
Pichicha, el mismo que será de mucha importancia para la toma de 
decisiones. 
 El administrador del sistema debe ser un profesional en el área de 
informática o carrera a fines, él mismo que debe tener el conocimiento 
adecuado de las herramientas, ya que es el único que tiene el acceso 
total. 
  Se recomienda llevar un control adecuado de versiones utilizando un 
software de control de versiones.  
 Aplicar una política de respaldos efectiva de las bases de datos para 
evitar inconvenientes con posibles fallos en la infraestructura de 














































 API, Interfaz de programación de aplicaciones, es el conjunto de 
funciones y procedimientos (o métodos, en la programación orientada 
a objetos) que ofrece cierta biblioteca para ser utilizado por otro 
software como una capa de abstracción. 
 Activos: grupo de beneficiarios del seguro social, seguro general, 
menores de 18 años, voluntarios. 
 
B 
 Base de datos: Repositorio en el cual se guarda información de forma 
Organizada que luego será leída, actualizada o eliminada según sean 
las necesidades. 
C 
 Caso de Uso: Secuencia de acciones que el sistema realiza, la cual 
proporciona un resultado de valor observable. 
  
D 
 Dependencia: especialidades médicas que el centro de salud tiene 
para la prestación de servicios. 
 
E 
 Eclipse IDE: IDE que facilita el proceso de escribir código en el lenguaje 
de programación JAVA, entre otros. 
 EJB: Enterprise Java Beans, permite la implementación de los servicios 
de negocio dentro de una aplicación con arquitectura JEE. 
 
J  
 JAVA: Un lenguaje de programación orientado a objetos 
multiplataforma construido por la empresa SUN Microsystems.  
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 JEE: Abreviatura utilizada para hacer referencia a aplicaciones  
Empresariales construidas con java, viene del inglés Java Entreprise 
Edition.  
 JPA: API de persistencia parte de la plataforma JEE. 
 JSF: Java Server Faces framework parte de la plataforma JEE usado 
para escribir páginas web 
P  
 Parentesco: el vínculo que existe entre el afiliado con el paciente puede 
ser titular, hijo/a, cónyuge. 
 Procedimiento: proceso que se realiza la paciente para definir un 
diagnóstico correcto. 
 PrimeFaces: es un componente para JavaServer Faces (JSF) de 
código abierto que cuenta con un conjunto de componentes ricos que 
facilitan la creación de las aplicaciones web. 
 
S  
 Sistema de Información: conjunto de sistemas y subsistemas 
computacionales que interactúan entre sí con el fin de apoyar las 
actividades de una empresa o negocio. 
 
U  
 UML: Unified Modeling Language (Lenguaje Unificado de Modelo), 








N° RUBROS DE GASTOS CANTIDAD VALOR ($) TOTAL 
1 RECURSOS EMPRESARIALES 
(Patronato Provincial de 
Pichincha) 
   
PERSONAL DE APOYO: 
Encargado del Proceso IESS: 
Lic. María Fernández 
20h --- --- 
SUBTOTAL 0.00 
2 RECURSOS HUMANOS    
Tutor de trabajo de graduación: 
            Ing. César Morales Mejía    
60h --- --- 
Tribunal de trabajo de graduación --- --- --- 
Tesista: 







Encargado del área de sistemas  
( Patronato Provincial de 
Pichincha ): 
Ing. Fernando Lechón 
100 h --- --- 
SUBTOTAL 1200.00 
 RECURSOS MATERIALES    
3 Material de escritorio: 
- Resma de papel 
- Impresora Canon  
- Cartucho de tinta B/N 
Canon 
- Cartucho a color Canon 
- Carpetas 

































Transcripción borrador trabajo de 
grado 
56h 1.00 56.00 
Anillado plan de tesis 1 3.00 3.00 
Empastado trabajo de grado 6 8.00 48.00 
SUBTOTAL 1259.00 











TOTAL GASTOS 2479.00 
IMPREVISTOS (5%) 123,95 
TOTAL DEL PRESUPUESTO 2652,95 
 
 
 
