Abstract. We present a chosen-ciphertext attack against the public key cryptosystem called NTRU. This cryptosystem is based on polynomial algebra. Its security comes from the interaction of the polynomial mixing system with the independence of reduction modulo two relatively prime integers p and q. In this paper, we examine the effect of feeding special polynomials built from the public key to the decryption algorithm. We are then able to conduct a chosen-ciphertext attack that recovers the secret key from a few ciphertexts/cleartexts pairs with good probability. Finally, we show that the OAEP-like padding proposed for use with NTRU does not protect against this attack.
Overview
In [7] , Hoffstein, Pipher and Silverman have presented a public key cryptosystem based on polynomial algebra called NTRU. The security of NTRU comes from the interaction of the polynomial mixing system with the independence of reduction modulo p and q. In [7] , the authors have studied different possible attacks on their cryptosystem.
First the brute force attack, which can be eased by the meet-in-the-middle principle, may be used against the private key or against a single message. However, for a suitable choice of parameters this attack will not succeed in a reasonable time.
Then there is a multiple transmission attack, which will provide the content of a message that has been transmitted several time. Thus multiple transmissions are not advised. It is also one of the reasons why NTRU recommends a preprocessing scheme.
Finally, several attacks make use of the LLL algorithm of Lenstra-LenstraLovász [10] which produces a reduced basis for a given lattice. They can either recover the secret key from the public key or decipher one given message. However the authors of NTRU claim that the time required is exponential in the degree of the polynomials. For most lattices, it is indeed very difficult to find extremely short vectors. Thus for suitably large degrees, this attack is expected to fail and does fail in practice. Another idea, described by Coppersmith and Shamir in [3] would be to use LLL to find some short vector in the lattice which could act as a decryption key, but the authors of NTRU claim that experimental evidence suggests that the existence of such spurious keys does not pose a security threat.
However, we show now that it is possible to break the system using a chosenciphertext attack. Such attacks have already been used for example in [9] and [5] . They work as follows: The attacker constructs invalid cipher messages. If he can know the plaintexts corresponding to his messages, he can recover some information about the decryption key or even retrieve the private key. In [5] , the authors point out that finding the plaintext corresponding to a given ciphertext can reasonably be achieved. This possibility is even increased if decryption is done on a smart card. The standard defense against such attacks is to require redundancy in the message and this is why there exists a padded version of NTRU. The chosen-ciphertext attack we present here has a good probability of recovering the private key from one or two well chosen ciphertexts on the unpadded version of NTRU. It is also able to recover the key on the padded version from a reasonable number of chosen ciphertexts.
This paper is organized as follows: we first recall the main ideas of the cryptosystem without preprocessing, then we present our chosen-ciphertext attack on the unpadded version and give an example of this attack. Finally we study the case where the OAEP-like padding is used and explain how our attack can still recover the private key in this situation.
Description of the Cryptosystem

Notations
The NTRU cryptosystem depends on three integers parameters (N, p, q) and four sets of polynomials of degree (N − 1) with integer coefficients, called
The parameters p and q are chosen with gcd(p, q) = 1 and q is much larger than p. All polynomials are in the ring
We write to denote multiplication in R. In the system, some multiplications will be performed modulo q and some modulo p.
The sets L f , L g , L φ and L m are chosen as follows. The space of messages L m consists of all polynomials modulo p. Assuming p is odd, it is most convenient to take
m has coefficients lying between − 1 2 (p − 1) and
.
To describe the other samples spaces, we will use sets of the form
F has d 1 coefficients equal to 1 d 2 coefficients equal to − 1, the rest 0 .
With this notation, we choose three positive integers
because we want f to be invertible and a polynomial satisfying f (1) = 0 can never be invertible.
The Key Generation
To create an NTRU key, one chooses two polynomials f ∈ L f and g ∈ L g . The polynomial f must have inverses modulo p and q. We will denote these inverses by F p and F q . So we have:
The public key is then the polynomial:
Of course, the parameters N , p, q are public too.
The private key is the polynomial f , together with F p .
Encryption and Decryption Procedure
Encryption. The encryption works as follows. First, we select a message m from the set of plaintexts L m . Next we choose randomly a polynomial φ ∈ L φ and use the public key to compute:
e is our encrypted message.
Decryption. We have received an encrypted message e and we want to decrypt it using our private key f . To do this, we should have precomputed the polynomial F p as described in 2.2. In order to decrypt e, we compute :
where we choose the coefficients of a in the interval from −q/2 to q/2. Now, treating a as a polynomial with integer coefficients, we recover the message by computing:
How Decryption Works. The polynomial a verifies
For appropriate parameter choices, we can ensure that all coefficients of the polynomial pφ g + f m lie between −q/2 and q/2. So the intermediate value pφ g + f m mod q is in fact the true (non modular) value of this polynomial. This means that when we compute a and reduce its coefficients into this interval, we recover exactly the polynomial pφ g + f m. Hence its reduction modulo p give us f m mod p and the multiplication by F p retrieves the message m.
The basic idea for the attack presented here will be to construct intermediate polynomials such that the modular values differ from the true values.
Sets of Parameters for NTRU
The authors of NTRU have defined different sets of parameters for NTRU providing various security levels. Theses parameters are given in [12] .
In the original formulation of the NTRU public key cryptosystem [7] , it was suggested that one could use N = 107 to create a cryptosystem with moderate security. Such a system can be broken by lattice attacks in a few hours. Thus the use of case A is not recommended anymore but we will still use it to describe our attack in its simple version.
3 The Chosen-Ciphertext Attack
Principle
As stated in 2.3, we want to build cipher texts such that the intermediate values in the deciphering process will differ from the true values. We first consider the effect of deciphering a cipher text of the form ch + c, where c is an integer and h is the public key. The decryption algorithm first multiplies by f modulo q:
where g and f both have coefficients equal to 0, 1 or −1. Hence the polynomial cf + cg have coefficients equal to 0, c, −c, 2c or −2c. We then need to reduce the coefficients of a between −q/2 and q/2. If c has been chosen such that c < q/2 and 2c > q/2, we will have to reduce only the coefficients equal to 2c or −2c.
If we now suppose that a single coefficient in a is ±2c, say a i = +2c, then the value of a mod q is cg + cf − qx i . The deciphering process outputs
If c has been chosen as a multiple of p, then the output is
Since gcd(p, q) = 1, we can recover x i F p ≡ x i /f mod p and compute its inverse f /x i mod p. Since all the coefficients of f are 1 or −1, it is the true value of the polynomial. We can then compute
which is also the true value of g/x i . Going back to the key process described in section 2.2, we can see that (f, g) and (f /x i , g/x i ) are equivalent keys. Of course, in general, the polynomial cf + cg may have none or several coefficients equal to ±2c , and then the above attack does not work anymore. In the next section, we will analyze the attack and generalize it to make it work for all the security parameters proposed for NTRU in [7] .
Analysis of the Attack
We say that two polynomials P 1 and P 2 have a collision when they have the same non zero coefficient at the same degree.
We now define the intersection polynomial k of (P 1 , P 2 ) by:
where
1 if P 1 and P 2 both have their i th coefficient equal to 1 −1 if P 1 and P 2 both have their i th coefficient equal to -1 0 otherwise
Using this notation, we write again the result of the first decryption step of c + ch, as seen in section 3.1. a ≡ cg + cf mod q = c + ch − qk The decrypted message obtained is then
Since c has been chosen such that c ≡ 0 mod p,
The private key f can then be obtained from f ≡ −qk m −1 mod p When f and g have few common coefficients, the polynomial k has only a few non zero coefficients. By testing different values for k, we can compute possible polynomials f . The private key is likely the one that satisfies the condition f ∈ L f . It is then a simple matter to verify our guess by trying to decrypt a message with f or by computing h f mod q = g . Then if g = ±x i g, we know we have a correct key.
Let us study the probability of success of our attack over the sets of parameters given in section 2.4.
The probability of f and g having one and only one collision is the following:
where p 1 , the probability of collision of two 1, is:
and p −1 , the probability of collision of two −1, is:
There are similar formulas for more collisions. However, they are quickly cumbersome to compute.
Another approach is to evaluate the expected number of collisions between f and g. An heuristic approximation of this number is
In case A, we find an average number of collisions of 3.25. We can thus expect k to have around three non zero coefficients. For example, with the parameters of NTRU 107, which has a key security of 2 50 against a meet-in-the-middle attack, we have a one-collision probability of p = 0.13. It means one over ten cipher messages will produce a polynomial k with a single non zero coefficient and the simple case described in section 3.1 will apply. We can see that the attack, as it has currently been described, will fail in cases B, C and D. In section 3.3, we generalize our idea to make it work in those cases.
In general, k may have more than one coefficient, and we need to enumerate the possible k and compute f = k/m mod p, where m is our decrypted message. When f ∈ L f , we have found a likely polynomial. We just need to verify that f is able to decrypt messages. If we now analyze the number of possible polynomials k we need to test in order to recover the private key, we can first note that the polynomials of the form x i f mod x N − 1 have as many coefficients equal to 1 and −1 as f . As the multiplication by x i will not change the value of the coefficients of a and as the decryption proceeding consists in multiplying and dividing by f , the rotated key f = x i f mod x N − 1 can be used to decrypt any message encrypted with f . Hence we can assume k(0) = 0.
So if we assume that k has n non zero coefficients, we will have to try
We can see in the table below the approximate number of polynomials we need to test function of the expected number of collisions. The message c + ch can fail to produce the private key, if f and g have too many collisions. We can then try again with cx + ch and more generally with polynomials of the form cx i + ch. This means considering collisions between g and x i f mod x N − 1. So there is a compromise between the number of possible collisions we will test and the number of cipher texts we will need. Many ciphertexts are likely to produce at least a polynomial whose number of non zero coefficient is below the average value. If we have only one ciphertext, it may take more time to test possible polynomials before finding the key.
Extending to Higher Security Parameters
As seen in section 3.2, the parameters proposed in [7] for higher security give us a very high number of collisions. This means that there will be an extremely low probability of having only a few collisions. Therefore, we can no longer use messages of the form cx i +ch. Instead, we reduce the average number of collisions by testing messages of the form
where c is a multiple of p that verifies (n + m − 1)c < q/2 and (n + m)c > q/2.
We choose the numbers n and m in order to get a good probability of having only one or two collisions. As before, we do not explicitely compute these probabilities, but we estimate the average number of collisions. When this number is near 1, it means that the n and m are correctly chosen. An heuristic approximation of the number of collisions is given by:
Example
Detailed Example of Case D
In [7] , it is claimed that the highest security level will be obtained with the set of parameters D. We now give an example that shows, with this set of parameters, that our attack can recover the secret key.
Here is the private key (f, g) we have used: We do not give here values of Fp, Fq or of the public key h since they are big and they can easily be computed from f and g.
If we use messages of the form c + chx i 1 + chx i 2 + chx i 3 , our heuristic estimates the average number of collisions by 1.26.
We want c to verify c mod p = 0, 3c < q/2 and 4c > q/2. We chose c = 33, which satisfies this conditions.
We use the chosen ciphertext e = 33h + 33 + 33hx + 33hx 4 . Let m be the decoded message. We find then that
is a possible value f . That gives us the following value for f 
This value is different from the original one (we have f = x 236 f ), but it can be used to decrypt messages nonetheless.
Choice of Parameters and Running Times Table
Here we give estimation of the running times for the different sets of parameters and the values chosen for m, n and c.
Case
These running times have been obtain on a single PC, using GP/PARI CALCULATOR Version 2.0.14.
Plaintext Awareness with our Chosen-Ciphertext Attack
The attack described in the previous sections uses the fact that one can build a ciphertext without knowing the corresponding plaintext. A cryptosystem is said to be plaintext aware if it is infeasible for an attacker to construct a valid ciphertext without knowing the corresponding plaintext (see [2] which first introduced this notion and [1] which had a corrected definition). So in [11] Silverman proposed to use a system similar to OAEP to make NTRU plaintext aware. OAEP stands for Optimal Asymmetric Encryption Padding. It has been proposed by Mihir Bellare and Phillip Rogaway in [2] and describes an embedding scheme using an hash and a generating function that achieves plaintext-aware encryption. However, since OAEP applies only to a one-way trapdoor function, it had to be adapted to work for NTRU.
A Description of the Embedding Scheme Proposed for NTRU.
We let Pp(N ) = {polynomials of degree at most N − 1 with mod p coefficients}, and we write
[g]p = g with its coefficients reduced modulo p into the range ] − p/2, p/2].
We need a generating function and a hash function
To encrypt a message, one chooses a plaintext m from the set of plaintexts Pp(N − K) and a polynomial φ ∈ L φ . One computes
To decrypt the message, the receiver uses his private key f and the standard NTRU decryption method to recover a polynomial If they are the same, he accepts c as a valid decryption. Otherwise he rejects the message as invalid.
An attacker who does not know the underlying plaintext of a cipher message will have a probability of p −K of producing a valid ciphertext. We are now going to show how our attack is modified with this encapsulation.
Adaptation of our Attack
Principle. With this embedding, an attacker can detect when a message is valid or invalid. Our goal is to produce special messages that may be either valid or invalid and learn information from their acceptance or rejection.
As in the unpadded version, this is achieved by replacing pφ h by a well chosen polynomial. We add to this polynomial the correct encapsulation of a message m, so that the ciphertext will be accepted when there is no collision in the polynomial and rejected otherwise.
The principle of our attack is close to what Hall, Goldberg and Schneier call a reaction attack in [6] . It is a chosen-ciphertext attack but does not require that the attacker sees the decrypted plaintext. He only needs to know whether the ciphertext was correctly decrypted or rejected for errors.
Such attacks have been studied on NTRU by Hoffstein and Silverman in [8] but they applied on the unpadded version of the cryptosystem.
Choice of a Polynomial P . Let
and choose n and m such that the average number of collisions, as defined in section 3.3, in P is near 1, and preferably a little smaller, so that we can expect P to have no more than one collision. If there is no collision, there will be no decryption failure, and we will know we need to change P . We will have to try different P , till we found a suitable one. Now, since multiplying by ±x i does not change the propriety of f and h to act as private and public key, we can assume the collision happens at degree 0 and is a collision of 1. This will simplify the presentation of the attack.
3. Select a value of a polynomial P. Application. Here is an example of the attack with the following set of parameters:
Those are the parameters proposed in [11] to offer the highest security. For n = 1 and m = 3, we find an average number of collisions equal to 1.267. We want c ≡ 0 mod 3, 4c < 128, 5c > 128. We choose c = 27. We tested the following polynomials P :
The good ones where:
The other ones failed at step 8 or 9. After merging the informations gained from these two polynomials, we had only 15 possible keys left. It is then easy to find the good one by trying to decipher a ciphertext or by testing whether h f ≡ ±x i g mod q for some i.
We were able to recover the private key with less than 5N calls to the decryption oracle.
We give now a few statistics of our algorithm with the different sets of parameters. Remark: even for the highest security parameters, two successful polynomials were enough to recover sufficient information on the secret key.
Protection against this Attack.
Hoffstein and Silverman described in [8] a similar attack but did not take into account the digital envelope. However he proposed different ways of countering it:
-Change the key very often. This solution requires that one send the actual public key to the receiver before each communication. Each time, we will need to have the new public key signed with a digital certificate, proving the origin of the key. Under these conditions, there cannot be off-line communication. -Track decryption failure. Decryption failure should occur rarely under normal circumstances. While under a ciphertext attack, this will happens quite often. One can detect an undergoing attack and change the key. The attacker has still the power of forcing someone to change its public key when he wants. -Induce randomness. This solution consist in adding some random px i to the message before its decryption. This can lead to produce invalid messages from goods messages when OAEP is used. It may also produce errors in our attack, but sufficient information might still be obtained.
-Coefficient distribution analysis. The number of coefficients of the polynomial pφg+ f m falling into ranges close to q/2 or −q/2 will be larger than usual when the attack takes place. So one can discover the attack by looking counting the number of coefficients in such ranges and simply not respond to inflated polynomial.
In fact, the easiest protection against this attack is to replace the padding described in [11] by the construction from [4] . This construction works in the random oracle model and provably turns any asymmetric system into a system resistant to adaptative chosenciphertext attacks.
Conclusion
The NTRU cryptosystem makes use of the independence of reduction modulo two relatively prime integers p and q. This cryptosystem have proved secure against different attacks, such as the brute force attack, the meet-in-the-middle attack and lattice based attacks. Unfortunately, the structure of the private keys f and g opens a way to the chosen-ciphertext attack that was described here, even when the padding in [11] is used; so alternative padding/hashing methods such as those described in [4] should be used to avoid the attacks described in this paper.
