Towards a refinement of the open distributed systems interactions signatures by Reda, Oussama Mohamed et al.
HAL Id: hal-02276302
https://hal.archives-ouvertes.fr/hal-02276302
Submitted on 2 Sep 2019
HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.
L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.
Towards a refinement of the open distributed systems
interactions signatures
Oussama Mohamed Reda, Bouabid El Ouahidi, Daniel Bourget
To cite this version:
Oussama Mohamed Reda, Bouabid El Ouahidi, Daniel Bourget. Towards a refinement of the open dis-
tributed systems interactions signatures. WSEAS Transactions on Communications, World Scientific
and Engineering Academy and Society (WSEAS), 2007, 6, pp.601 - 607. ￿hal-02276302￿
1Towards a Refinement of the Open Distributed Systems
Interactions Signatures
OUSSAMA REDA, BOUABID EL OUAHIDI
Mohammed-V University, Faculty of Sciences
Dept of Computer Sciences
Ibn Battouta P.O Box 10 14, Rabat
MOROCCO
ouahidi@fsr.ac.ma, reda oussama@yahoo.fr
DANIEL BOURGET
ENST Bretagne
Dept of Computer Sciences
Technopoˆle Iroise - CS 83818, 29238 Brest
FRANCE
Daniel.Bourget@enst-bretagne.fr
Abstract:- The ODP framework defines a set of concepts and an architecture for the construction of ODP systems
in terms of five viewpoints. The computational viewpoint supports three models of interaction, each of which has
an associated kind of computational interface: signals and signal interfaces, flows and stream interfaces, operations
and operation interfaces. In this paper we address both the functional decomposition and constraints specification
on interactions signatures. We show how to refine an operation signature into a signal signature. And finally, we
use OCL to express constraints on interaction signatures refinements. The result is an UML model which can
serve as a basis to define end-to-end QoS in open distributed systems, and the operation of multi-party binding and
bindings between different kinds of interfaces (e.g. stream to operation interface bindings). That is, QoS require-
ments on interactions in the computational viewpoint might be specified just using signals. We are investigating
this issue.
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1 Introduction
The ODP standardization initiative has led to a frame-
work by which distributed systems can be modeled
using five viewpoints. For each viewpoint, the Refer-
ence Model [1], [2], [3] for ODP provides a viewpoint
language that defines concepts and structuring rules
for specifying ODP systems from the corresponding
viewpoint. These viewpoints include a computational
viewpoint, which is concerned with the description of
the system as a set of objects that interact at inter-
faces - enabling system distribution. A computational
specification describes the functional decomposition
of an ODP system in distribution transparent terms,
and is constrained by the rules of the computational
language. These comprise among others interaction
rules.
Works within the computational viewpoint such
as [4], [5], [6] has mainly addressed the specification
of the functional decomposition of an ODP system
using UML. Other works [7] has focused on how to
consistently formalize concepts of the ODP computa-
tional viewpoint and clarify some ambiguities found
while aiming to express them formally. The authors
discussed the issue concerning whether Action Tem-
plates belong to the syntactic level or the semantic
one. Then, they proposed to introduce the term Inter-
action Signature at the syntactic level, and to reserve
Action Templates to a semantic level while they inter-
action signature as syntactic. They also raised a sec-
ond issue which has to do with the way in which the
concept of Causality is used and have proposed some
solutions.
From this perspective, we raise the issue of ex-
pressing Operation Signatures in terms of Action Tem-
plates and show how to get round the problem of
whether Operation Signatures are kinds of Action
Templates or are constituents of Action Templates. As
we shall see, we propose to solve the problem by for-
malizing the concept of both Invocations and their as-
sociated Terminations by introducing them as roles
played in Action Templates. On the other hand, we ad-
dress another issue concerning how to describe both
Operation Signatures and Signal Signatures on one
side and Flow Signatures on the other side in terms
of Action Templates. In fact, Flow Signatures differ
significantly in their characteristics from both Opera-
tion and Signal Signatures. That is, a Flow Signature
has an information type characteristic which is not the
case for Operation and Signal Signatures. Conversely,
both Operation and Signal Signatures have parame-
ters and their numbers as two characteristics which
are not significant in Flow Signatures. We propose
2to solve this issue by introducing a new term referred
to as ParametrizedActionTemplate as we shall see
later. In the other hand, one of our main focus in this
work is the refinements of any kind of interactions
into signals. We shall see how to refine Operation
Signatures into Signal Signatures and provide formal
constraints relating to their refinements. In doing so,
we are indirectly addressing fundamental QoS issues.
The RM-ODP is not prescriptive about the use
of any particular formal description and specification
techniques for the specification of ODP systems. Re-
cently there has been a considerable amount of re-
search [10] [11], [12] within the field of applying
the UML Language [13], [14] as a formal notation
with the ODP viewpoints, and particularly to the ODP
computational viewpoint [4], [5], [6].
In this respect, we use the UML language to dis-
cuss and present our proposals. Our contribution is
based on ideas from the field of defining notations for
ODP viewpoints.
The remainder of the paper is organized as fol-
lows. In Section 2, we discuss why we have chosen
UML as a modelling language for our purposes. In
section 3 we present concepts of Interaction Signa-
tures provided by RM-ODP. We discuss in section 4
how to express Operation Signatures in terms of Ac-
tion Templates. In section 5 we show how to integrate
the Flow Signatures concept to the Operation Signa-
tures model. Section 6 discusses why refinement of
interactions are highly significant to the QoS concept,
at the same time that it provides OCL constraints con-
cerning these refinements. A conclusion and perspec-
tives end the paper.
2 UML language and OCL
The UML Language [13], [14], is rapidly becoming as
de-facto language for modelling object-oriented sys-
tems. This language is unique and important for sev-
eral reasons: (1) UML is an amalgamation of several,
in the past competing, notations for object-oriented
modelling. For a scientific approach, it is an ideal ve-
hicle to discuss fundamental issues in the context of
a language used in industry; ( 2) compared to other
pragmatic modelling notations in software engineer-
ing. UML is very precisely defined and contains large
portions which are similar to a formal specification
language as the Object Constraint Language (OCL)
[8] used for the constraints.
Although UML provides a semantics document,
an important aspect of the language is the recognition
by its authors of the need to provide a precise descrip-
tion of its semantics. The intention is that this should
act as an unambiguous description of the language.
This has resulted in a Semantics Document, which is
presently being managed by the Object Management
Group (OMG). The approach taken is to give a meta-
model description of the language (describing the se-
mantics of the UML within the UML itself). This is
presented in terms of three views: the abstract syn-
tax, well-formalness rules, and modelling elements
semantics. The abstract syntax is expressed using a
subset of UML static modelling notations. The well-
formalness rules are expressed in OCL. Finally, the
semantics of modelling elements are expressed in nat-
ural language. Unfortunately, the current semantics
are not sufficiently formal. Furthermore little con-
sideration has been paid to important issues such as,
compositionally and rigorous tool support.
The task of formalizing UML has been addressed
using various available formal techniques. Most of
these attempts are complementary, because they ap-
proach the task from different viewpoints and aims.
We will not consider the large number of papers on the
semantics of UML constructs ; we overview the Pre-
cise UML (pUML) group formalisation strategy [9].
An approach [15] shows how to use graph rewrit-
ing techniques to transform UML state machines into
another simplified machine (a kind of normal form).
Some papers try to formalize UML by using a partic-
ular specification language; for example, using Real-
Time Action Logic, a form of real time temporal logic
[16]. The relevance of the underlying model for mak-
ing precise UML has been considered in [17], where a
different model, a kind of stream processing function
is used. But the main aim is methodological: how a
software engineering method can benefit from an in-
tegrative mathematical foundation.
The Precise UML (pUML) group believes that the
existing UML semantics documentation and the meta-
modelling approach already provide a good founda-
tion for a precise semantics. The use of denota-
tional semantics is the key to describing the seman-
tics of UML precisely. UML already partially adopts
the denotational approach to describe aspects of the
language. The meta-modelling approach semantics
[18] naturally supports the description of denotational
relationships between model elements: model ele-
ments and their denotations can both be abstracted
as conceptual classes and, the relationships between
them can be formalized by associations and OCL con-
straints. The pUML defines a a formalization strat-
egy which consists of several steps. Those steps are
(1) identify specific elements that contribute to a core
semantic model, (2) iteratively examine the elements
seeking to verify their completeness ; here, the com-
pleteness is achieved when : (2.1) the modelling el-
ements have a precise syntax, (2.2) are well-formed,
and (2.3) have a precise denotation in terms of some
3fundamental aspect of the core semantic model, (3)
use formal techniques to gain better insight into the
existing definitions (e.g [19] ), and (4) feed the results
into the UML meta-modelling, and disseminate to in-
terested parties for feedback.
Several papers have based on the pUML formal-
ization strategy for formalizing UML constructs [20]
As mentioned before, the RM-ODP is not per-
spective about the use of any particular notations and
for the viewpoints. Elsewhere, any particular formal
description and specification techniques is suitable for
the specification of ODP systems. In the past sev-
eral years, there has been a considerable amount of
research within the field of applying the UML as a
formal notation to the ODP viewpoints. For exam-
ple, [10] [11] addressed how the relevant UML con-
structs can be used to represent the enterprise lan-
guage concepts and support the enterprise specifica-
tions; a meta-model of the core concepts and their re-
lationships is constructed. [12] uses UML language
for formalizing the ODP enterprise policies; it de-
fines an UML meta-model for policy related concepts
which is built on top of the formal object oriented
specification language Object-Z (step 2 of the pUML
formalisation strategy).
In this respect, we use the UML language to de-
fine a notation for computational viewpoint specifi-
cations which will serve as a basis for defining end
to end QoS characteristics. Our contribution is based
on ideas from the field of defining notations for ODP
viewpoints.
3 Interaction Signatures concepts
In this section, we present the Interaction Signatures
concepts as they are defined in the computational
viewpoint. These definitions will serve us to discuss
the ideas of the rest of the paper. the definitions are
given as follows:
A computational interface template is an interface
template for either a signal interface, a stream inter-
face or an operation interface. Each interface has a
signature:
• A signal interface signature comprises a finite set
of action templates, one for each signal type in
the interface. Each action template comprises the
name for the signal, the number, names and types
of its parameters and an indication of causality
(initiating or responding, but not both) with re-
spect to the object which instantiates the tem-
plate.
• An operation interface signature comprises a set
of announcement and interrogation signatures as
appropriate, one for each operation type in the
interface, together with an indication of causal-
ity (client or server, but not both) for the inter-
face as a whole, with respect to the object which
instantiates the template.
Each announcement signature is an action tem-
plate containing both the name of the invocation
and the number, names and types of its parame-
ters.
Each interrogation signature comprises an action
template with the following elements : the name
of the invocation; the number, names and types
of its parameters, a finite, non-empty set of ac-
tion templates, one for each possible termination
type of the invocation, each containing both the
name of the termination and the number, names
and types of its parameters.
• A stream interface comprises a finite set of action
templates, one for each flow type in the stream
interface. Each action template for a flow con-
tains the name of the flow, the information type
of the flow, and an indication of causality for the
flow (i.e., producer or consumer but not both)
with respect to the object which instantiates the
template.
4 Operation Signatures and Action
Templates
When trying to formalize these concepts we have met
with an issue concerning Action Templates and how
they are currently used and defined. In other work
such as [7] discussions have focused on whether an
Action Template concept lays on a syntactic level or a
semantic one. Here, we do not confront this issue as
we attempt to solve the problem on a syntactic level.
We think that the difficulty of formalizing Action Tem-
plates stems from the fact that sometimes, Interaction
Signatures seem to be kind ofAction Templates, while
other times they comprise a set of Action Templates.
In fact, Announcement Signatures are kind of Action
Templates. In contrast, Interrogation Signatures con-
sist of two kinds of interactions which are Invocations
and their associated Terminations. Thus, it is not evi-
dent whether Operation Signatures are kind of Action
Templates or comprise Action Templates and it is diffi-
cult to merge these two faces of Operation Signatures
in order to formalize them in one blow.
Furthermore, Invocations and Terminations seem
to be kinds of Action Templates. However, the def-
inition of Interrogation Signatures above is a little
bit ambiguous. Indeed, Interrogation Signatures are
4defined as comprising Actions Templates (the Invoca-
tions) which themselves (the Invocations) comprise a
finite non empty set of Action Templates (the termina-
tions). This definition is a bit confusing when trying
to formalize Interrogation Signatures(Invocations and
Terminations). To eliminate this ambiguity, we can
see this definition from another perspective. In fact,
we can look at Interrogation Signatures as ones com-
prising both Invocations and their corresponding Ter-
minations which are now linked with an association.
InterrogationSignature
SignalInterfaceSignature
Parameter
name: String
type: String
OperationInterfaceSignature
AnnouncementSignature
InterfaceSignature
causality: String
ActionTemplate
parameternumbers: Integer
name: Integer
causality: Integer
invocation
0..*
0..*
2..*
0..* 0..*
termination
1
0..*
Figure 1: Operation Signatures in terms of Action
Templates
So, our proposals to solve this issue is to intro-
duce roles ( invocation role, termination role) to Ac-
tion Templates (see figure 1). Having said that, An-
nouncement Signatures are now kind of Action Tem-
plates, while Interrogation Signatures comprise Ac-
tion Templates, and that roles introduced to Action
Templates are there in order to distinguish between In-
vocations and their associated Terminations.
Finally, to complete our proposal, we must add
a constraint which asserts that whenever an Action
Template plays the role of an Invocation the set of its
corresponding Terminations is not empty. we leave
this to later in the work.
5 Flow Signatures and Action Tem-
plates
Now that we know how to express Operation Signa-
tures in terms of Action Templates, we turn our at-
tention to Flow signatures, and see how to formalize
them in terms of Action Templates. We shall see how
to integrate Flow Signatures with the Interaction Sig-
natures model and clarify some inconsistencies by in-
troducing a new term that we call ParametrizedAc-
tionTemplate.
When we look at how Flow Signatures are de-
fined, we can see they are described as kind of Ac-
tion Templates. However, when taking a close look
to this, we realize that it is not convenient to derive
Flow Signatures directly from already formalized Ac-
tion Templates. In fact, Flow Signatures do not in-
volve parameters and their numbers as characteristics
which describe them statically. Moreover, Operation
Signatures are not characterized by the Flow Informa-
tion Type which is strictly belonging to Flow Signa-
tures. Thus, we cannot express both Flow Signatures
and Interrogation Signatures directly in terms of Ac-
tion Templates in one go.
streamInterfaceSignature InterfaceSignature
causality: String
ActionTemplate
name: String
causality: String
FlowInformationTypeFlowSignature
0..*
1
Figure 2: Flow Signatures and Action Templates
We resolve this problem by introducing the
term ParametrizedActionTemplate as an intermedi-
ate level between interrogation Signatures and Action
Templates(see figure 2). Now, Operation Signatures
will be derived indirectly from Action Templates via
Parameterized Action Template while Flow Signa-
tures derive its description directly from Action Tem-
plates. In doing so, the description of Action Tem-
plates will change. Indeed, since Action Templates are
the common descriptive elements between Operation
Signatures and Flow Signatures, an Action Template
will neither have parameters, nor their numbers in its
description. In fact, these two attributes belong now
to the term ParametrizedActionTemplate and Ac-
tion Templates are now expressed in terms of the min-
imal description consisting of the name and causality
of Action Templates which is conceptually more con-
venient.
Having done this, we can join the two models
5elaborated above into one model that describes all the
Interaction Signatures in one blow (see figure 3).
Parameter
name: String
type: String
InterrogationSignature
SignalInterfaceSignature
AnnouncementSignature
ActionTemplate
name: String
causality: String
FlowInformationType
InterfaceSignature
causality: String
OperationInterfaceSignature StreamInterfaceSignature
parameternumbers: Integer
FlowSignature
ParameterizedActionTemplate
invocation
termination0..*
0..*
0..* 0..*
2..* 0..*
1
0..*
1
0..1
rrekines isrefinedto
correspondsto    
0..1
Figure 3: An UML model of Open Distributed Pro-
cessing Interactions
Now, once we have aggregated the constituent
parts of the model, we still need additional terms in
it in order to get ready for the following section. As
we shall see in the following section, all kinds of in-
teraction may be mapped onto signals, and thus, many
rules relating to interactions can be reduced to signals.
Since the coming part of the work treats this sight in
details, we don’t need to further discuss and analyze
it here. Right now, all we need to know is that an in-
teraction can be refined into an alliance of composing
signals. This is expressed in the elaborated model by
an association link between SignalInterfaceSignature
and OperationInterfaceSignature classes.
As we mentioned above, we have to add a con-
straint which ensures that the set of Terminations as-
sociated to an Invocation is never empty. But, as Inter-
rogation Signatures are related now to Parametrized
Action Templates, the constraint will belong to the
ParametrizedActionTemplate term. The constraint
written in OCL is as follows:
context InterrogationSignature inv :
self.ParameterizedActionTemplate.termination→
notEmpty()
This constraint occurs in the context of Interroga-
tion Signature. Now that we have joined all the pieces
of the puzzle together, the final model can be seen as a
consistent description of Interaction Signatures within
the ODP computational viewpoint.
6 Interaction refinements
6.1 Operations and Flows versus Signals
As it is known now, The interaction models assist di-
verse sorts of interaction. Moreover, these interaction
models do differ in their failure traits. The parties in-
volved in a flow or operation may have an incoherent
sight of an interaction at various times, particularly,
when failures have taken place.
The execution of operations is stretched out in
space and time. This is the reason why, when an op-
eration failure arises, the participators may consider it
at different times, as the breakdown need not appear
for all them.
For interrogations and announcements, the facil-
ity of the client to detect and act on failures is distinct.
For interrogations, the two flight path handshake guar-
antees either the server substantiates the performance
of the function that has been supplicated by the client,
and that; the server replies to the invocations in the
same sequence the client has called them after an ap-
peal to a chain of interrogations has already been trig-
gered by a client thread of activity. In contrast, for
announcements, the environment contracts that put on
the operations, neither provides any insurances of the
achievement of invocations, nor establishes their order
of execution.
One can use flows in order to model, for example,
the flow of audio or video information in a multimedia
application or in voice-based telecommunication ser-
vices, or the continuous flow of periodic sensor read-
ings in a process control application [1]. There can
be several distinct meanings for flows, relying on the
application area. Therefore, the precise semantics of
flows is left unfixed in the computational model.
Now, in comparison to streams and operations, a
signal either comes through or crashes alike for both
partakers in the interaction. Thus, there is no concept
of halfway failure of a signal.
A signal is a pairwise, atom like minute action out
coming in one-way communication from an initiating
object to a responding object, bearing in mind that,
responding signifies accepting the communication in
this context of use. As a consequence of this, a sig-
nal is a reference point for measurement ends, in QoS
observations for instance; and that, to all participants,
a failure is observable and one and the same for all of
them since signals comes up at a determined point in
time. The definition of the concept does not exclude
the implementation of signals via transaction mecha-
nisms which provide the fundamental behaviour guar-
antees and, in several cases a signal will coincide, in
implementation words, with a visible occurrence at
some physical place.
An operation or a flow can be resolved in terms
of a composition of several individual signals. For in-
stance, we can interpret an interrogation in terms of
a sequence of four signals: invocation emission (by
the client object), invocation receipt (by the server ob-
ject), termination emission (by the server), termina-
6tion receipt (by the client) [1]. In opposition, since
the computational model do not provide the precise
semantics of flows, their mapping on signals is not
defined.
In fact, a definition of flows using signals depends
upon the details of the interactions abstracted in the
specification of the stream interface concerned and
therefore is beyond the scope of the ODP Reference
Model [1].
Signals are the least degree of representation of
interactions between computational objects. Now,
since we know signals do provide the constructing
bricks of all other interactions, it is tempting to make
use of them in order to refine interactions in their
terms. To do so, the computational language imposes
rules on these mappings so as to provide for reliable
refinements when required. This is exactly the pur-
pose of the following section. Having said all of that,
let’s go right now in these refinements and see how
they are concreted.
6.2 OCL constraints on interaction refine-
ments
In this section, using the OCL language, we specify
the constraints concerning the Operation to Signal re-
finement. these constraints ensure that the refinements
are consistent to serve as basis for defining QoS Char-
acteristics.
6.2.1 Client operation interface constraints
The two following constraints are relating to a client
operation interface:
First constraint: In a signal interface corre-
sponding to a client operation interface there is a sig-
nal -invocation submit- corresponding to each invo-
cation with the same parameters. This constraint is
described using OCL as follows:
context op: OperationInterfaceSignature inv:
self.causality=’client’
implies
op.AnnouncementSignature→forAll(Ann|
op.isrefinedto.ParameterizedActionTemplate→exists(s|
Ann.Parameter.name=s.Parameter.name
And Ann.Parameter.type=s.Parameter.type))
Second constraint: in the case of an interface
containing interrogations, a signal - termination de-
liver - corresponding to each possible termination
with the same parameters as that termination. This
constraint is described using OCL as follows:
context op: OperationInterfaceSignature inv:
self.causality=’client’
and
self.InterrogationSignature→notEmpty()
implies
op.InterrogationSignature.ParameterizedActionTemplate.termination
→forAll(ter| op.isrefinedto.ParameterizedActionTemplate→exists(s|
ter.Parameter.name=s.Parameter.name and
ter.Parameter.type=s.Parameter.type))
6.2.2 Server operation interface constraints
The two following constraints relate to a server oper-
ation interface:
First constraint : in the signal interface corre-
sponding to a server operation interface there is a
signal -invocation deliver- corresponding to each in-
vocation with the same parameters. This constraint is
described using OCL as follows:
context op: OperationInterfaceSignature inv:
self.causality=’server’
implies op.AnnouncementSignature→forAll(Ann|
op.isrefinedto.ParameterizedActionTemplate→exists(s|
Ann.Parameter.name=s.Parameter.name And
Ann.Parameter.type=s.Parameter.type))
Second constraint : in the case of an inter-
face containing interrogations there is a signal -
termination submit- corresponding to each possible
termination with the same parameters as that termi-
nation. This constraint is described using OCL as fol-
lows:
context op: OperationInterfaceSignature inv:
self.causality=’client’
and
self.InterrogationSignature→notEmpty()
implies
op.InterrogationSignature.ParameterizedActionTemplate.invocation
→forAll(inv| op.isrefinedto.ParameterizedActionTemplate→exists(s|
inv.Parameter.name=s.Parameter.name and
inv.Parameter.type=s.Parameter.type))
This creates an equivalence between the resulting
set of signals and the set of invocations and termina-
tions in the operation interfaces being described.
7 Conclusion and perspectives
In our past work [23], we have proposed a UML-
Based language for the QoS-aware enterprise specifi-
cation of ODP systems in which we focused mainly on
the specification of QoS from an enterprise viewpoint.
When trying to deal with the QoS concepts within the
7computational viewpoint we have met with some is-
sues as mentioned before. So, we decided to clarify
some ambiguities relevant to the computational view-
point.
In the other hand, the QoS in ODP framework
states that QoS requirements on interactions between
computational objects relate to QoS characteristics
such as, transfer delay and jitter, throughput, error
probability, security and precedence. It also states that
QoS relations are by definition associated with indi-
vidual objects, and hence they can refer only to ele-
ments pertaining to individual objects such as , in the
computational viewpoint, occurrences of signals at in-
terfaces belonging to an object.
In our current work we have shown how to refine
an Operation Signature into a Signal Signature, and
in doing so, we have created a laying underground,
which will permits us to specify safely, Qos require-
ments on interactions from the computational view-
point. Indeed, now we know exactly that QoS re-
quirements on interactions in the computational view-
point might be specified just using signals. Thus, our
current work constitutes a pertinent link and a logical
bridge between our past and future works, at the same
time that it helps us to move forward confidently in
our coming ones.
We are studying the relationship between the
QoS enterprise specification and the QoS computa-
tional specification and paying particular attention to
the specification of QoS requirements on interactions
from the computational viewpoint, focusing our spec-
ifications only on signals. We are also investigating
how to extend the QML (QoS Modelling Language)
[24] to specify and compose the QoS relations.
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