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Resumen 
El testing es una actividad realizada para 
evaluar la calidad de un producto y 
mejorarlo a través de la identificación de 
defectos y problemas [1]. 
Como se menciona en varias bibliografías, 
[2], [3], [4] el fracaso de un proyecto de 
software es a menudo  consecuencia de la 
mala gestión. En general, el desarrollo de 
software es propenso a subestimar el 
esfuerzo que se requiere, incluso se deja de 
lado los procesos de testing. Esto ha 
revelado ser parte de los problemas o 
incluso ser la causa principal, sobre todo si 
se tiene en cuenta que algunas fallas se 
podrían haber evitado si el software 
hubiese sido testeado más a fondo. 
Los testing de software, como una parte 
fundamental del proceso de desarrollo, son 
 esenciales para el éxito de la producción de 
software de alta calidad. Los defectos y las 
fallas pueden deberse a diferentes causas, 
como a los problemas de comunicación 
entre el cliente y los diseñadores, a los 
procesos de diseño inmaduros -desde la 
recopilación de requerimientos hasta el 
diseño detallado y arquitectura- o incluso a 
los malentendidos o transcripciones 
incorrectas de los requerimientos.  
Ahora bien, qué es testing? Se lo podría 
definir como  un conjunto de actividades 
que tiene por objetivo identificar las fallas 
en un software y evaluar su nivel de calidad 
para obtener la satisfacción del usuario. Se 
trata de un conjunto de tareas con 
objetivos claramente definidos [4]. 
La visión de las pruebas de software o 
testing  ha evolucionado hacia una postura 
más constructiva. La prueba ya no es vista 
como una actividad que se inicia sólo 
después de que termine la fase de 
codificación, con el propósito de detectar 
fallas. El testing es visto ahora como una 
actividad que debe abarcar todo el proceso 
de desarrollo y mantenimiento y es en sí 
mismo una parte importante en la 
construcción actual del producto.  
Por tal motivo, las metodologías ágiles 
eligen testing como una técnica para 
aumentar la confiabilidad (reliability
1
) de 
sus productos de software [5].  
                                                 
1
 Reability (ISO 9126) es la capacidad del producto de 
software para mantener el nivel especificado de 
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 Palabras clave: testing, proceso de 
desarrollo de software, modelo de casos de 
uso. 
Contexto 
El presente trabajo se encuadra dentro del 
área de I/D Innovación en Sistemas de 
Software, y se enmarca dentro del proyecto 
de investigación ͞Modelo de casos de uso. 
Línea base para el desarrollo de software͟, 
el cual tiene como unidades ejecutoras al 
Departamento e Instituto de Informática de 
la FCEFyN de la UNSJ. Los trabajos iniciados 
en el citado proyecto pretenden obtener, 
en forma automática o semi-automática, 
modelos que sean útiles a las diferentes 
etapas del desarrollo de software para 
construir un producto de calidad. 
Introducción 
A diferencia de lo que algunos puedan 
pensar, el testing no es algo que se hace, si 
hay tiempo, entre el final de las actividades 
de diseño y la entrega del producto. Los 
testing deberían estar presentes en todo el 
ciclo de vida del software, desde su diseño 
hasta el final de su mantenimiento, y 
durante toda la operación del software.  Las 
rigurosas pruebas de software, incluyendo 
su documentación, permiten una reducción 
de la probabilidad de fallas durante la 
ejecución del software y contribuyen a 
mejorar la calidad [2].   
Los testing de software se centran en dos 
aspectos complementarios pero distintos: 
 La detección de fallas: que deberán ser 
resueltas para garantizar la calidad del 
producto entregado a los clientes y 
 La toma de decisiones: basada en la 
información relacionada con el nivel de 
riesgo  asociado con la entrega del 
software en el mercado, y con la 
eficiencia de los procesos de la 
                                                                   
performance cuando es usado bajo condiciones 
específicas. 
organización que son la causa de las 
fallas detectadas. 
Con respecto a los objetivos formulados 
para cada testeo depende de la fase del 
ciclo de vida del software y por lo tanto 
varían desde el diseño inicial hasta el 
mantenimiento: 
 Durante el diseño general o fase de 
diseño detallado, los tests se centrarán 
en encontrar el mayor número de 
defectos (o fracasos), en el menor 
tiempo posible, con el fin de ofrecer 
software de alta calidad. 
 Durante la fase de aceptación de los 
clientes, los tests demostrarán que el 
software funciona correctamente para 
obtener la aprobación del cliente. 
 Durante las fases de operación, donde 
se está utilizando el software, los tests 
se centrará en asegurar que los niveles 
de exigencia (SLA: Acuerdo de nivel de 
servicio, explícita o implícita) están 
logrados. 
 Durante el mantenimiento evolutivo y 
correctivo del software, los tests tienen 
como objetivo garantizar la ausencia de 
fallas y de efectos secundarios 
(regresión). 
Un aspecto importante que debe decidir el 
equipo de desarrolladores es el modelo de 
desarrollo que guiará todo el ciclo de vida 
del producto de software. Hay muchos 
ciclos de desarrollo y los testing se pueden 
aplicar a todos estos modelos, dado que el 
testing se basa en la misma información de 
entrada que el desarrollo de software y 
proporciona los datos utilizados para 
mejorar la calidad del producto (software o 
sistema). En general, cualquier actividad de 
diseño puede presentar defectos, y debe 
estar asociado a uno o más actividades 
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 encargadas de identificar y extraer estos 
defectos.  
Los modelos de desarrollo de software se 
pueden agrupar en cuatro categorías 
principales: 
 Modelos secuenciales: donde las 
actividades se ejecutan en secuencia, 
una después de la otra, con las etapas 
que permiten el cumplimiento de los 
objetivos. Por ejemplo: Cascada, 
modelo-V,  
 Modelos de desarrollo iterativo: donde 
las actividades se ejecutan de forma 
iterativa hasta que se logra el nivel de 
calidad requerido. Estos modelos 
utilizan testing de regresión. Por 
ejemplo: Espiral 
 Modelo incremental: puede combinar 
los dos modelos anteriores. 
 Modelos ágiles: se basan en los 
principios expuestos en el "Manifiesto 
Ágil" [6] y se basan en  aspectos del 
aprendizaje, la innovación y los cambios 
continuos para obtener mejores 
resultados. Estos métodos se basan en 
equipos multifuncionales que incluyen a 
desarrolladores, testeadores y clientes, 
facultados para tomar decisiones de 
diseño o ejecución. Propone numerosas 
y rápidas iteraciones, con 
retroalimentación de los usuarios, en 
lugar de entregas grandes y poco 
frecuentes. Por ejemplo: XP, Scrum, 
TDD (Test driven development), DDT 
(Design driven testing). 
Es primordial, elegir metodologías de 
desarrollo que permitan construir 
aplicaciones en el menor tiempo posible, 
que cumplan con los requisitos de 
verificación y de validación del software. 
Esto es  verificar que el software reúna las 
especificaciones establecidas y validar que 
lo diseñado haga lo que el cliente quiere [5]. 
Líneas de investigación y 
desarrollo 
Los testing de software como una parte 
fundamental del proceso de desarrollo son  
esenciales para el éxito de la producción de 
software de alta calidad. No es de ninguna 
manera una tarea subordinada pero es 
intelectualmente desafiante. 
Los testing están  siempre presentes en el 
ciclo de desarrollo de software, a veces se 
lleva a cabo de manera diferente 
dependiendo del modelo, pero los 
principios básicos son siempre aplicables. 
Es de profundo interés para este grupo de 
investigación trabajar con la metodología 
ágil Design-Driven Testing (en adelante 
DDT) que surgió como resultado de fusionar 
el análisis inicial y el diseño con una 
mentalidad ágil basado en tests. En muchos 
sentidos, es una revolución de la idea en la 
que se basa Test-Driven Development (en 
adelante TDD). 
En cierto modo, el DDT es una respuesta a 
los problemas que se manifiestan con otras 
metodologías de testeos, tales como TDD, y 
también  a problemas mucho más grandes 
que se producen cuando: 
• Ŷo se hacen los tests  (o no se escribe 
ningún  test automatizado), 
• se realizaŶ alguŶos tests, pero siŶ ruŵbo y 
ad hoc y 
• se haĐeŶ tests  en exceso.  Si los tests  son 
contraproducentes o repetitivos, el tiempo 
extra dedicado a los tests podría ser tiempo 
perdido. La idea central  de DDT es que los 
tests que se escriban sean los que necesitan 
ser comprobados, es decir, aquellos que 
están estrechamente vinculados a las 
necesidades del cliente. 
Si bien DDT puede ser adaptado a cualquier 
proceso OOAD, fue diseñado originalmente 
para ser utilizado con el Proceso Iconix, un 
proceso OOAD ágil que utiliza un 
subconjunto básico de UML. La idea es que 
DDT proporcione información instantánea 
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 validando cada paso en el proceso de 
análisis/diseño. [8] 
Estructura del DDT 
La Fig. 1 muestra los cuatro test principales: 
tests unitarios, tests de control, tests de 
escenarios y tests de requisitos. Como se 
puede ver, los tests unitarios son 
fundamentalmente el principio en el 
espacio de diseño/solución/aplicación. 
Están escritos y "apropiados" por los 
codificadores. Por encima de estos, los tests 
de control se intercalan entre el espacio del 
análisis y el diseño, y ayudan a proporcionar 
un puente entre los dos. Los tests de 
escenario pertenecen al espacio de análisis 
y son especificaciones de test manual con 
instrucciones paso a paso para los 
testeadores, que se expanden por todas las 
permutaciones de un caso de uso. 
Por último, los tests de requisitos de 
negocio son casi siempre las 
especificaciones de test manual, que 
facilitan el "test humano" antes de liberar 
una nueva versión del producto. 
 
 
Una vez, que todo el proceso esté 
trabajando es recomendable basar los tests 
de integración "end-to-end"2 en las 
especificaciones de test de escenarios. 
Proceso Iconix es un enfoque para 
͞desarrollo conducido por casos de usos”, 
que tiene por objetivo producir un diseño 
orientado a objetos que pueda servir de 
base para la codificación. Por lo tanto, es 
                                                 
2
 “end-to-end,” significa que el test verifica el escena 
completo desde la entrada inicial  hasta concluir el 
escenario, pasando por cada interacciófn usuario – 
sistema. 
necesario vincular los escenarios a los 
objetos.  
Resultados y Objetivos 
Resultados Esperados 
En teoría todos los aspectos de  UML son 
potencialmente útiles, sin embargo en la 
práctica el tiempo nunca es suficiente para 
hacer el modelado, análisis y diseño. 
Proceso  Iconix es un enfoque minimalista y 
estilizado que se centra en esa zona que se 
encuentra entre los casos de uso y el 
código.  
Los casos de uso dan una forma 
estructurada a la captura de los 
requerimientos de comportamiento del 
sistema, de modo que se pueda crear un 
diseño a partir de ellos. 
El objetivo de este grupo de trabajo en esta 
línea de investigación es aplicar y analizar el  
enfoque Iconix/DDT que en primera 
instancia permitirá separar las historias de 
usuario en los casos de uso que describen 
las interacciones del usuario con el sistema, 
de los requerimientos que especifican lo 
que el cliente quiere que haga el sistema. 
Se espera obtener un beneficio significativo 
del tratamiento de estos dos ͞tipos͟ de 
historias. 
Formación de recursos humanos 
Dirección a postulante a beca de iniciación a 
la investigación de la egresada Sabrina Cruz 
Introini, asesoramiento y dirección de tesis 
de licenciatura de los alumnos: Cecilia 
Marcuzzi, Silvina Balmaceda, Gerardo Jofré, 
Viviana Alferillo, Diego Checarelli. 
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