Abstract -The paper draws attention to the problem of code generation under advanced software development. In their previous publications the authors already discussed several issues associated with the inconsistency between the generated software components and those expected in respect with the rules for object-oriented programming. The current research is an effort to systematize the information about code generation methods and techniques applied in the task of code generation and to try to answer the question of what is the reason for code generation failing to work correctly.
I. INTRODUCTION
Despite high levels of IT technology and IT fields as such, development related problems that were traditionally associated with the development of software still have not been completely solved. Of course, one would always like to decrease the development time and costs, however, it must be understood that still too much time is being devoted to routine work. Therefore, reusability remains an important theme, because technology is changing much faster than business processes of the problem domain. The first reason, why this problem has not yet been solved is the technological diversity, which, in its turn, leads to such situations where every system is overwritten over and over again in a case of any change in technological architecture. Second, even if the problem domain is described with the help of "traditional" CASE tools, this does not solve the problem because created models are nothing more than documentation, so that they are not automatable to be transformed in executable program code.
Even more, further requirements are implemented directly in the code bypassing system documentation, thus no longer meeting the actual functionality. Hence, the fundamental problem of software development is a "semantic gap" between models and programming language, which permits transformation of the problem domain description into the executable code. Human brain perceives graphical information much better than textual one that is why it is useful to display a system as a model during its creation phase. To accomplish this, the Unified Modeling Language (UML) [1] which is used to model object-oriented systems was developed. UML was created not only as a system specification tool, it is positioned also as a tool, which will allow to automatically generate the code from UML models. With such a position Object Management Group (OMG) announced its new invention, Model Driven Architecture (MDA), at the end of 2001. Since that time already 10 years passed, and 15 years elapsed since UML was standardized. During that time, a lot of different CASE tools have been developed, which are advertized as more or less capable of generating the program code from the system model. These are both open source tools and the environment as well as commercial products. Nowadays, MDA tools announced that they support translation of solution elements into software components, e.g. transformation from platform independent to platform specific model, and code generation. However nobody heard about a software system as yet that could be actually designed based only on the principles of MDA. The alternative to MDA and UML approach is Domain Specific Language (DSL), which allows specifying system behavior. However, DSL do not fall within the scope of this article. '.
Moreover, the results of the authors' previous research on code generation abilities in advanced modeling tools were quite discouraging [2] . The experimental model was created to check the ability of the tools to generate expecting program code from them. The experimental models contained more than 60 tests. The transformation results (generated construction) were classified into compilation errors, execution errors, information losses, missing notations, etc.
In many tests the investigated tools (Sparx Enterprise Architect, Visual Paradigm and Microsoft Visual Studio 2010) showed different results. And it was not like one tool always demonstrates better result than the other. There were tests, which showed the correct result, while other failed, and vice versa. The analysis of the transformation result shows that the quality of the generated source code is very low (in our experiments). Only 14% (in Sparx Enterprise Architect), 18% (in Visual Paradigm) and 18% (in Visual Studio) of the tests proved to be correct. Considering that these tests did not include all possible elements of the UML class diagram, such as various relationship elements, the obtained results may be still considered as one of the main reasons why the class diagrams and code generation from models are not so widely applied in the IT industry.
Therefore, the authors made code generation the object of their research and tried to investigate, why despite of the modeling standards containing descriptions of efficient model creation techniques there is still no clue of how to automatically transform a model of a complex system into a source code.
The goal of the paper is to research the main principles and approaches of the model to code transformations. The paper describes Model Driven Software Development principles and code generation related standards, which were created by Object Management Group organization. The importance of code generation was substantiated. Because of the importance of this process, the related techniques, methods and approaches were studied more thoroughly, in addition, the code generators taxonomy was created. It was then used to classify modeling tools built in code generators. The paper also shows the qualitative comparison of the tools with the help of certain comparison criteria. Finally, the description of the tool created by one of the paper authors in the course of development of his bachelor's thesis [3] is presented. The program realizes a combination of template-based and framebased code generation approaches.
II. PRINCIPLES OF CODE GENERATION UNDER THE FRAMEWORK
OF MDSD AND MDA This paper owes its existence to the existence of the process called modeling. OMG organization gives the following definition of a model [4] : "A model of a system is a description or specification of that system and its environment for some certain purpose." The framework called Model Driven Software Development (MDSD) or Model Driven Development (MDD) is very closely related to modeling. The importance of its usage in modern software development is proved by the words of the research area guru Markus Völter. He says: "Based on years of my own experience, as well as the experience of the overall MDD community, I am convinced that Model Driven Development is a step in the right direction and brings about significant improvements in productivity, quality, and overall system consistence." [5] According to [6] model in MDSD is compact and formal at the same time. It has the exact meaning of the program code so that the model is not only documentation, but part of the software. MDSD appeared because there was the necessity to decrease efforts, to create and use analysis and design models at each stage of the software development process and to automate transformation of the models [7] . MDSD also defines how to separate high-level business logic from system architecture and deployment platform. However, such term as Model Driven Architecture (MDA) is much commonly used nowadays when the talk is about usage of models in software development.
In general, MDSD and MDA are very similar terms [8, 9] . The Model Driven Architecture was introduced by OMG organization in 2001 as an effort to standardize the MDSD framework. Unlike MDSD, the MDA approach considers models to be central in the development process (assuming that the model represents a set of diagrams, used to express the whole software system) [10] . Generally speaking, MDSD is less strict and much blurry than MDA. That is why Model Driven Architecture may be considered as a next stage in the evolution of software development process, which tends to bring some improvements to each step of the software development life cycle.
The MDA proposes to construct four basic models for the developed system (see Figure 1) . The four basic models for the developed system are: 1. Computation Independent Model (CIM) that reflects business and its models -defined at the problem domain level in Figure 1; 2. Platform Independent Model (PIM) that reflects analysis and design models of the software system to be developeddefined at the solution domain level in Figure 1; 3. One or many Platform Specific Models (PSM) that reflect detailed design models of software system under construction-defined at the software domain level in Figure  1 ; 
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Verifying model consistency 4. One or many Implementation Specific Models (ISM) that reflect implementation and runtime models -defined at the implementation domain level in Figure 1 .
The components of MDA, shown on Figure 1 , represent all of the activities included in the MDA-driven software development process. Dependence on information exchange, which is imported/exported from one component to another, is written on the arrows between the components in Figure 1 . Regular font on the arrows between the components means that import/export of models is possible. Transitions between the components, which can be performed only by a human at the moment, are expressed in italics.
The process, which converts one model into another is called transformation. As shown in Figure 1 , CIM to PIM transformations are usually performed manually. As for the PIM to PSM as well as PSM to ISM transformation, software developers are trying to perform it automatically. In the authors' opinion it is much easier to perform these operations in comparison to PSM to ISM transformation because in the first case similar model forms are used (graphical). In the second case graphical model is transformed directly into text. This paper mostly deals with PSM to ISM transformation, which is more commonly called 'code generation'.
III. REVIEW OF CODE GENERATION METHODS AND TECHNIQUES
With the announcement of MDA Object Management Group also tried to describe how different parts of this architecture would work. While the OMG organization developed theoretical basis of the research area, the practical side of code generation started to fall behind. Nowadays a lot of different standards related to code generation exist [12] , but no method is able to provide comprehensive guidelines of how to convert all this theory into practice. However, various methods and techniques do exist, which try to define certain important aspects of the code generation process.
A. Code generation approaches
According to [13] , the two main code generation approaches can be singled out: visitor-based and templatebased.
The point of the visitor-based approach is that the code is being generated while iterating through textual representation of the model.
The template-based approach is more commonly used because it could provide more complex and "nice" code generation. This approach implies writing special textual templates, which basically are a set of rules. These rules specify the way of generating code from some specific model. However, the most significant disadvantage of this approach is that with the growth of computer system, the template could quickly become too complex [5] . That is why it is more preferable to modify this approach, for systems that are processing a lot of data to accomplish different sets of tasks. It could also be wise to use such approach in combination with the first one.
B. Code generator's types
Five different types of code generators can be singled out [14] :
Code munger is the simplest of these. "Mung-ing" means transforming something from one form into another form, thus the generator goes through the input and searches for important features (keywords, tags, etc.) and uses them to create the output files. This kind of generator can be used to generate documentation, retrieve and collect some specific information or generate some kind of the input analysis result.
An Inline-code expander reads the source code and, where it finds the predefined markup, inserts the production code. The difference to code munger is that the output is the same as the input but with corrections -additions. The negative aspect is debugging, because markup words may cause compilation errors, and even if the markup is in the comment form, the source code does not represent full execution code.
Mixed-code generator is the combination of the previous two types. The difference is that the generator output can be used as the input (modifications are done in the input file), thus the result can be regenerated. Similar to the inline-code expander the generator reads the source code and finds the predefined markup but instead of inserting the production code the mixed-code generator replaces the area between the markup. Because the markup is specially formatted comments, which mark the start and the end of the replacement area, the source file can be used for debugging.
The partial-class generator input is the definition file and template files. By analyzing the definition file, the template is filled and the output is produced. The output of the generator will depend on the variable information in the definition file. The partial-class generator is used for generating base structures or base classes which afterwards are manually updated with final functionality.
Tier or layer generator is similar to partial-class generator, except it takes the responsibility to completely generate one tier of an n-tier application. This means, that the generated code has enough functionality for the working tier or layer, and not just base classes. Tier or layer generator can be positioned as a Model Driven generator, where the UML model is an input and one or more tiers of the system is an output.
C. Code generation techniques
The paper [5] describes such code generation techniques as: Templates and filtering technique defines that generalized source code fragments are represented as textual templates. During code generation process, the variables of these templates are associated with the system model.
Templates and meta-model technique is very similar to the previous one, except the new meta-model of the system representation is being created before the template is executed in a user defined way. It means that templates are not dependent on the model syntax and could be written in any programming language.
Frame processors have the following principle of operation: the code is being specified with the help of object-like frames. Each frame owns a group of attributes called slots. When a new frame is being created, its slots are connected with specific values. Thoey may represent different aspects of thye system model and also may contain references to other frames. Thus, during code generation, the frames form the tree structure of the system source code.
API-based generator is usually connected with a single programming language. Thus it provides the user with a special framework, which makes the code generation process more intuitive. The source code is commonly specified with the help of templates. API-based generators often have built-in compilers that are able to evaluate the generated code at once.
In-line generation technique determines that the program source code contains text fragments, which at the time of compilation, depending on the conditions, can be extended or not included into the program at all. Such code generation technique is quite primitive, therefore it cannot be used as the main one.
Code attributes technique defines that special text such as comments can be placed in the existing source-code. In fact, these comments are specific instructions to the code generator. This technique is commonly used to automatically generate program documentation.
Code weaving technique states the following: some independent and non-related pieces of text are manually written into the input file. At the same time it is also defined how all these fragments should be joined together during the code generation process. Finally, all these pieces would be processed and mixed to form the program source code.
D. Code generator taxonomy
The earlier defined code generation approaches, types and techniques can be connected as follows: code generators can be derived from one of the code generation approaches: visitor-based or template-based. They differ from specific generators types, which implement specific code generation techniques.
The essence of the template-based approach taxonomy is illustrated in Figure 2 . Templates and filtering as well as templates and metamodel techniques are associated with the partial-class generator because it operates with templates. These techniques are also the simplest -they allow generating only the carcass of a system code. Tier or layer generators have a more complex mechanism that is why they implement frame processors and API-based generators.
The essence of the visitor-based approach taxonomy is illustrated in Figure 3 .
Code attribute technique is associated with code munger type generators because of their ability to automatically create program documentation. In-line generator technique is implemented in the in-line code expander type generators because they do not change the form of input source code but add a new fragments to it. Code weaving technique has both code munger and in-line code expander characteristics: these code generators are capable of completely changing the input file or, just adding some new code fragments. Mixed code generator should not be fully associated with any of the techniques listed above. Code generator may or may not have any features of this type depending on its purpose and set of tasks. The presented taxonomies are quite strict, however in practice one code generator can have both the features of the visitor and template-based approaches. Code generators are not isolated and differ from each other, yet complement each other. Because of that, it can be difficult to apply strict classification to a single code generator.
IV. REVEALING THE REAL NATURE OF EXISTING CODE GENERATORS
The taxonomy of code generators presented in the previous section raises some questions: why the existing tools, which have some code generating functions, are not so widely used in the industry [15] when there are various methods of code generation? Can the great corporations like Sparx or IBM fully use all these methods to create really functional code generators?
A. Code generators' classification
To answer these questions, the authors attempted to classify some of the famous tools, which according to their developers, grant broad code generating functionality. The four tools participated in the experiment: IBM Rational Software [17] . Microsoft Visual Studio 2010 is a development environment and its modeling functionality is much smaller than previous ones [18] . Eclipse is an open-source plug-in based product, which theoretically could be extended to perform any types of tasks [19] .
Basically, Eclipse does not have built-in code generation functions, but this can be easily fixed with such add-ons as Acceleo or XPand.
Since tool developers do not provide exact information about the mechanisms their code generators are using, the authors of this paper may only guess this by reading documentation and study their functionality. The tools were associated with concrete methods or types from the taxonomy only if authors were fully sure about this. Table 1 shows tool classification in relation to code generation techniques. Templates and filtering X X X
Templates and meta-model IBM Rational Software Architect realizes the so-called comment templates, which are associated with the code attribute technique. The tool provides API to specify code generation process. It means that Rational Software Architect is an API-based generator. The in-line code generation technique may also be associated with this tool because it supports C++ programming language, which has the "define" instruction [20] .
Sparx Enterprise Architect has the built-in language for writing templates [21] . That is why this tool may be associated with templates and filtering technique as well as API-based code generation technique. Sparx Enterprise Architect also supports C++ and some other programming languages, which are connected with the in-line code generation technique. The tool supports at least JavaDoc documentation, which means that Sparx Enterprise Architect could be associated with the code attributes technique [16] .
Visual Studio 2010 gives an opportunity to define text templates by using C# code fragments [22] . This allows to associate Visual Studio 2010 with the templates and filtering as well as the API-based generator techniques. The in-line code generation technique can also be associated with this tool because of C++ programming language support. C# programming language has an ability to automatically generate documentation (XML documentation), which is the feature of the code attributes technique.
Eclipse also provides the developer with the opportunity to write templates, thus it realizes the templates and filtering code generation technique. Eclipse also has the so-called workflow code generation mechanism, which at its core is very similar to the principles of frame processing technique. The tool supports some programming languages such as C++, which allows associating it with the in-line code generation technique. The code attributes technique is also connected with Eclipse because of its ability to automatically generate program documentation, such as JavaDoc [23] .
According to the classification as well as considering the taxonomy presented above, the chosen tools were also classified by types of code generators. The results of this are shown in Table 2 . The presented classification shows that some popular tools realize a lot of various code generation mechanisms and thus are focused on solving quite a wide range of problems. They realize both template-based and visitor-based code generation approaches. Therefore, it sounds quite logical to state that it is sufficient to make the mentioned tools work well,. However, in practice they are not very widely used.
B. Qualitative evaluation of code generators
Unpopularity of code generators may be connected to the fact they are too inconvenient to use or lack certain modern vital features. The evaluation of the code generators quality was made to prove this. The tools mentioned in the previous section (IBM Rational Software Architect 8.0, Sparx Enterprise Architect 9, Microsoft Visual Studio 2010 and Eclipse 3.7.2) were also tested for their quality..
First of all, some criteria were considered with the purpose to find out more about the quality of code generators. Table 3 shows these criteria and provides short explanation of their meaning. The first eight of them were taken from [24] . The last one (Support of different programming languages) was added by the authors because sometimes one programming language is preferred for solving certain tasks over another, so it would be important to support as much of them as possible. Ignore specific syntax -code generation language independence from modeling language X X X X Powerful expression language -the easiest way of accessing model elements X X X Modular templates -the ability to keep a group of templates in one module X Nice syntax -better readability of the template text X X X X Object oriented templates -polymorphism, inheritance and "this" reference support X X Static type checking & IDE support -the ability to get error messages while writing the code X X X X Extensions -the ability to attach additional modules to extend the functionality X X X Template AOP -the ability to define some architecture-specific code fragments inside the template Support of different programming languages X X X X Table 3 shows that no one of the chosen tools match the template AOP criterion. However, in the authors' opinion, it is not so important because modern operating systems are too different and sometimes it is easier to fully rewrite certain templates depending on the architecture than make them more complicated with specifying a lot of similar code fragments. Moreover, some languages, such as Java, do not depend on particular system architecture at all.
In the authors' opinion the most important criterion is static type checking & IDE support because the earlier IDE will warn the developer about a mistake, the earlier it will be corrected. All of the tools match this criterion, which points to their good quality.
The other very important criterion is object oriented templates. This fact is supported by the core of the object oriented paradigm. However, not all of the code generators match this criterion.
Talking about extensions, Microsoft Visual Studio 2010 might also match it, however, in comparison to other tools, it poorly supports plug-ins.
Thus, the hypothesis presented at the start of this subsection was not confirmed. The tools are qualitative. They make coding and transformation writing process much easier. Moreover, they provide the user with certain useful additional functions and support a variety of programming languages.
C. Quantitative evaluation of code generators
According to the presented classification of the tools, they use a variety of different techniques to generate the source code. The quality of some of the most popular code generators was also substantiated. However, as the current subsection shows, the main problem of the code generation unpopularity in the industry lies within the code generators functionality itself.
Such popular tools as Sparx Enterprise Architect, Visual Paradigm, Microsoft Visual Studio 2010 were chosen to test their functionality. Sparx Enterprise Architect and Visual Paradigm for UML [25] are mainly recognized as UML modeling tools with the capability to generate program code, compared to Visual Studio, which is a development environment. In the authors' opinion, a tool which is a development environment could have more support for required modeling structures from the code perspective, as well as better algorithms for code generation from the models.
To test the chosen tools 69 experimental models were made. Each of them was created on the basis of the knowledge of the notation of UML elements and its semantics (from UML specifications) and, on the other hand, the knowledge about C# rules and its syntax. For code generator testing, the blackbox testing strategy was chosen, which means, that the authors provided the input (UML class diagram) and analyzed the output (C# code The results for each of the tool (Enterprise Architect / Visual Paradigm / Visual Studio) distributes respectively: almost half with errors -compilation errors 55%/45%/39% and execution errors 3%/5%/4%, one fourth is information loss 20%/26%/16%, here we can also add missing notation category, which is 11% for Visual Studio. The missing notation category was added (to the list of categories) because of the Visual Studio, originally the experiments were done with Sparx EA and Visual Paradigm, and only later tested with Visual Studio. Because it was not possible to provide tagged values and constraints, these tests resulted in missing notation. Finally, only 14%/18%/18% of the tests appeared to be correct.
The reason for such results, which showed the analysis of three code generation tools is the primitivism of transformations. Although it is possible to change the transformation templates, this does not solve the problem completely because of limitation to local scope. The root problem lies in the simplicity of program code generators, which simply transfer the pattern of model information to the program code without any additional testing and decision making on the required information conversion for the target programming language. Generators do not have any additional knowledge support about target platform restrictions, laws and keyword combinations.
In fact, the existing tools try to implement some small pieces of different ideas -all at once. They do not focus on one specific method and do not attempt to fully complete it. The developers of code generators also do not try to bring some revolutionary new ideas in the field of this research, instead they just try, for example, to modify the templatebased code generation approach. Because of this, the evolution of the code generation nearly stopped.
V. PRACTICAL EXPERIMENT OF CODE GENERATOR DEVELOPMENT
The code generator evaluation test clearly showed that the code generation puzzle is not yet solved. Thus, it makes sense to experiments with the new code generator development. The authors of this paper also want to present their tool, which combines frame processing as well as templates and filtering code generation techniques. According to previously presented taxonomy, the tool is a partial-class generator and tier or layer generator. It realizes the template-based code generation approach. The presented tool was written in C# programming language and uses standard .NET libraries for parsing XML documents.
A. The ideas born while developing the tool
During the tool development process it became totally clear that it is very difficult to invent something new in the code generation field. Every idea, which at the first glance seemed original eventually reduced to template writing and iterating through model meta-data. That is why it was impossible to discard the template approach completely. However, use of templates can be quite an advantage because they provide an opportunity to develop a more universal code generator. It was also mentioned that template-based approach is more effective than the visitor-based, besides, it offers more flexibility during code specification. Moreover, in the authors' opinion, it is easier to make the code generator, which uses template-based code generation approach. However, the idea of making templates as much universal as possible, led to certain difficulties during the tool development. In the end, some share of universality was sacrificed to make certain preplanned features available. In this aspect, it would be reasonable to mention that OMG organization itself interferes the universality by allowing modeling tools to use xmi:Extension element [26, 27] . Thus developers of modeling tools can extend the XMI document as they like and eventually they do so. Thus, every template that represents one piece of code can be overwritten several times depending on the modeling tool.
It was already mentioned earlier that with the system growth, the templates may also become more complex and less readable. The reason is that each template includes more structures, key words, conditions, etc. That is why it would be reasonable to somehow separate the definition of the template from the definition of some of the structures mentioned above. The template hierarchy must also be better structured in relation to the elements of UML model. The authors of this paper suggest frames as the mechanism of implementing the ideas mentioned above.
B. The tool major working mechanism
The developed tool has the following idea: each frame should represent one specific type of the object-oriented elements (class, interface, method etc.). Frames store information on how to connect code templates with the model XMI meta-data. The XPath 1.0 language is used to achieve this. Each frame has its own set of attributes. Some of them are common for all frames. It means that the user must define their values on the creation of the frame. Such attributes are: name of the frame, template, prefix, postfix, separator of the similar code pieces and meta-model XPath expression. The user may also specify his own unique attributes that connect the current frame template with the system model. Another purpose of the user-defined attributes is to keep references on other frames. User-defined attribute names may be put into the template text to specify connection between the system models and the templates.
The user should define the root frame and the meta-data XML document to make it all work. The root frame should be the one, which which keeps the most abstract information about a code to generate. The tool starts the code generation process from processing the root frame. The mechanism of frame processing is the same for all frames. First of all, a value of XPath expression attribute is taken. It is used to find the matching element from the meta-data file. Then the template is processed and written to the output file. The prefix and the postfix text are also attached to the template at the beginning and at the end of the generated text. At this time the template parsing mechanism tests the template for any userdefined attribute names. The name of the matching attribute is replaced with the value from meta-data if the matching attribute keeps an XPath expression. If the matching attribute keeps reference to the other frame, its name is replaced with the generated text of the matching frame.
C. Demonstration of the tool operation
A simple example is provided further to demonstrate how the tool works. Let us imagine that we have two public classes: Thing and Table. The second class extends the first one. The class Thing has two private attributes of type integer: x and y. The class Table has the private attribute named "color", which is of the type String. The XML document, which represents this model is given below:
<?xml version="1.0" encoding="windows-1252"?> <model> <element ID = "1" type = "class" name = "Thing" scope = "public"> <attribute ID = "2" name = "x" scope = "private" type = "int"/> <attribute ID = "3" name = "y" scope = "private" type = "int"/> </element> <element ID = "4" type = "class" name = "Table" scope = "public"> <attribute ID = "5" name = "color" scope = "private" type = "String"/> <parent ID = "6" IDref = "1"/> </element> </model> A list of the frames, which specify code generating from this model is shown in Table 5 . In case of the presented example the root frame is _element. Thus, it is the first frame to process. Basically, the _element frame describes the generation of such structure as class. According to the tool's working mechanism the XPath attribute's expression is being processed, and in this example it points to the element called "element" of the XML text presented above. It means that the _element frame attributes _type, _name and _scope point to the attributes type, name, and scope of the XML text element, which name is "element".
The attributes _parent and _attributes point to the other frames with the names "_parent" and "_attribute". According to the separator attribute, each peace of the _element frame template will be separated with two caret return symbols if it meets more than one element with the name "element" inside the XML text (actually it will, because of the example definition).
The frame _attribute has the structure, which is similar to the previous one. Thus, the frame _parent will be described in more detail. The specifics of XPath attribute is that each child frame will point to the child element of the XML element its parent points to. In this example the frame _element points to the _parent frame, which means that in this case this frame will be associated with the XML element available by the path "//model/element/parent". The _parent frame has only one user-defined attribute, which name is "_parent". This attribute contains usage of the function FindNodeAttr that finds an attribute value of specific XML element, which other attribute matches to the value of the different XML element specific attribute value. In the presented example this function is used to get the name of the class parent, if such exists. If it is true, then the prefix attribute's text "extends" is being added before the name of the parent.
Speaking about the functions, some of them were introduced to implement such things as searching for similar elements or testing for existence of some the particular element. To introduce these functions, the universality has to be sacrificed , which was mentioned earlier. The reason is that the first version of XPath language does not provide a number of vital functionalities, therefore in the future versions of the tool it will be replaced with the XQuery language.
The code generation process results into the following code:
public class Thing { private int x; private int y; } public class Table extends Thing { private String color; }
VI. CONCLUSION
For more than ten years scientists in cooperation with big industrial organizations have been trying to find different ways of applying the Object Management Group invention -MDA architecture. If they succeeded, the coding process would become fully automated. It would lead to reducing the amount of bugs inside the source code almost to zero as well as system independency from the particular computer architecture. Unfortunately, as of today the fully functioning MDA based system remains a utopia. Statistics proves that there are some good quality MDA based systems; however, there are not many of them all over the world. That is why in the authors' opinion good work has been done by qualified and experienced human specialists rather than code generators.
The code generation field is "crowded" with numerous and differing standards, which prevents from using them in practice. However, some practical disciplines of code generation do exist. The authors of this paper found out that all of them stem from the two different code generation approaches: template-based and visitor-based. The study resulted into the taxonomy, which shows how these two approaches as well as code generation techniques and code generator types are linked together. The created taxonomy then was used to classify such tools as IBM Rational Software Architect 8.0, Sparx Enterprise Architect 9, Microsoft Visual Studio 2010 and Eclipse 3.7.2. As a result, it became clear that all those tools realize a variety of mechanisms to generate a source code, moreover they match some quality criteria presented during the research. Theoretically, it means that these tools have a really great functionality as well as they are easy to use. The latter is true. As for the code generators functionality, it has a huge hidden problem, which makes code generation so rarely used in the industry.
The functionality of such tools as Sparx Enterprise Architect, Visual Paradigm and Microsoft Visual Studio 2010 was tested on 69 different experimental models. The study showed that only 14% of the tests for Sparx Enterprise Architect, 18% for Visual Paradigm and 18% for Microsoft Visual Studio 2010 are correct. In the authors' opinion such bad results are the consequence of the primitivism of transformations and lack of some clever way of applying them. Basically, code generators do not have additional information about the target platform. According to classification, the other reason of code generators bad functionality is that they are designed to perform many different tasks by applying a lot of techniques at once.
In the authors' opinion, another weak spot are the templates. On the one hand, they are quite effective and therefore the most commonly used. On the other hand, they become too complex and difficult to read during developing thus making the system grow too big. However, the process of designing the authors' own code generating tool showed that it is difficult to invent something that would be much more innovative than the templates. The mentioned tool implements the templates in combination with the frames. Frames are used to make templates less overloaded by meta-model connection and other replaceable strings while storing it inside the attributes. Unfortunately, at present the described tool is able to transform models into the source code, however it cannot be extended to perform the opposite task. One of the most significant disadvantages of the tool is that it was not designed to update the source code, only to regenerate it every time it runs. This actually lowers the speed of performing transformations. In the authors' opinion, in this context the question of speed is not very important. As it was already mentioned, the main goal of code generators is to generate the correct code that is why it could be reasonable to sacrifice speed for functionality.
Despite a permanent solution of the code generators' functionality problem could be developing completely new approach of code generation or rewriting the existing specifications, it may consume a lot of time and resources. To operatively improve the situation with code generation it is worth searching for some effective combinations of already existing code generation methods and techniques. It could also be reasonable to tryi to develop some minor tools, which would concentrate on a narrow spectrum of tasks and use these tools in combination rather than using the bigger ones separately.
