In this paper we propose a parallel coordinate descent algorithm for solving smooth convex optimization problems with separable constraints that may arise e.g. in distributed model predictive control (MPC) for linear network systems.
Introduction
Model predictive control (MPC) has become a popular advanced control technology implemented in network systems due to its ability to handle hard input and state constraints [20] . Network systems are usually modeled by a graph whose nodes represent subsystems and whose arcs indicate dynamic couplings.
These types of systems are complex and large in dimension, whose structures may be hierarchical and they have multiple decision-makers (e.g. process control [21] , traffic and power systems [7, 25] , flight formation [13] ).
Decomposition methods represent a very powerful tool for solving distributed MPC problems in network systems. The basic idea of these methods is to decompose the original large optimization problem into smaller subproblems.
Decomposition methods can be divided in two main classes: primal and dual decomposition methods. In primal decomposition the optimization problem is solved using the original formulation and variables via methods such as interiorpoint, feasible directions, Gauss-Jacobi type and others [3, 5, 6, 23, 25] . In dual decomposition the original problem is rewritten using Lagrangian relaxation for the coupling constraints and the dual problem is solved with a Newton or (sub)gradient algorithm [1, 2, 4, 16, 15] . In [23, 25] cooperative based distributed MPC algorithms are proposed based on Gauss-Jacobi iterations, where asymptotic convergence to the centralized solution and feasibility for their iterates is proved. In [5, 6] non-cooperative algorithms are derived for distributed MPC problems, where communication takes place only between neighbors. In [3] a distributed algorithm based on interior-point methods is proposed whose iterates converge to the centralized solution. In [1, 4, 16, 15] dual distributed gradient algorithms based on Lagrange relaxation of the coupling constraints are presented for solving MPC problems, algorithms which usually produce feasible and optimal primal solutions in the limit. While much research has focused on a dual approach, our work develops a primal method that ensures constraint feasibility, has low iteration complexity and provides estimates on suboptimality.
Further, MPC schemes tend to be quite costly computation-wise compared with classical control methods, e.g. PID controllers, so that for these advanced schemes we need hardware with a reasonable amount of computational power that is embedded on the subsystems. Therefore, research for distributed and embedded MPC has gained momentum in the past few years. The concept behind embedded MPC is designing a control scheme that can be implemented on autonomous electronic hardware, e.g programmable logic controllers (PLC) [24] or field-programmable gate arrays (FPGAs) [10] . Such devices vary widely in both computational power and memory storage capabilities as well as cost.
As a result, there has been a growing focus on making MPC schemes faster by reducing problem size and improving the computational efficiency through decentralization [21] , moving block strategies (e.g. by using latent variables [8] or Laguerre functions [27] ) and other procedures, allowing these schemes to be implemented on cheaper hardware with little computational power.
The main contribution of this paper is the development of a parallel coordinate descent algorithm for smooth convex optimization problems with separable constraints that is computationally efficient and thus suitable for MPC schemes that need to be implemented distributively or in hardware with limited computational power. This algorithm employs parallel block-coordinate updates for the optimization variables and has similarities to the optimization algorithm proposed in [23] , but with simpler implementation, lower iteration complexity and guaranteed rate of convergence. We derive (sub)linear rate of convergence for the new algorithm whose proof relies on the Lipschitz property of the gradient of the objective function. The new parallel algorithm is used for solving MPC problems for general linear network systems in a distributed fashion using local information. For ensuring stability of the MPC scheme, we use a terminal cost formulation derived from a distributed synthesis and we eliminate the need for a terminal state constraint. Compared with the existing approaches based on an end point constraint, we reduce the conservatism by combining the underlying structure of the system with distributed optimization [9, 12, 19] . Because the MPC optimization problem is usually terminated before convergence, our MPC controller is a form of suboptimal control. However, using the theory of suboptimal control [22] we can still guarantee feasibility and stability. This paper is organized as follows. In Section 2 we derive our parallel coordinate descent optimization algorithm and prove the convergence rate for it.
In Sections 3.1-3.2 we introduce the model for general network systems, present the MPC problem with a terminal cost formulation and provide the means for which this terminal cost can be synthesized distributively. In Sections 3.3-3.4 we employ our algorithm for distributively solving MPC problems arising from network systems and discuss details regarding its implementation. In Section 4 we compare its performance with other algorithms and test it on a real application -a quadruple water tank process.
A parallel coordinate descent algorithm for smooth convex problems with separable constraints
We work in R n composed by column vectors. For u, v ∈ R n we denote the standard Euclidean inner product u, v = u T v, the Euclidean norm u = u, u and x 2 P = x T P x. Further, for a symmetric matrix P , we use P ≻ 0 (P 0) for a positive (semi)definite matrix. For matrices P and Q, we use diag(P, Q) to denote the block diagonal matrix formed by these two matrices.
In this section we propose a parallel coordinate descent based algorithm for efficiently solving the general convex optimization problem of the following form:
where
We gather the individual constraint sets U i into the set U = U 1 × · · · × U M , and denote the entire decision variable for
As we will show in this section, the new algorithm can be used on many parallel computing architectures, has low computational cost per iteration and guaranteed convergence rate. We will then apply this algorithm for solving distributed MPC problems arising in network systems in Section 3.
Parallel Block-Coordinate Descent Method
Let us partition the identity matrix in accordance with the structure of the decision variable u:
With matrices E i we can represent
We assume that the gradient of f is coordinate-wise Lipschitz continuous with constants L i > 0, i.e:
Due to the assumption that f is coordinate-wise Lipschitz continuous, it can be easily deduced that [17] :
We now introduce the following norm for the extended space R nu :
which will prove useful for estimating the rate of convergence for our algorithm.
Additionally, if function f is smooth and strongly convex with regards to · 1 with a parameter σ 1 , then [18] :
Note that if f is strongly convex w.r.t the standard Euclidean norm · with (5) we also get:
and combining with (3) we also deduce that σ 1 ≤ 1.
We now define the constrained coordinate update for our algorithm:
The optimality conditions for the previous optimization problem are:
Taking v i = u i in the previous inequality and combining with (3) we obtain the following decrease in the objective function:
We now present our Parallel Coordinate Descent Method, that resembles the method in [23] but with simpler implementation, lower iteration complexity and guaranteed rate of convergence, and is a parallel version of the coordinate descent method from [17] :
2. Update in parallel:
Note that if the sets U i are simple (by simple we understand that the projection on these sets is easy), then computingv i (u) consists of projecting a vector on these sets and can be done numerically very efficient. For example, if these sets are simple box sets, i.e
. In turn, computing ∇ i f (u) has, in the worst case, complexity O(n i u n u ) for quadratic dense functions. Thus, Algorithm PCDM has usually a very low iteration cost per subsystem compared to other existing methods, e.g. Jacobi type algorithm presented in [23] , which usually require numerical complexity at least
u n u ) per iteration for each subsystem i, provided that the local quadratic problems are solved with an interior point solver. Also, in the following two theorems we provide estimates for the convergence rate of our algorithm, while for the algorithm in [23] only asymptotic convergence is proved.
From (6)- (7), convexity of f and u k+1 = i 1 Mū i (u k ) we see immediately that method PCDM decreases strictly the objective function at each iteration, provided that u k = u * , where u * is the optimal solution of (1), i.e.:
Let f * be the optimal value in optimization problem (1). The following theorem derives convergence rate of Algorithm PCDM and employs standard techniques for proving rate of convergence of the gradient method [17, 18] :
Lipschitz continuous gradient with constants L i as given in (2), then Algorithm PCDM has the following sublinear rate of convergence:
Proof. We introduce the following term:
where u * is the optimal solution of (1) and u
Then, using similar derivations as in [17] , we have:
By convexity of f and (3) we obtain:
and adding up these inequalities we get:
Taking into account that our algorithm is a descent algorithm, i.e. f (u j ) ≥ f (u k+1 ) for all j ≤ k and by the previous inequality the proof is complete. Now, we derive linear convergence rate for Algorithm PCDM, provided that f is additionally strongly convex:
Under the assumptions of Theorem 1 and if we further assume that f is strongly convex with regards to · 1 with a constant σ 1 as given in (5), then the following linear rate of convergence is achieved for Algorithm PCDM:
Proof. We take w = u * and v = u k in (5) and through (9) we get:
From the strong convexity of f in (5) we also get:
We now define γ = 2σ1 1+σ1 ∈ [0, 1] and using the previous inequality we obtain the following result:
Using this inequality in (10) we get:
Applying this inequality iteratively, we obtain the following for k ≥ 0:
and by replacing γ = 2σ1 1+σ1 we complete the proof.
The following properties follow immediately for our Algorithm PCDM.
Lemma 1.
For the optimization problem (1), with the assumptions of Theorem 2, we have the following statements:
(i) Given any feasible initial guess u 0 , the iterates of the Algorithm PCDM are
(iii) The sub(linear) rate of convergence of Algorithm PCDM is given in Theorem 1 (Theorem 2).
Application of Algorithm PCDM to distributed suboptimal MPC
The Algorithm PCDM can be used to solve distributively input constrained MPC problems for network systems after state elimination. In this section we show that the MPC scheme obtained by solving approximately the corresponding optimization problem with Algorithm PCDM is stable and distributed.
MPC for network systems with terminal cost and without end constraints
In this paper we consider discrete-time network systems, which are usually modeled by a graph whose nodes represent subsystems and whose arcs indicate dynamic couplings, defined by the following linear state equations [3, 4, 21] :
where M denotes the number of interconnected subsystems, x j t ∈ R nj and u j t ∈ R mj represent the state and respectively the input of jth subsystem at time t, A ij ∈ R ni×nj , B ij ∈ R ni×mj and N i is the set of indices which contains the index i and that of its neighboring subsystems. A particular case of (11), that is frequently found in literature [16, 23, 25] , has the following dynamics:
For stability analysis, we also express the dynamics of the entire system:
B ∈ R n×m . For system (11) or (12) we consider local input constraints:
with U i ⊆ R mi compact, convex sets with the origin in their interior. We also consider convex local stage and terminal costs for each subsystem i:
Let us denote the input trajectory for subsystem i and the overall input trajectory for the entire system by:
We can now formulate the MPC problem for system (11) over a prediction horizon of length N and a given initial state x as [20] :
s.t:
It is well-known that by eliminating the states using dynamics (11), the MPC problem (14) can be recast [20] as a convex optimization problem of type (1), where 
Distributed synthesis for a terminal cost
We assume that stability of the MPC scheme (14) is enforced by adapting
f (·) and the horizon length N appropriately such that sufficient stability criteria are fulfilled [9, 12, 19] . Usually, stability of MPC with quadratic stage cost 
where the matrices Q and R have a block diagonal structure and are composed of the blocks Q i and R i , respectively. As shown in [9, 12, 19] , MPC schemes based on the condition (15) are usually less conservative than schemes based on end point constraint. Keeping in line with the distributed nature of our system, the control law κ(·) and the final stage cost ℓ f (·) need to be computed locally. In this section we develop a distributed synthesis procedure to construct them locally. We choose the terminal cost for each subsystem i to be quadratic:
For a locally computed κ(·), we employ distributed control laws:
is taken linear with a blockdiagonal structure. Centralized LMI formulations of (15) for quadratic terminal costs are well-known in the literature [20] . However, our goal is to solve (15) distributively. To this purpose, we first need to introduce vectors x
These vectors are comprised of the state and input vectors of subsystem i and those of its neighbors:
Since our synthesis procedure needs to be distributed and taking into account
, we impose the following distributed structure to ensure (15) (see also [11] for a similar approach where infinity-norm control Lyapunov functions are synthesized in a decentralized fashion by solving linear programs for each subsystem) for i = 1, · · · , M : This approach reduces the conservatism in deriving the matrices P i and F i .
For obtaining P i and F i , we introduce matrices
T , as to express the dynamics (11) for sub-
t . Using these notations we can now recast inequality (16) as:
The task of finding suitable P i , F i and W N i matrices is now reduced to the following optimization problem:
It can be easily observed that if the optimal value δ * ≤ 0, consequently W ≤ 0
and (15) holds. This optimization problem, in its current nonconvex form, cannot be solved efficiently. However, it can be recast as a sparse SDP if we can reformulate (17) as an LMI. We need now to make the assumption that all the subsystems have the same dimension for the states, i.e. n i = n j for all i, j.
Subsequently, we introduce the well-known linearizations:
and a series of matrices that will be of aid in formulating the LMIs:
where the 0 blocks are of appropriate dimensions 1 .
Lemma 2. If the following SDP:
has an optimal value δ * ≤ 0, then (15) holds 2 .
1 By In we denote the identity matrix of size n × n, by ⊗ we denote the standard Kronecker product and by N i the cardinality of the set N i .
2 By * we denote the transpose of the symmetric block of the matrix.
Proof. From (20) we observe that S
N i ≻ 0, so that (S N i −G N i ) T (S N i ) −1 (S N i − G N i ) 0,
which in turn implies
If we apply the Schur complement to (20) , we obtain:
and by (21) we get (G
There exist in literature many optimization algorithms (see e.g. [14] ) for solving distributively sparse SDP problems in the form (19).
Stability of the MPC scheme
We can consider the cost function of the MPC problem V N (x, u CD ) as a Lyapunov function, using the standard theory for suboptimal control (see e.g. [12, 19, 20, 22, 23] for similar approaches). We also consider that at each MPC step the Algorithm PCDM is initialized (warm start) with the shifted sequence of controllers obtained at the previous step and the feedback controller κ(·) computed in Section 3.2 such that (15) is satisfied and we denote it by (ũ CD ) + .
Assume also that κ(·), ℓ f (·) and α > 0 are chosen such that, together with the following set
satisfies (15) . Then, using Theorem 3 from [12] we have that our MPC controller stabilizes asymptotically the system for all initial states x ∈ X N , where
where d > 0 is a parameter for which we have
∈ Ω. Clearly, this MPC scheme is locally stable with a region of attraction X N .
Distributed implementation of the MPC scheme based on Algorithm PCDM
In this section we discuss some technical aspects for the distributed implementation of the MPC scheme derived above when using Algorithm PCDM to solve the control problem (14) . Usually, in the linear MPC framework, the local stage and final cost are taken of the following quadratic form:
where the matrices Q i , P i ∈ R ni×ni are positive semidefinite, whilst matrices R i ∈ R mi×mi are positive definite. We also assume that the local constraints sets U i are polyhedral. In this particular case, the objective function in (14), after eliminating the dynamics, is quadratically strongly convex, having the form [20] :
where Q is positive definite due to the assumption that all R i are positive definite. Usually, for the dynamics (11) the corresponding matrices Q and W obtained after eliminating the states are dense and despite the fact that Algorithm PCDM can perform parallel computations (i.e. each subsystem needs to solve small local problems) we need all to all communication between subsystems. However, for the dynamics (12) the corresponding matrices Q and W are sparse and in this case in our Algorithm PCDM we can perform distributed computations (i.e. the subsystems solve small local problems in parallel and they need to communicate only with their neighborhood subsystems as detailed below). Indeed, if the dynamics of the system are given by (12) , then
and thus the matrices Q and W have a sparse structure (see also [3] ). Let us define the neighborhood subsystems of a certain subsystem i asN i = N i ∪ {l :
l ∈ N j , j ∈N i }, whereN i = {j : i ∈ N j }, then the matrix Q has all the (i, j) block matrices Q ij = 0 for all j / ∈N i and the matrix W has all the block matrices W ij = 0 for all j / ∈N i , for any given subsystem i. Thus, the ith block components of ∇f can be computed using only local information:
Note that in Algorithm PCDM the only parameters that we need to compute are the Lipschitz constants L i . However, in the MPC problem, L i does not depend on the initial state x and can be computed locally by each subsystem as:
. From the previous discussion it follows immediately that the iterations of Algorithm PCDM can be performed in parallel using distributed computations (see (22)).
Further, our Algorithm PCDM has a simpler implementation of the iterates than the algorithm from [23] : in Algorithm PCDM the main step consists of computing local projections on the sets U i (in the context of MPC usually these sets are simple and the projections can be computed in closed form); while in the algorithm from [23] this step is replaced with solving local dense QP problems with the feasible set given by U i (even in the context of MPC this local QP problems cannot be solved in closed form and an additional QP solver needs to be used). Finally, the number of iterations for finding an approximate solution can be easily predicted in our Algorithm (see Theorems 1 and 2), while in the algorithm from [23] the authors prove only asymptotic converge.
Numerical Results
Since our Algorithm PCDM has similarities with the algorithm from [23] , in this section we compare these two algorithms on controlling a laboratory setup with DMPC (4 tank process) and on MPC problems for random network systems of varying dimension.
Quadruple tank process
To demonstrate the applicability of our Algorithm PCDM, we apply this newly developed method for solving the optimization problems arising from the MPC problem for a process consisting of four interconnected water tanks, see Table 1 : Quadruple tank process parameters.
The discharge constants a i , with i = 1, . . . , 4 and the other parameters of the model are determined experimentally from our laboratory setup (see Table 1 ).
We can obtain a linear continuous state-space model by linearizing the nonlinear model at an operating point given by h
, and the maximum inflows from the pumps, with the deviation variables
, is the time constant for tank i. Using zero-order hold method with a sampling time of 5 seconds we obtain the discrete time model of type (12), with the partition
For the input constraints of the MPC scheme we consider the practical constraints of the ratios of the three way valves for our plant, i.e
0 is the linearization input. Due to the fact that our plant has overflow sensors fitted to the tanks and an emergency shutoff program, we do not introduce constraints for the states. For the stage cost we have taken the weighting matrices to be Q i = I ni and R i = 0.01I mi .
Implementation of the MPC scheme using MPI
In this section we underline the benefits of Algorithm PCDM when it is implemented in an appropriate fashion for the quadruple tank MPC scheme.
We implemented for comparison, Algorithm PCDM and that of [23] . Both algorithms were implemented in C programming language, with parallelization ensured via MPI and linear algebra operations done with CLAPACK. Algorithm [23] requires solving, at each step, 2 QP problems in parallel, problems which cannot be solved in closed form. For solving these QP problems, we use the qpip routine of the QPC toolbox [26] . The algorithms were implemented on a PC, V N (x t , u) for 50 MPC steps, where u is calculated either with PCDM or with the algorithm from [23] . For the same 50 simulation steps, we outline in Table 2 V N (x t , u)) and the optimal costs that were precalculated with Matlab's quadprog ( 50 t=1 V * N (x t )), both for the time τ and prediction horizon N . Note that our total cost is usually better than that of [23] when the available time is short (τ < 2) and for τ ≥ 2 both algorithms solve the corresponding optimization problem exactly. Also note that, due to its low complexity iteration, our algorithm performs more than ten times the amount of iterations than the algorithm from [23] . Table 2 : Number of iterations and performance loss, for different times τ .
Implementation of the MPC scheme using Siemens S7-1200 PLC
Due to the limitations, in both hardware and programming language, of the S7-1200 PLC, a proper implementation of any distributed optimization algorithm, in the sense of distributed computations and passing information between processes running on different cores, cannot be undertaken on it. However, to illustrate the fact that our PCDM algorithm is suitable for control devices with limited computational power and memory, we implemented it in a centralized manner for an MPC scheme in order to control the quadruple tank plant. We note that S7-1200 PLC is considered an entry-level PLC, with 50 KB of main memory, 2 MB of load memory (mass storage) and 2 KB of backup memory.
There are two main function blocks for the algorithm itself, one that updates which is dependent of the current state of the plant and of the current set point.
The evolution of the tank levels and input ratios of the plant are recorded in
Matlab on the plant's PC workstation, via an OPC server and Ethernet connection. In accordance with the imposed sample time of 5 seconds, the cycle time of the S7-1200 PLC is also limited to this interval.
Due to this cycle time, the limited size of the S7-1200's work memory and its processing speed, the number of iterations of the Algorithm PCDM that can be computed are also limited. In Table 3 set points. We choose two set points. We first let the plant get near its first setpoint, after which we choose a new set point which is an equilibrium point for the plant. As it can be observed from the figure, the MPC scheme still steers the process to the respective set points. 
Implementation of MPC scheme for random network systems
We now wish to outline a comparison of results between algorithm PCDM and that of [23] when solving QP problems arising from MPC for random network systems. Both algorithms were implemented in the same manner as described in Section 4.2. We considered random network systems with dynamics Table 4 : CPU time in seconds and nr. of iterations for alg. PCDM and [23] . Table 4 presents the average CPU time in seconds for the execution of each algorithm. It illustrates that Algorithm PCDM, with its design for distributed computations and simple iterations, usually performs better than that in [23] , where the assumption is that for each iteration, a QP problem of size p/M needs to be solved. The entries with * denote that the algorithm would have taken over 5 hours to complete. Also note that our implementation of the algorithm from [23] , for problems of larger dimensions, i.e starting with p = 3200, takes less time for it to complete if the problem is divided between M = 16 subsystems than M = 8. This is due to the fact that the solver qpip takes much more time to solve problems of size 600 in the case of p = 4800 and M = 8 than problems of size 300
for p = 4800 and M = 16. Also, the transmission delays between subsystems are negligible in comparison with these qpip times. We have also implemented
Algorithm PCDM in a centralized manner, i.e. without using MPI and, as can be seen from the table, we gain speedups of computation when the algorithm is parallelized. Algorithm PCDM is outperformed by Matlab's quadprog, but do note that quadprog is not designed for distributed implementation and there are no transmission delays between processes.
Conclusions
In this paper we have proposed a parallel optimization algorithm for solving smooth convex problems with separable constraints that may arise e.g in MPC for general linear systems comprised of interconnected subsystems. The new optimization algorithm is based on the block coordinate descent framework but with very simple iteration complexity and using local information. We have shown that for strongly convex objective functions it has linear convergence rate.
An MPC scheme based on this optimization algorithm was derived, for which every subsystem in the network can compute feasible and stabilizing control inputs using distributed computations. An analysis for obtaining local terminal costs from a distributed viewpoint was made which guarantees stability of the closed-loop interconnected system. Preliminary numerical tests show that this algorithm is suitable for MPC applications, especially those with hardware that has low computational power.
