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Abstrakt 
Tato práce se zabývá návrhem a implementací nástroje pro kontrolu nastavení bezpečnostního 
rozšíření DNSSEC na DNS serverech. Cílem je provádět automatickou kontrolu podpisů, sledování 
používaných šifrovacích algoritmů a informovat o potencionálních nebo nalezených chybách. Práce 




This bachelor thesis describes design and implementation of a tool for tracking of configuration of 
DNSSEC security extension on DNS servers. The goal is to perform automatic signature verification, 
tracking of cryptographic algorithms being used and inform about potential or found problems. 
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DNS byl navržen jako hierarchický systém sloužící zejména pro překlad doménových jmen na IP 
adresy. Na bezpečnost však nebyl kladen velký důraz. S přibývajícími útoky na tento systém, z nichž 
jeden z nejznámějších je DNS cache poisoning, případně útok Dana Kaminského [1], vyvstala 
potřeba zabezpečení tohoto protokolu, a to zejména z hlediska ověření původu a integrity. 
Prostředkem k dosažení takového ověření je rozšíření protokolu DNS technikou DNSSEC, 
která k tomu účelu využívá nové druhy záznamů a digitální podpisy dat, přičemž zachovává zpětnou 
kompatibilitu se stávajícím systémem DNS. Se zaváděním DNSSEC vzniká potřeba podpory tohoto 
rozšíření u programů vykonávajících dotazy DNS, tzv. resolverů. Pokud mají být záznamy skutečně 
zabezpečené, je také potřeba pravidelná údržba dat na samotných DNS serverech, např. kontrola 
platnosti podpisů apod. 
U čtenáře se již předpokládá znalost systému DNS (implementace BIND1), jeho rozšíření 
DNSSEC a principů asymetrické kryptografie. Více informací lze nalézt v [2], případně příslušných 
dokumentech RFC zmíněných dále. 
2.1 Cíl práce 
Cílem práce je návrh a implementace nástroje, který by měl alespoň částečně usnadnit údržbu dat na 
DNS serverech. Nástroj by měl provádět kontroly podpisů záznamů, uváděných dat počátku a 
vypršení platnosti podpisů, validity rozšíření DNSSEC v rámci celého zónového souboru a 
upozorňovat na neoptimální či nedostatečná bezpečností opatření. 
Program by mělo být možné konfigurovat dvěma způsoby – buď prostřednictvím parametrů 
příkazové řádky nebo pomocí konfiguračního souboru ve formátu INI. Také by měl informovat o 
všech nalezených chybách, a to s různou úrovní důležitosti. 
2.2 Způsob řešení 
Nástroj je implementován jako konzolová aplikace v jazyce Python. Byly použity volně dostupné 
knihovny a moduly, které jsou buď přímo součástí standardních modulů dodávaných s balíkem 
jazyka Python, nebo jsou dostupné pod licencí BSD. Ke kontrole zón se využívají knihovny ldns a 
PyLDNS, které poskytují funkce pro práci s DNS a jeho rozšířením DNSSEC na vysoké úrovni 
abstrakce. Pro tvorbu výstupů v jednotném formátu je použita knihovna logging. Automatické testy, 
které umožňují rychlou kontrolu základní funkčnosti programu, vznikly za pomoci knihovny Unittest. 
Nástroj vznikl ve spolupráci se zájmovým sdružení právnických osob CZ.NIC. 
V kapitole 3 se zabývám technologií DNSSEC, principem její funkčnosti a jaké nové druhy 
záznamů DNS přináší. Aktuální stav problematiky DNSSEC je popsán v kapitole 4, kde jsou 
představeny dostupné knihovny pro práci s tímto rozšířením, programy které slouží k podepisování a 
kontrole zón a další knihovny a moduly jazyka Python, které nacházejí uplatnění ve výsledném 
programu. Kapitola 5 popisuje návrh nástroje s ohledem na dostupné knihovny, specifikace 
z dokumentů RFC a požadavky sdružení CZ.NIC. Vlastní řešení nástroje je do detailů objasněn 
v kapitole 6, kde jsou uvedeny implementační detaily konfigurace programu, načítání dat a provádění 
jednotlivých kontrol. Vytvořením testovacího prostředí, jednotlivými druhy testů, jejich výsledky a co 
z nich vyplývá, se zabývám v kapitole 7. 
                                                     
1
 Jeden z nejpoužívanějších DNS serverů. Více informací na stránce http://www.isc.org/software/bind 
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3 Přehled technologie DNSSEC 
Bezpečnostní rozšíření DNS poskytuje ověření původu (autentičnost), ochranu integrity záznamů 
DNS, včetně ověřené negativní odpovědi (neexistence záznamu) a způsob distribuce veřejných klíčů. 
Stejně jako původní protokol DNS však nezajišťuje důvěrnost dat ani ochranu proti útokům DoS. 
3.1 Princip zabezpečení DNS 
DNSSEC poskytuje možnost ověření autentičnosti pomocí kryptograficky generovaných digitálních 
podpisů přiřazených jednotlivým záznamům DNS. Jelikož je generování podpisů pomocí asymetrické 
kryptografie časově náročné, není podepisován záznam DNS přímo, ale pouze jeho otisk 
(fingerprint), vytvořený pomocí určité hashovací funkce. Tyto podpisy jsou uloženy v novém druhu 
záznamů RRSIG (Resource Record Signature). Typicky existuje jeden soukromý klíč, sloužící 
k podpisu dat v celé zóně, ale je i možnost použití více klíčů. Například mohou být použity 
samostatné klíče pro různé podporované šifrovací algoritmy. Soukromý klíč by měl být uložen mimo 
zónu, nejlépe offline, aby nedošlo k jeho zneužití. 
Má-li ověřující strana (resolver, případně jiný nástroj) k dispozici záznam DNS, může z něj 
vygenerovat stejný otisk, jako nástroj na DNS serveru při vytváření podpisu. Poté je možné pomocí 
veřejného klíče provést dešifrování podpisu a otisky porovnat. Tím lze dokázat, že záznam DNS 
nebyl změněn (integrita), jelikož by se změnil i otisk, a za předpokladu, že je k dispozici ověřený 
veřejný klíč také autentičnost (data pochází od původního zdroje). 
Ověřený klíč lze získat třemi způsoby. Za prvé, ověřující strana by měla být obecně 
nakonfigurována tak, aby znala alespoň jeden veřejný klíč. Ten je buď přímo samotným klíčem, nebo 
otiskem v podobné formě, jako v záznamu DS (Delegation Signer). Tomuto klíči se říká pevný bod 
důvěry (trust anchor). Druhou možností je ověření podpisu (záznamu RRSIG) jiného záznamu DS za 
pomocí známého a ověřeného veřejného klíče, a tím pádem také nového klíče, na který nově ověřený 
záznam DS odkazuje. Poslední variantou je přímé ověření záznamu RRSIG, přidruženému k jinému 
veřejnému klíči za pomoci známého a ověřeného klíče, a tím tedy získání nového ověřeného klíče. 
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3.1.1 Řetěz důvěry 
 
Řetěz důvěry (chain of trust), je posloupnost podepsaných dat, tvořená pomocí záznamů DS a 
DNSKEY od pevného bodu důvěry až ke klíči, který je použit k ověřování určitého záznamu. 
V každé zóně se mohou vyskytovat dva druhy klíčů: 
 
 klíč podepisující klíče (KSK, Key Signing Key) - k vytváření podpisů záznamů DNSKEY 
 klíč podepisující zónu (ZSK, Zone Signing Key) - k vytváření podpisů všech záznamů 
v zóně, kromě DNSKEY 
 
Na Obr. 1 je pevný bod důvěry (jako Trust Anchor), který považujeme za důvěryhodný. Jedná 
se buď přímo o klíč KSK uvnitř rodičovské zóny (v obrázku jako Parent Zone), nebo jeho otisk. 
Pomocí klíče KSK z rodičovské zóny je v této zóně možné ověřit podpisy klíčů ZSK, tím pádem také 
klíče samotné, a také DS záznam odkazující se na klíč KSK v zóně potomka (v obrázku jako Child 
Zone). Klíč KSK uvnitř zóny potomka může být opět použit k ověření klíčů ZSK a případně dalších 
záznamů DS uvnitř této zóny. Takto lze pokračovat dále, dokud není k dispozici klíč ZSK k ověření 
požadovaného záznamu. První známou položkou je obvykle podpis záznamu, který chceme ověřit a 
také jeden pevný bod důvěry. Skutečné vytváření řetězu důvěry ale probíhá opačně, následujícím 
způsobem: 
 
1. Získání všech klíčů ZSK ze zóny, kde si přejeme ověřovat podpisy 
2. Získání všech klíčů KSK, které ověřují podpisy klíčů ZSK z aktuální zóny 
3. Získání záznamů DS z rodičovské zóny, které se odkazují na klíče KSK z aktuální zóny 
4. Získání klíčů ZSK, které ověřují záznamy DS 
5. Opakování kroků 2 až 4, dokud není nalezena shoda s pevným bodem důvěry. Přímá shoda 
není nutná, stačí, pokud pevný bod důvěry odkazuje na klíč KSK, pro který potřebujeme 
získat odpovídající DS záznam. Pokud již nelze jít výše v hierarchii jmenných serveru DNS, 
poté nelze sestavit řetěz důvěry a ani ověřit záznamy ve výchozí zóně. 
 
Obr. 1 - Schéma řetězu důvěry. 
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Příklad skutečného řetězu důvěry od kořenového záznamu DS, který je veřejně k dispozici až k 
záznamu A pro www.vutbr.cz vypadá následovně: 
 
Pevný bod důvěry 
. IN DS 19036 8 2 <data> 
 
Zóna . 
. 172800 IN DNSKEY 256 3 8 <data> ; klíč ZSK, otisk: 34525 
. 172800 IN DNSKEY 257 3 8 <data> ; klíč KSK, otisk: 19036 
. 172800 IN RRSIG DNSKEY 8 0 172800 20110525235959 20110511000000 19036 . 
<data> ; podepisuje klíče ZSK i KSK v zóně . 
 
cz. 86400 IN DS 14568 10 2 <data> ; odkazuje na klíč KSK v zóně cz. 
cz. 86400 IN RRSIG DS 8 1 86400 20110520000000 20110512230000 34525 . 
<data> ; podepisuje záznam cz. DS 
 
Zóna cz. 
cz. 3600 IN DNSKEY 257 3 10 <data> ; klíč KSK, otisk: 14568 
cz. 3600 IN DNSKEY 256 3 10 <data> ; klíč ZSK, otisk: 57955 
cz. 3600 IN RRSIG DNSKEY 10 1 3600 20110523021017 20110510153653 14568 cz. 
<data> ; podepisuje klíče ZSK i KSK v zóně cz. 
cz. 3600 IN RRSIG DNSKEY 10 1 3600 20110524055847 20110510153653 57955 cz. 
<data> ; podepisuje klíče ZSK i KSK v zóně cz. 
 
vutbr.cz. 18000 IN DS 5512 5 1 <data> 
vutbr.cz. 18000 IN RRSIG DS 10 2 18000 20110522102046 20110510070641 57955 
cz. <data> ; podepisuje záznam vutbr.cz. DS 
 
Zóna vutbr.cz. 
vutbr.cz. 86400 IN DNSKEY 257 3 5 <data> ; klíč KSK, otisk: 5512 
vutbr.cz. 86400 IN DNSKEY 256 3 5 <data> ; klíč ZSK, otisk: 39756 
vutbr.cz. 86400 IN RRSIG DNSKEY 5 2 86400 20110528135846 20110428135846 
5512 vutbr.cz. <data> ; podepisuje klíče ZSK i KSK v zóně vutbr.cz. 
vutbr.cz. 86400 IN RRSIG DNSKEY 5 2 86400 20110528135846 20110428135846 
39756 vutbr.cz. <data> ; podepisuje klíče ZSK i KSK v zóně vutbr.cz. 
 
vutbr.cz. 300 IN A 147.229.2.90 
vutbr.cz. 300 IN RRSIG A 5 2 300 20110528135846 20110428135846 39756 
vutbr.cz. <data> ; podepisuje záznam vutbr.cz. A 
 
V příkladu jsou přítomny celkem tři zóny: kořenová zóna, zóna cz. a zóna vutbr.cz. Hodnota 
otisku určitého klíče přítomná v komentáři u samotného otisku (za středníkem), v záznamu DS 
(pokud existuje) a záznamu RRSIG jsou zvýrazněny vždy stejnou barvou pro odpovídající si položky. 
Skutečné datové hodnoty klíčů jsou poměrně rozměrné, a proto byly pro názornost nahrazeny 
zástupným symbolem „<data>“. Jejích úplný formát je uveden v následující kapitole. 
Pokud budeme chtít vytvořit řetěz důvěry od záznamu A pro vutbr.cz., vidíme, že jej 
podepisuje záznam RRSIG odkazující se na klíč ZSK s otiskem 39756. Tento klíč je v zóně přítomen 
a je podepsán záznamem RRSIG, který se odkazuje na klíč KSK s otiskem 5512. Jelikož se jedná o 
KSK klíč, měl by k němu existovat odpovídající záznam DS v rodičovské zóně cz. s otiskem 5512. 
Ten opravdu existuje a je opět podepsán záznamem RRSIG, který se odkazuje na ZSK klíč zóny cz. 
s otiskem 57955. Stále stejným způsobem se postupuje stále výše v hierarchii jmenných serverů přes 
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celou zónu cz. a kořenovou zónu, až se dosáhne k pevnému bodu důvěry, kterému důvěřuje a máme 
tedy řetěz důvěry od něj až k zóně vutbr.cz. 
3.2 Nové druhy záznamů 
DNSSEC přidává několik nových DNS záznamů: veřejný klíč (DNSKEY), podpis záznamu 
(RRSIG), následující zabezpečená položka (NSEC, NSEC3) a delegace podpisu (DS), které shrunje 
tabulka Tab. 1. Kromě níže uvedených polí specifických pro jednotlivé druhy záznamů bude program 
také velmi často pracovat s poli Owners name (jméno vlastníka) a TTL, které jsou společné pro 
všechny záznamy. 
 
Typ záznamu Význam RFC Datum vzniku 
DNSKEY Veřejný klíč. 4034 březen 2005 
RRSIG Digitální podpis záznamů. 4034 březen 2005 
DS Delegace podpisu, otisk klíče ZSK. 4034 březen 2005 
NSEC Následující zabezpečená položka. 4034 březen 2005 
NSEC3 Následující zabezpečená položka tvořená otiskem. 5155 únor 2008 
Tab. 1 - Přehled nových druhů záznamů. 
3.2.1 Záznam DNSKEY 
0 15, 16 31 
Flags Protocol Algorithm 
Public Key 
Obr. 2 - Formát záznamu typu DNSKEY. 
DNSSEC využívá asymetrickou kryptografii pro podepsání a autentizaci DNS záznamů (dále jen 
záznamů). Veřejné klíče jsou uloženy v DNSKEY záznamech a jsou použity v autentizačním 
procesu: V zónovém souboru jsou podepsány záznamy, pro které je zóna autoritativní, privátním 
klíčem a veřejný klíč je uložen právě do záznamu DNSKEY. Nástroj navržený v rámci této práce poté 
využívá veřejný klíč k ověření podpisu záznamů v zóně. Úplný formát záznamu DNSKEY je na Obr. 
2, příklad takového záznamu na Obr. 3. Pole Protocol tohoto záznamu musí mít vždy hodnotu 3. Je 
tím určeno, že se jedná o DNSKEY [3]. 
Typ klíče 
Pole Flags určuje, zda se jedná o KSK (bity 7 a 15 s hodnotou 1, hodnota 257 desítkově), ZSK (bit 7 
s hodnotou 1, hodnota 256 desítkově) nebo jiný druh klíče (hodnota 0). Za předpokladu, že jiné 
hodnoty nejsou přípustné, lze KSK od ZSK snadno rozeznat určením, zda se jedná o sudé nebo liché 
(nenulové) číslo [4]. V [9] je však nově specifikováno využití bitu 8, který má význam „Zrušení“ 
klíče. Takto označený klíč nesmí být za žádných okolností využit při ověřování platnosti podpisů. 
Z toho tedy vyplývá, že test na sudost/lichost typu klíče není dostačující. 
Klíč ZSK je určen k podpisu záznamů v zónovém souboru a nemusí být pouze jeden. KSK 
naopak slouží k podpisu ZSK. Oba druhy klíčů jsou využity ve výsledném nástroji, jelikož slouží 
k budování řetězu důvěry a k samotnému ověřování záznamů. Jiné druhy klíčů nesmějí být 
k ověřování použity. 
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Použitý algoritmus 
K identifikaci algoritmu použitého ke tvorbě klíčů slouží pole Algorithm. Náplní nástroje je také 
sledování použitých algoritmů, proto se bude toto pole využívat. Seznam základních hodnot, kterých 






1 RSA/MD5 (zavrhovaný) RSAMD5 
3 DSA/SHA1 DSA 
5 RSA/SHA-1 RSASHA1 
6 DSA-NSEC3-SHA1 DSA-NSEC3-SHA1 
7 RSASHA1-NSEC3-SHA1 RSASHA1-NSEC3-SHA1 
8 RSA/SHA-256 RSASHA256 
10 RSA/SHA-512 RSASHA512 
12 GOST R 34.10-2001 ECC-GOST 
Tab. 2 - Nejčastěji využívané šifrovací algoritmy. 
Veřejný klíč 
V poli Public Key je uchováván veřejný klíč. Formát pole závisí na použitém algoritmu. Interpretaci 
v navrženém nástroji zajišťuje použitá knihovna. Pro v současné době nejpoužívanější algoritmus 
hashovací funkce SHA, je formát pole popsán v [6]. Klíč je reprezentován v kódování Base64. 
 




Obr. 3 - Příklad záznamu typu DNSKEY. 
3.2.2 Záznam RRSIG 
0 15, 16 31 








Obr. 4 - Formát záznamu typu RRSIG. 
Každý autoritativní záznam v zónovém souboru je digitálně podepsán. Podpis je poté uložen 
v záznamu typu RRSIG, jehož úplný formát je uveden na Obr. 4 a příklad takového záznamu na Obr. 
                                                     
2
 Internet Assigned Numbers Authority, více informací na domovské stránce organizace: http://www.iana.org 
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5. Neautoritativní záznamy podepsané nejsou. Jedná se o tzv. „glue records“ - NS záznamy a 
A/AAAA záznamy, na které se tyto NS záznamy odkazují. 
Podpis má přesně danou dobu platnosti. Pole Signature Inception určuje její začátek a pole 
Signature Expiration její konec. Datum může být uvedeno ve dvou formátech – buď počet sekund od 
půlnoci 1. 1. 1970 UTC, nebo ve tvaru YYYYMMDDHHmmSS UTC [3]. Lze mezi nimi jednoduše 
rozlišit, jelikož první formát nemůže být nikdy delší než 10 číslic, zatím co druhý bude mít vždy 14 
číslic. Obě pole představují další hlavní náplň kontroly prováděné navrženým nástrojem, tedy zda 
jsou podpisy časově platné, případně zda je alespoň jeden z přítomných platný. 
Podpis záznamu je uložen v poli Signature v kódování Base64, a stejně jako u DNSKEY závisí 
jeho formát na použitém algoritmu. Pro určení, jaký klíč byl použit k vytvoření podpisu, slouží pole 
Key Tag (jedná se o otisk klíče), Signer’s Name (umístění klíče, jeho vlastník, obvykle název zóny) a 
Algorithm (shodné s odpovídajícím polem v záznamu DNSKEY). V následujícím textu může být 
použit výraz „podpis“ pro označení RRSIG záznamu. 
Mimo výše zmíněná pole je přítomno také Type Covered, které určuje, jaký druh záznamu 
podpis pokrývá, Labels, udávající počet částí v poli NAME a Original TTL – TTL pokrývaného 
záznamu. Jejich detailnější popis je uveden v [3]. 
 
vutbr.cz. 86400 IN RRSIG DNSKEY 5 2 86400 20110528135846 




Obr. 5 - Příklad záznamu typu RRSIG. 
3.2.3 Záznam NSEC 
0 15, 16 31 
Next Domain Name 
Type Bit Maps 
Obr. 6 - Formát záznamu typu NSEC. 
Úplný formát záznamu typu NSEC lze vidět na Obr. 6. Tento druh záznamu určuje hodnotu pole 
Name následujícího autoritativního záznamu. Pokud je posledním záznamem zóny, odkazuje se na 
první. Vytváří tedy uspořádání zóny a její kruhovost. Také obsahuje seznam typů záznamů ve 
vlastníkovi. Jeho účelem je zabezpečení negativních odpovědí (neexistence záznamu). Neautoritativní 
záznamy nemají přidružený NSEC záznam. Příklad skutečného NSEC záznamu ze zóny vutbr.cz. je 
na Obr. 7. 
 
vutbr.cz. 86400 IN NSEC *._tcp.vutbr.cz. A NS SOA MX TXT RRSIG NSEC 
DNSKEY 
Obr. 7 - Příklad záznamu typu NSEC. 
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3.2.4 Záznam NSEC3 
0 15, 16 31 
Hash Algorithm Flags Iterations 
Salt Length Salt 
Hash Length Next Hashed Owner Name 
Type Bit Maps 
Obr. 8 - Formát záznamu typu NSEC3. 
Se vznikem DNSSEC se objevil problém možnosti snadného získání obsahu celé zóny – výčet zóny 
(Zone Enumeration). Je to možné díky NSEC záznamům, které odhalují, jaké záznamy jsou přítomny, 
a tvoří postupně jejich kruhový seznam, který lze relativně snadno získat. Proto byl v [7] navržen 
záznam typu NSEC3, jehož formát je na Obr. 8, který tento problém zmírňuje. V NSEC3 záznamu 
není již nadále uložen potřebný obsah pole Name, ale pouze jeho hash. Název vlastníka NSEC3 
záznamu je také tvořen hashem. Příklad takového záznamu ze zóny cz., která NSEC3 zabezpečení 
využívá, je na Obr. 9. 
 
L30GJ03SLD0V0KNMPKRE262BLN2V6G2Q.cz. 900 IN NSEC3 1 0 10 
89A9724CA3554264 L30H4U4CEFVA4KVR903VH28P9EVJR9JS NS SOA RRSIG 
DNSKEY NSEC3PARAM 
Obr. 9 - Příklad záznamu typu NSEC3. 
3.2.5 Záznam DS 
0 15, 16 31 
Key Tag Algorithm Digest Type 
Digest 
Obr. 10 - Formát záznamu typu DS. 
Záznam typu DS se odkazuje na záznam DNSKEY a je využit v budování řetězu důvěry. Odkazuje se 
na něj pomocí polí Key Tag (podobně jako RRSIG), Algorithm a Digest. Typy algoritmů jsou stejné, 
jako u záznamů RRSIG a DNSKEY. Na rozdíl od DNSKEY se DS záznam nachází výše v hierarchii, 
v rodičovské zóně. Jeho schéma je na Obr. 10 a příklad konkrétního záznamu pro zónu vutbr.cz., 
který se však nachází v zóně cz., je na Obr. 11. 
 
vutbr.cz. 18000 IN DS 5512 5 1 588C1386CADB20D72FA6F4FFE6D893E7C6AB 
Obr. 11 - Příklad záznamu typu DS. 
3.3 Shrnutí 
V této kapitole byly ukázány základní principy funkčnosti bezpečnostního rozšíření DNSSEC. Na 
obecném a reálném příkladu byl předveden způsob vytváření řetězu důvěry, jehož sestavení je 
kritické pro možnost správného ověřování podpisů záznamů v zabezpečených zónách. Nakonec byly 
popsány nové druhy záznamů, které rozšíření DNSSEC v současné době přináší. Byl uveden jejich 
formát i reálné příklady takových záznamů. Všechny uvedené druhy se zpracovávají ve výsledném 
nástroji, a proto je důležité vědět, jakou mají strukturu. 
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4 Aktuální stav problematiky 
V současné době existuje několik knihoven pro různé programovací jazyky, které je možné využít pro 
tvorbu nástrojů pracujících s bezpečnostním rozšířením DNSSEC. Všechny mají daleko širší použití, 
než pouze na vývoj programů ověřujících podepsané zóny. Existují však i nástroje, které umožňují 
různé druhy úkonů nad zónami - podepisování, kontroly podpisů nebo například tvorbu testovacích 
zónových souborů. Knihovny a programy, které by bylo možné využít při vývoji nového nástroje, ať 
už jako zdroj funkcí, referenční příklad nebo pomocný prostředek pro testování nově vzniklého 
nástroje, jsou popsány v následujících podkapitolách. 
4.1 Nástroje pro generování DNSSEC 
Jelikož jsem se zaměřil na implementaci DNS serveru BIND, jako první se nabízejí nástroje dostupné 
s tímto balíkem. Jsou v něm dostupné všechny prostředky pro vytvoření funkčního DNS serveru i 
s rozšířením DNSSEC. Pro všechny zmíněné programy distribuované s BIND jsou k dispozici 
manuálové stránky popisující veškeré parametry i s příklady možné konfigurace. Příklad využití 
uvedených nástrojů je k nalezení v [8]. Zajímavé pro účely této práce jsou zejména tyto programy: 
 
 dnssec-keygen - Slouží k vytvoření páru veřejného a soukromého klíče, které poté mohou být 
použity k podpisu zóny. Klíče jsou vytvořeny s ohledem na [3]. 
 dnssec-dsfromkey - Ze zadaných klíčů vytvoří DS záznamy. Pokud není určeno jinak, vytváří 
je pro klíče KSK i ZSK. 
 dnssec-signzone - Slouží k podepsání zadané zóny. Ta není přepsána, ale uložena do nového 
souboru s příponou  .signed. Je tedy možné později editovat původní soubor a ten znovu nechat 
podepsat v případě změn. Umožňuje volbu klíčů ZSK a KSK, automaticky také generuje 
Keyset soubory, které slouží při podepisování jiných zóny k tvorbě DS záznamů. 
 
Mimo nástroje dodávané s BIND, existuje balík programů určených výhradně pro správu 
DNSSEC s názvem Dnssec-Tools3. Z hlediska generování podepsaných záznamů jsou využitelné 
především tyto nástroje: 
 
 zonesigner - Nástroj pro podpis zóny, který zároveň umí generovat potřebné klíče (ty jsou 
později uloženy do souborů) a spravovat existující. Je nadstavbou nad dnssec-keygen a dnssec-
signzone (přímo tyto programy využívá) napsanou v jazyce Perl, za využití knihovny 
Net::DNS. 
 maketestzone - Tento nástroj slouží ke generování jednoho nebo více zónových souborů 
naplněných DNS záznamy, poté záznamy podepíše a následně je modifikuje různými způsoby 
tak, aby výsledný soubor se zónou obsahoval různé DNSSEC „chyby“. Je přímo určen 
k vytváření testovacích souborů. 
 
Na usnadnění podepisování jedné nebo více zón se zaměřuje open source projekt 
OpenDNSSEC se stejnojmenným nástrojem: 
 
                                                     
3
 Kompletní výčet poskytovaných nástrojů a jejich popis je uveden na stránkách produktu: http://www.dnssec-
tools.org/resources/tools.html 
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 OpenDNSSEC - Může být nakonfigurován pro podpisy lokálních souborů nebo z přes přenos 
zóny (zone transfer). Plně automatický, je potřeba pouze počáteční konfigurace. Umožňuje 
ruční výměnu klíčů (key rollover) a definování pravidel pro podepisování (délka a životnost 
klíče, životnost podpisů). Podporuje RSA/SHA1 a SHA2 algoritmy pro generování podpisů a 
NSEC nebo NSEC3. Je distribuován pod BSD licencí. 
 
Dále jsou k dispozici ukázkové programy (včetně zdrojových kódů) využívající 
knihovnu ldns
4, které mohou sloužit jako podklad pro vlastní implementaci. Pro účely 
generování podepsaných záznamů slouží tyto: 
 
 ldns-key2ds – Vytvoří DS záznam z DNSKEY záznamů. 
 ldns-keygen – Vytvoří pár soukromý/veřejný klíč vhodný pro podepsání zóny. 
 ldns-signzone – Podepíše zónu. 
 
Použití jednotlivých nástrojů v procesu vytváření zóny zabezpečené pomocí rozšíření 
DNSSEC je shrnuto v Tab. 3. Některé nástroje zahrnují více kroků. 
 
Krok procesu BIND Dnssec-Tools 
Vytvoření zóny - maketestzone 
Vytvoření páru klíčů dnssec-keygen 
zonesigner 
maketestzone 
Podepsání zóny dnssec-signzone 
Vytvoření DS záznamů 
dnssec-signzone 
dnssec-dsfromkey 
Nové podepsání zóny při 
vypršení platnosti klíčů 
dnssec-signzone 
Krok procesu OpenDNSSEC ldns 
Vytvoření zóny - - 
Vytvoření páru klíčů 
OpenDNSSEC 
ldns-keygen 
Podepsání zóny ldns-signzone 
Vytvoření DS záznamů ldns-signzone, ldns-key2ds 
Nové podepsání zóny při 
vypršení platnosti klíčů 
- 
Tab. 3 - Možnosti využití dostupných nástrojů v procesu podepisování zóny. 
4.2 Existující nástroje pro kontrolu DNSSEC 
Z existujících nástrojů na kontrolu DNSSEC se převážná většina zaměřuje pouze na kontrolu DNS 
dotazů obsahujících zabezpečení pomocí DNSSEC, případně se jedná o online aplikace, které se 
pokoušejí pomocí DNS dotazů kontrolovat celou databázi. Zástupci programů umožňujících kontrolu 
přímo na DNS serverech lze nalézt ve výše zmiňovaném balíku Dnssec-Tools: 
 
 donuts - Nástroj pro jednorázovou kontrolu lokálně umístěných zónových souborů, primárně 
určen ke kontrole chyb v DNSSEC, ale poskytuje i kontroly nezabezpečených zónových 
                                                     
4
 Více informací o knihovně, včetně ukázkových programů k nalezení na http://www.nlnetlabs.nl/projects/ldns/ 
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souborů. Lze zvolit různé úrovně hlášení chyb. Všechny druhy kontrol jsou načítány 
z externích souborů s pravidly, které jsou tvořeny kombinací XML pro identifikaci pravidel a 
zdrojového kódu v jazyce Perl pro jejich provádění. S nástrojem je dodáváno v šesti souborech 
přes třicet osm pravidel. Z toho dvacet osm je určeno pro kontrolu DNSSEC. Všechny jsou 
přítomny i v nástroji navrženém v rámci této práce (některé jsou ale sdruženy do jedné 
kontroly). 
 donutsd - Démon určený pro dlouhodobý běh a spouštění donuts. Informuje administrátory o 
chybách prostřednictvím emailu. 
4.3 Dostupné prostředky pro práci s DNSSEC 
Knihoven pro manipulaci s DNS, podporujících DNSSEC existuje celá řada. Většinou jsou vytvořeny 
pro použití v konkrétním programovacím jazyce. Tato kapitola obsahuje jejich výčet a důvody pro 
jejich použití, případně volbu jiné knihovny. 
4.3.1 Knihovny Net::DNS a Net::DNS::SEC 
Knihovny napsané v jazyce Perl. Využívá je například balík nástrojů Dnssec-Tools nebo dnssec-
signzone pro generování DS záznamů. Obě knihovny jsou schopny pracovat bez vazby na jiné 
knihovny v jazyce C, pokud je to však možné, je využívána knihovna libresolv pro urychlení 
funkčnosti. Jsou určeny zejména pro tvorbu resolverů. Tento projekt je stále aktivní a knihovny jsou 
neustále vylepšovány. Jsou dostupné k volnému použití pod BSD licencí. 
4.3.2 Knihovna dnspython 
Jak název napovídá, knihovna dnspython5 je určená pro použití v jazyce Python, konkrétně verzi 2.4 
nebo vyšší. Umožňuje tvorbu resolveru a k manipulaci s DNS záznamy na serveru. Obsahuje také 
funkce pro práci s DNSSEC, včetně základní verifikace jednotlivých záznamů. Další zajímavou 
vlastností je schopnost načíst celou zónu z lokálního souboru, textu nebo pomocí přenosu zóny, a 
funkční dynamic update. Projekt je aktivní od roku 2003 a stále se vyvíjí. Knihovna je open source a 
poskytována pod BSD licencí. 
4.3.3 Knihovna dnsjava 
Knihovna dnsjava
6
 je napsána v čisté Javě, funkčností velmi podobná knihovně dnspython. Může být 
použita pro dotazování, přenos zóny, dynamický update a jako implementace minimálního DNS 
serveru. Také podporuje částečnou verifikaci DNSSEC (na úrovni jednotlivých záznamů). Projekt 
vyvíjející tuto knihovnu je open source a je aktivní od roku 1999 do dnešní doby. Knihovna nachází 
využití ve velkém množství programů a je distribuována pod BSD licencí. 
4.3.4 Knihovny ldns a PyLDNS 
Cílem knihovny ldns je usnadnit programování aplikací využívajících DNS. Může nabídnout 
rychlost. Knihovna je napsána v jazyce C a měla by být tedy daleko rychlejší než knihovny v Perlu. 
Tuto knihovnu využívá například nástroj drill. Ldns má závislost na OpenSSL, aby mohla 
využívat kryptografické funkce. Může být kompilována bez této závislosti, avšak ztratím tím 
možnost provádět jakékoliv kryptografické operace. Podporuje aktuální RFC dokumenty, IPv4 a 
                                                     
5Domovská stránka projektu na http://www.dnspython.org/ 
6
 Stránky projektu, včetně projektů, které jej využívají: http://www.xbill.org/dnsjava/ 
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IPv6, TSIG, DNSSEC (tvorba a verifikace podpisů). K dispozici je online dokumentace, manuálové 
stránky, příklady použití a kompletní ukázkové programy. Knihovna je vyvíjena od roku 2005 do 
dnešní doby, je open source a její použití je vázáno licencí BSD. Poskytuje nejkompletnější funkčnost 
ze všech uvedených knihoven, zejména v oblasti verifikace DNSSEC záznamů. 
PyLDNS je wrapper knihovny LDNS pro jazyk Python. K dispozici pouze pro Python verze 
2.x,  nikoliv 3. Vše, co je možné dělat v originální knihovně, je možné i v Pythonu ale s vynaložení 
menšího úsilí. Účelem knihovny je usnadnit použití knihovny ldns při zachování jejího výkonu. 
Umožňuje se soustředit na důležité části aplikace při vývoji a nestarat se o dealokace objektů a 
podobně. Knihovna vznikla v rámci soutěže V.I.P. organizované organizací CZ.NIC. Je k dispozici na 
unixových systémech pod různými jmény (Fedora ldns-python, Ubuntu python-ldns). 
Nejaktuálnější dokumentaci k PyLDNS lze získat přímo ze zdrojového balíčku knihovny 
vygenerováním z adresáře contrib/python/docs pomocí make htmlhelp (na systémech Fedora je 
potřeba k vytvoření mít nainstalovaný mimo Pythonu také balík python-sphinx). Poté je dokumentace 
k nalezení v contrib/python/docs/build/htmlhelp/index.html. 
4.4 Ostatní dostupné nástroje a knihovny 
Za zmínění stojí některé další ukázkové programy využívající knihovnu ldns, které mohou sloužit 
jako reference pro tvorbu aplikace verifikující DNSSEC záznamy: 
 
 ldns-read-zone – Přečte zónový soubor a vytiskne jej na standardní výstup s jedním záznamem 
na každém řádku. 
 ldns-walk – „Projde“ DNSSEC zónu. 
 ldns-keyfetcher - Získá DNSSEC veřejné klíče pro zadanou zónu. 
 
Pro jazyk Python jsou k dispozici další užitečné moduly, které sice přímo nesouvisí s DNS ani 
DNSEC, ale mohou najít využití v navrhovaném nástroji. 
4.4.1 Modul logging 
Tento modul definuje funkce a třídy, které implementují flexibilní systém logování chyb pro aplikace. 
Logování je prováděno voláním metod třídy Logging (dále nazýváno pouze logger). Každá třída má 
jméno a třídy jsou řazeny hierarchickém jmenném prostoru. Například logger se jménem „scan“ je 
rodičem loggeru „scan.text“ nebo „scan.html“. Názvy mohou být libovolné a indikují, odkud zpráva 
v logu pochází. 
Zprávy v logu mají také úrovně důležitosti. Základní jsou DEBUG, INFO, WARNING, 
ERROR a CRITICAL. Pro zaznamenání zprávy s určitou úrovní slouží metody loggeru se stejným 
jménem, tedy například pro INFO metoda info(). 
Je možné logovat zprávy do různých umístění. Modul podporuje zápis do souboru, HTTP 
GET/POST umístění nebo obecných socketů. Je také samozřejmě možné určit formát výstupních 
zpráv. 
4.4.2 Modul ConfigParser 
Tento modul definuje třídu ConfigParser. Ta implementuje překladač jazyka, který poskytuje 
podobné struktury, které lze nalézt v INI souborech v systémech Microsoft Windows. Lze je tedy 
využít ke čtení konfiguračních souborů, které se snadno vytvářejí i editují. Příkladem formátu 
takového souboru je Obr. 12, který je vybrán ze skutečného konfiguračního souboru používaného při 
testování nástroje vytvořeného v rámci této práce. 
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Konfigurační soubor se skládá ze sekcí, začínajících hlavičkou [sekce], kterou následují 
záznamy ve tvaru nazev: hodnota nebo nazev=hodnota. Počáteční mezery jsou z části hodnota 
odstraněny. Může obsahovat komentáře začínající znaky '#' nebo ';'. Pokud nezačíná komentář na 
začátku řádků, musí být od předcházejícího obsahu oddělen prázdným znakem. 
 
[general] #globální nastavení programu 
outputLevel=warning #úroveň zobrazení chyb 
time=2011-02-22 17:00:00 #referenční čas 
;time=now #alternativní čas v komentáři 
 





Obr. 12 - Příklad formátu konfiguračního souboru. 
4.4.3 Modul Unittest 
Modul Unittest, který je součástí standardní distribuce jazyka Python, slouží jako kostra pro snadné 
vytváření automatických testů. Funkčností se velmi podobá testovacímu systému JUnit pro jazyk 
Java. Umožňuje seskupovat jednotlivé testované případy do tříd, třídy do balíčků a poté je hromadně 
provádět pomocí příkazu python –m unittest –v <seznam_balicku> [12]. Základem testovaného 
případu je třída, která potomkem třídy TestCase. V ní je možné překrýt dvě speciální metody setUp() 
a tearDown(), které zajistí přípravu testovacího prostředí před každým testem a poté úklid po testu. 
Samotné testy jsou metody, jejichž název začíná na „test“. Všechny ostatní metody jsou ignorovány 
při spouštění testů, pokud nejsou volány některou z předchozích metod. 
Třída TestCase také svým potomkům poskytuje množství metody, jejichž název začíná na 
„assert“, které umožňují kontrolovat, zda jsou v průběhu testu splněny určité podmínky. Pokud 
všechny metody „assert“ budou mít na svém vstupu očekávané hodnoty, je test, který je obsahuje 
vyhodnocen jako úspěšný. V opačném případě jako neúspěšný a je vypsána první neočekávaná 
hodnota s kontextem, ve kterém vznikla (balík, třída, test, jaká byla očekávaná hodnota). Například 
metoda assertTrue() očekává jako vstup logický výraz, který se vždy vyhodnotí na logickou hodnotu 
True. 
4.5 Shrnutí 
V této kapitole byly představeny nástroje, které lze využít pro zabezpečení zón pomocí DNSSEC. 
Nástroje distribuované s implementací serveru DNS BIND najdou využití při vytváření vlastních 
testovacích zón vzhledem k rychlému, snadnému a spolehlivému použití. Uvedené nástroje pro 
kontrolu zón poslouží jako dobrá reference na co se při kontrolách zóny zaměřit a co by šlo udělat 
lépe. Například nenačítat celá data do paměti nebo vytvářet výstup, ze kterého bude na první pohled 
vidět, zda zóna obsahuje nějaké chyby a jaké. Z uvedených knihoven pro práci se zónovými daty 
najde využití zejména knihovna ldns a její verze pro jazyk Python, stejně jako všechny uvedené 
podpůrné moduly dodávané standardně s jazykem Python. 
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5 Analýza a návrh řešení 
Na doporučení vedoucího bakalářské práce a odborných konzultantů jsem se rozhodl pro 
implementaci nástroje v jazyce Python. Jak z kapitoly 4.3 vyplývá, pro implementaci v tomto jazyce 
jsou k dispozici dvě knihovny. Kvalitnější volbou je wrapper knihovny ldns pro jazyk Python 
s názvem PyLDNS. Ten je k dispozici pouze pro verzi 2.x. Hlavními přednostmi této knihovny jsou 
oproti ostatním existujícím knihovnám podpora DNSSEC na vysoké úrovni abstrakce a dostupnost 
zdrojových kódů programů pracujících s touto knihovnou, které mohou sloužit jako referenční při 
vytváření nástroje. 
5.1 Konfigurace 
Nástroj by měl umožňovat konfiguraci pomocí dvou způsobů. Prvním jsou parametry příkazové 
řádky. Jelikož se předpokládá větší množství konfiguračních parametrů, není možné je snadno ve 
všech možných případech konfigurovat tímto způsobem (například pro kontrolu více různých zón). 
Proto by měla být k dispozici druhá možnost, a sice konfigurace prostřednictvím konfiguračního 
souboru. Možný formát tohoto souboru byl ukázán v kapitole 4.4.2, za využití modulu ConfigParser. 
Veškeré parametry konfigurovatelné prostřednictvím příkazové řádky by měly být možné i 
prostřednictvím tohoto souboru. Načtení souboru by mělo být možné určením jeho cesty jako 
parametr programu. 
Ze zadání, nastudovaných knih, RFC dokumentů a doporučení odborného konzultanta 
vyplynula nutnost konfigurace následujících parametrů: 
 
1. Volba jedné nebo více vstupních zón ke kontrole. 
2. Možnost načtení zóny ze souboru nebo prostřednictvím přenosu zóny. 
3. Parametry resolveru, který je použit při získávání dat pomocí přenosu zóny a jiných 
dodatečných dat pro prováděné kontroly. 
4. Volba jednoho nebo více souborů s pevnými body důvěry. 
5. Nastavení referenčního času manuálně, zapamatování si aktuálního v čase spuštění a ten 
brát jako referenční nebo použití vždy aktuálního času. 
6. Volba úrovně oznamování chyb (důležitosti). Chyby s nižší úrovní, než je nastavená, by 
neměly být zobrazeny. 
7. Volba formátu výstupních zpráv a formátu zobrazovaného času, pokud je použit. 
8. Volba velikosti vstupního vyrovnávací paměti (bufferu). 
9. Možnost zapnutí/vypnutí kontroly nedostatečné velikosti bufferu. 
10. Možnost zapnutí/vypnutí kontroly sériového čísla zóny a následného přeskočení načítání a 
kontrol v případě, že se od minulé kontroly stejné zóny nezmění. 
11. Možnost zvolit si, které kontroly zóny mají nebo nemají být provedeny. 
12. Volba, zda má být zóna kontrolována. (Je jednodušší kontrolu pomocí jednoho parametru 
zakázat, než mazat a poté znovu nastavovat všechny ostatní parametry.) 
5.2 Získávání a kontrola dat 
Pro získávání dat ze zónových souborů lze využít funkce knihovny PyLDNS, které slouží přímo 
k tomuto účelu. Je možné přímé načítání ze souboru nebo pomocí přenosu zóny (AXFR). U 
získaných dat je zapotřebí kontrolovat množství parametrů, zejména časových. Seznam všech 
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požadovaných kontrol se nachází v Tab. 4. Body s ID 1-6 vychází z dokumentu [3], z dokumentu [9], 
body 7-13, z dokumentu [10] body 14-16. Ostatní body vychází z osobního zkoumání DNSSEC. 
 
ID Popis požadované kontroly 
1 
Záznam DNSKEY musí mít pole Protocol s hodnotou 3, jinak nemůže být tento klíč 
použit k ověřování. 
2 
U záznamu DNSKEY musí mít pole Flags hodnotu 256 nebo 257, jinak klíč nelze použít 
pro ověřování. 
3 
Hodnota TTL záznamu RRSIG musí být stejná jako hodnota TTL záznamu, ke kterému se 
vztahuje. Pokud existuje více stejných záznamů (jméno a typ), musí se shodovat alespoň 
s jedním. 
4 
Pole Original TTL u záznamu RRSIG musí mít stejnou hodnotu jako autoritativní záznam 
v zóně, ke kterému se vztahuje. Pokud jich existuje více, musí se shodovat alespoň 
s jedním. 
5 
U záznamu RRSIG je potřeba kontrolovat pole Inception date a Expiration date a 
zjišťovat, zda je přítomen alespoň jeden aktuálně platný klíč. 
6 
Záznam NSEC by měl mít stejnou hodnotu TTL jako má pole Minimum TTL v záznamu 
SOA. 
7 
Pole Signer's Name u záznamu RRSIG musí být stejné jako název zóny obsahující záznam, 
ke kterému se tento podpis vztahuje. 
8 
Z množiny záznamů DNSKEY v zóně musí být využit alespoň jeden od každého druhu 
algoritmu k vytvoření záznamů RRSIG. 
9 
Záznamy DNSKEY musí být podepsány pomocí každého algoritmu vyskytujícího se v 
množině DS záznamů v rodičovské zóně, pokud jsou vůbec nějaké přítomny. 
10 
Každé jméno vlastníka nebo NS záznam v zóně musí mít k sobě vytvořený příslušný 
NSEC záznam. 
11 
Záznam NSEC nesmí být jediný záznamem u určitého jména vlastníka (záznam RRSIG 
nepočítaje). 
12 
Bitová mapa záznamu NSEC musí mimo jiné indikovat přítomnost samotného NSEC 
záznamu a jeho podpisu záznamem RRSIG. 
13 
Pokud je k dispozici více klíčů pro jeden RRSIG záznam, je k ověření podpisu nutné 
použít postupně všechny, dokud jeden z nich není platný, nebo dokud není již další klíč, 
který by šel využít. 
14 Je doporučeno, aby maximální TTL zóny bylo zlomkem celkové doby platnosti podpisu. 
15 
Je doporučeno, aby nový podpis záznamů byl vytvořen v takovém čase, aby zbývající čas 
platnosti starého podpisu nebyl menší než maximální TTL zóny. Dostačující je, pokud toto 
platí alespoň pro jeden podpis. 
16 
Je doporučeno, aby minimální TTL zóny byl dostatečně vysoké z důvodu možnosti 
spolehlivého ověření záznamů. Není doporučeno mít tuto hodnotu nižší než 5-10 minut. 
17 TTL u RRSIG záznamů by nemělo být větší než je celková doba platnosti podpisu. 
18 
Pokud NSEC záznam uvádí existenci určitý druhů záznamů, musí tyto záznamy skutečně 
existovat. A také existující záznamy musí být v NSEC uvedeny. 
19 
U záznamu DNSKEY mohou být použity různé druhy šifrovacích algoritmů. Ne všechny 
druhy jsou ale vhodné k použití. 
Tab. 4 - Požadované kontroly prováděné nad daty zóny. 
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5.3 Výstup programu 
Výstupem by měly být informace o stavu analyzované zóny (zón). Pokud budou v průběhu kontroly 
zóny nalezeny nějaké chyby, bude jejich zobrazení závislé na nastavené úrovni důležitosti. Je-li vše 
v pořádku a jsou-li vybrány všechny druhy kontrol, měla by být zobrazena pouze statistika skládající 
se z výčtu využitých šifrovacích algoritmů a využití záznamů NSEC nebo NSEC3. 
Jak bylo ukázáno v kapitole 4.4.1, jazyk Python poskytuje modul pro zaznamenávání 
chybových stavů. Výchozí hodnoty pro určení úrovně důležitosti chyby jsou naprosto vyhovující pro 
účely navrhovaného nástroje a budou mít tudíž význam, který shrnuje Tab. 5. 
 
DEBUG 
Nástroj informuje, jakou činnost provádí. Nevhodná úroveň zobrazování při 
běžném běhu programu. Vhodné spíše pro ladění. Zprávy této úrovně nejsou 
považovány za chybu. 
INFO 
Informační zprávy o stavu zóny nepředstavují žádné chyby a pro běžné 
kontroly není zobrazení zpráv této úrovně nutné. 
WARNING 
Varování na možnost brzkého vzniku chyby důležitosti ERROR, doporučení 
pro lepší běh DNS serveru, případně lepší funkčnost rozšíření DNSSEC. 
ERROR 
Chyba mající přímý vliv na funkčnost zóny, např. neplatný podpis nebo 
chybějící NSEC záznam. 
CRITICAL 
Chyba neumožňující plnou nebo správnou funkčnost programu, např. nebylo 
možné vytvořit řetěz důvěry a není tedy ani možné ověřit podpisy v zóně. 
Tab. 5 - Slovní popis úrovní důležitosti. 
5.4 Shrnutí 
S ohledem na nastudované dokumenty RFC, existující programy pro kontrolu zabezpečených zón, 
dostupné knihovny a doporučení odborného konzultanta byly navrženy možnosti konfigurace 
nástroje, druhy kontrol, které by měl nástroj provádět nad zónovými daty a rozdělení jednotlivých 
druhů vypisovaných zpráv do konkrétních úrovní důležitosti. Pro načítání konfigurace byl zvolen 
modul ConfigParser, pro manipulaci se zónovými daty knihovna PyLDNS a pro jednotné výpisy na 
výstup modul logging. Na jednotlivé druhy kontrol z Tab. 4 bude odkazováno pomocí hodnot ze 
sloupce ID i v dalších částech této práce. 
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6 Implementace nástroje 
Výsledná implementace programu se skládá z pěti modulů a sedmnácti tříd. Jejich seznam, zařazení 
do jednotlivých modulů a vazby mezi nimi jsou na Obr. 13. Vykonávání celého programu je řízeno 
z modulu Main, který ke své činnosti využívá moduly ParamParser k získávání parametrů a 
konfiguraci vlastností programu, ZoneChecker, který obsahuje třídy na získávání dat a provádění 
většiny potřebných kontrol a Statistics, který slouží k vytváření všech potřebných statistik. 
 
 
Obr. 13 - Schéma programových modulů a tříd, které obsahují. 
Uplatnění některých tříd je vidět ve zjednodušeném postupu, kterým se řídí běh celého 
programu (názvem třídy se myslí její instance): 
 
1. Načti konfiguraci programu pomocí ParamParser. 
2. Vytvoř SafeResolver podle konfigurace v ParamParser. 
3. Načti parametry pro načítání zón ZoneParams z ParamParser. 
4. Nastav ZoneChecker a ZoneProvider podle hodnot pro aktuální zónu v ZoneParams. 
5. Započni získávání dat pomocí ZoneProvider. 
6. Načti RRCollection pomocí ZoneProvider. 
7. Proveď kontroly požadované v ZoneParams, zapamatuj si data pro statistiky. 
8. Je-li co načítat, jdi na krok 6. 
9. Existuje-li další zóna, načti ji a jdi na krok 4. 
10. Vypiš statistiky ze Statistics, pokud je to požadováno. 
6.1 Načítání konfigurace 
Načítání nastavení programu zajišťuje třída ParamParser. Objekt této třídy může vracet výjimku 
třídy ParamError v případě zjištění chyby v konfiguraci, která je neslučitelná s dalším během 
programu (neplatné hodnoty, chybějící povinné argumenty, poškozený konfigurační soubor, atd.). V 
rámci prvního příkazu při spuštění programu je tento objekt vytvořen a jeho konstruktoru jsou 
předány parametry příkazové řádky. Uvnitř konstruktoru nejprve proběhne parsování parametrů 
pomocí metody __parse_params(). Pokud je zjištěno, že si uživatel vyžádal zobrazení nápovědy 
pomocí parametrů --h nebo --help, bez ohledu na ostatní parametry běh konstruktoru končí, na výstup 
je zobrazena nápověda a také program poté končí. Pokud není vyžádáno zobrazení nápovědy, je 
zkontrolováno, zda uživatel vyžaduje načtení nastavení z konfiguračního souboru (parametr --config). 
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Je-li, jsou všechny dosud načtené parametry vynulovány (metoda __erase_params()), a pomocí 
metody __load_params() je zahájeno jejich načítání.  
Ihned po načtení všech parametrů je nakonfigurován modul logging, sloužící k naprosté většině 
výstupů programu. Před jeho konfigurací není možné provádět žádné kontrolní výpisy (důležitost 
úrovně DEBUG), ani jiné, proto je nutné jej nastavit ihned, jakmile jsou známy parametry pro jeho 
konfiguraci. Až poté je provedena kontrola ostatních parametrů pomocí metod __check_parsed() a 
__check_zones(). U všech parametrů je ihned po jejich načtení také zjišťováno, zda jsou neprázdné a 
zda obsahují povolené hodnoty, pokud to lze před jejich použitím ověřit. V rámci kontrol je také 
vytvořen objekt třídy TimeVerify, který lze později získat pomocí metody get_time(). 
6.1.1 Načítání nastavení z konfiguračního souboru 
Konfigurační soubor je načítán pomocí funkcí z modulu ConfigPraser. Nejčastěji se využívá funkce 
get(), která dokáže získat data z vybrané sekce a zadaného klíče (klíčem je název parametru). Z toho 
vyplývá, že lze načítat pouze předem známé parametry a jakékoliv jiné jsou programem ignorovány. 
Soubor může obsahovat sekci [general], ve které jsou uvedeny parametry platné pro celý běh 
programu. Jakékoliv ostatní sekce jsou považovány za konfiguraci parametrů pro načítání zón. 
Seznam možný parametrů pro oba druhy sekcí shrnuje Tab. 6.  
 




outputLevel error Ne --level 
outputFormat %(asctime)s %(levelname)s: %(message)s Ne --sformat 
outputFormatDate %Y-%m-%d %H:%M:%S Ne --dformat 
time run Ne --time 
Zone 
enabled true | yes | 1 | on Ne  
type file Ne --type 
zone  Ano --input 
trust  Ne --anchor 
resolver  Ne --resolver 
buffersize 1 Ne --bs 
bufferwarn true | yes | 1 | on Ne --bw 
check 
RRSIG; RRSIG_T; RRSIG_A;RRSIG_S; 
NSEC; NSEC_S; TTL; DS 
Ne --check 
nocheck  Ne --nocheck 
key  Ne --key 
sncheck false | no | 0 | off Ne --sn 
Tab. 6 - Seznam parametrů využitelných v konfiguračním souboru 
6.1.2 Ukládání konfigurace 
Ať je program konfigurován pomocí parametrů příkazové řádky nebo pomocí konfiguračního 
souboru, v obou případech se všechny získané údaje ukládají do instancí třídy ZoneParams. Tato 
třída funguje velmi podobně, jako datový typ struktura (uchovává předem známý počet hodnot 
různých datových typů). Navíc obsahuje metodu check_wanted(), která na základě uložených 
parametrů dokáže odpovědět na dotaz „Je tento druh kontroly dat požadován uživatelem?“. Takový 
dotaz si budou velmi často klást všechny kontroly spouštěné ve funkci main() v hlavní smyčce 
programu. 
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6.2 Pomocné třídy 
V programu se vyskytují určité třídy, které vyžadují samostatný popis, jelikož poskytují poměrně 
komplexní funkčnost. Často jsou v hojném počtu využívány na různých místech programu (jako 
v případě tříd SafeResolver nebo RRCollection) a je na ně odkazováno v dalších kapitolách týkajících 
se implementace nástroje. 
6.2.1 Třída SafeResolver 
Instance této třídy se vytváří v hlavní smyčce programu, ihned po načtení všech parametrů. Jedná se o 
obal (wrapper) rozšiřující metody objektu ldns_resolver z knihovny PyLDNS. Tento objekt umožňuje 
přímé získávání dat při přenosu zóny a také disponuje metodami pro provádění dotazů DNS. 
Poskytuje podobnou funkčnost a možnosti konfigurace jako programy dig nebo nslookup. Mimo jiné 
mu lze nastavit více adres, na které má provádět dotazy. Problém ale nastává v případě, že server na 
některé z uvedených adres neexistuje, neodpovídá nebo nezná odpověď. V těchto případech by bylo 
velmi užitečné, kdyby se objekt ldns_resolver zeptal i další serverů které zná, zda neznají odpověď na 
požadovaný dotaz. Provádí to však pouze někdy a navíc na první pohled naprosto nedeterministicky. 
Třída SafeResolver tedy vytváří obal obsahující seznam adres serverů. Samotný objekt 
ldns_resolver, který obsahuje, se dotazuje vždy pouze na jednu adresu a lze ho z instance třídy 
SafeResolver získat pomocí metody resolver(). Pokud s odpovědí na určitý dotaz nejsme 
z jakéhokoliv důvodu spokojeni, lze přepnout na další adresu v seznamu, který je koncipován 
kruhově, pomocí metody resolver_next(). Jelikož se jedná o objekt, který si pamatuje svůj stav, při 
každém volání resolver() získáme ldns_resolver s naposledy použitou adresou. Jsme-li tedy stále 
spokojeni, nepředstavuje SafeResolver žádné zdržení při dotazech. 
6.2.2 Třída RRCollection 
Jak bylo ukázáno v kapitole 3, DNSSEC přináší několik nových druhů záznamů, které slouží 
k zabezpečení zónových dat. Dále existuje množství záznamů, které je potřeba zabezpečit. Pokud 
chceme toto zabezpečení ověřit, potřebujeme vlastnost, kterou ne vždy data načítaná ze zóny 
disponují - seskupení podle stejného jména vlastníka. Třída RRCollection právě takové seskupení 
umožňuje. Tvoří obal (wrapper) objektů ldns_rr z knihovny PyLDNS (dále jen záznamy RR), které 
reprezentují jednotlivé skutečné záznamy ze zónového souboru. 
Všechny záznamy RR kromě záznamů typu RRSIG (dále jen podpisy) jsou seskupeny podle 
svého typu do asociativního pole (kde klíčem je právě typ). Pokud se objeví více záznamů se stejným 
typem, tvoří se jejich seznam. Podpisy jsou seskupovány podobně, avšak klíčem je tentokrát typ 
záznamů, který pokrývají. 
Jelikož jsou zde přítomna všechna data potřebná pro většinu kontrol, disponuje tato třída také 
množstvím metod, které je umožňují. Ty budou popsány dále, v kapitole 6.4. 
6.2.3 Třída TimeVerify 
Kontrola časových údajů v datech zóny se neobejde bez zdroje aktuálního času. Ne vždy je však 
vhodné jej používat. Uživateli například může vyhovovat místo použití při každé kontrole vždy 
aktuálního času spíše využití času, ve kterém byla provedena první kontrola pro všechny prováděné 
kontroly. Zóna může být rozsáhlá a čas kontroly prvního a posledního záznamu se může dosti lišit. 
Případně může být potřeba kontrolovat data v naprosto jiný čas, například s časem v budoucnosti, 
protože nás zajímá, zda budou data platná až v době po provedení kontroly. 
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Proto byla vytvořena třída TimeVerify, která poskytuje uživatelem definovaný druh časového 
údaje. Možné volby jsou staticky definovaný čas, který se nemění, čas spuštění aplikace (vhodné 
pokud chceme kontrolovat rozsáhlé zóny a použít aktuální čas, avšak pro všechny záznamy stejný) 
nebo aktuální čas. Druh je nutné zvolit při vytváření instance této třídy. 
Časové údaje uvnitř zóny mohou mít dvojí formát, jak je uvedeno v kapitole 3.2.2. Pro převod 
do jednotného formátu, který umožňuje následné porovnávání a jiné operace slouží metoda 
normalize_time(). Normalizovaným tvarem je počet sekund od půlnoci 1. 1. 1970 UTC, jelikož se 
s ním snadněji manipuluje. Dále jsou k dispozici metody pro ověření, zda je aktuální čas ohraničen 
dvěma jinými pomocí metody is_valid() (vhodné pro kontrolu časové platnosti RRSIG záznamů) a 
získání časového rozdílu mezi aktuálním časem a zadaným časovým údajem pomocí metody 
time_left() (vhodné pro zjištění zbývající časové platnosti záznamů RRSIG). 
6.2.4 Třída ZoneChecker 
Jednotlivé kontroly jsou dostupné jako metody instancí třídy RRCollection. Tyto metody často 
vyžadují množství dat, která jsou stále stejná. V době vytváření těchto objektů však ještě nejsou 
k dispozici nebo je nepraktické, aby si je tyto objekty pamatovaly samy. Proto vznikla třída 
ZoneChecker, která má prostředky na získávání, skladování a předávání všech potřebných dat pro 
kontroly. Jejím metodám poté stačí pouze předat instanci třídy RRCollection. Při vytváření instance 
třídy ZoneChecker je nutné jí předat pomocné objekty SafeResolver a TimeVerify, které bude později 
využívat pro interní operace. 
Třída ZoneChecker umožňuje snadné načítání dalších externích dat pro potřeby kontrol. 
Důvěryhodné klíče lze ze souboru načíst pomocí metody load_trust_anchors(), seznam DS záznamů 
z rodičovské zóny pomocí metody get_ds_records(). Všechna získaná data si samozřejmě pamatuje a 
není je potřeba načítat vícekrát za dobu existence instance této třídy. 
Velmi často využívanými daty jsou validní klíče, které je možné použít pro ověřování podpisů 
v určité zóně. K jejich získání slouží metoda get_valid_keys(), která pro jejich získání vyžaduje název 
zóny a volitelně také další klíče, kterým důvěřujeme (pevné body důvěry). Poté se pokusí sestavit 
řetěz důvěry od zvolené zóny až ke kořeni nebo ke zvoleným důvěryhodným klíčům (podle toho, 
k čemu se dostane dříve). Algoritmus je založen na původním algoritmu z knihovny PyLDNS a je 
rozšířen o použití třídy SafeResolver k tvorbě DNS dotazů. Tato metoda je volána při každé kontrole, 
provede se však pouze v případě, že dosud nebyly žádné validní klíče získány. Vytváří tedy pouze 
jednorázové zdržení při kontrolách, které se projeví pouze na začátku. 
6.3 Načítání dat 
Pro načítání dat lze využít dvě třídy. Třída ZoneProviderFile umožňuje načítání dat ze zónového 
souboru (zone master file), třída ZoneProviderAXFR pomocí přenosu zóny. Obě jsou potomkem třídy 
ZoneProvider, která poskytuje společné metody pro obě třídy a vytváří pro ně jednotné rozhraní. 
Díky tomu lze využít stejné metody pro načítání bez ohledu na typ zdroje. K tomu slouží metoda 
load_start(), která započne načítání s parametry potřebnými pro určení zdroje a metoda load_next(), 
který při každém volání vrací následující objekt RRCollection, případně výjimku LoadingDone, 
pokud již není co načíst. Obě třídy si také pamatují záznam SOA, jelikož ten nachází využití při 
kontrolách zóny a určování, zda se obsah zóny změnil. 
Jak bylo naznačeno v kapitole 6.2.2, data v zóně mohou být různě neuspořádaná a je potřeba 
určité záznamy seskupovat do objektu RRCollection. Chceme-li například ověřit podpis záznamu, je 
k tomu potřeba záznam typu RRSIG a originální záznam. Pokud chceme ověřit platnost záznamu typu 
NSEC, potřebujeme k tomu tento záznam, a také všechny záznamy, kterých se týká. Nástroje, 
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vytvářející podepsané zóny často data seřazují. Nic ale nebrání tomu, abych všechny potřebné 
záznamy byly v nejhorším případě na opačných koncích zónového souboru. To je však extrémní 
případ, se kterým se téměř nelze setkat. 
6.3.1 Vstupní buffer 
Neuspořádanost zóny řeší vstupní buffer, kterým třída ZoneProvider disponuje. Jeho parametry je 
nutné uvést na začátku načítání a v průběhu je již nelze měnit. Lze nastavit jeho velikost v počtu 
objektů RRCollection a zda se má vypisovat varování v případě, že je velikost bufferu nedostatečná. 
Zjištění, zda je velikost nedostačující, se docílí tak, že si zapamatujeme, která jména vlastníků jsme 
již zpracovali (vyřadili z bufferu ke kontrolám). Pokud se znovu objeví záznam RR se jménem, které 
jsme již jednou zpracovávali, je to chyba. Bohužel zapamatování si všech jmen může být pro velké 
zóny paměťově náročné. Například zóna cz. obsahuje přibližně 2,3 milionu jedinečných jmen a ty 
tvoří dohromady téměř 298 MB čistých dat, která by musela být uchovávána v paměti po celou dobu 
načítání. Proto je možné tuto kontrolu vypnout. 
Do bufferu se záznamy RR zařazují pomocí metody match_rrs(). Buffer je koncipován jako 
asociativní pole objektů RRCollection, kde klíčem je jméno vlastníka. Pokud na určité pozici žádný 
RRCollection objekt není, je vytvořen nový, jinak jsou RR záznamy přidávány do stávajícího pomocí 
jeho metody add_record(). 
K vyřazení z bufferu dochází v případě, že již nejsou další RR záznamy k načtení nebo je 
potřeba vytvořit nový objekt RRCollection, ale buffer je již plný. Buffer si také pamatuje, do kterého 
objektu se nejdéle nic nepřidalo a ten je poté v případě potřeby vyřazen ke zpracování. To je také 
ukončovací podmínka metody load_next(), která postupně načítá jednotlivé záznamy a vrací až objekt 
vyřazený z bufferu. 
6.3.2 Kontrola sériového čísla 
Ne vždy je vhodné provádět kontrolu zóny opakovaně, zejména u těch rozsáhlých, kde kontrola 
nějaký čas trvá. Pokud jsme ji již jednou provedli a zóna se nezměnila, nezměnil se ani výsledek 
kontroly. Změna zóny se pozná ze sériového čísla uvedeno v záznamu SOA na začátku zóny (změní 
se na vyšší hodnotu). Program má možnost si pamatovat sériová čísla v dočasném souboru a při 
dalším spuštění kontroly nejprve porovnat aktuální sériové číslo s minulým. K tomu slouží metoda 
is_new(), kterou třída ZoneProvider disponuje. Problémem je, že je nutné získat záznam SOA. Proto 
je potřeba nejprve jednou zavolat metodu load_next(), která jej načte, a až poté má smysl se 
dotazovat, zda se zóna změnila. Pro zaznamenání nového sériového čísla lze využít metodu 
store_sn(). 
6.4 Provádění kontrol 
V kapitole 5.2 byl uveden seznam vlastností záznamů v zóně zabezpečené pomocí DNSSEC, které je 
potřeba kontrolovat. Jednotlivé vlastnosti jsou rozděleny do skupin kontrol, které shrnuje Tab. 7. 
Vlastnosti, které nejsou uvedeny, vyplývají z vlastností použité knihovny a není potřeba je 
kontrolovat. Provádění kontrol lze ovládat pomocí uvedení dané zkratky skupiny v příslušném 
parametru z příkazové řádky nebo v konfiguračním souboru. 
 
Zkratka Popis Vlastnosti z 5.2 
RRSIG 
Kontrola platnosti podpisů (RRSIG záznamů). Pokud použito bez 




Kontrola časové platnosti podpisů. Při použití v kombinaci se 
skupinou RRSIG se je kontrola provedena při kontrole podpisu a 
není oddělena (a tedy nejsou výpisy týkající se časové platnosti). 
5 
RRSIG_A Kontrola využití algoritmů pro vytvoření RRSIG záznamů. 8 
NSEC Kontrola přítomnosti NSEC záznamů a jejich platnosti. 10-12, 18 
TTL 
Kontrola nejrůznějších hodnot TTL a doporučení, která se jich 
týkají dle příslušných RFC dokumentů. 
3, 4, 6, 14-17 
DS Kontrola DS záznamů v rodičovské zóně. 9 
RRSIG_S 




Tvorba statistiky jaké druhy NSEC zabezpečení jsou využity. 
Žádná kontrola se zde neprovádí. 
 
Tab. 7 - Skupiny kontrol. 
6.4.1 Ověření platnosti podpisů 
K ověření platnosti podpisu (záznamu RRSIG), bez ohledu na časový údaj v polích Signature 
inception a Signature expiration, slouží metoda verify_signatures() třídy ZoneChecker, které se předá 
objekt RRCollection určený k ověření. Tato metoda si nejprve získá potřebné klíče pomocí metody 
get_valid_keys() a poté je předá metodě objektu RRCollection verify_signatures(), která již ověření 
může provést. Uvnitř této metody se prochází polem všech záznamů typu RRSIG. Ke každému 
podpisu se získá seznam odpovídajících záznamů, které podpisuje a pomocí metody 
ldns_verify_rrsig_keylist_notime_status_only() se určí, zda je podpis validní nebo ne. Je-li podpisů 
více, je považováno za dostačující, pokud je validní alespoň jeden podpis. Ať je výsledek jakýkoliv, 
vždy se na výstup vypíše statistika platností pomocí modulu logging. Pokud jsou všechny podpisy 
správné, vypíše se zpráva s důležitostí DEBUG, pokud pouze některé, tak INFO a pokud žádné, tak 
ERROR. Zároveň se zde také kontroluje, zda obsah pole Owner u RRSIG záznamů odpovídá názvu 
zóny, která záznamy obsahuje. 
Je-li potřeba kontrolovat i časovou platnost podpisů, je možné buď metodě verify_signatures() 
předat pomocný objekt TimeVerify nebo provést ověření časové platnosti podpisů úplně bez účasti 
třídy ZoneChecker. K tomu účelu lze využít metodu objektu RRCollection verify_rrsigs_times(), které 
se taktéž předá vytvořený TimeVerify objekt. Postup ověření času je podobný jako v předchozím 
případě, včetně pravidel pro výpisy na výstup. Místo ldns_verify_rrsig_keylist_notime_status_only() 
se ale využívá metody is_valid() třídy TimeVerify. Celkové schéma ověření podpisů a jejich časů 
shrnuje vývojový diagram na Obr. 14. 
Pro kontrolu využití algoritmů k vytváření RRSIG záznamů je určena metoda 
verify_signatures_algorithm() třídy ZoneChecker. Opět, stejně jako u uvěřování podpisů si nejprve 
získá seznam klíčů pomocí metody get_valid_keys() a předá je metodě objektu RRCollection 
s názvem verify_rrsigs_algorithms(). Ta si z poskytnutých klíčů vytvoří seznam použitých algoritmů, 
včetně informace, zda se jedná o ZSK nebo KSK klíč. Poté prochází polem RRSIG záznamů a 
kontroluje, zda jsou všechny ZSK algoritmy použity k vytvoření podpisu. Pokud jsou podpisy 
vytvořeny pro záznamy typu DNSKEY, kontroluje naopak přítomnost KSK algoritmů. Není-li 
některý z očekávaných algoritmů přítomen, je o tom vypsána informace na výstup pomocí logging 
modulu a důležitosti WARNING. 
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6.4.2 Ověření platnosti NSEC záznamů 
NSEC záznam lze ověřit pomocí metody verify_nsec() třídy ZoneChecker. Ta provádí dvě kontroly. 
První je zjištění, zda má být NSEC záznam přítomen nebo ne. Neočekává se u neautoritativních 
záznamů, tedy NS nebo A/AAAA, na které se NS záznamy odkazují. Ty mají však různé jméno 
vlastníka, nachází se tedy v různých RRCollection objektech a na různých místech zóny. Proto si 
metoda verify_nsec() vytváří seznam A/AAAA doménových jmen, na které se NS záznamy odkazují. 
Tento seznam předává metodě verify_nsec_presence() objektu RRCollection, která poté dokáže určit, 
zda má být NSEC záznam přítomen. Objeví-li se RRCollection objekt, kde jsou A/AAAA záznamy, u 
kterých se normálně očekává přítomnost NSEC záznamu, nejprve se zkontroluje, zda se na ně nějaký 
neodkazuje nějaký NS záznam (nachází se ve vytvořeného seznamu). Pokud není NSEC záznam 
přítomen, i když by měl být, je o tom vypsána informace na výstup pomocí logging modulu a 
důležitosti ERROR. 
Druhou kontrolou je ověření pokrývaných typů (pole Type Bit Maps). To provádí metoda 
verify_nsec_bitmap() objektu RRCollection. Tento objekt by měl obsahovat jak NSEC záznam, tak 
všechny záznamy, které pokrývá. Vytvoří se tedy seznam skutečně přítomných typů záznamů, 
seznam typů, které udává NSEC záznam, a poté se tyto seznamy porovnají. Informace o chybějících 
nebo přebývajících typech záznamů jsou vypsány na výstup pomocí logging modulu s důležitostí 




























Obr. 14 - Schéma ověřování podpisu. 
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6.4.3 Kontrola hodnot TTL 
Hodnot TTL se nachází v rámci zóny značné množství. Ověření jejich správnosti je ale oproti 
ostatním kontrolám daleko jednodušší. K ověření slouží metoda verify_ttls() třídy ZoneChecker. Ta 
kromě objektu RRCollection požaduje navíc také záznam SOA, který obsahuje určité hodnoty TTL, 
vůči kterým se kontroly provádějí. Lze jej snadno získat jako atribut některého z potomků třídy 
ZoneProvider. Informace o neplatných hodnotách jsou vypisovány na výstup pomocí logging modulu 
s důležitostí WARNING. 
Nejprve se zkontroluje záznam SOA, zda jsou uvedené hodnoty TTL odpovídající 
doporučením v dokumentu RFC [4], poté se z něj zjistí minimální a maximální hodnoty, které najdou 
využití v dalších kontrolách. Třída ZoneChecker si tuto akci pamatuje a proto se provádí pouze 
jednou pro celou zónu. Poté je již možné zkontrolovat, zda TTL záznamu NSEC odpovídá hodnotě 
Minimum TTL ze záznamu SOA [3]. K tomu slouží metoda objektu RRCollection s názvem 
verify_nsec_min_ttl(). 
Dále je zkontrolováno, zda zbývající čas platnosti RRSIG záznamů daný TimeVerify objektem 
je větší, než maximální hodnota TTL v SOA záznamu [4]. To se provede metodou objektu 
RRCollection verify_rrsig_remaining(), která porovná maximální TTL s časem získaným pomocí 
metody time_left() objektu TimeVerify. 
Nakonec se zkontroluje pomocí metody verify_rrsigs_ttl() objektu RRCollection, zda odpovídá 
TTL a pole Original TTL záznamů RRSIG poli TTL u originálního záznamu, ke kterému je záznam 
RRSIG vytvořen [3]. Tato metoda také zkontroluje, že uvedené hodnoty TTL záznamu RRSIG jsou 
menší, než je celková doba platnosti podpisu. 
6.4.4 Ostatní kontroly a statistiky 
Speciální kontrolou je ověření záznamů DS v rodičovské zóně (kontrola se zkratkou DS). Třída 
ZoneChecker k tomuto účelu poskytuje metodu verify_ds_records(), která požaduje objekt 
RRCollection obsahující záznamy DNSKEY ověřované zóny. Obvykle je to první načtený objekt 
RRCollection, spolehlivě se však pozná podle jména vlastníka, které je totožné s názvem zóny. Tato 
metoda si nejprve získá seznam záznamů DS z rodičovské zóny pomocí metody get_ds_records(), 
poté prochází množinu záznamů DNSKEY, které získá z objektu RRCollection pomocí iterátoru rrs(), 
vyhledává klíče KSK a zjišťuje, zda pro každý přítomný algoritmus DS záznamu je přítomen alespoň 
jeden odpovídající KSK záznam DNSKEY. Informace o nepřítomnosti očekávaného algoritmu je 
vypsána na výstup pomocí logging modulu s důležitostí ERROR. 
Mimo všechny výše uvedené kontroly se také provádí vytváření statistiky využití algoritmů pro 
vytváření záznamů RRSIG. Přidání do statistiky zajišťuje metoda alg_log() třídy ZoneChecker. 
Nejprve vytvoří seznam použitých algoritmů ze zadaného objektu RRCollection a jeho iterátoru 
get_algs(). Tento seznam tvoří číselná reprezentace algoritmů, pro lepší přehlednost je proto převeden 
a jejich slovní vyjádření funkcí ldns_algorithm2buffer_str() z knihovny PyLDNS. Řetězcové 
reprezentace zaznamenává do instance třídy Statistics pomocí metody inc(). Statistika využití 
záznamů NSEC se provádí podobným způsobem za využití metody nsec_log() třídy ZoneChecker a 
get_nsec_type() objektu RRCollection. Výpis obou druhů statistik je poté možný pomocí metod 
alg_log_print(), případně nsec_log_print(), které je z instancí tříd Statistics získají metodami values() 
a get() a vypíší je na standardní výstup stdout. 
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6.5 Shrnutí 
V této kapitole byl proveden podrobný rozbor implementace nástroje vytvořeného v rámci této práce. 
Byl objasněn způsob, jakým probíhá načítání konfigurace programu z příkazové řádky i 
konfiguračního souboru, včetně reprezentace uvnitř nástroje. Dále byly popsány důležité třídy, které 
tvoří jádro programu. Nejdůležitější třídou je bezesporu RRCollection, která má na starosti jak 
reprezentaci zónových dat, tak provádění kontrol nad nimi na nejnižší úrovni a třída ZoneChecker, 
která poskytuje možnosti kontrol dat na velmi vysoké úrovni abstrakce. 
Také byl popsán způsob načítání dat pomocí potomků třídy ZoneProvider, kteří disponují 
vlastností činící navržený nástroj velmi odlišný od všech ostatních dostupných nástrojů pro kontrolu 
zónových dat - vstupním bufferem s proměnnou velikostí. Ten umožňuje načítání a kontrolu 
teoreticky libovolně velkých zón. 
V závěru kapitoly jsou popsány jednotlivé skupiny kontrol, a jaké funkce v jakých třídách je 
pro ně možné využít. Skupiny kontrol jsou identické se skupinami, které je možné zvolit ke kontrole 
ve vytvořeném nástroji. Všechny vycházejí z navržených kontrol z kapitoly 5.2. 
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7 Testování 
Má-li navržený a vytvořený nástroj být skutečně funkční, je nutné jej také otestovat, zda neobsahuje 
chyby, které by znemožňovaly správný běh a zda splňuje požadavky uvedené v kapitole 5 týkající se 
jeho návrhu. Také je vhodné provést zátěžové testování, které odhalí, kde by mohl být program 
optimalizován z hlediska rychlosti běhu a paměťové náročnosti. Zároveň však poslouží i jako 
ukazatel celkové výkonnosti programu. 
První fáze testování probíhala na serverech DNS BIND, které byly spuštěny na virtuálním 
stroji. Jako virtualizační nástroj byl použit Oracle VirtualBox, jako hostovaný systém byla použita 
Fedora 14 bez grafického rozhraní v minimální konfiguraci a pouze s běžícím DNS serverem. 
Spuštěný virtuální systém obsadí přibližně 0.5 GB paměti a na disku zabírá 2.16 GB. Je tedy možné 
spustit několik virtuálních serverů DNS zároveň. Pro účely prvních testů jsem využil servery dva. 
Každý tvořil samostatnou zónu. První byla zóna example.com. Její data byla založena na příkladu 
podepsané zóny z [9], pouze byly změněny některé IP adresy, aby byla zóna skutečně použitelná. 
Tato zóna je také nadřazenou zónou pro a.example.com a b.example.com, z nichž první jmenovanou 
jsem vytvořil jako další zónu pro druhý DNS server. Na Obr. 15 je schéma testovacího prostředí tak, 
jak vypadá z pohledu virtuálních strojů. Ve skutečnosti se ale všechny systémy nachází na jednom 
fyzickém stroji, a sice na hostujícím systému.  
 
Jako testovací systém jsem se rozhodl využít knihovnu Unittest popsanou v kapitole 4.4.3, 
která je standardně dostupná v aktuálně používané verzi jazyka Python. Jednotlivé testy by měly 
zahrnovat kontrolu reakce programu na jak očekávané, tak i neočekávané vstupy. V kapitole 5.2 byly 
uvedeny chyby a varování, kterých by si měl výsledný nástroj všímat nebo na ně upozorňovat. 
Z uvedeného seznamu vyplývá, že je potřeba mít k dispozici pro všechny chyby možnost otestovat, 
zda je nástroj dokáže skutečně odhalit a tedy mít k dispozici například zónový soubor se všemi nebo 
alespoň většinou chyb. Tyto chyby bude pro účely testů obsahovat zóna a.example.com, kde vždy 
jedna skupina záznamů se společným jménem vlastníka bude simulovat jeden druhy chyby. 
7.1 Vytvoření zabezpečené testovací zóny 
Ve výchozí konfiguraci server DNS naslouchá a odpovídá pouze na dotazy z adresy 127.0.0.1 
(localhost). Při tvorbě virtuálního (ale i fyzického) serveru DNS je tedy potřebná určitá konfigurace 
mimo samotného obsahu zóny. V souboru /etc/named.conf je potřeba, kromě obvyklého nastavení 
cesty k zónovým souborům také úprava parametrů v sekci options na následující: 
 
listen-on port 53 { any; }; server bude naslouchat na portu 53, jakákoliv IP adresa 
allow-query { any; }; server bude odpovídat na všechny příchozí dotazy 
 
Obr. 15 - Schéma testovacího prostředí. 
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Dále je také potřeba nastavit serveru statickou IP adresu. Není žádoucí, aby server při získávání 
adresy (například pomocí DHCP) svou adresu měnil, jelikož tato adresa může být součástí některého 
DNS záznamu, který je statický. Výsledný nástroj by měl umožňovat také přenos AXFR, proto je 
v hodné jej povolit na obou zónách (výchozí konfigurace) a minimálně jednu zónu zabezpečit pomocí 
TSIG. K tomu je zapotřebí nejprve vygenerovat klíč podobným způsobem, jakým se generují klíče 
pro podpis zóny. 
Pro testování je nutné mít zóny podepsané. K jejich podpisu lze využít nástroje uvedené 
v kapitole 4.1, které jsou distribuovány se samotným serverem DNS. Nejprve je nutné vygenerovat 
soukromé a veřejné klíče, které jsou potřeba v podpisu obou zón. Pro každou zónu je potřeba 
minimálně jeden KSK a jeden ZSK. 
Pro podpis zóny a.example.com jsem zvolil možnost podpisu dvěma klíči ZSK. Každý je 
vytvořený jiným algoritmem. Použil jsem algoritmus RSA/SHA512, který je považován za velmi 
bezpečný, s délkou klíče 1024 bytů (minimum 512, maximum 2048) a algoritmus RSA/MD5, 
s délkou klíče 512 bytů, který je naopak nedoporučovaný a prolomitelný. Dále je potřeba také KSK 
klíč, který jsem vytvořil pomocí algoritmu RSA/SHA1, s délkou klíče 2048 bytů. Potřebné klíče lze 
vytvořit pomocí: 
 
# dnssec-keygen –r <rsrc> -a <alg> -b <keylen> -n ZONE [-f KSK] <name> 
 
kde <rsrc> je zdroj náhody (/dev/random, /dev/urandom), <alg> je použitý algoritmus (RSASHA1, 
RSAMD5, ...), <keylen> je délka klíče v bytech v rozmezí 512-2048, -n ZONE udává, že klíče slouží 
k vytvoření DNSKEY záznamů (lze také použít HOST pro TSIG), volitelný parametr -f KSK určí, že 
si přejeme generovat klíče KSK místo výchozích ZSK, <name> je název zóny. Kompletní popis 
parametrů lze nalézt pomocí man dnssec-keygen. 




Pro zónu example.com jsem vytvořil podobným způsobem pouze jeden klíč ZSK a jeden KSK 
(algoritmus RSA/SHA1, délka 1024 bytů). 
Délka klíče ovlivňuje dobu pro vytvoření podpisů a jejich ověření. Pro klíče KSK je přijatelná 
jejich větší délka, jelikož jsou vytvářeny a ověřovány v celé zóně pouze jednou – podepisují pouze 
záznamy DNSKEY. 
Zóny lze následně podepsat pomocí: 
 
# dnssec-signzone –r <rsrc> [-g] [-P] –o <name> -k <KSK> <zone> <ZSK> 
 
kde <rsrc> je opět zdroj náhody, <name> určuje název zóny (např. example.com.), <zone> je cesta 
k zónovému souboru (např. /etc/named/zone/example.com.db), <KSK> a <ZSK> je jeden nebo více 
souborů bez přípony obsahujících příslušné klíče (např. Kexample.com.+005+26460). Pokud se 
budeme pokoušet podepsat zónu nedoporučovanými algoritmy (např. pouze pomocí MD5), bude 




Program po podepsání zóny vypíše informaci o stavu podepsání, podobné následujícímu příkladu: 
 
# dnssec-signzone -r /dev/urandom -g -o example.com. -k 
Kexample.com.+005+37447 example.com.db Kexample.com.+005+26460 
 
Verifying the zone using the following algorithms: RSASHA1. 
Zone signing complete: 
Algorithm: RSASHA1: KSKs: 1 active, 0 stand-by, 0 revoked 
                    ZSKs: 1 active, 0 stand-by, 0 revoked 
example.com.db.signed 
 
Po podpisu zóny je automaticky vygenerován soubor se záznamy DS, tzv. „dsset“ (např. dsset-
a.example.com.). Ten lze poté využít pro automatické zahrnutí do rodičovské zóny při jejím podpisu 
(vytvoření DS záznamů). Parametr –g určuje volbu automatického vložení a předpokládá se, že dssety 
jsou přítomny ve stejné složce jako zónový soubor. Dsset obsahuje všechny klíče použité v zóně, je 
tedy nutné jej editovat a ponechat pouze KSK klíče. 
Jelikož výsledný nástroj by měl podporovat také přenos zóny pomocí AXFR, je vhodné jej u 
zón povolit a minimálně u jedné zóny jej zabezpečit pomocí TSIG. Přenos AXFR je ve výchozím 
stavu povolen, pro jeho zabezpečení je potřeba učinit několik kroků. Nejprve je nutné vygenerovat 
klíče pro autentizaci přenosu stejným způsobem jako klíče ZSK nebo KSK. Pouze parametr –n bude 
mít hodnotu HOST a je potřeba využít algoritmy HMAC: 
 
# dnssec-keygen -a HMAC-SHA1 -b 128 -n HOST example.com 
 
Dále je potřeba přidat vygenerovaný klíč do konfiguračního souboru named.conf: 
 
key "key-id" { 
    algorithm algorithm_type; 
    secret "hashed_secret_of_chars"; 
}; 
 
tedy v případě zóny example.com: 
 
key "example.com" { 
    algorithm hmac-sha1; 
    secret "21pffl6ZCb34t6qKr4mP2A=="; #klíč z vygenerovaného souboru 
}; 
 
Nakonec je potřeba určit v sekci zone, že se má přenos tímto klíčem ověřovat: 
 
allow-transfer { key "example.com"; }; 
7.2 Funkční testování 
Při testování funkčnosti programu byla použita knihovna Unittest. Základem je vždy třída, která je 
potomkem třídy unittest.TestCase. V tomto případě jsou to třídy BasicDNSSECTest a 
OutputDNSSECTest, které obsahují základní pomocné metody pro práci s programem na vysoké 
úrovni – spuštění programu s určitými parametry a převzetí návratových hodnot (včetně výpisů na 
standardní a chybový výstup), metody typu assert, které kontrolují, zda jsou dodrženy očekávané 
podmínky běhu programu, a metody pro rychlé a snadné vytváření dočasných konfiguračních 
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souborů. Samy však neobsahují žádné testy. Ty jsou přítomny ve všech ostatních třídách z balíčků 
test-cmd-positive, test-cmd-negative, test-conf-positive a test-conf-negative, jak je uvedeno na Obr. 
16. Ty obsahují, jak již název napovídá, pozitivní a negativní testy programu spouštěného 
s konfigurací pomocí příkazové řádky nebo konfiguračního souboru. 
 
 
Obr. 16 - Schéma balíčků a třídy s automatickými testy. 
Tabulka Tab. 8 popisuje jednotlivé skupiny testů (třídy), co mají za účel otestovat a jaký je 
očekávaný výsledek. Skupiny testů v tabulce odpovídají třídám na Obr. 16, pro zkrácení je však ve 
sloupci „Test“ uveden název odpovídající příslušné třídě bez koncového „Tests“. Pomocí uvedených 
testů nejsou otestovány všechny možnosti, které program poskytuje, ale minimálně ty, které jsou 




Co ověřuje Očekávaný výsledek 
CmdDateFormat Výchozí a vlastní nastavený tvar data a 
času v chybových výstupech. 
Datum a čas ve formátu RR-MM-DD 
HH:mm:SS a vlastním formátu, 
odpovídající hodnotě získané pomocí 
programu date. 
CmdHelp Program při zadání příslušného 
parametru vypíše nápovědu. Při různých 
variantách tohoto parametru je nápověda 
stále stejná a tento parametr je prioritní 
před všemi ostatními. 
Vypsaná nápověda na stdout 
v každém případě. 
CmdInput Různé druhy získávání dat – ze souboru, 
přes zabezpečený i nezabezpečený 
přenos zóny, funkčnost možnosti 
přeskočení kontroly zóny při 
nezměněném sériovém čísle (parametr --
sn), funkčnost vstupní vyrovnávací 
paměti a korektní odhalení chyb v zóně, 
které byly uvedeny v kapitole 5.2 (3-8, 
10-13, 15-19). 
Data lze získat úspěšně jakoukoliv 
zvolenou metodou, dvakrát zavolaná 
kontrola na jednu zónu s parametrem 
--sn je zkontrolována pouze poprvé, 
při použití malé vyrovnávací paměti 
je vypsáno varování ohledně 
nekorektního chování ale při 
dostatečné délce ne, chybové zprávy 
ohledně všech uvedených chyb jsou 
nalezeny ve výstupu. 
CmdLevel Na referenčním výstupu obsahující 
všechny úrovně důležitosti, zda aktuální 
výstup odpovídá nastavené výstupní 
Při nastavení určité důležitosti 
nebudou vypsány chybové zprávy 





Výchozí a vlastní nastavený formát 
chybových zpráv v chybových 
výstupech. 
Všechny části vypsaných zpráv jsou 
v očekávaném tvaru. 
ConfDateFormat Stejné jako CmdDateFormat. Stejné jako CmdDateFormat. 
ConfEnabled Možnost přeskočení kontroly zóny 
v konfiguračním souboru pomocí volby 
enabled a zda je tato volba implicitně 
vypnuta. 
Pokud je enabled uvedeno a 
nastaveno na kladnou hodnotu, není 
kontrola provedena. 
ConfInput Stejné jako CmdInput. Stejné jako CmdInput. 
ConfLevel Stejné jako CmdLevel. Stejné jako CmdLevel. 
ConfMessage- 
Format 
Stejné jako CmdMessageFormat. Stejné jako CmdMessageFormat. 
ConfParameters- 
Format 
V konfiguračním souboru názvy 
parametrů nezávislé na velikosti písmen, 
neznámé parametry jsou ignorovány a 
výchozí hodnoty při neuvedení 
nepovinných parametrů. 
Všechny parametry lze použití 
s náhodnou velikostí písma, neznámé 
parametry neovlivní výstup, výchozí 
hodnoty parametrů jsou stejné, jako 
je uvedeno v nápovědě k programu. 
CmdWrong- 
Parameters 
Nepředání žádných parametrů 
programu, předání parametrů se špatnou 
velikostí písma, neznámých parametrů a 
kombinace takovýchto parametrů se 
správnými parametry. 
Chybová hláška ohledně nezadání 




Předání prázdné hodnoty některému z 
dostupných parametrů, předání 
neočekávané hodnoty. 
Chybová hláška ohledně nezadané, 





Různé druhy porušeného 
konfiguračního souboru – chybějící 
závorky označující sekce, chybějící 
názvy parametrů, nepovolené znaky a 
náhodná data. 




Pouze test na prázdný konfigurační 
soubor. 
Program proběhne bez výstupu a 
korektně se ukončí. 
ConfWrong 
Values 
Stejné jako u CmdWrongParameters, 
přidány testy na parametry, které nejsou 
u příkazové řádky dostupné a naopak 
ubrány ty, které nejsou dostupné u 
konfiguračního souboru. 
Stejné jako u CmdWrongParameters 
s příslušnou modifikací pro rozdílné 
parametry. 
Tab. 8 - Specifikace testů. 
7.3 Zátěžové testování 
Při zátěžovém testování byla zkoumána celková doba běhu programu a maximální alokované 
množství paměti v průběhu celého běhu. Bylo provedeno sedmnáct různých testů, které se lišily 
parametry spouštěného programu. Konfigurace probíhala pouze přes příkazovou řádku. Použití 
konfiguračního souboru nemá na dobu běhu ani množství alokované paměti vliv a proto se pro něj 
žádné testy nespouštěly. 
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Testování probíhalo na notebooku ASUS F8Sn (3 GB operační paměti, 1 GB swap, pevný disk 
250 GB 5400 rpm, procesor Intel Core2 Duo se dvěma jádry taktovanými na 2.4 GHz) pod operačním 
systémem Fedora 14. Nebyl spuštěn X server ani žádné další programy, které by v průběhu testů 
alokovaly dodatečnou paměť a mohly způsobit významné zkreslení výsledků případně zpomalení 
běhu programu kvůli vytěžování procesoru. Aplikace používá při svém běhu jedno vlákno, proto 
nedocházelo ani ke zkreslování testovacím skriptem, který vytěžoval druhé jádro procesoru dotazy na 
množství alokované paměti. Jako testovací data sloužila zóna cz. poskytnutá sdružením CZ.NIC, 
která obsahuje 3,64 milionu záznamů a zabírá 404 MB diskového prostoru. 
Graf na Obr. 17 zobrazuje celkovou dobu běhu programu v závislosti na vstupních 
parametrech. První sloupce zachycuje situaci, kdy nejsou prováděny žádné kontroly, ale pouze jsou 
programem načítána data, druhý sloupec naopak zachycuje kontroly všechny (dle Tab. 7 z kapitoly 
5.2). Třetí sloupec pojmenovaný jako „Běžná kontrola“ představuje skupiny kontrol RRSIG, 
RRSIG_T a DS. Čtvrtý sloupec vznikl za použití pouze možnosti varování na nedostatečnou velikost 
bufferu, sloupce 5-9 ukazují test různých velikostí vstupního bufferu a ostatní sloupce udávají dobu 
běhu jednotlivě pro každou z dostupných druhů kontrol dle Tab. 7. 
Modrá část sloupců přestavuje průměrnou dobu běhu pro dané parametry vytvořenou z dat 
získaných pomocí dvaceti spuštění programu. Naměřené hodnoty se od průměru nikdy nelišily o více 
než 0,91%. Zelená část sloupců poté představuje režii oproti běhu bez jakýchkoliv kontrol (první 
sloupec) a naznačuje, kolik času ve skutečnosti přibližně „trvají“ zvolené parametry. 
 
 
Obr. 17 - Závislost celkové doby běhu programu na typu zvolené kontroly. 
Z prvního sloupce je patrné, že samotné načítání dat bez jakýchkoliv kontrol trvá okolo pěti 
minut, což se také promítá do všech ostatních sloupců grafu. Nejdelší doba běhu programu je, jak 
bylo očekáváno, u plné kontroly, tedy u druhého sloupce (přes 15 minut). Pro běžnou kontrolu, která 
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velmi uspokojivé vzhledem ke zvoleným testovacím datům. Ze sloupců 4-8 je vidět, že varování na 
nedostatečnou velikost bufferu, ani vstupní buffer o velikosti do deseti tisíc položek nemají výrazný 
vliv na dobu běhu programu (zelená část sloupce je velmi malá). Devátý sloupec však již ukazuje, že 
vstupní buffer se sto tisíci položkami představuje nezanedbatelné prodlužování běhu, v tomto případě 
o celou třetinu celkové doby, a proto by neměl být nastavován na zbytečně vysokou velikost, pokud 
to není nezbytně nutné. U jednotlivých druhů kontrol (sloupce 10-17) jsou všechny výsledky 
očekávané. Nejdéle trvají skupiny RRSIG (dešifrování podpisů záznamů je časově náročná operace), 
NSEC (probíhají zde operace s rozsáhlými seznamy záznamů) a TTL (je zde seskupeno více kontrol, 
než v ostatních skupinách). Skupina DS má zanedbatelnou dobu běhu, jelikož je provedena pouze 
jednou při počátečním načítání zónových dat a není nutné tedy načítat zónu celou. 
Maximální množství alokované paměti v průběhu běhu programu se zvolenými parametry je 
zobrazeno v grafu na Obr. 18. Význam sloupců je stejný jako u grafu na Obr. 17. Modré části sloupců 
nyní udávají průměrnou maximální velikost alokované paměti a zelené, o kolik paměti více bylo 
alokováno oproti běhu bez jakýchkoliv kontrol. Důležitým faktem je, že použitá knihovna PyLDNS 
neuvolňuje v mnoha případech korektně alokovanou paměť a proto i při pouhém načítání bez kontrol 
se alokuje okolo 153 MB paměti, i když by tato hodnota měla být maximálně v jednotkách MB. Při 
výchozí velikosti vstupního bufferu se žádná data v paměti neuchovávají. Zelené části sloupců tedy 
udávají nejen režii, ale také paměťovou náročnost, které by bylo možné dosáhnout po odstranění této 
nesprávné správy přidělených paměťových prostředků knihovnou PyLDNS. 
 
 
Obr. 18 - Závislost maximálního množství zkonzumované paměti na typu zvolené kontroly. 
První sloupec grafu zobrazuje situaci, kdy jsou pouze načítána data, ale nejsou prováděny 
žádné kontroly. Toto množství alokované paměti se ty promítá i do všech ostatních sloupců. Plná 
kontrola (zelená část sloupce) by měla svou velikostí přibližně odpovídat složení želených částí 




















bufferu, což skutečně odpovídá. Velmi uspokojivý výsledek zobrazuje sloupec pro běžnou kontrolu, 
kde lze vidět, že režie (zelená část sloupce) je naprosto minimální. V kapitole 6.3.1 týkající se 
implementace vstupního bufferu bylo odhadováno, že kontrola nedostatečné velikost toho bufferu 
bude konzumovat pro zvolená testovací data okolo 298 MB dodatečné paměti. Ve skutečnosti lze na 
ve čtvrtém sloupci vidět, že je alokováno méně, a sice okolo 220 MB paměti (zelená část). Sloupce 5 
až 9 ukazují, že velikost konzumované paměti je přímo úměrná velikosti vstupního bufferu, což se 
předpokládalo. Kromě delší doby běhu programu je to tedy druhý důvod, proč nevolit jeho zbytečně 
vysokou velikost, pokud to není nezbytně nutné. Z ostatních sloupců týkajících se jednotlivých 
skupin kontrol lze vidět, že zelené části jsou naprosto minimální a kontroly tedy nepředstavují žádné 
problémy, co se konzumace paměti týče. Výjimkou je skupina NSEC, kde se generují rozsáhlé 
seznamy pro možnost určení autoritativních záznamů zóny, ale to je očekáváno. U skupiny RRSIG_S 
je konzumace paměti lehce zvýšená z důvodu paměťových úniků v použité knihovně, ale hodnota 
není nijak kritická. 
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8 Závěr 
V rámci této práce byl navržen a následně také implementován nástroj provádějící různé automatické 
kontroly vlastností DNSSEC na DNS serverech. Lze jej konfigurovat téměř ekvivalentně pomocí 
příkazové řádky nebo konfiguračního souboru. Vyžaduje buď přímý přístup k zónovému souboru, 
nebo lze data ověřovat vzdáleně pomocí přenosu zóny. Jedním z cílů návrhu bylo, aby měl oproti 
existujícím nástrojům daleko nižší paměťové nároky, což se také podařilo splnit. 
Z výsledků zátěžového testování lze usoudit, že pro běžnou kontrolu je výkon programu velmi 
slušný - celé kontrola trvá v průměru pod 8 minut a oproti běhu bez kontroly spotřebuje navíc 
průměrně 7 MB pří zóně o velikosti 404 MB. Dále že větší velikost vstupního bufferu nejen enormně 
zvyšuje paměťovou náročnost (což byl také důvod, proč byl vůbec zaveden - aby se nemusela 
všechna data načítat do paměti), ale také prodlužuje dobu kontroly. Proto není-li to nutné, měla by být 
použitá velikost co nejmenší. 
Vytvořený nástroj by měl sloužit sdružení CZ.NIC k rychlejšímu odhalování chyb při vývoji 
vlastního autoritativního DNS serveru, zpočátku pro pravidelné kontroly cz. zóny a pokud se osvědčí, 
bude se také uvažovat o jeho nasazení v běžném provozu, tedy např. pro kontrolu po přepodepsání 
zóny. Sdružení CZ.NIC má také zájem o zveřejnění nástroje a jeho dalším rozvoji s mojí pomocí. 
Téma práce jsem si vybíral s ohledem na to, že bych rád vytvořil něco funkčního, pokud možno 
nového a užitečného. Proto i já mám zájem na dalším rozvoji nástroje a jeho zveřejnění pro co nejširší 
spektrum potencionálních uživatelů. V budoucnu je možné pracovat na lepší správě paměťových 
prostředků knihovnou PyLDNS, nástroj optimalizovat pro běh na víceprocesorových systémech, 
přidat nové druhy kontrol, pokud bude potřeba, případně opravit stávající, pokud se nějaké chyby 
projeví až po dlouhodobějším běhu. 
Výsledky práce byly publikovány ve sborníku studentské soutěže EEICT, kde jsem také za 
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A Seznam příloh 
Příloha 1. DVD: 
Přiložené DVD obsahuje: 
 nástroj vytvořený v rámci bakalářské práce, 
 příklady testovacích zónových dat, 
 automatické testovací skripty, 
 dokumentaci vygenerovanou ze zdrojových kódů nástrojem pydoc, 
 virtuální stroj s funkčním testovacím DNS serverem, 
 aktuální použitou verzi knihovny PyLDNS. 
