Abstract: Controlling a complex network towards a desire state is of great importance in many applications. Existing works present an approximate algorithm to find the driver nodes used to control partial nodes of the network. However, the driver nodes obtained by this algorithm depend on the matching order of nodes and cannot get the optimum results. Here we present a novel algorithm to find the driver nodes for target control based on preferential matching. The algorithm elaborately arrange the matching order of nodes in order to minimize the size of the driver nodes set. The results on both synthetic and real networks indicate that the performance of proposed algorithm are better than the previous one. The algorithm may have various application in controlling complex networks.
Introduction
Controlling a complex networked system play an important role in many nature and technology regions. According to the control theory [1] [2] [3] , a system is controllable if it can be driven from any initial state to any desired state in the finite time. The nodes used to input the external signals are called driver nodes [4] .
The driver nodes used to fully control the network can be obtained by maximum matching of the network [4] , the unmatched nodes are minimum set of driver nodes (in short MDS). Based on this framework, lots of works analyzed the structural properties of MDS [5] [6] [7] [8] , roles of nodes in control [9] , and robustness of controllability [10] . However, in many real control scenario, only a small fraction of nodes need to be controlled, which are called target control [11] . In order to find the driver nodes to control specific target nodes, recent works [11] presented an analysis framework to investigate the target control of complex network. They proposed an approximate greedy algorithm (GA) based on multiple maximum matchings to obtain the driver nodes used to control the target nodes.
However, the GA algorithm can only find the approximate minimum driver nodes set. If there exist more than one maximum matchings in the networks, the results of GA algorithm strongly depend on what maximum matchings are selected. Therefore, the number of driver nodes may varies a large range [11] (Figure.1 ). How to find the minimum number of driver node for target control is still an unsolved problem.
Here we presented a novel algorithm for finding driver nodes to control target nodes of network. In contrast to previous approach, we elaborately arranged the matching order of nodes and minimized the total number of result driver nodes. The results on both synthetic and real networks show that the driver nodes we obtained are less than GA algorithm.
Method
For a network G(V, E) and a target nodes set ∈ , we say the system is target controllable if the state of the target nodes can be driven from any initial state to desire final state. Previous work [11] proposed a k-walk theory and proved that in a tree-like network (in which there are no loop), if a node has paths with different distance to each target node, then the node can control these target nodes. However, single node cannot control all target nodes in many network. Therefore, previous network [11] proposed an approximate algorithm based on multiply maximum matchings to obtain the driver nodes. The algorithm first construct a series of bipartite graphs, and then find the maximum matchings of each bipartite graph. The union of unmatched nodes of all bipartite graph are the driver nodes used to control target nodes. (Examples are shown in Figure.1 ).
The key idea of above algorithm is to find maximum matching for each sub-bipartite graph. However, the maximum matchings of a network are not unique in most network. Therefore, even for a simple network, the algorithm would produce different results with different maximum matchings. For example, for network shown in Figure. 1A, the algorithm will obtain three different driver nodes sets, which are D1 = {1, 2, 5}, D2 = {1, 5} and D3 = {1}. The reason for multi-results are the maximum matchings used in the algorithm are different. For example, If we match edge e(1→4) rather than e(2→4)in sub-bipartite graph 3, the node 2 will not act as driver nodes, and the driver nodes set will be D2 = {1, 5}. If we match edge e(6→7) rather than e(5→7) in sub-bipartite graph 2, we will have only one driver node D1={1} to control entire target nodes set. Therefore, to minimize the number of total driver nodes, we need to select the appropriate maximum matching for each sub-bipartite graph. However, the number of unmatched nodes of each sub-bipartite graph are fixed because the maximum matchings of each bipartite graph have same size. The only way to decrease the number of driver nodes is to make the driver nodes of different sub-bipartite graphs be overlapped with each other, and the total number of driver nodes will be decreased. For example, in Figure. 1D, the unmatched node of all four sub-bipartite graphs is node 1, which make the total number of driver nodes decrease from three to one.
In order to assure more driver nodes of current sub-bipartite graph overlapped with that of previous sub-bipartite graphs, we use the preferential matching [12] to obtain the expected driver nodes. This method match the nodes according pre-defined order, and guarantee the nodes in the rear of the queue to be driver nodes. Therefore, the problems are how to choose the appropriate driver nodes of each sub-bipartite graphs in order to minimize the total number of driver nodes. Here we presented the following strategies:
1. The driver nodes of current sub-bipartite graph should be overlapped with driver nodes of the previous sub-bipartite graph, that will decrease the total number of driver nodes; 2. The nodes which frequently appear in the matching graph (all sub-bipartite graphs)
should be driver nodes with high priority, which will give the nodes in the following sub-bipartite graphs with high probability to overlap with existed driver nodes. Figure. 2 shows an example network about above strategies. For network shown in Figure. 2A, we construct a matching graph (MG) which starts from the target nodes, and iteratively add the parent nodes of current nodes to the graph, until no nodes are added. We count the frequency of each node appeared in the matching graph and arrange the nodes ascendingly by the frequency. For example, Figure. 2B shown the matching graph of Figure. 2A, and the count of nodes 1-8 are {4, 3, 1, 3, 2, 3, 2, 1}. Therefore, the matching sequence should be nodes {8, 3, 7, 5, 4, 6, 2, 1}. For each sub-bipartite graphs of MG, we used the above matching sequence to find driver nodes. Overall, for a network G and target nodes set T, the algorithm based on preferential matching (PM) for finding driver nodes is listed as follows:
1. For target nodes set T, construct bipartite graph B1(F, T), where F are the nodes set pointing to target nodes set T; 2. Let F be the new target nodes set, repeat step 1 to construct bipartite graph Bi(F, T) until no nodes founded. Let the matching graph M(T)={B1, B2, …, Bi}; 3. For each nodes in M, compute their counts f(n), arrange the nodes by ascending order of f(n) and let the matching sequence be Q;
4. For sub-bipartite graph of M, find the maximum matching based on preferential matching by using node sequence Q. Let the driver nodes be D={d1,d2,…,di}; rearrange the node sequence by putting the nodes of D in the rear of Q; 5. Repeat step 4, find driver nodes Di of sub-bipartite graph Bi; the final driver nodes to control target nodes are D=⋃ ;
Result
To quantify the efficiency of the algorithm, we evaluated the fraction of driver nodes nD=ND/N based on preferential matching (PM) algorithm and greedy algorithm (GA) algorithm [10] . We used the following two different schemes for target nodes selection:
1. Random selection scheme: Random select nodes uniformly from the network until it reach expected target fraction f; 2. Local selection scheme: Random select a seed node, expand it based on breadth-first search (BFS) tree until it reach expected target fraction f. Figure 3 show the results of two scale-free networks [13] with N=10 4 . For different target node fraction ∈ [0,1], the PM algorithm always has better performance than GA algorithm in both two target nodes selection schemes. Furthermore, the difference of nD obtained by PM and GA algorithm |ΔnD|=|nD-GA-nD-PM| are increasing with the fraction of target nodes f, suggesting the PM algorithm is more efficient in controlling large fraction of target nodes. Next we analyzed the nD with different average degree <k>. Figure.4 show the results for both Scale-free networks and ER random network based on local and random target selection schemes. The PM algorithm have lower nD in all networks than GA algorithm. Note that the variation of nD of local selection scheme of target nodes are much larger than random selection scheme, suggest that there are many driver nodes set to control target nodes which local connected. show (C) density of driver nodes versus <k> based on local selection scheme, and (D) density of driver nodes versus <k> based on random selection scheme.
We also evaluated the performance of the PM algorithm in real networks. The networks are selected based on their diversity of topological structure, including the food web networks, Transcription networks, citation network, Internet and et.al. Table. 1 and Figure.5 shows the results. For all networks and the fraction of target nodes in both random and local schemes, the PM algorithm always has better performance than GA algorithm. 
