Breve introduzione ai Web Services by Dianda, Fabio & Martinelli, Fabio
 C
 










Breve introduzione ai Web Services
 
 

























Istituto di Informatica e Telematica  
   
INTRODUZIONE................................................................................................ 4 
DISTRIBUTED COMPUTING ............................................................................ 6 
WORLD WIDE WEB .......................................................................................... 7 
SERVICES ORIENTED ARCHITECTURE....................................................... 10 
XML WEB SERVICES ..................................................................................... 14 
TRANSPORT.............................................................................................................................. 22 
XML BASE TECHNOLOGY ....................................................................................................... 23 
MESSAGING ............................................................................................................................. 23 
SOAP....................................................................................................................................... 24 
DESCRIZIONE ........................................................................................................................... 29 
COMPOSIZIONE ED ORCHESTRAZIONE ..................................................................................... 33 
CONSIDERAZIONI GENERALI ....................................................................... 35 
CICLO DI VITA................................................................................................. 38 
PUBBLICAZIONE....................................................................................................................... 42 
SCOPERTA DI UN SERVIZIO ...................................................................................................... 42 
UDDI ....................................................................................................................................... 43 
SICUREZZA E TRUST .................................................................................... 46 
AUTENTICAZIONE DEL MESSAGGIO ......................................................................................... 49 
AUTENTICAZIONE DEL MITTENTE............................................................................................ 52 
CONFIDENZIALITÀ ................................................................................................................... 53 
AUTORIZZAZIONE .................................................................................................................... 54 
CONTROLLO DEGLI ACCESSI .................................................................................................... 56 
RIFERIMENTI ...................................................................................................... 60 








   
LISTA DEGLI ACRONIMI 
 
MEP  Message Exchange Pattern 
SOA  Service Oriented Architecture 
SP    Service Provider   
SB    Service Broker 
SR    Service Requestor 
WS    Web Service 
 
 
INDICE DELLE FIGURE 
 
Figura 1 Il modello SOA 11 
Figura 2 Relazioni tra utenti, servizi e semantica 18 
Figura 3  Relazioni tra elementi del modello WS 20 
Figura 4 Web services stack 21 
Figura 5 La busta SOAP 25 
Figura 6 Description stack 30 
Figura 7 Elementi del linguaggio WSDL 30 
Figura 8 Le tre tecnologie di base 36 
Figura 9 Architettura di un nodo UDDI 44 
Figura 10 Elementi di UDDI 45 
Figura 11 Detached Signature 50 
Figura 12 Enveloped Signature 50 
Figura 13 Enveloping Signature 51 
Figura 14 Una possibile architettura SAML 55 




   
Introduzione 
 
Nell’ambito del semantic web, i web services (WS) rappresentano una tappa 
intermedia di notevole importanza, sul cui raggiungimento la maggior parte di 
produttori, sia di hardware, che di software, hanno indirizzato molti investimenti in 
ricerca e sviluppo. Dietro il termine WS si celano in realtà definizioni, visioni ed 
interpretazioni differenti, ma riconducibili al contesto della comunicazione tra 
software, attraverso lo strumento che si è dimostrato più scalabile e robusto per la 
distribuzione di informazioni, il web. E’ quindi possibile pensare ai WS come ad 
un’evoluzione del web, destinata però ad “utenti” diversi: l’informazione è destinata 
ad un agente, ad un generico software, non ad un utente umano, come nel web 
“classico”. Per questa ragione, talvolta si utilizza il termine “browser-less web”, per 
indicare non soltanto l’assenza dello strumento sino ad ora comunemente usato per 
accedere al web, ma anche della conseguente mancanza, o della limitata rilevanza, 
degli aspetti di presentazione visiva dell’informazione trasmessa. Allo stesso modo, 
i WS non sono il web semantico, perché più orientati ad aspetti di comunicazione 
tra software, o come si indica in gergo, dell’integrazione tra sistemi informativi, 
piuttosto che all’associazione di contenuti semantici con le risorse del web. 
 
Integrare software diversi ha comportato sino ad ora un compromesso tra flessibilità 
e scalabilità: se da un lato molti linguaggi di programmazione hanno facilitato 
l’adozione di soluzioni di distributed computing, dall’altro, le tecnologie proposte non 
hanno dimostrato di essere “Internet scalable”, cioè non hanno dimostrato di 
possedere le sufficienti doti di scalabilità necessarie per affrontare la diffusione 
pervasiva della rete Internet. A differenza di tali strumenti, i WS cercano di sfruttare, 
in modo più marcato, i fattori di successo del web, per consentire uno scambio di 
dati più flessibile, ma soprattutto meno costoso. In particolare, una delle 
caratteristiche più interessanti da replicare nasce da una semplice constatazione, il 
cambiamento di un nodo non pregiudica la possibilità di conoscerne il contenuto 
informativo: in termini più semplici, anche se un nodo (un sito, un portale, ecc.) 
cambia, (modifica il proprio contenuto informativo, la propria veste grafica, ecc.) 
l’utente è ancora in grado di venire a conoscenza dell’informazione offerta da quel 
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nodo. E’ interessante osservare che questi cambiamenti non sono coordinati: in 
pieno rispetto con la filosofia originaria della rete Internet, non esiste un’autorità 
centrale che autorizza, sovrintende, notifica un cambiamento agli altri nodi, piuttosto 
ogni singolo nodo cambia, in base alle proprie esigenze, senza pregiudicare la 
comunicazione possibilità di interazione per un generico agente.  
 
Se il web rappresenta il modello di comunicazione, i services (servizi) 
rappresentano una qualsiasi funzione ritenuta di una certa utilità da un utilizzatore e 
come tali, possono essere considerati come un’evoluzione del modello dei 
componenti software riutilizzabili. Secondo questo modello, un software può essere 
suddiviso in più moduli distinti (componenti), ognuno dei quali dotato di 
un’interfaccia, che ne rappresenta l’unico strumento d’interazione. Con gli strumenti 
tecnologici sino ad oggi disponibili, un componente è realizzato con legami molto 
stretti con la piattaforma in cui è sviluppato, per questo, alla prova dei fatti, un 
componente si rivela interoperabile solo con altri sviluppati nella medesima 
piattaforma.  
 
Tale approccio è da considerarsi soddisfacente se l’ambiente da integrare è chiuso: 
nel caso in cui, chi realizza un componente, utilizzi la stessa piattaforma di chi 
intende farne uso, è molto probabile che l’utilizzo delle funzionalità offerte da un 
componente sia facilitato da strumenti propri di quella piattaforma, ma magari 
difficilmente disponibili in altre. Nel caso in cui il contesto sia “aperto”, dove 
produttore e consumatore siano in esecuzione su piattaforme differenti, è 
ragionevole immaginare un modello d’integrazione aperto, indipendente 
dall’architettura (hardware e software), ma in grado di fornire un livello 
d’interoperabilità altrettanto soddisfacente. Un esempio di modello aperto è il web 
stesso, nel quale qualsiasi agente, che rispetti alcuni standard di base, è in grado di 
comunicare con qualsiasi altro agente, indipendentemente dalla tecnologia in cui 
essi siano sviluppati.  
 
Allo stesso modo, per essere considerato realmente scalabile, un modello 
d’integrazione deve essere dotato di un elevato grado di flessibilità, in particolare, 
nello sviluppo di un sistema distribuito, non è ragionevole pensare che nessun nodo 
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modifichi il proprio funzionamento al trascorrere del tempo, piuttosto, è più corretto 
considerare gli effetti di tali eventi sull’intero sistema, adottando soluzioni che 
minimizzino i costi, ed i tempi, di un eventuale adeguamento, e di evoluzione del 
sistema stesso.  
 
I componenti sono il frutto di un modello di sviluppo del software in cui ogni singolo 
componente è progettato, sviluppato e testato una sola volta, ma è utilizzato più 
volte, in più applicazioni, magari non tutte sotto lo stesso “dominio amministrativo”: 
sviluppare un software significa quindi non più progettarlo e realizzarlo per intero, 
ma piuttosto aggregare componenti già sviluppati. Per questo alle volte, alcuni 
produttori presentato il modello Web Services come uno strumento per sviluppare 
componenti da offrire a qualsiasi possibile utilizzatore, perché basati su strumenti 
aperti, ma soprattutto, indipendenti dalla piattaforma di utilizzo. 
 
Distributed computing  
 
In [Tanenbaum 85] il termine sistema distribuito viene definito come un sistema 
capace di essere in esecuzione su più processori indipendenti, per mezzo di 
un’infrastruttura di rete, ma in grado di presentarsi all’utente in modo trasparente, 
come un unico sistema centralizzato. Questi sistemi si differenziano da quelli 
indicati come network based, perché le operazioni di questi ultimi non 
necessariamente sono trasparenti per l’utente: eseguire un operazione in remoto 
può essere significativamente diverso da eseguire la stessa operazione in locale. In 
[Waldo 94], il termine “distributed computing”, è definito come un insieme di 
software, indicati con il termine di agenti, che cooperano, per mezzo di 
un’infrastruttura, per realizzare un certo insieme di funzionalità, ma che operano in 
ambienti (processing environment) differenti. Chi realizza l’infrastruttura, così come 
chi realizza un’applicazione distribuita, deve necessariamente ricordarsi che, i 
meccanismi utilizzati dagli agenti per comunicare, sono meno affidabili di quelli 
utilizzati nei sistemi “tradizionali”, ma soprattutto deve considerare gli effetti 
introdotti dalla latenza, cioè del ritardo dovuto alla comunicazione, dalla possibilità 




   
Negli ultimi anni, la diffusione pervasiva di reti basate sulla suite di protocolli Tcp - 
Ip, associata all’uso del paradigma orientato agli oggetti, ha permesso l’introduzione 
di diverse tecnologie per consentire l’esecuzione remota di parti della 
computazione, la maggior parte delle quali si basa sul concetto di oggetto remoto. 
Quest’ultimo è un particolare tipo di oggetto di una determinata piattaforma di 
sviluppo, sul quale agenti in esecuzione su altri nodi possono invocare una certa 
categoria di metodi; in sostanza ad essere trasmessa è una qualche forma di 
informazione “direttamente eseguibile”, che prescrive un certo comportamento, cioè 
indica al destinatario cosa eseguire. Questo tipo di strumenti può essere assimilato 
ad una forma di chiamata di procedura remota (RPC). Una conseguenza di questo 
approccio, indicato come “tighly coupled”, è la necessità di realizzare i nodi di un 
sistema nella medesima piattaforma (es: DCOM), o di avere a disposizione una 
qualche forma di intermediario in grado di mappare modelli diversi di esecuzione 
(es: CORBA). Il primo introduce chiaramente una limitazione al grado di 
scalababilità delle soluzioni sviluppate, il secondo, ha dimostrato alla prova dei fatti 
di possedere un grado di interoperabiltà limitato: è difficile trovare due 
implementazioni realmente intereperabili, ma soprattutto, è stato dimostrato che 
questo modello ha dei costi di sviluppo, manutenzione, e di evoluzione troppo 
onerosi in termini di tempo. 
World Wide Web 
 
Il web è definito in [Webarch 02] come un sistema per lo scambio di informazioni tra 
agenti per mezzo di una rete, questa definizione formale non deve far dimenticare 
cosa sia il web oggi: un insieme più o meno strutturato, ed organizzato, di 
informazioni rivolte ad utenti umani, ma capace di essere al tempo stesso uno degli 
strumenti maggiormente utilizzati per l’integrazioni tra applicazioni in un contesto 
aperto.  
 
Sinteticamente l’architettura può essere modellata attraverso cinque elementi: 
 




   
2. Risorse: le informazioni che gli agenti si scambiano, formalmente definite 
come tutto quello che può avere un’identificatore [RFC2396]  
3. Identificatori: URI (Uniform Resource Identifier) etichette associabili a 
qualsiasi risorsa disponibile nel sistema secondo la sintassi 
<scheme>://<authority>/<path>?<query>, definita in [RFC 2396]  
4. Rappresentazioni: un insieme non esclusivo di formati di dati in grado di 
rappresentare lo stato, il contenuto informativo, di una risorsa  
5. Protocolli: un certo numero di regole di comunicazione tra agenti (es: http, 
ftp, e2k, ecc.) 
 
Comunicare significa scambiare rappresentazioni di risorse tra agenti, o più 
esattamente: per conoscere lo stato di una risorsa, il suo contenuto informativo, è 
necessario conoscerne la locazione nel web (l’URI), sottoponendo questo 
indicatore ad un’operazione di dereferenzazione, è possibile ottenere una 
rappresentazione dello stato della risorsa; successivamente i dati ottenuti, saranno 
presentati all’utente finale, in funzione dei metadati associati per mezzo di un 
agente (ad esempio un browser). 
In sostanza valgono le seguenti relazioni:  
 
un URI è associato ad una risorsa 
una risorsa può avere associati più URI 
una risorsa può avere associate più rappresentazioni 
una rappresentazione è associata ad una risorsa 
(dereferenziando) un URI si ottiene una rappresentazione 
la stessa rappresentazione può essere ottenuta dalla dereferenziazione di 
più URI 
 
Gli URI sono una delle componenti che ha contribuito in maniera significativa alla 
diffusione del web, perché sono la base per la creazione dei collegamenti (i link) tra 
risorse: una risorsa può riferirne un’altra, in modo univoco, attraverso un URI in 
qualsiasi momento, senza vincoli o necessità di accordi preventivi: quindi, 
potenzialmente, ogni risorsa presente nel web, cioè dotata di un URI, è collegabile 
a qualsiasi altra nel tempo (il legame dura finché la risorsa collegata mantiene lo 
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stesso URI) e nello spazio (qualsiasi risorsa può creare un link con un’altra risorsa). 
Questo non significa che qualsiasi risorsa sia disponibile per qualsiasi utente, 
attraverso meccanismi di controllo degli accessi, autenticazione ed autorizzazione, 
è possibile limitare e controllare l’accesso ad una determinata risorsa. L’uso di un 
meccanismo di indirizzamento uniforme, in grado di trattare oggetti di natura diversa 
(testi, immagini, video, ecc.) porta alla formazione di uno spazio di comunicazione 
condiviso, come indicato da [Berner Lee 94] “… the web is a shared communication 
space…”. Pertanto, per massimizzare il valore, e l’utilità, del web, come indicato 
nello stesso documento, ogni risorsa “significativa” dovrebbe avere un URI. 
 
E’ interessante notare, che una risorsa viene definita esclusivamente in relazione al 
suo URI, dando luogo ad una sorta di definizione ciclica: “un URI identifica una 
risorsa, una risorsa è qualsiasi entità che abbia associato un URI”; in questo modo, 
possono sorgere alcuni dubbi su cosa effettivamente venga indicato al trascorrere 
del tempo: informalmente, l’URI http://www.iat.cnr.it rappresenta una risorsa che 
può cambiare il proprio stato nel tempo, ad esempio potrebbe cambiarne il 
contenuto informativo, oppure non essere più disponibile, o essere sostituita da una 
risorsa diversa, (es: http://www.iit.cnr.it), ecc. Questa ambiguità viene risolta da 
[Fielding] definendo una risorsa come una funzione, MR(t), che al variare del tempo 
t, mappa un identificatore in un insieme di valori, le rappresentazioni, 
“semanticamente” equivalenti. 
 
Il significato, la semantica, dell’informazione presente nel web è essenzialmente 
fornita dall’utente umano, tramite l’interpretazione dei dati ottenuti da un’interazione 
con una risorsa, gli agenti non hanno alcun ruolo, se non quello di trasferire i dati da 
interpretare. Questa visione è attualmente mantenuta sostanzialmente inalterata nel 
modello WS. Il passo successivo avverra’ tramite l’introduzione del cosiddetto “web 
semantico”, in cui gli agenti disporranno di informazioni semantiche e regole di 
inferenza per capire il significato dell’informazione che stanno trasferendo o 
cercando.  
 




   
 

















Services Oriented Architecture  
 
Il termine services oriented architecture [IBM 2000] rappresenta un’evoluzione del 
distributed computing, alla luce della ormai capillare diffusione delle tecnologie di 
rete. In questo modello, i nodi di una rete sono visti come entità in grado di fornire 
servizi ad altri nodi, attraverso la pubblicazione, e la conseguente scoperta da parte 
dell’utilizzatore, di un’interfaccia, dalla quale possono essere ricavate le 
informazioni necessarie per interagire con il servizio.  
 
Con il termine servizio si indica in genere un’insieme di funzioni ritenute “utili” da un 
possibile utilizzatore, che sono accessibili mediante un’interfaccia, fornendo così 
una visione unitaria al mondo esterno; conoscendo quindi il contenuto informativo di 
quest’ultimo elemento, è possibile conoscere il nome delle operazioni, il formato dei 
parametri accettati in ingresso, il formato dei dati restituiti in uscita, i protocolli 
tramite cui invocare tali funzioni. 
 
Per schematizzare il funzionamento a livello logico del modello, si delineano tre tipi 
di nodi, ognuno dei quali ha un compito preciso ma non esclusivo: 
Serivice Provider (sp): il proprietario del servizio, l’entità che si occupa di 
sviluppare ed offrire una serie di funzioni attraverso un'unica interfaccia 
omogenea. 
 
Service Broker (sb): un archivio in cui collezionare le descrizioni, ed 
eventualmente informazioni aggiuntive, su un servizio offerto da uno sp. 
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Service Requestor (sr): un’entità che chiede di utilizzare le funzioni offerte da 
un sp. 
 
Il termine non esclusivo indica che un generico nodo può svolgere più ruoli 
contemporaneamente, ad esempio un nodo potrebbe essere un service provider di 
un servizio, ma allo stesso tempo, diventare un service requestor di un servizio 
diverso. Nel caso limite, è possibile immaginare un nodo che offra un servizio 
ottenuto esclusivamente dalla composizione di servizi offerti da nodi diversi, di cui 
invoca le relative funzionalità. 
 
Per segnalare la disponibilità di un servizio, un sp invoca un’operazione di 
pubblicazione (publish) della descrizione verso un sb, quest’ultimo renderà 
disponibile tale informazione ai sr, che lo interrogheranno tramite un’operazione di 
ricerca (find). Una volta ottenuta la descrizione dell’interfaccia un generico sr potrà 
invocare, senza altri accordi, le funzioni offerte da un sp tramite un operazione di 
collegamento (bind).  
 
Figura 1 Il modello SOA 
Il flusso di esecuzione, illustrato nella figura precedente, sintetizza un cambiamento 
rispetto ai modelli sinora utilizzati per sviluppare applicazioni: un’applicazione può 
essere composta da parti indipendenti (servizi) forniti dai nodi di una rete: 
sviluppare un’applicazione significa quindi scoprire e orchestrare servizi a tempo di 
esecuzione (principio “just in time integration”). Uno dei principali vantaggi introdotti 
da questo modello è il cosiddetto “loose coupling”: per definire questo termine, ed i 
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vantaggi ad esso correlati, [He 03] distingue due aspetti nelle relazioni che si 
instaurano tra sp e sr: 
 
Dipendenza reale: i servizi o le proprietà fornite dalla controparte 
Dipendenza artificiale: le modalità e gli strumenti tecnici per ottenere i servizi 
 
Il primo di questi due fattori è chiaramente non eliminabile, il secondo invece, dato 
dalle regole e dai relativi vincoli dall’ uso di determinati strumenti o protocolli per 
accedere ad un servizio, è il fattore che incide maggiormente sulla valutazione dell’ 
efficacia e dell’efficienza di un modello di integrazione; loose coupling si ottiene 
quando la dipendenza artificiale è ridotta al minimo. Pertanto il termine SOA può 
essere definito come uno stile di programmazione, che ha lo scopo di ottenere 
loose coupling tra software che interagiscono. 
 
Nel documento sopra citato, viene portato un esempio, tratto dalla vita reale, sui 
benefici delle architetture SOA: un lettore di cd può essere considerato un servizio 
di riproduzione del contenuto del supporto; ogni lettore è dotato di un’ interfaccia 
“generica”, che permette di accedere alle funzioni offerte (es: play). Attraverso l’ uso 
di questa interfaccia è possibile limitare la dipendenza artificiale, infatti è possibile 
sia sostituire il servizio (il lettore) per riprodurre lo stesso cd, indipendentemente 
dalla lettore e dal supporto, ma riuscendo comunque ad ottenere il servizio. 
Riportando questo esempio al contesto dell’ integrazione software, l’ uso di 
architetture SOA permette di integrare in modo rapido due applicazioni, vista il 
limitato impatto degli aspetti di dipendenza artificiale; non pregiudicando allo stesso 
tempo, l’ eventuale cambiamento del fornitore del servizio, visto che i due nodi sono 
non strettamente (loose) integrati. 
 
In generale, per raggiungere gli scopi prefissi dal modello SOA, vengono introdotti 
due vincoli nell’ architettura: 
  
Generalità delle interfacce: le interfacce sono semplici perché contengono 
essenzialmente informazioni strutturate sulle operazioni offerte, senza 
descriverne la semantica 
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Messaggi descrittivi non prescrittivi: i messaggi si limitano ad informare il 
destinatario circa le richieste effettuate, ma non indicano il comportamento, 
né il sottoprogramma da invocare per soddisfare una richiesta. 
 
Un esempio pratico di applicazione di questo principio è dato dal web stesso: le 
risorse cambiano continuamente il proprio stato, i nodi cambiano le proprie 
interfacce, ma gli agenti continuano a scambiarsi rappresentazioni di risorse senza 
esserne influenzati. 
 
[Hagel 02] nota come un cambiamento dell’interfaccia non implica un cambiamento 
dell’implementazione del software che richiede l’uso del servizio, definendo “loose 
coupling” come: ”una caratteristica dei sistemi progettati secondo il principio di 
interporre un’interfaccia di fronte ad un componente, per evitare che un 
cambiamento all’interno di esso abbia effetti non previsti sulle funzionalità di un 
altro”.  
 
Nel seguito verrà presentato come questi due vincoli siano soddisfatti in maniera 
nativa dai software etichettabili come XML Web Services.  
 
Nel delineare le caratteristiche di un servizio, [O’ Sullivan] osserva che un servizio 
non è una funzione in senso stretto, piuttosto dovrebbe essere pensato come una 
funzione che esiste per essere invocata, da parte di una determinata classe di 
utilizzatori, a fronte di un costo: è ipotizzabile quindi, almeno a livello teorico, un 
“mercato dei servizi”, in cui essi siano selezionati dinamicamente in base ad alcune 
caratteristiche, proprietà, o qualsiasi altra forma di metadati, durante il ciclo di 
esecuzione di un service requestor. Questa visione, realizzabile probabilmente nel 
lungo periodo, apre le porte al concetto di “mercato dei componenti”, in cui i 





   
XML Web services  
 
Il web è diventato il principale strumento di integrazione tra sistemi IT differenti, la 
sua scelta come infrastruttura di comunicazione in cui introdurre il concetto di 
service oriented architecture appare ampiamente giustificata dalla sua diffusione e 
dalla sua semplicità; d’altronde, soltanto attraverso l’uso di tecnologie già esistenti è 
possibile introdurre rapidamente, con costi sostenibili, un nuovo paradigma. In 
realtà, in questo contesto, il termine è utilizzato per indicare non soltanto il web 
“classico”, ma un concetto più generale di rete, come ad esempio le nuove 
tecnologie wireless e i relativi protocolli, ma che abbiano alla base il “vero” cardine 
del web: il meccanismo di indirizzamento globale fornito dagli URI. Sarebbe forse 
più opportuno parlare di internet services, ma questo termine è da considerarsi 
abusato, ma soprattutto non propriamente esatto: infatti, gli URI non sono il 
meccanismo di indirizzamento di tutta la rete Internet, non tutti i protocolli dello 
stack Tcp - Ip lo utilizzano per indicare due entità in comunicazione. 
 
La necessità di sviluppare un framework omogeneo, per fornire alcune definizioni 
basilari, ha dato luogo alla costituzione del gruppo di lavoro denominato “Web 
Services Working Group”, nell’ambito delle attività del consorzio w3c; i risultati di 
tale attività sono rappresentati da [Wsa] che contiene sia una base di partenza per 
lo sviluppo di un contesto organico, sia uno stato dell’arte, seppur incompleto, degli 
strumenti di base maggiormente utilizzati. 
 
Secondo questo documento con il termine web services si indica: “un sistema 
software identificato da un URI, la cui interfaccia è descritta e definita in XML”.  
Da questa prima frase si delineano già alcune caratteristiche fondamentali: innanzi 
tutto, ogni servizio ha associato un URI, pertanto secondo [RFC 2396] è una risorsa 
del web. Appare perciò del tutto naturale che l’interfaccia sia descritta in XML, la 
“lingua franca” del web in grado di esprimere un’informazione strutturata in modo 
indipendente sia dalla piattaforma di elaborazione, sia dagli aspetti legati alla 




   
Il termine services è stato utilizzato, sin dall’introduzione del web, per indicare una 
qualsiasi generica interazione, più o meno dinamica tra agenti; secondo questa 
consuetudine, un servizio è un qualsiasi software che offra una funzione di qualche 
utilità tramite il web; per questo l’uso di tale termine non può essere il discriminante 
per etichettare un software come WS, perché secondo questa definizione, anche i 
primi script cgi-bin sarebbero, e in realtà sono, web services, ma certamente non 
inspirati al principio SOA. Allo stesso modo, il concetto di interfaccia è stato 
formalizzato e largamente utilizzato nel paradigma orientato agli oggetti, pertanto 
l’anteporre ad un software tale strumento non permette di individuare univocamente 
un WS. Il discriminante fondamentale, dal quale sarebbe possibile coniare il termine 
XML Web Service, è dato dall’uso del linguaggio XML per codificare l’interfaccia; 
questa è una differenza sostanziale rispetto al passato: l’interfaccia è un documento 
di testo, non un oggetto, né qualsiasi altra forma di informazione eseguibile, 
chiunque, persino un utente umano, può leggerne il contenuto.  
 
Lo stesso documento continua dicendo: “la definizione (di un servizio) può essere 
scoperta da altri software, che possono interagire con un WS secondo le modalità 
indicate nella definizione stessa, tramite messaggi XML trasportati per mezzo di 
protocolli internet”. 
 
Nel modello SOA, un software in grado di scoprire un’interfaccia svolge il ruolo di 
service requestor, nel web tale figura corrisponde a quella di un generico agente, 
che scambia rappresentazioni di risorse con altri agenti: quindi si può dedurre che 
le descrizioni dei servizi (le interfacce) sono rappresentazioni di risorse (i servizi) a 
tutti gli effetti.  
 
E’ interessante notare che nella definizione sopra citata, i protocolli in grado di 
trasferire tali dati sono indicati come protocolli internet, e non come protocolli web: 
una possibile spiegazione, può essere data osservando che il web è parte di 
Internet, cioè di un insieme più vasto che utilizza il modello di comunicazione della 
suite di protocolli TCP-IP, in questo modo, come già accennato, è possibile 
comprendere anche protocolli diversi dal rispetto al consolidato http, come le 
tecnologie wireless, o altri utilizzati in contesti più ristretti, come ad esempio quelli 
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utilizzati in una intranet. Resta comunque il fatto che, ad un WS si possa accedere 
tramite rete, o quantomeno, ogni servizio deve avere associato un cosiddetto 
endpoint, in grado di ricevere ed inviare messaggi, attraverso una comunicazione in 
rete. 
 
L’uso del termine messaggi non deve trarre in inganno, è possibile ottenere lo stile 
di comunicazione desiderato (sincrona, asincrona, notifica, ecc.) mediante l’uso di 
Message Exchange Pattern (MEP): applicando alcuni schemi, (o stili) è possibile 
realizzare, tramite lo scambio di una serie di messaggi, la forma di interazione più 
adatta alle necessità di un’applicazione. In questo caso, sincrono può essere 
definito come una comunicazione in cui il mittente, effettuata la propria 
trasmissione, attende una risposta, o una conferma, da parte del destinatario in una 
determinata finestra temporale; altri aspetti tipici di questo tipo di comunicazione, 
come ad esempio la ricezione della risposta sullo stesso canale di comunicazione 
della richiesta, sono da considerarsi non propriamente esatti, o quantomeno non 
completi.  
 
Il ruolo svolto dai flussi dei messaggi è cruciale per un’integrazione inspirata al 
modello SOA, in particolare è da notare che la struttura di questi messaggi può 
essere ricavata dinamicamente, cioè durante il flusso di esecuzione di un generico 
service requestor, attraverso l’interpretazione di un’interfaccia: quindi in sostanza, è 
il servizio stesso che indica in una sintassi neutrale, i passi da seguire per 
utilizzarne le proprie funzioni; questa può essere considerata un’istanza del 
principio “just in time integration” (JIT). 
 
Può essere utile chiarire alcuni termini sino ad ora utilizzati come sinonimi: 
 
Service: un servizio può essere inteso come un concetto astratto, 
rappresentato da qualsiasi cosa sia di utilità per un generico requestor. 
 
Agent: il software che richiede o fornisce un service, che si cura di inviare, 
ricevere flussi di messaggi. Nel caso di un service, un agente implementa, 
rende concreto, un servizio in una certa forma in un determinato periodo di 
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tempo, niente vieta che questa implementazione sia modificata, o sia 
sostituita con un’altra completamente differente, pur mantenendo il principio 
di utilitità per il requestor. 
 
Requestor entity: l’entità che desidera utilizzare un determinato servizio  
fornito da un provider entità. 
 
Provider entity: l’entità che desidera offrire un determinato servizio. 
 
Dall’accordo tra questi due soggetti circa la semantica del flusso dei messaggi da 
scambiare, nasce l’integrazione tra agenti che svolgono i ruoli di service requestor e 
service provider. I termini semantica e sintassi posso essere definiti come: 
 
Sintassi: la struttura dei messaggi scambiati tra gli agenti, ottenuta dalla 
descrizione del servizio. 
 
Semantica: il significato dei messaggi scambiati e dei risultati ottenuti. Allo 
stato attuale tale informazione, a differenza dell’interfaccia del servizio, non 
necessariamente deve essere espressa in una forma processabile da un 
agente. 
 
[Booth 03] illustra questa scelta con la seguente figura, in cui con wsd (web service 




   
 
Figura 2 Relazioni tra utenti, servizi e semantica 
 
In [Wsa] le caratteristiche indicate come basic rappresentano le funzioni di base per 
realizzare un WS, attraverso: 
 
1. Scambio di messaggi 
2. Descrizione del servizio 
3. Pubblicazione e scoperta della descrizione di un servizio 
 
Allo stesso modo, possono esistere richieste indicate come accessorie, ma molto 
importanti in particolari contesti, come ad esempio in una transazione commerciale, 
dove la comunicazione è composta da un flusso di più messaggi, talvolta 
provenienti da nodi diversi; consideriamo ad esempio un acquisto effettuato con 
carta di credito, chi vende, generalmente non svolge i servizi finanziari necessari 
per trasferire denaro tra conti correnti, perciò è ipotizzabile che tali servizi siano 
svolti da un altro nodo della rete. Il servizio invocato (l’ acquisto) deve quindi 
contenere in qualche forma, le informazioni passate dal requestor al servizio del 
gestore della carta di credito. Per questi scopi, è possibile estendere il semplice 




   
Gestione delle transazioni: una transazione può essere composta da una 
serie di messaggi, nel caso in cui uno di questi non superi un qualche vincolo 
sull’elaborazione richiesta (il messaggio non sia ricevuto, o risulti non 
processabile, ecc.) l’intera sequenza di messaggi è da considerarsi non 
valida e la corrispondente transazione fallita.  
 
Reliable messagging: un messaggio deve essere ricevuto una sola volta dal 
destinatario designato, qualora il messaggio vada perso, deve esistere un 
meccanismo automatico per notificare tale evento al mittente, che 
provvederà ad inviarlo nuovamente, senza che questo comporti alcun 
compito per l’applicazione. 
 
Autenticazione dei messaggi: deve essere possibile stabilire in “modo certo” 
chi è il mittente di un messaggio. 
 
Confidenzialità ed intergrità dei messaggi: qualora necessario, i messaggi 
devono essere cifrati, in modi che siano disponibili esclusivamente per il 
legittimo destinatario, o che esso sia in grado di accorgersi di alterazioni “non 
lecite” durante la comunicazione. 
  
Caching: in alcuni schemi di comunicazione deve essere possibile 
conservare una copia di un messaggio, da inviare a più mittenti, migliorando 
così le performance percepite del servizio. 
 
Correlazione: un messaggio deve poter essere collegabile con altri relativi 
allo stesso flusso informativo. Questo meccanismo permette di ottenere 
servizi state-full. 
 
Message Routing: un messaggio può seguire un percorso tra i nodi in base 




   
Gestione delle sessioni: un messaggio deve essere considerato valido se 
ricevuto in un determinato lasso di tempo, a fronte dell’invio da parte di un 
determinato mittente. 
 
E’ interessante notare che, la comunicazione tra sp e sr è influenzata 
significativamente da un sb, il ruolo svolto da quest’ultimo può essere assimilato a 
quello di un intermediario, in grado di instradare un certo numero di messaggi. 
Questa figura può essere presente anche durante l’interazione tra requestor e 
provider; in questo caso, un intermediario può essere in grado di riscrivere 
l’intestazione di un messaggio, per dotarli di informazioni, o di caratteristiche, 
altrimenti non presenti.  
 
Nella figura seguente, sono riassunte le relazione che intercorrono tra le varie entità 
del modello WS. 
 
Figura 3  Relazioni tra elementi del modello WS 
 
Da quanto esposto sino ad ora, appare abbastanza chiaro che i cosiddetti XML 
Web Services possono essere considerati istanze delle Service Oriented 
Architecture (SOA): le interfacce dei servizi sono espresse in un opportuno 
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linguaggio XML, per questo sono da considerarsi generiche, ma al tempo stesso 
universali, chiunque, anche un utente umano, è in grado di conoscerne il contenuto. 
Allo stesso modo, la comunicazione è effettuata per mezzo di messaggi espressi in 
un opportuno linguaggio XML, riuscendo quindi a soddisfare le richieste dello 
slogan “description not prescription”. Allo stesso modo, sfruttando le proprietà di 
estensibiltà proprie del linguaggio, è possibile ottenere uno strumento in grado di 
adattarsi rapidamente al cambiamento nell’interfaccia del servizio: questa 
situazione è molto frequente nello sviluppo, ma soprattutto nell’evoluzione, di 
un’applicazione distribuita.   
 
Nella figura seguente è schematizzata la visione globale del modello introdotto da 
[Wsa], ogni protocollo o linguaggio in esso citato è da considerarsi “aperto”, perché 
scaturisce dall’accordo tra i maggiori produttori di hardware e di software, allo 
stesso tempo è da considerarsi standard di riferimento, in quanto la sua 
implementazione non è vincolata (tecnicamente ed economicamente) in alcun 
modo. Essenzialmente, tranne per i layer inferiori, transport e XML Base 
Technology, già presenti e formalizzati da tempo in altri contesti, i restanti livelli 
scaturiscono da proposte fatte dai maggiori produttori di software; per questo, 
talvolta è possibile trovare due o più proposte concorrenti che si collocano allo 
stesso livello, con differenze anche sostanziali.  
 
 




   
Transport 
 
In questo layer vengono considerati gli aspetti propri della trasmissione dei 
messaggi attraverso l’uso di opportuni protocolli. Una delle proprietà fondamentali di 
qualsiasi WS è infatti la sua accessibilità mediante una rete, non esiste però alcuna 
limitazione sui protocolli utilizzabili, anche se, l’ uso di alcuni già introdotti, come ad 
esempio http, rappresenta un fattore di notevole impatto sul favorire un’introduzione 
rapida, a fronte di costi limitati.  
 
In [Wsa] in sostanza non si prescrive l’uso di alcun protocollo specifico, ma ci si 
limita a segnalare che esiste un ulteriore livello, o più esattamente uno stack, che 
effettua il trasporto dei messaggi tra i nodi. La scelta del protocollo da utilizzare non 
deve avere un particolare impatto sull’accesso al servizio, in quanto il flusso di 
esecuzione continuerà a seguire il modello “publish – find – bind”. Più 
specificatamente, uno dei principi basilari che si cerca di adottare è l’indipendenza 
dal canale di comunicazione: in teoria, lo stesso servizio potrebbe essere 
accessibile mediante protocolli di trasporto diversi. Per questa ragione, le proprietà 
fornite da tali protocolli, come ad esempio sicurezza (es: SSL) e gestione delle 
transazioni (es: JMS), non sono totalmente indicati per riflettere tali proprietà ai 
livelli superiori, cioè in tutte le varie fasi in cui un’interazione più o meno complessa 
tra sp e sr può articolarsi: tali proprietà, se richieste, devono essere espresse, 
tramite un opportuno linguaggio XML, nei messaggi stessi.  
 
In sostanza, non esiste un protocollo, che se usato per il trasporto dei messaggi, 
che permetta di classificare un software come WS, piuttosto, qualsiasi protocollo 
può essere utilizzato, a patto che sia in grado di indicare entità in comunicazione 
per mezzo del meccanismo di indirizzamento fornito dagli URI.  
 
Verrà presentato in seguito che allo stato attuale, esiste una sorta standard de-facto 
per la rappresentazione di messaggi e del relativo trasporto, basato essenzialmente 




   
XML Base Technology 
 
Con il termine XML base technology si rimarca in modo esplicito il ruolo ricoperto 
dal linguaggio XML, e dai relativi strumenti di elaborazione (Xpath, Xslt, XML 
Schema ecc.) nel mondo dei WS; il posizionamento come primo layer, al di sopra 
del livello di trasporto dei messaggi, indica che questo strumento è la base 
costitutiva di ogni altro livello sovrastante: qualsiasi informazione, o proprietà, da 
esprimere, dovrà essere codificata in XML, attraverso l’uso di particolari linguaggi 
“applicazioni XML” in modo opportuno. 
 
In questo caso viene sfruttata la funzione di serializzazione, o marshalling, propria 
del linguaggio XML: in breve, la capacità di esprimere informazioni strutturate sotto 
forma di testo Unicode, permette a nodi eterogenei di scambiare informazioni 
indipendentemente dalla codifica in cui siano espresse. E’ possibile vedere questo 
risultato come un risultato del principio “loose coupling”, un nodo produce 
informazioni in una sintassi testuale, tramite un’operazione di “traduzione” dal 
proprio modello di elaborazione a documenti XML (marshall); un nodo consuma 
informazioni espresse in XML, ricostruendole nel proprio modello di elaborazione 
(unmarshall), scegliendo eventualmente un modello di elaborazione differenze dal 
produttore dell’informazione. Questa assenza di vincoli tra produttori e consumatori 
è da considerarsi “totale”, visto che non esiste un unico modello di elaborazione di 
informazioni codificate in XML: un documento XML può essere elaborato con un 
modello ad albero (DOM), con un modello ad eventi (SAX), con una sequenza di 




Nel modello WS, la comunicazione si basa essenzialmente sullo scambio di 
messaggi tra i nodi di una rete eterogenea, sfruttando le proprietà di serializzazione 
proprie del linguaggio XML; in effetti, i messaggi possono essere visti come le 




   
Sebbene qualsiasi documento XML, possa essere considerato un messaggio 
inviabile, possono essere fatte alcune considerazioni sulla struttura dei messaggi: 
insieme alla definizione di una sintassi, è necessario stabilire anche una struttura 
del messaggio, cioè la suddivisione tra intestazione (header) e contenuto (body o 
payload), che viene indicata talvolta come “wire format”. 
 
Realizzare un protocollo per l’interazione tra un servizio e i suoi possibili utilizzatori, 
richiederebbe quindi una fase di progettazione dei messaggi e delle relative 
strutture; per facilitare quest’ultima attività, è possibile utilizzare quello che 
[Prescod] indica come protocol framework, cioè uno strumento apposito in grado di 
fornire una struttura fissa in cui inserire i dati. Questo approccio ha in SOAP uno 





Simple Object Access Protocol rappresenta uno degli strumenti maggiormente 
utilizzati, ma al tempo stesso uno dei più controversi, per rappresentare messaggi 
in XML; in realtà, dietro questo acronimo si indicano tre versioni dello stesso 
protocollo con notevoli differenze l’una dall’altra, al punto che l’ultima versione, 
indicata come 1.2, non riconosce più, dietro tale acronimo, i quattro termini sopra 
citati. La prima versione di SOAP (indicata come 1.0) è stata presentata nel 1998 
ad opera di Microsoft e Userland software, per permettere l’ uso di XML in DCOM: 
si tratta quindi, almeno in questa fase, di un protocollo per l’ invocazione di 
chiamate di procedura remota (RPC) tra oggetti, e non di un protocollo per la 
comunicazione di messaggi tra servizi.  
 
Il meccanismo fornito per rappresentare i messaggi può essere assimilato a quello 
di una busta, (envelope), codificata in XML, composta da un’intestazione (header) 
opzionale, e un contenitore (body), in cui inserire rispettivamente metadati e dati da 
comunicare; ogni busta è da considerarsi atomica, in quanto contiene al suo interno 




   
 
Figura 5 La busta SOAP 
 
Per definizione, una comunicazione tra nodi SOAP è costituita dalla trasmissione di 
una busta da un nodo mittente ad un nodo destinatario; quest’ultimo viene indicato 
anche come “ultimate receiver”, per distinguerlo dagli intermediari (SOAP), cioè da 
altri nodi in grado di processare parti del messaggio allo scopo di fornire funzionalità 
aggiuntive: più esattamente un generico intermediario è qualsiasi nodo SOAP che, 
ricevuto un messaggio, lo inoltri, eventualmente riscrivendone parti dell’header, ma 
lasciando inalterato il contenuto del body; quest’ultimo è destinato ad essere 
elaborato esclusivamente dall’ultimate receiver. 
 
La presenza di intermediari è quindi da considerarsi una situazione ordinaria, che 
rafforza ulteriormente il concetto di “loose coupling” precedentemente descritto, 
ogni nodo può essere in esecuzione in una piattaforma diversa, gli strumenti per 
leggere – scrivere i messaggi potrebbero non essere gli stessi, ecc. Da notare che, 
le funzionalità aggiuntive fornite dagli intermediari non vengono definite nel 
protocollo SOAP, lasciando così spazio ad estensioni. 
 
Per presentare il funzionamento del meccanismo messo a disposizione dalla busta 
SOAP, è necessario affrontare un aspetto ad esso strettamente correlato, che 
rappresentata una fonte di accese discussioni, oltre che ad essere l’elemento di 
maggior cambiamento tra una versione del protocollo e l’altra: il cosiddetto 
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“binding”. La versione 1.2 chiarisce in modo finalmente rigoroso, questo aspetto, 
che nelle versioni precedenti non risultava propriamente “web-oriented”. I 
meccanismi forniti dalla busta sono definiti in astratto per mezzo di XML Infoset, 
cioè in base al contenuto informativo (data item) di un documento, questo tipo di 
definizione può essere considerata puramente astratta; per renderla concreta è 
necessario introdurre un legame con un protocollo in grado di trasportare i 
messaggi, definendo cioè il cosiddetto “wire format”. Questo meccanismo è alla 
base della funzione di serializzazione, cioè della rappresentazione di una certa 
informazione strutturata (in questo caso buste SOAP), il cui contenuto informativo 
può essere ricostruito da ogni nodo nel proprio ambiente. Nelle versioni 1.0 e 1.1, l’ 
unico binding contemplato era quello con il protocollo http, ma con una metodologia 
abbastanza discutibile: inviare una messaggio SOAP equivaleva a trasmetterlo 
tramite una operazione POST, come nell’esempio seguente 
 
POST /StockQuote HTTP/1.1 
Host: www.stockquoteserver.com 





  XMLns:SOAP-ENV="http://schemas.XMLsoap.org/soap/envelope/" 
  SOAP-
ENV:encodingStyle="http://schemas.XMLsoap.org/soap/encoding/"> 
   <SOAP-ENV:Body> 
       <m:BuyStock XMLns:m=http://www.trading.com/Nasdaq> 




       </m:BuyStock> 












In questo modo però, non viene rispetta la semantica del protocollo http, ed in 
particolare, la differenza sostanziale tra le operazioni GET e POST: per 
definizione[RFC 2616], indichiamo come “sicura” un’ operazione che non genera 
cambiamenti nello stato di una risorsa, come “idempotente” una che se ripetuta, 
non provoca cambiamenti nello stato di una risorsa. L’ operazione POST non è 
sicura, né idempotente: infatti è possibile pensarla informalmente, come un 
passaggio di informazioni generate dal mittente e ricevute dal destinatario, ma 
senza la creazione di una risorsa, cioè di un URI, per riferirla. Per un esempio 
pratico delle conseguenze di questo approccio, consideriamo l’ esempio sopra 
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riportato: il messaggio è diretto ad un endpoint che si incarica di ricevere gli ordini di 
acquisto di azioni, ad ogni ordine sottomesso, non viene fornito un URI, ma 
piuttosto potrebbe essere restituita una risposta simile a questa: 
 HTTP/1.1 200 OK 






  <Soap:Body XMLns:m="http://www.trading.com/Nasdaq> 
    <m:BuyStockResponse> 
 <m:OrderCode>123</m:OrderCode> 
 <m:Status>Received</m:Status>       
  </m:BuyStockResponse> 









Come si può intuire, non poter assegnare un identificatore univoco globale ad un’ 
istanza del servizio, non permette di seguirne l’ evoluzione del contenuto 
informativo in modo agevole; per conoscere lo stato della negoziazione, un cliente 
sarebbe costretto ad invocare una nuova POST con argomento un metodo ad-hoc 
(es: getOrderStatus), passando un identificatore specifico (OrderCode). Più in 
generale, finché l’ unica operazione del protocollo http invocabile è una POST, chi 
realizza un servizio è costretto a realizzare anche un meccanismo di indirizzamento 
“privato”, con il quale indicare le risorse. 
 
La rigidità di questo meccanismo, basato su una sola operazione di un unico 
protocollo, è stata corretta nella versione 1.2, che introduce il concetto di binding 
framework, in sostanza, invece che prescrivere l’ uso di un protocollo specifico, si 
introducono una serie di vincoli che un protocollo di trasporto deve rispettare per 
trasportare messaggi SOAP; nel documento che definisce tale meccanismo, viene 
presentato ad esempio come veicolare le buste tramite il protocollo SMTP; per 
questa ragione talvolta si indica SOAP 1.2 come “SOAP over everything”. 
 
L’ introduzione del meccanismo del binding framework introduce delle novità 
importanti anche per il protocollo http: per sanare l’ ambiguità sopra descritta, viene 
introdotta la cosiddetta “web feature”, che permette ad un’ applicazione di utilizzare 




   
Per feature si intende più in generale, una funzionalità messa a disposizione di un 
applicazione SOAP per mezzo di un protocollo, univocamente individuata da un 
URI; nella definizione di un binding è quindi necessario indicare quali sono le 
feature offerte da quel particolare bindind. Ad esempio, l’ uso del protocollo http, 
permette di ottenere agevolmente una funzionalità di request response, perché già 
presente nel suo funzionamento, allo stesso modo, tramite il binding framework, è 
possibile immaginare l’ uso di protocolli di trasporto “specializzati”, come ad 
esempio quelli basati su code di messaggi (es: Jms, Mqseries). 
 
In questo caso però è necessario osservare che queste feature potrebbero non 
essere disponibili durante l’ intero percorso tra nodo mittente ed ultimate receiver: 
un intermediario potrebbe ritrasmettere un messaggio attraverso un protocollo di 
trasporto differente da quello originario, non dotato delle stesse proprietà; per 
questa ragione, qualora la funzionalità debba essere associata in modo “non 
volatile” alla comunicazione, ma piuttosto debba essere garantita “end to end”, la 
feature deve essere rappresentata nei messaggi SOAP stessi, ed in particolare può 
essere considerata una forma di metadati, da inserire nell’ header di una busta. Per 
evitare confusioni sintattiche, questa istanza del meccanismo feature viene indicata 
come SOAP module. 
 
Da notare che, questo elemento può essere considerato come un’ ulteriore aspetto 
del principio “loose coupling”, infatti ogni nodo riceve ed invia messaggi in base agli 
strumenti disponibili nel proprio ambiente, ma riuscendo a non intaccare l’ 
interoperabilità e le proprietà della comunicazione tra gli altri nodi.   
 
E’ stato accennato al fatto che ogni busta debba essere considerata atomica, 
perché contenente al proprio interno ogni informazione necessaria ad una corretta 
elaborazione, in altre parole una comunicazione SOAP è “stateless”; i meccanismi 
forniti dal body sono infatti in grado di rappresentare qualsiasi tipo di informazione, 
attraverso il meccanismo di tipi fornito da XML Schema. 
 
E’ possibile classificare un’ interazione tra nodi SOAP in due categorie: da un lato 
quelle basate su scambio di un documento XML (document oriented), in cui il 
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contenuto del body è un documento XML; dall’ altro quello basate su invocazione di 
una procedura remota (rpc oriented), in cui nel body vengono rappresentati in XML 
tutte le informazioni necessarie (nome, parametri, ecc.) per invocare una funzione 
remota.  
 
SOAP non è un protocollo, ma piuttosto un protocol framework: cioè uno strumento 
per realizzare altri protocolli; per questo il termine stateless non sempre risulta 
appropriato: in particolare, una comunicazione tra due nodi è in genere più 
elaborata di request-response; in genere, specialmente nei casi di comunicazioni di 
natura commerciale, più che di comunicazione, sarebbe più opportuno parlare di 
conversazione: dove questo termine, anche senza una definizione precisa, può 
indicare una comunicazione più elaborata, destinata a durare nel tempo, con 
proprietà di atomicità, o più in generale, che abbia alcuni aspetti del principio ACID 
(Atomic, Consistent, Isolated, Durable), tipico delle basi di dati. Questi argomenti 




La descrizione è l’ attività che ha come obiettivo quello di produrre le informazioni 
necessarie ad informare un possibile utilizzatore sul funzionamento e sulle 
caratteristiche di un servizio. In realtà, descrivere un servizio può essere 
schematizzato come un processo composto da più livelli, che spaziano dalla 
semplice indicazione del formato dei dati, all’ espressione di complesse relazioni 




   
 
Figura 6 Description stack 
Il primo livello di questo stack ha come obiettivo quello di descrivere l’ intercaccia da 
cui ricavare le informazioni necessarie per utilizzare un servizio; il linguaggio, 
codificato in XML, maggiormente utilizzato per questa attività è WSDL (Web 
Services Description Language). Nato da una proposta di IBM e Microsoft e 
successivamente emanato come “Reccomendation” dal consorzio W3C, è stato 
accettato dagli altri produttori con poche variazioni rispetto alla versione originaria, 
si tratta quindi, come nel caso di SOAP, di uno standard de-facto. 
 
WSDL decompone l’ interfaccia del servizio in due componenti logiche distinte: un’ 
interfaccia astratta (Service Interface Definition) che descrive il tipo di servizio 
offerto, (paragonabile alla definizione di una classe in un linguaggio di 
programmazione ad oggetti) e un’ implementazione concreta di tale interfaccia 
(Service Implementation Defintion), come illustrato nella seguente figura: 
 
Figura 7 Elementi del linguaggio WSDL 




   
 wsdl:portType: definisce le operazioni offerte dal servizio 
wsdl:message: definisce (i tipi semplici) XML utilizzati nei messaggi 
scambiato con il servizio 
wsdl:types: definisce i tipi XML complessi (secondo la definizione data da 
XML Schema) utilizzati nei messaggi scambiati con il servizio 
wsdl:binding: descrive il  legame tra i messaggi e il livello di trasporto (il 
cosiddetto wire format) 
 
La definizione concreta di un’ implementazione dell’ interfaccia astratta è descritta 
per mezzo di due elementi: 
 
 wsdl:service: una collezione di elementi port che rappresentano un service 
wsdl:port: un elemento che rappresenta il legame tra un Uri e un elemento 
binding della service interface definition 
 
Questo approccio è alquanto singolare, nello stesso documento vengono inseriti sia 
aspetti di progettazione, sia aspetti realizzativi, in questo modo la definizione 






































 <?XML version="1.0" ?>  








  <part name="trackingNumber" type="xsd:string" />  
  </message>
- <message name="statusResponse">




-   <operation name="getStatus">
       <input message="tns:statusRequest" />  
       <output message="tns:statusResponse" />  
    </operation>
  </portType>
 
- <binding name="FedExTrackerBinding" type="tns:FedExTrackerPortType">
    <Soap:binding style="rpc" transport="http://schemas.XMLSoap.org/Soap/http" />  
       <operation name="getStatus">
           <Soap:operation SoapAction="urn:xmethodsFedEx#getStatus" />  
           - <input>
  <Soap:body use="encoded" namespace="urn:xmethodsFedEx"            
encodingStyle="http://schemas.XMLSoap.org/Soap/encoding/" />  
             </input>
            <output>
  <Soap:body use="encoded" namespace="urn:xmethodsFedEx" 






<documentation>Provides access to a variety of FedEx delivery status 
information</documentation>  
    - <port name="FedExTrackerPort" binding="tns:FedExTrackerBinding">
          <Soap:address location="http://services.xmethods.net:80/perl/Soaplite.cgi" /> 
       </port>
  </service>
 </definitions>ell’ esempio precedente è riportato un documento WSDL che descrive un servizio: 
 descrizione prodotta è puramente sintattica, d’ altronde lo scopo principale di 
SDL è quello di fornire le informazioni di base per la comunicazione (formato dei 
essaggi, protocolli di accesso, ecc.), altri scopi più complessi sono da considerarsi 
on ottenibili con questo linguaggio. In particolare, un generico utilizzatore deve 
noscerne la semantica in qualche altro modo, perché in tale documento non né 
overà traccia.  
ra i vari costrutti sintattici che descrivono un’ operazione, una particolare 
ttenzione merita l’ attributo pattern dell’ elemento wsdl:operation; è stato 
ccennato che la comunicazione può essere modellata in varie forme per mezzo di 
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Message Exchange Pattern (MEP). L’ attributo sopra citato permette di assegnare 
una valore, tra un’ insieme prestabilito, per indicare la forma di interazione con il 
servizio, come indicato nella tabella seguente: 
 
Valore dell’ attributo Forma di comunicazione 
http://www.w3.org/2003/06/wsdl/in-only 
Operazione di solo input, per ricevere la 
notifica di un’ evento 
http://www.w3.org/2003/06/wsdl/in-out 
Operazione che riceve un messaggio in 
input e produce un messaggio in output 
http://www.w3.org/2003/06/wsdl/request-response 
Operazione che riceve un messaggio in 
input e produce un messaggio in output in 
qualche modo correlato  
http://www.w3.org/2003/06/wsdl/in-multi-out 
Operazione che riceve un messaggio e 
produce n messaggi di risposta 
http://www.w3.org/2003/06/wsdl/out-only Operazione di notifica di un’ evento 
http://www.w3.org/2003/06/wsdl/out-in 
Operazione che invia un messaggio e 
riceve un messaggio in input 
http://www.w3.org/2003/06/wsdl/out-multi-in 
Operazione che invia un messaggio e 
riceve n messaggi di risposta 
http://www.w3.org/2003/06/wsdl/muticast-solicit-
response 
Operazione che invia un messaggio, riceve 
una risposta, a fronte della quale invia un’ 
altro messaggio 
 
Composizione ed orchestrazione 
 
Nella descrizione del modello SOA, è stata accennato che un nodo potrebbe offrire 
un servizio formato dal raggruppamento delle funzionalità offerte da altri nodi della 
rete; in base a quanto esposto sino ad ora, appare però difficile ottenere questo 
risultato con  il solo utilizzo di SOAP – WSDL, perché le informazioni fornite da 
questi due strumenti sono essenzialmente state-less: descrivono un servizio tramite 
operazioni atomiche nel suo complesso, ma non riescono a rappresentarne lo stato 
di un’ istanza, cioè un’ invocazione del servizio. La necessità di rappresentare lo 
stato di una comunicazione, è particolarmente importante nella modellazione di 
interazioni tra business partners, in cui molto spesso più che di comunicazione, si 
parla di conversazione, cioè di uno scambio di messaggi in un certo arco temporale, 
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dotato di alcuni degli aspetti indicati come ACID (Atomic, Consistent, Isolated, 
Durable). In questo contesto, quando si parla di integrazione, si sottintende in 
genere la presenza di una forma di integrazione tra processi (business process 
integration model); dove per processo si indica un’ entità in grado di scambiare un’ 
insieme prestabilito di messaggi con altri, secondo una coreografia, cioè un’ 
insieme di vincoli, regole, dipendenze, ecc., che indichino come correlare messaggi 
per ottenere una sequenza “significativa”.  
 
E’ quindi giustificato l’ introduzione di un ulteriore livello, che fornisca uno strumento 
in grado di “tenere traccia” dello stato della conversazione, ma anche di descrivere 
il comportamento di un processo, a fronte della ricezione di un messaggio. Appare  
evidente che il linguaggio per esprimere tali informazioni debba essere basato su 
sintassi XML ed essere in grado di: 
 
Definire una sequenza 
Stabilire l’ ordine in cui i messaggi possano essere inviati o ricevuti 
Delimitare l’ inizio e la fine della sequenza 
Esprimere regole, vincoli (temporali, funzionali), dipendenze, relazioni tra 
messaggi della sequenza 
Fornire una visione globale del funzionamento del service in base al solo 
flusso di messaggi accettabili 
  
Per realizzare queste obiettivi, la proposte al momento più interessante è 
BPEL4WS (Business Process Execution Language for Web Services); più in 
generale, al momento, non è chiaro quale sarà l’ impatto nel mondo WS di questo 
tipo di strumenti, a causa di una serie di fattori: da un lato infatti, questi strumenti 
non rientrano nello scenario “basic”, dall’ altro richiedono una visione completa dei 
processi da integrare, intesi sia come attività sia come software, e relativi modelli di 
integrazione. 
Il punto di partenza per esprimere i componenti di una coreografia è dato dall‘ 
interfaccia del servizio, da questo documento è possibile ricavare non soltanto il 
nome ed il formato delle operazioni, ma anche lo stile della comunicazione, 
attraverso il già citato attributo pattern dell’ elemento wsdl:operation.  
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In BPEL4WS un’ istanza del linguaggio è un documento XML valido, destinato ad 
essere “eseguito” da un apposito engine nell’ ambiente di uno dei nodi che 
partecipano alla composizione; l’ engine coordina le attività tra i processi attraverso 
la ricezione e l’ invio di messaggi, compensando eventuali errori o eccezioni 
verificatesi; questa sorta di programma, altra non è che la rappresentazione sotto 
forma di documento BPEL di un’ istanza di un  processo.  
  
Ogni processo BPEL è a sua volta un servizio, dotato di propria interfaccia WSDL, 
le cui operazioni rappresentano l’ inizio e la fine del processo.  I processi sono 
suddivisibili in: 
 
Astratti: specificano il protocollo dell’ interazione, inteso come sequenza di 
messaggi, senza definire la struttura di questi ultimi (la cosiddetta 
coreografia) 
 
Eseguibili: specificano come un partecipante si comporti durante un un’ 
interazione  del protocollo (la cosidetta orchestrazione) 
 
Le attività possono invece essere classificate come: 
 
 Basic: come un componente interagisca con un processo esterno 
 




Gli argomenti sino ad ora affrontati sono un riassunto delle attività del consorzio 
w3c etichettate come “Web Services Activity”, assistendo però alle presentazioni di 
vari produttori di software riguardo l’ argomento, si ha la sensazione che dietro 
questa sigla si celino solo tre tecnologie: HTTP, SOAP, WSDL, la cui relazione è 





   
 
Figura 8 Le tre tecnologie di base 
 
Questi tre strumenti sono certamente i più utilizzati, ma il loro utilizzo congiunto 
merita alcune considerazioni critiche. 
 
[Prescod] riporta una discussione a margine della prima conferenza XML & Web 
Services, organizzata dall’ editore O’ Reilly, in cui un partecipante chiede quale 
siano i punti di contatto tra Web Services e Web. La risposta del panel di esperti è 
alquanto singolare: niente. Esiste quindi una scuola di pensiero che ritiene i WS 
siano una cosa completamente differente dal Web, in virtù di un approccio più 
orientato ad un modello di rete “chiuso”: i WS sono in sostanza una sorta di 
middleware, che sfruttando delle proprietà del linguaggio XML, riescono a far 
colloquiare due applicazioni scritte in linguaggi differenti. Questa visione è alquanto 
criticabile, se da un lato è vero che i WS sono una cosa diversa dal web “classico”, 
perché l’ informazione è destinata ad essere consumata da un software, dall’ altro 
appare limitato considerare un contesto di integrazione “chiuso” come l’ unico  
campo di applicazione. Per inciso, l’ uso del termine Web nella sigla WS 
apparirebbe più una contraddizione che un tratto distintivo, in questo caso sarebbe 
forse meglio utilizzare il termine SOAP services.  
 
Lo stesso [Prescod] cita, senza specificare esattamente l’ occasione, una risposta 
alternativa sulle relazioni tra WS e Web, secondo Noah Mendelson (ricercatore 
IBM), i WS sono un’ evoluzione del web, in quanto ne utilizzano, o dovrebbero 
utilizzarne, regole principi e strumenti, per cui rappresentano una tappa nell’ 
introduzione di uno “shared information space”. 
Piuttosto che fornire una previsione di quale delle due visioni abbia maggiori 
possibilità di imporsi, è forse più interessante presentare alcuni argomenti di 
riflessione sull’ uso delle tre tecnologie illustrate ad inizio pagina. Innanzi tutto per 
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realizzare un WS esse non sono necessarie: è possibile ottenere un WS conforme 
alle definizioni di [Wsa] utilizzando altri strumenti.  
 
L’ attenzione deve essere focalizzata sull’ interoperabilità del servizio sviluppato, 
una soluzione diversa dalla canonica, ha scarse possibilità di poter essere utilizzata 
da un generico requestor, se non tramite un “coupling” più invasivo. In realtà, l’ 
interoperabilità non può essere garantita neanche nel caso di utilizzo della 
soluzione tradizionale, come testimoniano gli sforzi per testarne l’ effettivo grado, da 
parte di un gruppo di produttori riuniti sotto la sigla di Web Services Interoperability 
Group (WS-I).  
 
L’ uso del protocollo HTTP come protocollo di trasporto è una rottura rispetto al 
consolidato modello IETF: secondo lo stack TCP-IP, HTTP è un  protocollo di livello 
application,  non transport; utilizzarlo come nelle versioni di SOAP precedenti la 1.2  
significa in un certo senso non considerarne la semantica delle relative operazioni.  
Una conseguenza di questo approccio, è la necessità di inventare un meccanismo  
di indirizzamento privato per seguire le istanze di un servizio: in altre parole, non 
esiste un’ operazione unica “universale”, per conoscere lo stato di un servizio.  
 
Questo punto è centrale per introdurre la mancanza, forse la più evidente di SOAP, 
le operazioni, cioè gli elementi costituitivi di un servizio, l’ unità atomica dei processi 
interni che vengono esposti, non è dotata di uno specifico URI. In sostanza il web in 
questa visione un canale è esclusivamente un canale di comunicazione, chi ha 
intenzione di comunicare non utilizza altro che un’ operazione di trasferimento di 
una struttura dati; per questo si può  dire che, secondo tale visione, l’ informazione 
nel modello WS è diretta ad essere elaborata fuori dal web, violando la visione di 
“shared information space”.  
 
Più in generale, l’utilità di SOAP può essere discussa: secondo [Prescod], 
trattandosi di un protocol framework, vale a dire di uno strumento che per creare 
altri protocolli, il vantaggio che apporta è marginale: infatti, secondo la legge di 
Metcalfe, il valore di una rete (intesa come insieme di nodi che si scambiano 
informazioni) è pari al quadrato della sua dimensione (cioè del numero dei 
 
37
   
partecipanti); utilizzando SOAP, il valore prodotto è pari al quadrato del numero di 
utilizzatori, che si accordano con il fornitore del servizio su quale sia la semantica di 
un’operazione.  
 
Per chiarire cosa questo comporti effettivamente può essere utile considerare il 
classico esempio informale del servizio di quotazione delle azioni: due intermediari 
finanziari potrebbero sviluppare ognuno il proprio WS per permettere l’accesso ai 
prezzi correnti dei titoli, niente però impedirebbe che la “stessa” operazione sia 
chiamata in modo diverso, ad esempio l’operazione che permette di conoscere la 
quotazione attuale di un titolo potrebbe essere chiamata in un caso getStockPrice, 
nell’altro getStockQuote. Un utilizzatore, sarebbe costretto a scoprire il nome 
dell’operazione, e i relativi parametri, ogni volta che intende cambiare il fornitore del 
servizio; il valore dell’approccio protocol framework è quindi limitato. Questo 
comportamento è totalmente differente dal funzionamento del Web, nel quale è 
possibile interagire con qualsiasi tipo di oggetto conoscendo esclusivamente la 
locazione (l’URI) ed applicando ad essa un insieme limitato di operazione standard 
(es: Get Post http). 
 
[Baker] mostra come strumenti largamente utilizzati seguano quest’ultimo modello, 
identificandolo con l’acronimo di CRUD (Create Read Update Delete), portando due 
esempi concreti di applicazione di questo principio su larga scala: i database e i 
filesystem. In entrambi le operazioni invocabili sono sostanzialmente molto limitate, 
ma attraverso un meccanismo di indirizzamento universale, sono in grado di offrire 
funzionalità elaborate: ad esempio nel caso dei filesystems, ogni file, 
indipendentemente dal tipo del suo contenuto, può essere manipolato elusivamente 
tramite il proprio identificatore. 
 
Ciclo di vita  
 
Nei paragrafi precedenti è stato accennato alla mancanza di vincoli su come 
realizzare un servizio nella piattaforma di un nodo, è stato anche menzionato che, 
qualsiasi software può diventare un web service tramite la “sovrapposizione” di 
un’interfaccia espressa in XML. E’ possibile schematizzare il ciclo di vita (software 
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lifecycle) di un software che implementi un Ws tramite quattro fasi “build, deploy, 
run, manage”, non legate direttamente al flusso di esecuzione (“publish - find – 
bind”).  
Queste quattro operazioni possono consistere in: 
 
Creazione di un nuovo servizio, e della relativa interfaccia, mediante gli 
strumenti (linguaggi di programmazione, librerie ecc.) presenti nell’ ambiente 
del sp 
 
Trasformazione di un software esistente in un servizio mediante la creazione 
di un’ interfaccia  
 
Composizione di altri servizi tramite orchestrazione dei flussi di messaggi 
originati dal loro utilizzo 
 
Fatta questa premessa è possibile indicare quali attività compongono le fasi in cui 
suddividere lo sviluppo: 
 
Nel caso di un service provider: 
 
Build: si raggruppano in questa fase tutte le attività necessarie allo sviluppo, 
dalla creazione dei programmi che implementino effettivamente la logica del 
servizio (business logic), sino alla creazione, talvolta automatizzata dell’ 
interfaccia. 
 
Deploy: si raggruppano in questa fase tutte le attività necessarie alla 
pubblicazione dell’ interfaccia del servizio e dell’ integrazione con il sistema 
che lo ospita. 
 
Run: si raggruppano in questa fase le interazioni con gli utilizzatori. 
 
Manage: si raggruppano in questa fase tutte le attività necessarie per la 
gestione, l’ auditing e la manutenzione del servizio. 
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Nel caso di un service requestor: 
 
Build: l’ insieme delle operazioni che permettono di localizzazione un 
servizio, scoprendo l’ URI da cui ottenerne l’ interfaccia, creazione del 
software per consentire il binding. 
 
Deploy: l’ insieme delle attività per eseguire il software sviluppato al punto 
precedente, valorizzandone i parametri. 
 
Run: l’ invocazione vera e propria, con relativo eventuale tempo di attesa, di 
un servizio. 
 
Manage: le attività necessarie per gestire, mantenere, controllare i risultati 
ottenuti e la comunicazione con il servizio. 
 
In [Wsdc] si analizzano con particolare le operazioni che compongono ognuna delle 
quattro fasi sopra indicate, individuando quattro categorie di sviluppo per la fase di 
build: 
 
Green field: con questo termine si descrive il ciclo di sviluppo di un servizio 
nel caso in cui non esista né il software né l’ interfaccia. Il primo elemento 
che viene creato in questo caso è l’ applicazione software vera e propria che 
implementa la logica del servizio nella piattaforma del sp; successivamente, 
generalmente in modo meccanico con l’ ausilio di appositi tool, viene 
generata l’ interfaccia del servizio, intesa come file WSDL relativo al servizio 
appena sviluppato.  
 
Top down: questa categoria contiene le operazioni necessarie per sviluppare 
un servizio seguendo le indicazioni fornite da un’ interfaccia già definita, si 
tratta in genere di servizi che nascono per implementare uno standard nato 
dall’ accordo tra produttori dello stesso settore. Un esempio di questo tipo è 
dato da XML Key Management System (XKMS), oggetto di un apposito 
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paragrafo, un’ interfaccia che fornisce una visione uniforme dei servizi offribili 
da una infrastruttura PKI. In questo caso, lo sviluppo del codice dell’ 
applicazione che implementa la logica del servizio è preceduta dalla scoperta 
e dalla localizzazione dell’ interfaccia prescelta, da cui vengono ricavate 
alcune informazioni di base, come ad esempio il formato dei dati ed i 
protocolli di rete utilizzati. 
 
Bottom-up: questo modello di sviluppo è utilizzato nel caso in cui esista già 
un’ applicazione potenzialmente in grado di offrire un servizio, in questo caso 
è sufficiente generare l’ interfaccia che descrive il servizio, eventualmente 
con l’ ausilio di un tool automatico, che si basi sull’ organizzazione dell’ 
applicazione esistente. Un esempio di questo tipo può essere dato da un’ 
applicazione web già esistente, (una servlet, uno script cgi, ecc.) da 
trasformare in un XML WS, secondo quanto indicato in [Wsa]. 
 
Meet in the middle: questo modello rappresenta un compromesso, poiché si 
presuppone che, sia l’ interfaccia, sia il servizio, siano già stati creati. Si tratta 
quindi di eseguire un processo di adattamento tra questi due elementi. 
 
Allo stesso modo, [Wsdc] individua per il service requstor due metodi per integrarsi 
con un servizio:  
 
Static binding: nel caso in cui il servizio sia già stato selezionato prima dell’ 
esecuzione dell’ applicazione per conto della quale il sp agisce 
 
Dynamic binding: nel caso in cui il servizio venga scelto a tempo di 
esecuzione in base alle caratteristiche espresse nella sua interfaccia  
 
Il modello dynamic binding è certamente quello più interessante, poter essere in 
grado di sfruttare direttamente la definizione del servizio, per accedere ad esso 
durante il ciclo di esecuzione del service requestor, è un modo per non vincolare lo 




   
Pubblicazione  
 
La descrizione WSDL di un servizio può essere ottenuta in modo automatico, per 
mezzo di opportuni strumenti dalla struttura del software che implementa il servizio; 
il passo successivo che un service provider deve compiere per notificare l’ 
esistenza di questo servizio prende il nome di pubblicazione. E’ possibile ricondurre 
i metodi di pubblicazione a due strategie generali: 
 
Pubblicazione diretta: il service requestor richiede direttamente al service 
provider la descrizione del servizio offerto da quest’ ultimo, in questo caso i 
due nodi si conoscono già, poiché il sr è a conoscenza dell’ indirizzo (l’ URI) 
da dereferenziare per ottenere l’ informazione richiesta.  
 
Utilizzo di un service broker: in questo caso un particolare nodo, indicato 
talvolta come discovery agent, offre un servizio di archiviazione delle 
descrizioni dei servizi offerti da altri nodi della rete. Lo strumento più utilizzato 
per questa attività è Universal Description Discovery and Integration (UDDI), 
brevemente trattato in una paragrafo successivo. 
 
Scoperta di un servizio 
 
Scoprire un servizio significa acquisire la descrizione di un servizio, o l’ URI a cui 
richiederne una rappresentazione, mediante una serie di operazioni che 
implementino l’ operazione find del modello SOA. In base alla fase del ciclo di 
sviluppo dell’ applicazione per conto della quale un sr agisce, è possibile 
distinguere due classi di scoperta di un servizio: 
 
Scoperte a tempo di progettazione: l’ interfaccia del servizio è conosciuta 
prima che avvenga l’ integrazione tra i due nodi, a seguito di un’ operazione 
di ricerca basata sul tipo dell’ interfaccia 
 
Scoperte a tempo di esecuzione: i risultati della ricerca sono basati sulle 
caratteristiche espresse nell’ interfaccia stessa  
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L’ approccio a tempo di esecuzione è quello più orientato al modello SOA, ma a 
causa delle limitazioni espressive delle descrizione basate su WSDL il suo utilizzo 
su larga scala è ritenersi piuttosto improbabile. Oltre che di un livello di espressività 
maggiore, un meccanismo di questo tipo ha necessità, forse ancor più pressati, di 




Universal Description Discovery and Integration è lo standard di riferimento, giunto 
alla terza versione, seppur con alterne fortune, per quanto riguarda pubblicazione e 
scoperta di descrizione di servizi; esso può essere pensato come un’ evoluzione del 
tradizionale meccanismo di directory, ma con associata anche una struttura dati per 
memorizzare le descrizioni di servizi.  
 
Fintanto che il numero dei servizi da integrare è limitato, cioè finché il numero di 
partners con cui integrarsi è limitato, gestire la pubblicazione e la scoperta possono 
essere svolte manualmente, caso per caso: per ogni partner, si individuano i servizi 
utilizzati, si selezionano le operazioni adoperate ecc.  
Nel momento in cui il numero dei partner superi un certo limite, o nel caso in cui il 
loro numero non sia stimabile a priori, come nei cosiddetti marketplace, è 
necessario adoperare uno strumento in grado di fornire un accesso automatizzato 
alle informazioni necessarie, riuscendo a far scoprire tutti, e soli, i servizi 
“interessanti”. 
 
Per adoperare un’analogia, è possibile immaginare il funzionamento di un registro 
UDDI come simile al meccanismo di funzionamento del DNS: una certa 
informazione è contenuta in un registro, che può essere distribuito tra vari nodi, in 




   
Pagine bianche: informazioni di base sul service provider (informazioni di 
contatto, email, indirizzo, ecc.), per permettere di scoprire un servizio tramite 
identificatori del mondo reale. 
 
Pagine gialle: informazioni che descrivono il servizio in base alla categoria di 
appartenenza, per permettere la scoperta di servizi tramite tassonomie. 
 
Pagine verdi: informazioni tecniche su come accedere e come utilizzare il 
servizio  
 
Da un punto di vista tecnico, è possibile schematizzare il funzionamento del registro 
tramite la seguente figura:  
 
Figura 9 Architettura di un nodo UDDI 
 
Un insieme di nodi, indicato come operator nodes, ospita una copia del contenuto 
del registro, questi dati sono sincronizzati periodicamente per mezzo di un apposito 
meccanismo di replicazione. 
 




   
 
Figura 10 Elementi di UDDI 
 
Un elemento businessEntity contiene informazioni di base per individuare nella “vita 
reale” l’entità che offre il servizio, come ad esempio nome, indirizzo, ecc. ; ogni 
businessEntity può pubblicare (offrire) più businessService, le informazioni per 
accedere ad essi sono contenute in bindingTemplate, in cui sono memorizzate tutte 
le informazioni necessario per raggiungere il servizio (URI, protocollo di trasporto, 
ecc.) 
 
E’ possibile individuare tre categorie di registri UDDI 
 
Internal registry: utilizzati all’interno di un’organizzazione per integrare 
applicazioni interne, sp e sr appartengono quindi allo stesso dominio 
amministrativo ed adottano quindi un meccanismo di trust management 
statico. 
 
Portal registry: utilizzati per segnalare la disponibilità di un servizio nei 
confronti di partners esterni, di cui si accetta, a fronte di eventuali accordi 
“out of band” il relativo dominio di trust. 
 
Marketplace registry: utlizzati per offrire servizi verso utenti esterni in genere, 
non appartenenti ad un dominio “fidato” e di cui probabilmente non esiste 




   
Questa definizione, forse un po’ troppo legata a concetti di marketing, nasconde 
delle considerazioni non banali sulla realizzazione di un servizio realmente aperto: 
in particolare, il ruolo del service broker, e il relativo posizionamento in rete, è un 
fattore critico. In una prima fase di adozione del modello WS è più probabile 
immaginare che questo ruolo sia svolto da un nodo all’interno della rete aziendale, 
non raggiungibile dall’esterno. Successivamente, con l’introduzione di strumenti di 
sicurezza appropriati (meccanismi di controllo degli accessi, autenticazione, 
autorizzazione, ecc.) è ipotizzabile un progressivo spostamento verso un nodo 
esterno, creando così un servizio usufruibile anche dall’esterno, magari a fronte di 
un prezzo; in questo caso, particolarmente importanti diventeranno gli aspetti di 
controllo degli accessi e di gestione dei livelli di trust, che dovranno garantire la 
disponibilità soltanto della parte di informazione effettivamente acquistata. Solo 
dopo l’adozione su larga scala di strumenti di questo tipo, sarà probabilmente 
possibile realizzare un cosiddetto “mercato dei servizi”, in cui un generico 
utilizzatore sarà in grado di ricercare e scegliere il servizio più “efficiente”, in modo 
da poter realizzare un software “finito” tramite composizione di servizi. Da notare 
che le informazioni appena citate devono essere rappresentate nei messaggi 
stessi. 
La ricerca del servizio “più efficiente” è, o dovrebbe essere, un’operazione 
sostanzialmente diversa da come si effettuano ricerche nel web oggi: le tecniche 
statistiche (numero di occorrenze di una parola, line presenti in una pagina ecc.) 
sino ad ora utilizzate, dovrebbero essere sostituite, o  affiancate, da tecniche, 
basate su alcuni metadati associati alla risorsa, in grado quindi di descriverne la 
natura. 
 
Sicurezza e Trust  
 
In [BS 7799] il termine gestione della sicurezza è indicato come gestione dei livelli 
di autenticazione, integrità e disponibilità dell’informazione stabiliti in una politica di 
sicurezza; applicare questa definizione al mondo dei WS significa essere in grado di 
esprimere sia tali proprietà, sia i meccanismi sia li implementino in una forma 




   
La visione del modello SOA, secondo la quale un software può essere formato dalla 
composizione di funzioni offerte dai nodi di una rete, ha delle conseguenze non 
banali sulle problematiche da affrontare durante l’intero ciclo “publish - find –bind”; 
ognuno dei tre attori del modello deve avere disponibili, ed essere in grado di 
elaborare, informazioni di sicurezza che siano collegate in modo univoco e 
permanente ai messaggi.  
 Security 




Service Requestor Service Provider Service Broker 
 
L’intero ciclo d’integrazione tra due nodi deve essere coperto da un contesto di 
sicurezza (security context) completo, che sia in grado di realizzare un modello di 
sicurezza end-to-end, si tratta in sostanza di utilizzare strumenti di sicurezza dati.   
 
Tale modello è sostanzialmente differente da quello sino ad ora utilizzato nel web, 
in cui un contesto di sicurezza è formato dall’utilizzo, più o meno esclusivo, di 
proprietà dei canali di comunicazione: due nodi interessati a comunicare in maniera 
“sicura”, cioè a dotare i dati di proprietà di autenticazione, integrità ed 
eventualmente non ripudio, stabiliscono, mediante protocolli crittografici, un canale 
cifrato in cui far transitare i messaggi da trasmettere. Questo approccio, illustrato 






Context   
 
 
 Client Server Broker 
 
Le proprietà fornite dal canale sono però associate ai dati in forma “volatile”, cioè si 
perdono alla chiusura del canale, per definire un contesto di sicurezza necessario 
inoltre che i nodi si fidino l’uno dell’altro, o più esattamente, un nodo deve avere a 
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disposizione una quantità di informazioni tali da essere in grado di decidere se, e 
quanto, fidarsi della controparte.  
 
[Barbir 03] indica come strumenti basilari di sicurezza: 
 
Secure messaging: i messaggi che compongono una comunicazione 
devono poter essere dotati di proprietà di autenticazione, integrità ed 
eventualmente non ripudio. Queste proprietà devono essere associate in 
modo “non volatile” ai messaggi stessi, limitando perciò l’uso di strumenti di 
sicurezza del canale. 
 
Distributed Identities: ogni nodo che svolga una funzione del modello SOA 
deve aver associato un’identità, definita in genere in domini di sicurezza 
“locali” ai nodi. E’ necessario che ogni nodo sia in grado di risolvere 
un’identità nell’ambito dell’unico “security context” formato da una 
comunicazione. E’ concesso che in particolari situazioni, sia requestor sia 
provider possano presentarsi come anonimi. 
 
Trust policy: data la natura dinamica della forma di integrazione tra i nodi è 
necessario essere in grado di stabilire, ma soprattutto di mantenere fiducia 
tra i nodi in modo dinamico, cioè in base al contenuto dei messaggi ricevuti. 
In base alle informazioni scoperte, un generico service requestor deve 
essere in grado di valutare se, ed eventualmente quanto, fidarsi sia di un 
service provider sia di un service broker.  
 
Secure discovery mechanism: una descrizione del servizio deve essere 
associata in modo “sicuro” ad un servizio attraverso due distinte fasi: da un 
lato deve essere garantita una pubblicazione “sicura” dell’interfaccia da parte 
di uno sp nell’ambiente del sb, dall’altra un sr deve poter scoprire ed ottenere 





   
I quattro punti sopra indicati possono essere considerati come dei “requirements” 
del modello di sicurezza da soddisfare mediante l’aggiunta di informazioni 
“significative” allo scambio di messaggi; queste informazioni dovranno perciò 
essere espresse come apposite istanze di applicazioni XML. In questa ottica, 
strumenti consolidati come gli standard de-facto PKCS, o PGP, sono da 
considerare non propriamente adeguati, salvo particolari utilizzi; per ovviare a 
questa situazione, sono stati, e verranno introdotti, strumenti “sostitutivi”, in grado di 
sfruttare al meglio le caratteristiche del linguaggio XML. Nel seguito di questo 
paragrafo vengono presentati brevemente alcuni di essi. 
 
Autenticazione del messaggio  
 
XML Signature è un linguaggio per esprimere in XML le proprietà di autenticazione, 
integrità e non ripudio dei messaggi. Rappresentare firme digitali in XML non vuol 
dire soltanto “firmare l’XML”, è possibile infatti applicare questo strumento a 
qualsiasi tipo di risorsa, documento, file, ecc., ma qualora la risorsa da firmare sia 
un documento XML, è possibile pensare a questo strumento come “firma digitale 
del contenuto dell’informazione”. 
 
Le risorse firmate sono indicate per mezzo di un URI, secondo la relazione 
introdotta tra firma e risorsa firmata è possibile distinguere tre categorie di firma: 
 
Detached: l’elemento che rappresenta la firma non è padre dell’elemento 
firmato, il caso limite può essere rappresentato da una risorsa disponibile su 




   
 
 
Figura 11 Detached Signature 
 
Enveloped: l’elemento che rappresenta la firma è contenuto all’interno 
dell’elemento, o del sotto albero firmato. 
 
Figura 12 Enveloped Signature 
 
Enveloping: la risorsa firmata, è contenuta, all’interno dell’elemento che 
rappresenta la firma stessa. Con questo schema è possibile trasferire risorse 
binarie, cioè non XML, attraverso la loro conversione in formato Base64 e il loro 




   
 
Figura 13 Enveloping Signature 
 
L’utilizzo di un URI per identificare una risorsa permette di utilizzare gli strumenti 
tipici per selezionare parti di documenti XML, come ad esempio Xpath, Xpointer 
ecc., in questo modo è possibile firmare solo una parte di un documento, o parti 
dello stesso documento possono essere firmate da soggetti diversi in modo 
indipendente. 
 
In realtà a causa di una certa libertà nello standard sull’ordine delle operazioni da 
effettuare, sulla validazione delle credenziali utilizzate e sulla validazione degli 
elementi XML generati, la firma prodotta deve essere considerata digitale in un 
senso “tecnico”, in un certo senso, le firme prodotto sono firme “valide” ma non 
“trusted”.  
 
E’ interessante notare il successo riscontrato in contesti diversi dai WS dallo 
strumento XML Digital Signature, in particolare è possibile trovare progetti di 
comunicazione tra stato e cittadino (e-government, carta digitale elettronica, ecc.), e 







   
Autenticazione del mittente 
 
XML Key Management System (XKMS) rappresenta un’evoluzione nel mondo delle 
Public Key Infrastructure per quanto riguarda validazione e controllo di credenziali 
crittografiche. Nel corso degli ultimi anni, il gruppo di lavoro IETF denominato PKIX 
ha cercato di favore l’introduzione di infrastrutture a chiavi pubblica, tramite un 
meccanismo di controllo e validazione dei certificati più efficiente di quello 
tradizionalmente basato su Certificate Revocation List (CRL): quest’ultimo si è 
dimostrato particolarmente inefficiente su larga scala, perché al trascorrere del 
tempo, costringe ad elaborare un numero sempre maggiore di informazioni.  
 
L’idea che sta alla base di XKMS è quella della validazione delegata: un generico 
software può delegare, anche parzialmente, i compiti necessari per elaborare un 
certificato ad un opportuno servizio, ricevendo da quest’ultimo una risposta 
definitiva circa l’attendibilità della credenziale presentata da un utente. Per questo 
lo standard è suddiviso in due parti distinte, ma interoperabili: 
 
XKISS (XML Key Information Service Specification) un protocollo per 
delegare l’elaborazione delle informazioni contenute in una firma digitale 
XML Digital Signature ad un servizio “fidato”. 
 
XKRSS (XML Key Registration Service Specification) un protocollo per 
chiedere la registrazione e il conseguente rilascio di un certificato ad un 
servizio di certificazione. 
 
XKMS è destinato a ricoprire un ruolo cruciale nell’adozione su larga scala di 
infrastrutture a chiavi pubblica nel mondo dei ws, perché permette in sostanza di 
integrare tecnologie già esistenti, come quelle delle Certification Authority, in modo 
rapido ed uniforme: rapido perché in sostanza è il servizio che si incarica di 
integrarsi con le CA esistenti, liberando così il service requestor da tutte le 
problematiche di interfacciamento con le infrastrutture esistenti; uniforme perché 
limita la conoscenza di strutture codificate in ASN.1. D’ altra parte però, il 
meccanismo introdotto è totalmente nuovo ed introduce alcuni aspetti paradossali: 
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ad esempio un tool di firma digitale basato su PKCS#7, dovrebbe in sostanza 
“dimenticarsi” di essere in grado di elaborare informazioni conformi ad un qualche 
standard della serie PKCS, per delegare questo compito al service. 
 
In sostanza XKMS non introduce alcun nuovo strumento per autenticare il mittente 
di una comunicazione, ma si limita a fornire un modo per elaborare in maniera più 




XML Encryption è un linguaggio per cifrare parti di un documento, rappresentando il 
testo cifrato in XML. Come nel caso di XML Signature è possibile riferire la risorsa 
tramite un URI, quindi è possibile utilizzare strumenti di selezione di parti di 
documenti XML per cifrare solo parti di un documento, o in altre parole, parti di un 
documento possono essere cifrate da soggetti diversi.  
 
La granularità dell’operazione di cifratura è limitata ai soli elementi: è possibile cioè 
cifrare un elemento, o il suo contenuto, sostituendolo con un altro (EncryptedData), 
ma non è possibile cifrare singolarmente un attributo, un’entità, o altri costrutti di 













 <?XML version='1.0'?> 
<PaymentInfo XMLns='http://example.org/paymentv2'>
<Name>John Smith</Name> 
<CreditCard Limit='5,000' Currency='USD'> 




</PaymentInfo>  riportato mostra un ipotetico pagamento, le possibilità offerte dallo 
ncryption sono molteplici riguardo alla quantità di informazione da 
empio è possibile cifrare un intero elemento (CreditCard) 
i suoi figli: 
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<?XML version='1.0'?> 
  <PaymentInfo XMLns='http://example.org/paymentv2'> 
    <Name>John Smith</Name> 
    <EncryptedData 
Type='http://www.w3.org/2001/04/XMLenc#Element' 
     XMLns='http://www.w3.org/2001/04/XMLenc#'> 
      <CipherData> 
        <CipherValue>A23B45C56</CipherValue> 
      </CipherData> 
    </EncryptedData> 







In alternativa, è possibile cifrare una parte del contenuto di un elemento 









In modo più g




















dominio di si<?XML version='1.0'?>  
  <PaymentInfo XMLns='http://example.org/paymentv2'> 
    <Name>John Smith</Name> 
    <CreditCard Limit='5,000' Currency='USD'> 
      <EncryptedData XMLns='http://www.w3.org/2001/04/XMLenc#'
       Type='http://www.w3.org/2001/04/XMLenc#Content'> 
        <CipherData> 
          <CipherValue>A23B45C56</CipherValue> 
        </CipherData> 
      </EncryptedData> 
    </CreditCard> 
  </PaymentInfo> ranulare è possibile cifrare il contenuto di un elemento, lasciando 
sto, come ad esempio il limite di spesa della carta di credito: 
 <?XML version='1.0'?>  
  <PaymentInfo XMLns='http://example.org/paymentv2'> 
    <Name>John Smith</Name> 
    <CreditCard Limit='5,000' Currency='USD'> 
      <Number> 
        <EncryptedData XMLns='http://www.w3.org/2001/04/XMLenc#'
         Type='http://www.w3.org/2001/04/XMLenc#Content'> 
          <CipherData> 
            <CipherValue>A23B45C56</CipherValue> 
          </CipherData> 
        </EncryptedData> 
      </Number> 
      <Issuer>Example Bank</Issuer> 
      <Expiration>04/02</Expiration> 
    </CreditCard> 
  </PaymentInfo>  
tion Markup Language (SAML) è un linguaggio per esprimere e 
rmazioni di sicurezza, sotto forma di asserzioni, su soggetti; quest’ 
indicata qualsiasi entità che abbia associata un’ identità in un certo 
curezza. Un’asserzione rappresenta l’ emissione da parte di 
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un’authority di un’informazione relativa all’ autenticazione, o all’ autorizzazione, di 
un determinato soggetto in un dato momento. 
L’ architettura del meccanismo fornito da SAML può essere illustrata per mezzo 
della seguente figura: 
 
Figura 14 Una possibile architettura SAML 
A seconda del tipo di asserzione prodotta, un’ authority può essere indicata come 
Authentication authority, Attribute authority o Policy decision point; l’ informazione 
da essa prodotta è destinata ad essere utilizzata da un generico software per 
accedere ad una risorsa presente in un determinato dominio di sicurezza, o per 
dimostrare di aver già effettuato con successo una certa operazione, come ad 
esempio aver superato la fase di autenticazione, in un altro dominio.  
 <saml:Assertion …> 
  <saml:Conditions …/> 
  <saml:AuthorizationDecisionStatement 
    Decision=“Permit” 
    Resource=“http://jonesco.com/rpt_12345.htm”> 
     <saml:Action>READ</saml:Action> 
    <saml:Evidence>…</saml:Evidence> 
    <saml:Subject> 
      <saml:NameIdentifier 
        SecurityDomain=“smithco.com” 
        Name=“joeuser” /> 
    </saml:Subject> 










Per ottenere un’ asserzione, un’ utente ha a disposizione un protocollo apposito, 
con il quale richiederne la generazione a fronte della presentazione di un’opportuna 
prova (saml:Evidence). Tra i possibili usi di SAML, uno dei più frequentemente 
presentati, è la realizzazione di un meccanismo di autenticazione tra domini di 
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sicurezza diversi, secondo il concetto di sigle sign on (sso), un utente ottiene 
un’asserzione che asserisce l’avvenuta autenticazione presso un authority di un 
dominio in cui è conosciuto, l’asserzione viene poi utilizzata come credenziale per 
richiedere l’accesso ad altri domini di sicurezza, senza la necessità di ripetere la 
procedura ogni volta.  Un esempio concreto dai vantaggi derivanti dall’uso di questo 
strumento è dato dal progetto Shibboleth, nell’ambito delle attività di ricerca 
denominata Internet2. 
 
Controllo degli accessi  
 
XML Access Control Markup Languante (XACML) è un linguaggio per esprimere 
politiche di accesso a risorse, sotto forma di regole che un’entità, denominata Policy 
Decision Point (PDP), impone ad ogni richiesta di accesso (request decision); nella 
seguente figura viene mostra una possibile schematizzazione dell’architettura di un 




Figura 15 Una possibile architettura XACML 
 
Per consentire l’utilizzo del più ampio numero possibile di “domini di sicurezza”, le 
richieste di accesso non sono inviate direttamente da un generico utilizzatore ad un 
PDP, ma verso un’altra entità, indicata come PEP; quest’ultima ha il compito di 
inoltrare la richiesta Xacml vera e propria, costruendo un apposito messaggio XML, 
a fronte degli attributi indicati dal vero richiedente. I vantaggi di questa scelta 
progettuale sono molteplici: da un lato è possibile, infatti, continuare ad utilizzare 
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meccanismi di autenticazione già esistenti, per fornire le credenziali di accesso, 
dall’altro è possibile ottenere una sorta di “politiche distribuite”, o più esattamente di 
composizione di un insieme di regole da applicare in più punti di un sistema IT. In 
realtà, più che di politiche di sicurezza sarebbe più corretto parlare di insieme di 
meccanismi che implementino il meccanismo di controllo degli accessi stabilito in 
una politica di sicurezza, ricordando cioè la distinzione tra politiche e meccanismi 
[Samarati 96]. 
 
Una politica può essere composta sia da regole locali sia globali, ad esempio nella 
pubblicazione di una determinata informazione, la politica di accesso può essere 
formata dalla composizione delle regole stabilite dall’autore con quelle stabilite 
dall’editore; per questa ragione una politica è definita come un insieme di regole 
(elementi di tipo xacml:Rule), politiche (xacml:Policy), insieme di politiche 
(xacml:PolicySet), la cui valutazione è poi combinata per consentire o negare 
l’accesso ad una risorsa. Ogni regola definisce il proprio target tramite un elemento 
xacml:Target, in cui sono specificati soggetti, risorse e azioni relative a quella 
particolare regola: qualora il contesto della richiesta di accesso corrisponda ad una 
delle regole specificate è applicata l’azione relativa a quella regola, come mostrato 
nell’esempio seguente:  
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  <Rule 
     RuleId="identifier:example:SimpleRule1" 
     Effect="Permit"> 
    <Description> 
      Any subject with an e-mail name in the medico.com domain 
      can perform any action on any resource. 
    </Description> 
    <Target> 
      <Subjects> 
        <Subject> 
          <SubjectMatch MatchId="function:rfc822name-equal"> 
            <SubjectAttributeDesignator 
               AttributeId="identifier:subject:subject-id" 
               DataType="identifier:datatype:rfc822name"/> 
            <AttributeValue 
               DataType="identifier:datatype:rfc822name"> 
              @medico.com 
            </AttributeValue> 
          </SubjectMatch> 
        </Subject> 
      </Subjects> 
      <Resources> 
        <AnyResource/> 
      </Resources> 
      <Actions> 
        <AnyAction/> 
      </Actions> 
    </Target> 
























Per richiedere l’accesso ad una risorsa controllata da una politica in cui sia inserita 























































 <?XML version="1.0" encoding="UTF-8"?> 
<Request 
   XMLns="urn:oasis:names:tc:xacml:1.0:context" 
   XMLns:xsi="http://www.w3.org/2001/XMLSchema-instance"; 
   xsi:schemaLocation="urn:oasis:names:tc:xacml:1.0:context 
    http://www.oasis-open.org/tc/xacml/1.0/sc-xacml-schema-
context-01.xsd";> 
  <Subject> 
    <Attribute 
       AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-id"
       DataType="identifier:rfc822name"> 
      <AttributeValue> 
        bs@simpsons.com 
      </AttributeValue> 
    </Attribute> 
  </Subject> 
  <Resource> 
    <Attribute 
       AttributeId="identifier:resource:resource-uri" 
       DataType="xs:anyURI"> 
      <AttributeValue> 
        http://medico.com/record/patient/BartSimpson
      </AttributeValue> 
    </Attribute> 
  </Resource> 
  <Action> 
    <Attribute 
       AttributeId="identifier:example:action" 
       DataType="xs:string"> 
      <AttributeValue> 
        read 
      </AttributeValue> 
    </Attribute> 
  </Action> 
</Request> a semplice immaginare che l’ utilizzo congiunto di Saml e Xacml 
ealizzare in maniere semplice ma molto efficace un meccanismo di 
i accessi di tipo RBAC (Role Based Access Control): Saml permette 
zzare in modo estremamente flessibile la fase di “user assignment”, 
missione di una sorta di certificati di attributo codificati in XML; Xacml 
nte di disciplinare l’ accesso alle risorse in modo altrettanto flessibile, 
itare l’ accesso ad una singola parte di un documento. 
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Xdsig XML Digital Signature http://www.w3.org/TR/XMLdsig-core/
Xenc XML Encryption http://www.w3.org/TR/XMLenc-core/
Xkms XML Key Management http://www.w3.org/TR/xkms2/
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