ABSTRACT
INTRODUCTION
Student motivation and engagement with courses is a well-known problem and challenge in higher education, particularly in technical subjects. This paper presents an experience report of an initiative to stimulate students' intrinsic interest in their subject using robotics as a means to do so. Robotics has been used to support the teaching of computer science since at least the early 1980s (see for example, Karel the Robot (Pattis, 1981) ). As the cost of hardware platforms has fallen this kind of teaching is now quite widespread through both schools and universities. Robotics projects provide students with opportunities to see the results of their programs in a concrete fashion and force the consideration of constraints such as timing and memory that are not generally part of the development of traditional applications.
The Department of Computer Science at King's College London offers several undergraduate and postgraduate degree programmes. As is common in many institutions, the second year of the undergraduate programmes includes a group project in software engineering. Second year group projects have been a key part of computer science courses for many years with the aim of providing an introduction to group working through the construction of a system (Fincher et al, 2001 ). Prior to the approach described herein, the module at King's included a minimal amount of teaching to extend students' technical knowledge and students were allowed to select their own group members. The groups (of about six people) tackled their project over the course of a single semester (10-12 weeks) having been set a problem by the module leader. Other than eight hours of lectures in a relevant area to the project problem, no formal sessions were scheduled until the end of semester when each group made a single 30-minute presentation on the basis of a single large report submission. The module is required to cover ethical issues in software development in addition to exercising professional skills such as project management. The course had almost 100 students and is worth 15 credits (nominally 150 hours work per student). Projects have historically been traditional database-oriented applications incorporating elements of distributed computing (e.g. e-voting systems).
COURSE DESIGN AND PEDAGOGY
The author first assumed responsibility for the course for the 2008-9 academic year and decided that introducing robotics as a motivational vehicle would be beneficial, challenging, and simply fun for the students. The focus of the project needed to remain on software engineering with the robotics material being just a motivational platform and domain in which to work. Students on this course have already taken two modules of Java programming so are beyond entry-level programming and problem-solving (where robotics is often used e.g. Turner and Hill (2008) ). The approach described herein is more akin to that of Price et al (2003) where robotics is used as a focus to help education in another area. As such, the specific curriculum that students experience in relation to robotics is less important than what they learn of project management and teamwork while they are experiencing it. Other cited advantages of using robots include intrinsic motivation and objective performance criteria (Nostrand, 2000) , the requirement to consider solutions in advance rather than just mindlessly test until complete (Wolz, 2001) , fun for the students (Sutherland, 2000) , realistic team experiences (Gustafson, 1998) , and motivation for other curriculum areas (Rieber et al, 2004) . In this case, it was also felt that there were opportunities to increase the level of formative feedback and adopt alternative approaches to the formal teaching part of the module, using video to deliver course content, and e-learning technologies to support student interaction, coursework submission and feedback. It was hoped that this would lay stronger foundations for the writing and presentation skills needed for the final year project to come.
Although not an explicit pedagogical choice at the outset, the module uses an Inquiry-Based Learning (IBL) approach, particularly the Problem-Based Learning (PBL) form of IBL (since the question to be investigated is set for the students). IBL/PBL approaches are activity-based methods of learning where students are encouraged and supported to discover their own knowledge in pursuit of a task. The course sits in the "Producing (discovery-responsive)" mode of learning described by Levy (CILASS, 2008) where students interact with the disciplinary knowledge-base to undertake tasks and solve problems set by the course tutor (e.g. simple preparatory programming tasks). There were subsequently times when they moved to the "Authoring (discovery-active)" mode in which students define their own new questions before seeking the answers in the disciplinary knowledge-base (CILASS, 2008) . These occasions tended to occur once the students had started to engage with the main problem and thus had to hypothesise and research the components of a potential solution.
There were essentially three primary and interlinked streams of knowledge to be developed during the course (shown in Figure 1 ). Fundamentally, the task requires technical skill and theoretical knowledge to be applied to meet the requirements. However, although students have basic skills in programming at the start of the course, they need to develop and apply both the underpinning theoretical knowledge and further practical experience of programming to achieve this. In addition, the simulated commercial scenario used in the course requires students to develop their knowledge and use of transferable skills in running and documenting meetings, report-writing for various audiences, and presenting. Essentially, the skills in professional practice enable students to undertake the technical and theoretical knowledge development in a structured and orderly way (whilst retaining freedom to direct their own study) in pursuit of the specific task. It was clear that to radically redesign the module in this way could be risky (the department currently has no other teaching in robotics), but potentially very rewarding in terms of student engagement and independent learning.
Scenario
The course aims to help students • understand how teams function,
• work with people they do not know very well, ISSN: 1473-7507
• learn to document their work,
• discover the knowledge they need to solve problems, • and learn to present what they are doing to customers and colleagues.
Each group is regarded as a small software development team bidding for a contract and then producing software for a client (the course lecturer). In this case, the client provided a mobile, autonomous robot potentially to be used for multiple purposes. Students were required to develop control software for this robot to enable it to:
1. Autonomously navigate a previously unseen track at the best possible speed and with the smoothest possible path. 2. As for task 1, but safely avoiding a second robot on the track also attempting task 1.
Development and evaluation were to be carried out using real robots and the culmination of the course was planned to be a racing competition where teams would race their robots against each other.
Group Formation
Since one is unable to select one's colleagues in a typical commercial setting, students were no longer able to select their own groups but were placed in groups. Allocation was made "across ability and skills" (see Fincher et al (2001) ) on the basis of their previous year's programming module results, ensuring that each group had a balance of strong and weak programmers. Groups were mostly made up of six students although two groups had seven.
Teaching and Assessment Strategies
To further increase both the realism and fun factor for students, such formal teaching as was provided on the course (covering topics such as preparing, running, and recording meetings, general robotics concepts, and platform-specific material) was provided in the form of pre-recorded video lectures. These were prepared using a consumer MiniDV camera, edited on a PC using Pinnacle Systems' StudioTM 12 product to include slide material and then rendered to a standard desktop format (.WMV). Students were offered the opportunity to request other target formats e.g. in this case, MP4 format was requested and provided. From a pedagogical perspective, this allowed self-paced learning for the students. From the perspective of the scenario, it could be seen as an appropriate training method, allowing them to prepare themselves as they judged best to meet the various tasks. The Moodle (www.moodle.org) Virtual Learning Environment (VLE) was used to support the course, providing general and group-specific fora, links to all the video and slide material, external resources on robotics and software engineering, and the upload and feedback capabilities for deliverables.
There were four main types of deliverable: 1. Weekly Meeting Agenda and Minutes: a short plan and record of group meetings, covering progress and action points; 2.
Reports: formal documents produced for the client on various topics relating to the project (tender, background, design, progress and ethics, and final reflection); 3.
Presentations: oral presentations of the material in some of the reports; 4.
Source Code: the end product of the group work, used to control the robot.
The various reports were specifically targeted at particular audiences (e.g. academic, management, technical) in order that students' writing skills could be improved through the formative feedback. Similarly the presentations were also assessed formatively in addition to their contribution to the summative mark.
Although the course had to ensure that students undertook both individual and group work (the individual work is undertaken in the early stages), the overall assessment principle was that each group member received the same mark as the rest of the group unless there were exceptional reasons to consider a different mark.
Hardware and Software Selection
A robot hardware platform was required that did not need any construction on the part of the students (since mechanical engineering of any kind is outside the scope of the department's programmes). In addition, the task had to be selected to balance the difficulty of software implementation with the available tools to simulate and test code, and the complexity of the test environment to be constructed. Helpful guidance on types of task can be found in Chiou (2002) . The most appropriate type for this module was the competitive mobile robot which Chiou (2002) describes as easy to construct but requiring advanced programming.
The number of students on the course and constraints on resources meant that having a sufficient number of robots was challenging. Indeed, given that this instance of the course was effectively a pilot for the new approach, such resources as were available had to be split between hardware and staff time. In situations like this where it is not possible to provide a sufficient amount of hardware for all students to prototype on, simulation is required. This in turn constrains the choice of hardware platform that can be used (since it needs to be simulated) as well as itself potentially requiring financial resources. In addition, not all controllers can be programmed in all languages and thus students' prior knowledge can also be a constraint (in this case, Java).
In preparing the course, a range of hardware platforms were considered (Vex 
com).
The Lego Mindstorms NXT system was selected for several reasons. It can be programmed in Java using the Lejos API (lejos.sourceforge.net) thus fitting KCL students' prior knowledge from their first-year programme (although many other programming languages and styles are also available). Since it is a kit, it can be repurposed year-on-year to reduce the level of potential plagiarism and offer project variety. Finally, it is reasonably inexpensive compared to many of the other available systems.
Although flexible, the size of the sensor packaging makes it hard to design very small robots (e.g. the cars used in this course are based on the simple tribot model with the addition of forward and rear-facing sensors and yet cannot be easily made to have a smaller footprint than 14cm x 28cm (see Figure 2 ). This has implications for the environment constructed in which to test them (see below). The department purchased two kits for students to use.
Although no directly matching simulator for the NXT was available (apart from MSRDS which requires C# programming knowledge and has a steep learning curve for the service-oriented architecture), the Paderborn University Lego Mindstorms Simulator (LMS) designed for the previous version of the Lego Mindstorms system (RCX) was very successfully used. It implements most of the Lejos RCX API (with the exception of SensorListeners) and the RCX and NXJ APIs are quite similar in style although they handle sensor access differently. The robots constructed are shown in Figure 2 . The department has no laboratory space specifically for robotics and thus the track surface on which the robots were to be developed and tested needed to be suitable for the task, but also lightweight and wieldy enough to be moved from lab to lab, and reconfigurable to suit the different phases of the project (development, time trial, and race). The track material consisted of interlocking foam tiles (specifically, caravan awning floor tiles) each about 60cm square. White paper was used for the non-track sections, secured with white electrical tape. The tiles themselves are dark green, the colour selected on the basis of reflectivity tests undertaken using the Mindstorms sensors. Of the four colours available, the dark green surface gave the best contrast to the white paper.
The laboratory tracks were designed to provide corners turning in both directions and included changes in width to ensure that students' software had to react to the shape appropriately. In addition, two identical tracks had to be constructed to ensure parity between the groups while they were used simultaneously. The track shapes used for the courses are shown in Figure 3 . Tracks were designed in Microsoft Visio TM , printed over a number of A4 sheets and then cut according to the lines. They took approximately half a day to construct but were easily repaired in use by patching the paper as necessary. The tracks lasted reasonably well over the course of the six to seven weeks of use but would have required a complete rebuild if used for much longer. 
COURSE DELIVERY
In general, course delivery was smooth and without many problems. After the initial live lecture, the video teaching appeared (on the basis of volume of follow-up questions and discussion) to be used heavily and the combination of this, the laboratory sessions, and the VLE provided many opportunities to help students both in person and on the forums with tailored support. Originally, student groups were allocated half an hour per week to work with the robot and test their code. This allowed two groups to work simultaneously in each two hour lab session (thus over the four hours of laboratory time, all sixteen groups had equal access). It became clear fairly rapidly that this was insufficient time for them to be successful and a new sign-up system was introduced allowing groups to secure a robot for an additional 45 minute session once or twice per week outside of the formally-supported laboratory sessions. This proved to be popular and successful.
The laboratory programme began with students working individually on the Lego Mindstorms Simulator to gain some familiarity with the robotics domain, after a few weeks moving to using the real robots in their groups.
A few unexpected issues arose, in particular, students being absent for several weeks for various reasons. This caused one group to end up with only five members (and only four for a short period). The most significant disruption occurred in the final (and thus most critical) week of the semester when both robots failed while running student programs, one irretrievably and the other requiring constant firmware re-flashing.
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This caused the students to lose all of their scheduled slots for that week and thus the final assessment had to be adjusted to account for this. The failure was subsequently traced to a partially-developed function in the Lejos API that was causing student files stored by their programs on the robot's flash memory to overwrite the firmware image. On one robot this was resolved by re-flashing, on the other, it exposed a pre-existing but hitherto unobserved hardware fault that prevented further re-flashing (a replacement controller was obtained).
The main consequence of this technical failure and the associated development-time loss was that the final assessment had to be re-planned. Originally, it was intended that task 1 be assessed by the course lecturer over the vacation and task 2 on a race day following the vacation. Given the students' overall progress at the point of failure, task 2 was abandoned (although any code developed was desk-checked and given credit where appropriate) and task 1 reconstituted. Groups were allowed a one hour session in which to finalise their robot's development and make as many timed runs as they desired, the best time counting for their result. These approaches ensured that no student work already produced was wasted, gave students back some of the development time they had lost and allowed them to focus on the core algorithms rather than worrying about sensor calibration on a blind track. The track was unseen prior to the start of the session but students could take such measurements as they needed during their workshop. Timed runs were videorecorded for the other examiners.
REFLECTION AND LESSONS LEARNED
Since this initiative was not conceived primarily as a piece of pedagogical research, sources of evidence for its success are limited to the traditional mechanisms of liaison committee, course questionnaires, frequent interaction with the students both in person and online, and the students' own reflective statements. Nonetheless, taken together these sources provide a good picture of the course and its operation.
From a tutor's perspective, the course was a success in many ways. Increased subject knowledge and achievement in assessment outcomes were present but beyond this it is clear from student feedback that the effect of imposing the group composition strengthened working relationships across the cohort. Students learned from each other as well as from the formal materials and their research (e.g. answering each others' questions on the forums rather than relying on tutor support), and there was clear evidence of the impact of the formative feedback (e.g. comments made on presentation technique were clearly addressed in subsequent presentations).
Student Feedback
As hoped, students were enthused by the subject and strongly motivated to engage with the course. Feedback through staff-student liaison committee meetings was extremely positive and informal comments made by students in laboratories were also very supportive. Anonymous course questionnaires were generally very positive although there were one or two instances where students clearly did not enjoy the course and found it too hard. This suggests that perhaps the style of teaching and learning polarised the student body and while the majority were very happy, a few found the material and style very difficult to adapt to. The group-based nature of the assessment hides this in the results. As part of their final report, students wrote a short individual reflection and this was also useful in understanding their perceptions of the course. Many commented on the positive effect of the experience, particularly in broadening their team-working skills and learning to trust in others to produce critical deliverables. The video lectures were very well received.
Lessons Learned
A number of lessons were learned during the design of this course and these are discussed below.
Gaps in Students' Existing Knowledge
Although one can expect students undertaking IBL to need to fill gaps in their knowledge (indeed, that is largely the point of the approach), it is important that a certain baseline exists from which to start and that as an instructor, one has a good understanding of that baseline. Unexpectedly, the students on this course had far less understanding of unix and development tool chains than was anticipated from their previous study. They were very reliant on GUI drag and drop interfaces and development IDEs. Although this was relatively easy to correct by providing pointers to the appropriate material, it did set their progress back by a couple of weeks. Educationally, this will have been a useful experience for the students but when planning such a course in future, time to fill in these unanticipated baseline gaps needs to be considered.
Difficulties in Hardware Interfacing with Robots
Although substantial testing and preparation had been carried out in advance of the course inception using standalone computers, widespread deployment to the laboratory setting required a number of unexpected last-minute adjustments to unix permissions to allow students to access the robots from lab machines. Prior to this being implemented, course staff were heavily involved in the upload process in the laboratory which was clearly inefficient and worked against the philosophy of independent learning. In addition, students struggled early-on with getting robot code to work at all. This was partly due to their inexperience in unix and partly due to the novelty of the technology. Some students were quite discouraged by the lack of an early win in the real robot sessions and this is something that should be considered when developing courses of this nature. The situation was not helped by being able to simulate only Lego RCX robots since the simulator code did not transfer directly to the real NXT platform. Therefore, students found that although the simulation environment provided a good introduction to the general principles, it was to some extent hindering rather than helping their understanding as they progressed further, particularly since it does not implement the Listener interface used heavily in much of the available example code for this platform.
Key issues to be considered for future courses are therefore the alignment of simulator and hardware platforms, the need for an early success to boost student confidence in their learning, and the importance of preparation in the actual operating environment where possible.
Insufficient Number of Robots
There is no question that an increased number of physical robots would have helped the students, particularly those who did not have strong programming skills, since they work with a trial-and-error approach to a greater degree than their stronger counterparts who are able to produce more reliable code initially. However, students commented that the limited access caused them to think harder about their coding (a good thing).
The increased robot access regime in operation from part-way through the course helped the situation but there is clearly no substitute for substantial investment in hardware. There was also a level of administrative complexity involved in managing students' shared access to robots that would have been avoided if more units were available. In future it would be important to ensure that students' time with the hardware is maximized: at least one robot per group would seem a sensible minimum.
Peer Assessment
Originally it was intended that students would rate the contributions of their fellow group members using typical strategies for this (see (Fincher et al, 2001; Wilkins and Lawhead, 2000) ) and with the assessment collected using the WebPA online peer-assessment system (webpaproject.lboro.ac.uk). However, legal advice received during the course indicated that there are a number of issues about true anonymity, the confidentiality of such assessments under data protection legislation, and the use of student assessments (either formally or informally gathered) in making a professional judgement on a final mark. Whilst these issues are likely to be surmountable in the long-term, in the middle of the course there was insufficient time to resolve them satisfactorily.
Consequently, the risks of the peer-assessment approach seemed disproportionate to the anticipated gains and an individual self-reflection was instead incorporated as part of the final report. It was expected that each group's collection of individual reports would be likely to show any significant weakness on the part of any one student without requiring comments about other students in the group.
Heavy Assessment Load
The assessment burden (19 deliverables) on students was high, particularly because all deliverables were formative as well as summative. This is probably an over-assessment in summative terms although useful and appropriate from a formative perspective. The heavier burden for staff can be sustained because of the use of video-teaching in place of live lecturing thus freeing staff time to undertake formative activities. In addition to the assessment load for the first examiner, there are also knock-on effects for those involved in the moderation of the course. In this case, two second examiners shared the moderation. To avoid the need for them to attend the many presentations, these were videoed and made available on DVD. To ease the process of formative assessment, a number of pro-forma sheets were developed to provide structure and consistency. Other practical steps could be taken in future e.g. requiring students to submit their minutes and reports in a single digest at the end of the course. This would ease the final and second marking considerably.
High Start-up Cost
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The course took substantial effort to get started and it is expected that this would hold for any similar course. Recording video lectures for teaching requires the normal lecture preparation time, plus delivery (and redelivery where mistakes are made), editing, compositing and finally rendering and checking. The finished lectures are slightly shorter than their equivalent live counterparts, probably because there are no interruptions, but the preparation time is probably up to twice that of a live-delivered lecture. In the long-term this investment would be recouped unless the content is specific to particular platforms or technologies that change (thus requiring frequent re-recording).
Heavy Staff Involvement
IBL approaches require more staff time to support students (Webber, 2008) . Taken in the context of an alternative approach to teaching, this is acceptable, but is not expected to decrease year-on-year in the way that a traditional lecture course load might. Webber (2008) indicates that this is a disadvantage of the IBL approach, and although that may be true from a resource perspective, the experience of this course has shown that the resource disadvantage is outweighed by the quality of learning and confidence gained by students as they work alongside staff.
Mark Scheme Differentiation Power
Students generally all scored high marks against the mark schemes developed from those of the College's assessment policy. This homogeneity may be a result of the fact that teams are able to play to their strengths, deploying their best people on tasks appropriately. Discussions with colleagues at other institutions running similar courses have suggested that this may also be a result of imposing a group structure with a mix of abilities, as weaker students are masked by stronger ones. An alternative approach would be to group students in teams of similar ability but there would be a concern about the motivation and achievement of the weaker teams and fewer opportunities for students to learn from each other. These issues are discussed in more depth by Fincher et al (2001) .
Clarity of Student Guidance
It is important to ensure that students are aware that issues such as illness, team members leaving, hardware failures and other unexpected things are part of the project experience. In particular, to avoid the necessity of providing mitigation for students under such circumstances, it is important that this is catered for in the marking schemes. This would also deal with changes made to the problem or environmental specifications e.g. students requested a change to the start line colour mid-semester to better differentiate it from the track edges and centre. To avoid the risk of complaints later, this was confirmed using an online poll, however, a stronger assessment framework to cover such eventualities would have negated the need for this. In addition, although pro-forma sheets were used to help with formative assessment, it would have been better to align these more directly with the mark scheme criteria in order that formative feedback and grade assessment could be produced easily.
High Dependency on Hardware
Although depending on hardware is inevitable in a robotics course, the experience of this course has shown that it is inadvisable to operate without sufficient backup hardware. In general educational terms, the hardware failure will not have caused any significant loss since students will have gained from the experience. However, in motivational terms, the cohort's morale was affected to some extent as the failure occurred at a high pressure point in the term.
CHANGES FOR THE FUTURE
On the basis of these reflections, a number of changes are planned for the next iteration of the course. The course will double in size to 30 credits and last two semesters. Although still focused on robotics, the main project will be undertaken using the Player/Stage simulator (see Gerkey et al (2003) or playerstage.sourceforge.net) rather than in hardware. Hardware robots will be used in the early stages of the project to familiarise students with the concepts and provide the initial engagement and motivation. However, the complexity of environment provided by the Player/Stage simulator is more than can be achieved easily with a physical environment and offers greater scope for larger student programs than the onboard environment of the Lego robot. The smaller hardware project will be similar to that of the original course although students will be given greater freedom to define their own problem and then solve it. Students on the new course will be required to learn C in addition to extending their Java experience and the Lego platform will be used to support this also. The volume of assessment will be increased by only one report (on software maintenance), balancing the assessment load and credit rating more appropriately. Owing to the ISSN: 1473-7507 success of the pilot initiative reported here, substantial investment has been made in new robotics kits such that the department can now support one robot per group plus a number of final year or MSc projects based on the Lego NXT platform or the Surveyor SRV-1 robot (www.surveyor.com/SRV_info.html).
CONCLUSION
This paper has presented the design of a group-project course in software engineering using robotics as a means for increasing student engagement. It has also reported on the first year of operation of the course and the lessons learned from this experience. Students were highly motivated to undertake the project and enjoyed working with the robots, as evidenced by very positive formal and informal feedback. Course operation was generally smooth and, although some technical and organisational issues were encountered, these did not cause any serious problems. It is hoped that the experiences reported herein will be of use to those considering designing similar courses in future.
