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This paper presents a reeursive procedure for computing the degrees ofthe irreducible complex 
characters of a finite p-group by working up a central series in the group. A program written in 
the computer group theory language CAVLE7 is presented which implements this algorithm 
assuming that he p-group is given in terms of a power-commutator presentation. Some times 
for sample runs are presented which indicate that the CAYt.EY implementation s effective for 
groups of order up to pl~ for small primes. In particular, this approach seems to produce the 
character degrees much faster than using CAYL~',"S built-in character table function and 
reading off the degrees. 
1. Introduction 
Recently, there has been some interest in the sets of degrees of irreducible (complex) 
characters of finite p-groups. For instance, Isaacs (1985) shows that any set of powers of p 
which includes 1 can occur as the exact set of irreducible character degrees of some finite 
p-group (where p is any rational prime). He also suggests ome problems relating the set 
of character degrees of a p-group to the nilpotence class of the group. In light of recent 
extensions to the computer group theory system CAYL~V (Cannon, 1983) which permit 
efficient calculation with finite p-groups, it is reasonable that one might use CAYLEY as a 
tool in constructing various p-group examples. In the ease of work on the character 
degree problems, it becomes necessary to compute the irreducible character degrees for a 
given p-group. The purpose of this paper is to present an algorithm for the calculation of 
the degrees of the irreducible characters of a finite p-group which, for many groups, is 
much faster than the calculation of the full character table (a capability already available 
in CAYLEY). 
The next section of this paper proves various properties of character degrees and 
describes the algorithm. Later, a listing of an implementation of the algorithm in CAYLEY 
iS given and various sample runs of this program are presented and discussed. 
2. Character Degree Properties 
Let p be a rational prime and G be a finite p-group. The small amount of character 
theory notation which we need will be standard (as in Isaacs, 1976). We start by defining 
two sequences which describe character degrees. 
2.1 D~FINITION. Let d(G) denote the sequence of non-negative integers 
(Co, q ,  c2, - • .), 
where ci is the number of irreducible characters of G with degree p~. 
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2.2 DEFINITION. Given N > 1, a central cyclic subgroup of G and 2 a faithful irreducible 
character of N, let d(G, N, 2) denote the sequence 
(Co, cl, c2, . . .), 
where ci is the number of characters in Irr (G]2) with degree pi. (As usual, 
Irr(G[2) = {z~Irr(G)[EZ, 2G] ~ 0}.) 
Although this definition seems to depend on the particular character 2, the various 
choices for 2 are Galois conjugate and so in fact the sequence does not depend on ~.. 
Consequently, we will simply write d(G, N) to denote the sequence d(G, N, 2) for any 
faithfut ;~e Irr(N). 
Define addition of sequences and scalar multiplication component-wise and let 
shift(a0, aa, aa . . . .  ) 
denote the sequence 
(0, ao, al, a2 . . . .  ). 
Our first theorem provides a recursion formula for d(G, N). If ]G :NJ ~< p, then since N 
is central G must be abelian and d(G, N) is trivial, thus the heart of the theorem is the 
case where IG :NI > p. In this case it is possible to choose M<1G such that N _~ M and 
[M : N[ = p. Let C = Co(M). The question of whether or not M is cyclic will be relevant 
and we note that if M is not cyclic, then it is possible to choose elements x and y of order 
p in M such that x is in N and y is not in N. 
2.3. THEOREM. Let N> 1 be a cyclic, central subgroup of G and let other notation be as in 
the above paragraph. 
(i) I f  G is abelian, then 
d(O,N) = (16:Ul, O,O . . . .  ) .  
(ii) I f  [G :NI > p, we have several cases: 
I f  M is cyclic, then 
d(G, N) .-- fpd(G, M), if C = O 
~shift d(C, M), if C < G. 
I f  M is not cyclic, then 
d(G/(yxJ?' M/(YxJ))' if C = G 
d(G, N) 
d-  
{.shift d(C/(y), M/(y)), if C < G. 
PROOF. Part (i) is clear. To see (ii), let 2 be a faithful irreducible character of N and first 
suppose that M is cyclic. In this case 2 has p extensions ( = (1, (2, - •., (v to M and since 
M is cyclic, each (~ must be faithful. Since 2 is invariant in G, the action of G on Irr(M) 
must map this set {(i} into itself. Furthermore, the fact that ( is a linear, faithful character 
of M implies that Is(( ) = CG(M ) = C. We now have two cases: 
If C = G, then each (~ is invariant in G and the set Irr(GI2) decomposes into the disjoint 
union of Irr(G[(~) for i=  1 . . . .  , p. Hence, we find that the total number of irreducible 
characters of each degree over 2 is given by 
p p 
d(G, N) = ~. d(G, M, (,) = ~ d(G, M) = pd(G, M). 
l= l  l= l  
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If C < G, then the ~, are conjugate in G and so 
Irr(G[2) = Irr(GI0. 
By Clifford's theorem, the irreducible characters of G over ~ are precisely those 
characters obtained by inducing each character in Irr(C[0 up to G. Since C = lo(() has 
index p in G, each character in Irr(Cl~) of degree p'-eorresponds to a character of degree 
pZ+l in Irr(GL2), and so we have 
d(G, N) = shift d(C, M). 
The other situation which may occur is that in which M is not cyclic. Once again 2 has 
p extensions ~= ~1 . . . . .  ~p to M and {~i} is fixed (setwise) under the action of G. In this 
case, the ffi are not faithful, nonetheless we still claim that la (0  = C. To see this, let 
K = ker ~ and note that M = N x K. Now clearly C ~ Ia(0, however, since la(~) stabilises 
~, it must normalise K. But IKI = p and G is a p-group and so I~(0 must centralise K. 
Since N ~_ Z(G), we have Ia(~) = C. Now we again have two cases: 
If C = G, then as above Irr(Gk2) decomposes into the disjoint union of Irr(Gl~D, but 
now, since M is not cyclic, d(G, M) is not defined. In order to compute the degrees of the 
characters over ~,, let 
K l=ker ( i ,  i= l  . . . . .  p 
and note that if we factor out K~ in G, then ~, is a faithful character of the central cyclic 
subgroup M/K~ (this is isomorphic to N). Thus d(G/K,, M/K D is defined and describes 
the character degrees in G over (~ and so we have 
p 
d(G, N) = ~ d(G/K,, M/K,). 
,=1 
Since the K~ range over all order p subgroups of M not in N, one sees that this is the sum 
in the theorem statement. 
Finally, if C < G, then 
Irr(GI2) = Irr(GI0 
and the degrees of Irr(Glff) are the degrees of Irr(Cl~) each multiplied by p. Since K is the 
kernel of ~, we see that ff is a faithful character of M/K which is cyclic and central in C/K. 
Hence 
d(G, N) = shift d(C/K, M/K) 
which completes the proof. 
We are actually interested in the sequence d(G), but this is easily computed as in the 
next theorem. 
2.4. THEOREM. Let G be a finite p-group. 
(i) I f  G is abelian, then 
d(G) = (IGI, O, 0 . . . .  ). 
(ii) I f  G is non-abelian, then choose Z ~ G to be a central subgroup of order p. In this 
case  
d(O) = d(G/Z) + (p -  1)d(G, Z). 
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PROOF. Part (i) is clear. Part (ii) follows immediately from the fact that Irr(G) can be 
written as the disjoint union of Irr(Gl2) where 2 ranges over the p irreducible characters 
of Z. 
Since G is finite, it is easy to see that one may use the above theorems to reduce the 
calculation of d(G) to a series of trivial calculations (the abelian cases). In fact, with a 
computer language which supports recursion, one can automate this process quite simply. 
In the next section we will present a program in the group theory computer language 
CATLEY which uses the above recursion formulas to compute d(G). 
3. Implementation of the Algorithm in CAYLEY 
When writing a program to deal with finite groups one question which arises is how 
particular groups are to be input into the program. Within CAVLEV there are several 
possible representations available for the communication and storage of groups as well as 
capabilities for shifting from one representation to another. The most general 
representations i  CAYLEY are permutation groups, matrix groups, and finitely presented 
groups, however, when representing finite p-groups, one may use a restricted type of 
presentation called a power-commutator (or pc) presentation. Our program for the 
calculation of character degrees assumes that it is given a pc-presentation for the group in 
question and so we will define a pc-presentation here for completeness (as well as the fact 
that there is still some question of standard notation). 
3.1 DEFrNITION (Cannon, 1985). Let G be a finite p-group. A pc-presentation for G is a 
presentation for G of the form 
(a~ . . . . .  a. lay = uj, 1 <~ j <<. n, [aj, ai l  = v O, 1 <~ i < j <<. n) ,  
where the u s and vtj are words in {aj+1 . . . . .  a,,}. 
The usefulness of pc-presentations lies in the fact that an arbitrary word in the a/s can 
be reduced to a normal word of the form 
en a~ 1 a~ ~ . . . a,, 
with 0 ~< ef < p by a commutator collection process. If each group element is represented 
by a unique normal word, we say that the presentation is consistent and CAYLEY ensures 
that any pc-presentation which it stores is consistent. 
The following program takes advantage of the fact that it is given a consistent 
pc-presentation as input. In particular, note from above that a,, is always central of 
order p. 
l ibrary degalg; 
"Written by ~ika Slattery - November 1D83, 
~odified - Nay 1985. 
Based on an idea of I.M, Isaacs." 
"For the following t~o routines, 0 is expected to 
be give. by a pc-presentation." 
procedure reldeKs(G,N,p;S); 
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"p is a rational prime, G Is a finite p-group and N is a 
central, cyclic subgroup of G: if lanbda is a faithful 
character of N, S Is returned as an integer sequence 
(c(O),c(1),c(R) . . . .  ) where  c( i )  is the  number of  
irreducible characters of G lying over lambda with 
degree p*i." 
if abelian (G) 
then 
S=seqCindex(G, N) ) ; 
- l se  "CO:N) > p" 
i:npcgene CG) ; 
while G.i in N do 
i=i-i ; 
end; 
M=<N,G. i>;  
C=centralizer(G,M) ; 
if cyclic(M) 
then 
reldegs(C,M,p;S); 
if G Eq C 
then 
for i=l to length(S) do 
s[i]--p,S[i] ; 
end; 
else "G > C" 
S=concatenete (SEQ (0), S) ; 
end; 
else %{ not cyclic" 
repeat 
y=ranelt (M) ; 
while (y in N) UR (order(y) OI p); 
if G Eq C 
then 
S=empty; 
for i=l to p do 
y=y*x; 
q, f=Gl<y> ; 
reldegs(~,f (~0 ,p; T) ; 
r=length(T)-length (S) ; 
if rGTO 
then 
S=cencatenate(S, conseq(O,r)) ; 
and; 
for  j= l  to length(T) do 
s[J]=s[j] ,x[j] ; 
end;  
end; 
else "G > C" 
q,f=c/<y>; 
reldege(q,f(M),p;S) ; 
S=concat snare (SE~ (0), S) ; 
end ;
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end; 
end; 
end; " re ldegs"  
procedure ehardegs(G;S); 
"G iea  finite p-group; S is returned as an integer sequence 
(c(0),c(1),c(2) . . . .  ) where c(i) is the number of irreducible 
characters of G with degree p'i." 
p=forder (G) [1] ; 
i f  nbel ian (G) 
then 
S=s eq (order (G)) ; 
else "order(G) > p*p" 
x=G. npcgens (G) ; 
chardegs (G/<x> ;S) ; 
rsldegs (G, <x>,p; T) ; 
r=length(T) -length (S) ; 
if r ."T 0 
then 
S=concatenate(S,coneeq(O,r))  ; 
end; 
for i=~ to length(T) do 
S [i]=S [i] * (p-1)*T[i] ; 
end; 
end; 
end; a chardegs" 
f in i sh ;  
4. Results 
In this section we wish to present some results from sample runs of the program listed 
above. These programs were run on a VAX 8600 under VAX/VMS version 4 using CAYLEY 
V3.3-1 (the times for a VAX 780 were about 4 times longer), The table below lists CPU 
time for each character degree calculation as well as the computed character degrees. 
The first group (denoted Go) is the largest 2-generator exponent-9 group of 3-class 4 
(i.e.pquotient (fgrank(2), 3, 4; explaw --- 9) in CAYLEV'S notation). 
A pc-presentation for this group is 
<al , .  all[a~ a4, a3=a, ,a~ 2 2 •.,  = = aeag, 
a~ . . . .  = a L = 1, (a : ,  al)  = a3, 
(a3, e l )  ----- a6, (a3, a:)  - -  aT, 
(a4, a2) = as, (as, al) = a2a2a11, 
(a6, al) = ag, (a6, a2) = alo, (aT, al)  = alo, 
(aT, a2) --- all , and all other commutators are trivial). 
The next few groups are from a family of p-groups described by Huppert (1979, section 
III.17). These groups are relatively small compared to their nilpotence class which helps 
the program run quickly on them. Although one can play games with any finite set of 
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numbers, it is interesting to note that each of the terms in d(G) for these groups is of the 
form pi_pj. We also include a corresponding group with p = 5 to show the effect of the 
pr ime on running time. 
Some mention should be made of the method used to obtain a pc-presentation of
Huppert 's  groups. If we let K denote any one of the groups which Huppert denotes as 
G/M~,i+l.i÷~, it is immediate from the book that K is generated by the images of B(1), 
C(p), and D(1 +p)  (using Huppert's notation) in the quotient group. By computing some 
of the relations between those three generators it was possible to input a group H to 
CAYLEV which had K as a quotient. The nilpotent quotient algorithm was then used to 
compute the maximal p-quotient Q of H and in each case it turned out to have the order 
of K and so Q was isomorphic to the desired group. 
Next we include a group of order 312 which gives an example of a p-group of nilpotence 
class >p which has no irreducible characters of degree p. 
This group has presentation 
(a l  . . . . .  a12[a 3 = aT, a~ = as, a~ = a~ = a~ . . . . .  aa12 = 1, 
(aa, at) = a~, (a 3, a2) = a6, (a4, at) = a6, 
(a4, a2) = a~, (as, a3) = a9, (as, a4) = alo, 
(a6, aa) = alo, (a6, a,) = a}, (a7, al) --- all., 
(aT, a=) = alE, (a8, al) = a122, (as, a2) = art 
(a9, a3) = all, (a9, a4) = a12, (alo, a3) ----- a12, 
(a~o, a,~) = a~l, and all other commutators are trivial>. 
Finally, we show a computation for a 2-group taking a Sylow 2-subgroup of the 
symmetric group on 16 symbols. 
G Order Nilp. class d(G) CPU time 
G O 311 3 ((81,882,2088) 4m 41 s 
Huppert (p -- 3): 
G/M2, ~, 3 3~ 4 (9,26,6) 5 s 
G/Ma. ,~. 4 39 6 (9,26,78,18) 17 s 
G/M,,. 2. s 312 8 (9,26,78,234, 5 ) 52 s 
G/Ms,6, 6 315 10 (9,26,78,234,702,162) 2m 45 s 
(p = 5)G/M2. a. a 56 4 (25,124,20) 7 s 
No deg p chars 312 4 (729,0,720.0,72) 3 m 2s 
Sylz of S16 215 8 (16,28,60,63,48,15) 1 m 19 s 
There was some question when this work began of how this algorithm would compare 
with simply using CAYL~Y'S built-in character table function (which is based on Dixon, 
1967) and ignoring all but the column of degrees. For comparison, we note that the 
calculation of the full character table of Huppert's group "G/M2. a. a" with p = 3 (order 36) 
takes 2 minutes 15 seconds as compared with 5 seconds above. (In this case the group H 
is isomorphic to Q and was used for the character table calculation.) 
5. Conclusions 
As one can see from the formulas in section 2, the running time of this program 
depends not only on the order of the group, but also on the structure of the particular 
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group in question. The case in Theorem 2.3 in which M is not cyclic and C = G is 
particularly annoying since it requires so many calculations, and consequently groups 
with a large elementary abelian centre cannot be dealt with. It would be very nice to see a 
revision of the algorithm which handles these groups more efficiently. 
Finally, there is a minor matter in the current implementation which seems as though it 
could be improved. When an element of order p in M\N is needed in the procedure 
reldegs, it is currently found by random search: 
repeat 
y = ranelt(M); 
while (y in N) OR (order(y) GT p); 
It would be nice to find some direct calculation of the element y, but nothing has yet 
presented itself which runs faster than the above code. 
I would like to thank Marty Isaacs whose comments tarted this work and John Cannon for his 
encouragement. Thanks also to the referees who provided useful suggestions along the way. 
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