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1 Abstract 
I projektet foretager vi en undersøgelse af Java 2 Micro Edition (J2ME) teknologien, en Java platform til specielle 
enheder som ikke er ressourcestærke nok til at kunne køre J2SE programmer, og som også adskiller sig så meget fra 
almindelige PC'er at der er behov for særlige klassebiblioteker. Målet er at afdække hvilken platform det egentlig er 
J2ME tilbyder udviklere, hvilke muligheder og begrænsninger der er i teknologien – og endeligt at forsøge at 
vurdere teknologiens nuværende status og perspektivere den i forhold til fremtidens marked. Dette mål arbejder vi 
os frem imod i tre faser: Først afklarer og forklarer vi J2ME arkitekturen teoretisk. Derefter ser vi på 
udviklingsmiljøet og hvad der i praksis skal til for at udvikle J2ME programmer til mobiltelefoner og PDA, og det 
viser sig at der er gode værktøjer til rådighed for udvikling til mobiltelefoner. Til sidst afprøver vi udvalgte aspekter 
af teknologien, specielt netværkskommunikation, J2ME klienter i distribuerede applikationer og brugergrænseflader. 
Disse praktiske forsøg afslører at der er stor forskel på den konkrete implementation af J2ME fra producent til 
producent. 
Vores konklusion er at J2ME teknologien er godt gennemtænkt, og har opnået stor udbredelse på mobiltelefoner, og 
er det logiske valg hvis man vil udvikle et spil eller en applikation til mobilmarkedet. På PDA forholder det sig 
anderledes, og mængden af problemer gør at vi ikke kan anbefale nogen at bruge J2ME teknologien her, før Sun 
sætter større fokus på at få udviklet velfungerende Java Runtime Environments. 
 
_____________________________________________________________________________________________ 
 
In this project we explore the Java 2 Micro Edition (J2ME) technology, a Java platform for special devices. These 
devices are categorized by differing from standard PC’s to such degree, both defined by their limited resources and 
their unique characteristics, i.e. input / output media, that J2SE is not an option when developing for these. 
The goal of the project is to uncover the essential concept of the J2ME platform and find out which possibilities and 
limitations developers face when choosing this platform. Furthermore we will conclude our assessment of the 
current status and future perspectives of the technology. 
We work towards achieving this goal in three phases: First we approach the problem theoretically by explaining the 
J2ME architechture. Next we take a closer look at the development environment, and what it it takes, from a 
developer point of view, to develop J2ME programs for mobile phones and PDA – and we learn that, at least when 
targeting mobile phones, the environment is easily understandable and many excellent tools are available. Finally 
we experiment with selected aspects of the J2ME technology, especially network communication, J2ME clients in 
distributed applications and graphical user interface capabilities. These practical experiments reveal that there is 
indeed a noticable difference in different vendors implementation of J2ME on their devices – but still the same 
program works on all of them. 
We conclude that the J2ME technology is well designed and it succeeds in categorizing all sorts of special devices, 
while still being flexible and light-weight. The technology is an accepted standard on mobile phones, and really is 
the logical choice when targeting this device category with games or applications. With regards to PDA, the 
technology falls through due to lack of functioning java runtime environments. We can not recommend using J2ME 
when targeting PDA, due to the amount of problems with J2ME on PDA and the current uncertainty about the status 
and future of the technology on this device category. 
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2 Indledning 
Mobiltelefoner har igennem de senere år udbredt sig til at være en naturlig del af hverdagen for så 
godt som alle mennesker. Mobiltelefonernes teknologiske egenskaber og muligheder er også vokset 
kraftigt, og nu er standarden at mobiltelefoner kan afvikle både spil og applikationer i farver, bruges 
til at gå på Internettet, checke email, tage billeder og meget mere. PDA er endnu ikke så udbredt 
som mobiltelefoner, men fås dog nu i et prisleje så enhver forretningsdrivende, studerende eller 
underviser, som har brug for den ekstra mobilitet og funktionalitet som en PDA tilbyder, kan være 
med. Det er også værd at bemærke at de PDA, som er standarden på markedet nu, faktisk er 
kompakte kraftige computere, med betragtelig processorhastighed, lager og skærmkvalitet - der 
svarer til hvad almindelige bærbare computere kunne yde for kun få år siden. Tendensen på 
markedet er i høj grad, at grænserne mellem mobiltelefoner og PDA udviskes – mobiltelefoner får 
mulighed for at installere og afvikle programmer, tilbyder WLAN opkobling til trådløse netværk, 
og kan bruges til at surfe på Internettet. Samtidig fås PDA med indbygget telefon, og hvis 
udviklingen fortsætter, hvilket alt tyder på, vil grænserne snart være helt udvisket. 
Som datalogistuderende og kommende programudviklere ser vi naturligvis spændende muligheder 
og udfordringer, med hensyn til hvordan man udvikler applikationer og spil, som kan bruges på alle 
de mange forskellige typer PDA og mobiltelefoner, der findes på markedet, og fremtidens hybride 
mobile enheder. Vi forestiller os bl.a., at det vil blive helt naturligt at bruge disse mobile enheder 
som klienter, der kobler op til større server applikationer, der kan udbyde alt fra databaseopslag, 
aktiekurser- og handel, multiplayer spil, GIS og kort funktionalitet samt utallige andre ting – som 
det allerede til dels er tilfældet. Samtidig vil der også kunne opstå et stort marked for spil, ikke bare 
de små spil vi kender fra dagens mobiltelefoner, men spil af samme høje kvalitet som udvikles til de 
stationære computere. 
 
Java 2 Micro Edition (J2ME) er en programmeringsplatform, som netop karakteriseres ved at rette 
sig mod dette marked af mobiltelefoner, PDA og hybride mobile enheder. Idet at det er Java som 
via Virtual Machine implementeringer og bytecode, gør at samme program kan være cross-platform 
kompatibelt, er det netop en teknologi som, i hvert fald i teorien, vil kunne gøre os som udviklere, i 
stand til at skabe applikationer og spil som potentielt kan blive anvendt af et utroligt stort antal 
brugere. 
 
I det hele taget det, at det er et område som er i utrolig vækst, og hvor standarderne og 
mulighederne endnu ikke er fast definerede, gør at vi er motiveret til at lære om det og forstå det 
bedre, så vi både kan formidle vores viden, og selv anvende den i studie- og arbejdssammenhæng.  
2.1 Problemformulering 
Vi vil undersøge J2ME teknologien, og formidle resultatet i en form som kan være til gavn for 
udviklere der overvejer at anvende teknologien. Vi fokuserer på J2ME udvikling til mobiltelefoner 
og PDA. De spørgsmål vi vil forsøge at besvare med projektet er: 
 
• Hvor let er det for en J2SE programmør at sætte sig ind i J2ME teknologien? 
• Hvilke evt. problemer er der med understøttelse af J2ME på henholdsvis PDA og 
mobiltelefon? 
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• Hvad er status for J2ME teknologien i dag og hvilke evt. problemer og begrænsninger er der 
ved at anvende J2ME som udviklingsplatform til mobiltelefoner og PDA? 
2.2 Målgruppe 
Projektets målgruppe er datalogistuderende og systemudviklere med interesse i udvikling til mobile 
enheder. Indgangsvinklen og problemformuleringen gør at vi forudsætter, at læseren har kendskab 
til Java 2 Standard Edition (J2ME), men aldrig har arbejdet med J2ME. Målet er at læsere af 
rapporten skal kunne få et overblik over J2ME arkitekturen, i hvilke sammenhænge det kan være 
smart at anvende J2ME, hvilke fordele og ulemper der er ved J2ME, og hvordan man rent praktisk 
kommer i gang med udvikling af J2ME applikationer til mobiltelefoner og PDA. 
2.3 Metode 
For at kunne besvare vores problemformulering bedst muligt, har vi overvejet hvordan 
fremgangsmåden og metoden i projektet skal være. Vores eget udgangspunkt for projektet er at vi 
har kendskab til J2SE udvikling af standard applikationer, men aldrig tidligere har arbejdet med 
J2ME, eller udvikling til mobile enheder. De faser vi vil arbejde os igennem i projektet er: 
 
1. Begreber / Teori: Med udgangspunkt i eksisterende litteratur og ressourcer skal vi opnå 
forståelse for opbygningen og funktionaliteten af J2ME. Vi må forholde os kritisk til 
litteratur fra forskellige kilder. Vores forståelse skal resultere i et beskrivende afsnit om 
J2ME; hvordan det er bygget op, og hvad forskellen er mellem J2SE og J2ME. Vores 
hensigt med beskrivelsen er, at læsere af rapporten som er helt ubekendte med J2ME, skal 
kunne forstå teknologien, uden at skulle søge Internettet igennem efter forskellige 
uoverskuelige kilder af varierende kvalitet. 
For at kunne sætte J2ME i perspektiv til nutidens- og fremtidens standard for udvikling af 
applikationer til mobile enheder, vil vi betragte en række aspekter der ikke direkte er en del 
af teknologien, men som har stor betydning for dens anvendelse og potentiale. Vi vil bl.a. 
undersøge tilgængelige udviklingsværktøjer og understøttelse af teknologien på forskellige 
typer enheder. 
2. Forsøg: For at undersøge understøttelse af J2ME på mobiltelefoner og PDA, og i det hele 
taget give en praktisk tilgang til anvendelse af J2ME, vil vi programmere applikationer til 
begge typer enheder, og beskrive hvordan man i praksis afprøver og afvikler dem. 
3. Praktisk anvendelse: På baggrund af vores tilegnede viden ud fra det foregående arbejde, 
vil vi udvikle et par anvendelige J2ME applikationer. 
4. Diskussion: Ud fra vores resultater af analyse- og forsøgsfaserne, vil vi diskutere hvilke 
problemer, styrker og svagheder vi har fundet ved J2ME teknologien. Vi vil forsøge at 
inddrage artikler og evt. eksisterende analyser af J2ME som udviklingsplatform, og på den 
måde argumentere for og imod de overvejelser vi gør os. 
5. Konklusion: Afsluttende vil vi kunne besvare vores problemformulering, og konkludere 
hvad resultatet af vores teknologiundersøgelse bliver. 
2.4 Rapportens opbygning 
Som følge af metoden er rapporten disponeret således. I kapitel 3 vil vi komme med et overblik 
over og en kort redegørelse for J2ME teknologien. Derpå vil vi i kapitel 4 beskrive vore 
forudsætninger for forsøg med J2ME, herunder hvilke enheder vi har taget i brug for at kunne 
afprøve teknologien. Kapitel 5 og 6 fokuserer på miljøet for J2ME på henholdsvis mobiltelefoner 
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og PDA, på baggrund af hvilke vi i kapitel 7 og 8 vil afprøve en række mindre applikationer på 
mobiltelefon og PDA. Slutteligt vil vi i kapitel 9 gennemføre udviklingen af to fuldstændige 
applikationer for en udvalgt profil. Dette fører os til kapitel 10, hvor vi vil runde rapporten af med 
en diskussion og fremkomme med vores konklusion på rapportens problemformulering. 
2.5 Semesterbinding 
Da vores projekt i høj grad er en undersøgelse af J2ME teknologien, frem for bare et 
anvendelsesorienteret projekt, mener vi at det passer godt ind under Modul 2 semesterbindingen på 
datalogi. Vi kommer til at fordybe os i selve J2ME teknologien i form af klasser og tekniske 
muligheder og begrænsninger, men også omkringliggende aspekter så som understøttelse på 
forskellige typer mobile enheder og hvilke udviklingsværktøjer der findes til J2ME. Vores 
tilgangsvinkel er både teoretisk og forklarende, men også praktisk, idet vi vil udføre konkrete forsøg 
med at programmere J2ME applikationer.  
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3 J2ME teknologien 
Java teknologien blev officielt introduceret på JavaOne konferencen i 1995, og havde før da været 
under udvikling og afprøvning i nogle år [JavaTech, 2005]. Siden er Java blevet bredt accepteret og 
anerkendt, og anvendes i dag både til server og desktop applikationer, samt på mobiltelefoner og 
diverse mere specielle enheder. Historisk set var idéen om Java netop rettet mod specielle, 
begrænsede, enheder, som diverse former for forbrugerelektronik og smartcards. Det tænker de 
fleste udviklere ikke så meget over i dag, for Java teknologien har udviklet sig til en meget stor 
platform, med en anseelig mængde klassebiblioteker til al tænkelig funktionalitet på desktop og 
server applikationer. At Java platformen udviklede sig i denne retning, introducerede også et 
problem: Det oprindelige princip om write-once-run-anywhere, blev hurtigt en umulighed, for 
størrelsen af både Java 1, og i endnu højere grad Java 2, platformene, gjorde det umuligt at anvende 
dem på begrænsede enheder som mobiltelefoner og low-end PDA – selv de bedste håndholdte 
computere på dagens marked, ville have problemer med at håndtere en fuld Java 2 platform. 
 
I første omgang (1997) adresserede Sun dette problem ved at introducere forskellige Java platforme, 
rettet mod forskellige markedssegmenter, bl.a. JavaCard til smartcard chips og EmbeddedJava til 
indlejrede applikationer [Nygard, 2005]. Der opstod dog hurtigt et behov for at få struktureret Java 
teknologien bedre, så ikke man endte med et stort antal forskellige platforme, uden fælles reference 
ramme, begreber og standarder. Dette problem blev adresseret med introduktionen af Java 2 Micro 
Edition på JavaOne konferencen i 1999 – én arkitektur, som samler mængden af forskellige Java 
platforme til begrænsede enheder under ét. 
 
I dag er vi således nået til et punkt hvor Java teknologien kan deles op i 3 platforme:  
 
• Java 2 Standard Edition (J2SE) 
• Java 2 Enterprise Edition (J2EE) 
• Java 2 Micro Edition (J2ME) 
 
De to første bygger på den samme Java Virtual Machine, og er kun forskellige med hensyn til 
mængden af funktionalitet, i form af klassebiblioteker, der tilbydes udvikleren. 
 
Med J2ME forholder det sig anderledes. Applikationer skal kunne køre på mange forskellige 
enheder hvor den tilgængelige hukommelse og de eksisterende I/O medier ikke kendes, og som 
oftest er meget begrænsede i forhold til de platforme J2SE kører på. Derfor kan man, da man her 
samler en mængde forskellige enheder med begrænsede ressourcer og forskellige karakteristika 
ikke anvende den fulde JVM, som udnyttes af de andre to platforme, og det er heller ikke 
hensigtsmæssigt med kun én speciel JVM, da den i givet fald måtte være meget begrænset for at 
kunne håndtere laveste fællesnævner, f.eks. en smartcard chip eller en mobiltelefon med meget 
begrænset hukommelse og processorkraft. I de efterfølgende afsnit vil vi forklare hvordan 
forskellighederne imellem de enheder J2ME samler under en betegnelse, håndteres på en 
standardiseret men stadig fleksibel måde. 
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3.1 Arkitekturen 
Java 2 Micro Edition (J2ME) er et Java bibliotek konstrueret med henblik på udvikling af mindre, 
netværks og hardware uafhængige applikationer. J2ME er i modsætning til J2SE og J2EE 
monolitisk opbygget, hvilket vil sige at biblioteket er sammensat af en række af moduler. Årsagen 
til denne struktur er at ressourcerne på mobile enheder, er varierende og begrænsede. Når pladsen er 
trang, er det særligt uhensigtsmæssigt at have standardklasser liggende der ikke benyttes. Sun har 
derfor i samarbejde med forskellige producenter igennem det såkaldte Java fællesskab (JCP1) 
defineret en særlig standard for J2ME arkitekturen. Java standarder kaldes også for Java 
Specifikationsbegæringer (JSR2), og J2ME består af tre JSR kategorier [CDCWhite, 2005]. Disse 
har udmøntet sig i opdelingen J2ME Building Blocks for Mobile Devices, der beskrives som tre 
softwarelag [KvmWhite, 2000]: 
 
• Java Virtual Machine (JVM) 
• Configurations 
• Profiles  
 
Disse lag bygges oven på host operativsystemet på den respektive enhed. Dette betyder, ganske som 
det er tilfældet med J2SE og J2EE, at der skal findes en implementering af JVM, konfiguration og 
profil til den enhed man arbejder med. J2SE kan f.eks. downloades i versioner til Windows, Linux, 
Sun Sparc maskiner og specielt til AMD 64 bit processorer. På samme måde skal der findes en 
J2ME implementering til f.eks. den mobiltelefon eller PDA man vil udvikle til – og den skal være 
rettet mod det operativsystem der er installeret på enheden, f.eks. Windows Mobile / Pocket PC, 
eller Palm OS. 
  
 
 
Figur 1, J2ME arkitekturen 
                                                 
1
 Java Community Process 
2
 Java Specification Requests 
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3.1.1 Konfigurationer 
En konfiguration definerer den minimale samling af JVM features og tilgængelige biblioteker på en 
konkret kategori af enheder, og kan derved ses som laveste fællesnævner for en type enheder. Der 
findes på nuværende tidspunkt to konfigurationer specificeret for J2ME (udover Java Card, som vi 
ikke vil beskæftige os med): 
 
• Connected Limited Device Configuration (CLDC) 
• Connected Device Configuration (CDC) 
Konfigurationernes virtuelle maskiner 
De to konfigurationer har hver deres virtuelle maskine tilknyttet, idet de retter sig mod to kategorier 
af enheder; meget begrænsede, og mindre begrænsede. 
 
CDC´s virtuelle maskine betegnes enten som JVM (Figur 1) eller som CVM (Compact Virtual 
Machine). Denne virtuelle maskine ligger meget tæt på den almindelige JVM som kendes fra J2SE. 
CDC er tænkt til enheder med relativt hurtige processorer og meget hukommelse, f.eks. TV set-top 
bokse og high-end PDA. 
 
CLDC konfigurationens virtuelle maskine bærer navnet KVM, som er blevet til ud fra det mål at 
skabe den mindst mulige virtuelle maskine. Da Sun beskrev de enheder denne virtuelle maskine var 
rettet mod til at være på nogle få kilobytes, fik den navnet KVM. KVM er desuden implementeret i 
C for lettere at kunne overføre den til forskellige platforme med en tilgængelig C-kompiler. 
 
Sun har ved udviklingen af KVM været opmærksomme på at minimere denne virtuelle maskines 
pladskrav mest muligt. Da KVM nødvendigvis måtte inkludere samme fokus på sikkerhed, som 
andre Java implementeringer, så har man for CLDC konfigurationen indført en preverifier. Denne 
preverifier har til formål at kontrollere den enkelte Java klasse for mulige sikkerhedskonflikter 
inden klassen overhovedet er overført til den mobile enhed. Denne proces som ellers ville have 
krævet langt flere ressourcer har man kunne placere på udviklerens enhed, ved at implementere en 
såkaldt stackmap attribut. Ved overførsel til den mobile enhed udnytter KVM data indsamlet i 
stackmap attributten inden bytekode-fortolkeren aktiveres, hvorved den virtuelle maskine er i stand 
til at bevare sikkerhedsdimensionen uden at det sker på bekostning af de begrænsede tilgængelige 
ressourcer. Processen er illustreret på Figur 2. 
 
 
Figur 2, Processen med at overføre og afvikle en applikation på en KVM [CLDC, 2000]. 
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Forholdet mellem konfigurationerne 
Connected Limited Device Configuration (CLDC) er den mindste af de to, og er udviklet til enheder 
med relativt langsomme processorer og begrænset hukommelse. Som det fremgår af Figur 1, 
omfatter denne enhedstype mobiltelefoner og simple PDA´ere. CLDC er klart den mest udbredte på 
nuværende tidspunkt, og leveres installeret fra fabrikantens side på størstedelen af alle 
mobiltelefoner på markedet. 
 
Figur 3 herunder illustrerer forholdet mellem J2SE, J2EE og J2ME.  
 
 
Figur 3, forholdet mellem J2SE, J2EE og J2ME 
De vigtigste punkter som vi forsøger at illustrere med figuren er: 
 
• CDC og CLDC indeholder et subset af J2SE. 
• CDC er et superset af CLDC, altså er CLDC fuldt indeholdt og understøttet af CDC. 
• CDC og CLDC indeholder specielle klasser som ikke er tilgængelige i J2SE, altså er J2SE 
ikke et superset af J2ME. 
 
Selv om CDC er et superset af CLDC, er det i virkeligheden ikke trivielt at overføre en CLDC 
baseret applikation til CDC – dette skyldes at man i praksis bygger forskellige såkaldte profiler 
ovenpå de forskellige konfigurationer – og dermed ophører superset / subset forholdet. Sun angiver 
det som et endnu uløst problem: 
 
J2EE 
CLDC 
J2SE 
CDC 
Nye klasser som f.eks. javax.microedition.io 
J2ME 
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….Can I migrate my code from CLDC to CDC?  
Yes. CDC is a superset of CLDC functionality.  
Can I migrate my code from MIDP to CDC?  
No. The MIDP GUI APIs are different. We are investigating a solution for this. …. 
[CDC, 2005] 
3.1.2 Profiler 
Profiler bygger videre på den grundlæggende konfiguration, og retter sig mere konkret mod en 
specifik enhed, f.eks. en mobiltelefon eller en PDA. Profilen stiller yderligere funktionalitet til 
rådighed, f.eks. avanceret brugergrænseflade på en PDA. 
Bemærk at funktionerne i en profil ikke er valgfri, men at enheden skal understøtte hele profilen. 
CDC Profiler 
Som overbygning på CDC, er følgende profiler etablerede standarder (men flere kan komme til): 
Foundation Profile 
Foundation profile understøtter ikke grafiske brugergrænseflader (GUI), og er den mest basale af de 
fire CDC profiler. Den benyttes til netværksprintere, routere etc. 
Personal Basis Profile 
Personal Basis Profile inkluderer alle API’erne fra Foundation Profile, og er herudover en skrabet 
udgave af J2SE AWT API. Der understøttes simple grafiske klasser til brug i f.eks. interaktive 
fjernsyn. Profilen inkluderer ikke Buttons eller Panels, og tillader kun oprettelse af et Frame objekt. 
Personal Profile 
Personal profile indeholder fuld AWT understøttelse. Profilen er tiltænkt sammenhænge hvor der 
kræves avanceret GUI og appletter, eksempelvis High-end PDA´er. API´erne er taget fra J2SE og 
tilpasset det ressoursebegrænsede miljø. AWT pakken er en kombination af java.awt fra JDK 1.1 og 
nogle af 2D pakkerne fra J2SE 1.3.1. 
CLDC Profiler 
Som overbygning på CLDC er der endnu kun etableret profilen Mobil Information Device Profile 
(MIDP). 
Mobile Information Device Profile (MIDP) 
MIDP er meget udbredt, idet den implementeres på de fleste mobiltelefoner på markedet, og på 
Sun’s hjemmeside nævnes MIDP som et key element i J2ME. MIDP er specifikt rettet mod Mobile 
Information Devices; hermed menes mobiltelefoner og mainstream PDA med egenskaber 
tilsvarende eller bedre end mobiltelefonernes. 
 
Nogle af nøgleordene om funktionaliteten i MIDP er: 
 
• Grafiske brugergrænseflader. 
• Håndtering af forskellige inputmedier, som touchscreens, mobil tastaturer, og små qwerty 
tastaturer på PDA. 
• Netværkskommunikation – understøttelse af bl.a. HTTP, sockets og flere andre typer. 
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• Multimedia og spil – der udbydes allerede mange MIDP spil til mobiltelefoner. 
• Sikkerhed. 
3.1.3 Applikationsmodeller 
Hvordan applikationer afvikles er forskelligt fra profil til profil. Personal Profile, som i det hele 
taget ligger sig meget tæt op af J2SE, kan afvikle applikationer på samme måde som det kendes fra 
standard Java: 
 
• Main metode – Det såkaldte entry-point til programmet er dets main metode, dette er den 
traditionelle applikationsmodel. JVM loader program klassen, og kalder dens main() 
metode. 
• Applets – kendes også fra den almindelige desktop PC med Java. De afvikles og styres af 
webbrowseren, eller Sun’s testværktøj AppletViewer. En applet udvider Applet klassen, og 
webbrowseren styrer den derefter gennem det kendte interface med metoderne init(), start(), 
stop(), destroy(). 
• Xlets – denne model vil vi ikke komme nærmere ind på, men den er tilsvarende Applet 
modellen, bortset fra at den ikke styres af en webbrowser, men et specielt program til at 
styre Xlets, tilsvarende AppletViewer. 
 
Det mest interessante med hensyn til applikationsmodeller, er MIDletter. Dette er måden man 
skriver og afvikler MIDP applikationer, og den er ikke kendt fra J2SE, derfor beskriver vi den mere 
detaljeret end de andre. 
MIDletter 
En MIDlet er sammenlignelig med en applet. Den bliver altså styret at et specielt program, hvilket 
kan være indbygget i mobiltelefonen, eller noget man installerer som ekstra software på en PDA. 
På samme måde som applets udvider Applet klassen, er det med MIDletter sådan at de udvider en 
MIDlet klasse, som giver et interface, der skal bruges af det program (den såkaldte application 
manager), der eksekverer MIDletten og styrer afviklingen af denne. Modellen for afvikling af 
MIDletter illustreres på Figur 4 herunder. 
 
 
Figur 4, MIDlet livscyklus og applikationsmodel3 
                                                 
3
 Sams Publishing 2005; http://www.stardeveloper.com/articles/display.html?article=2002121101&page=1 
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Proceduren for afvikling af en MIDlet er: 
 
1. MIDletten loades og kommer i loaded tilstand som markeret på Figur 4. 
2. Application manager kalder MIDlettens startApp() metode. 
3. MIDlettens kode afvikles nu, og kører ganske som under andre applikationsmodeller. 
4. Det kan nu være tilfældet at MIDletten pauses og kommer tilbage i active tilstand. 
5. MIDletten lukkes, enten fordi dens kode er eksekveret færdig, eller fordi application 
manager har kaldt destroyApp(). 
3.1.4 Optional Packages 
Da J2ME som beskrevet er modulært opbygget, ud fra en intention om at levere en kompakt 
grundplatform der tager hensyn til den begrænsede plads, på de enheder den retter sig imod, er der 
som følge deraf også skåret kraftigt i forhold til den omfattende funktionalitet der findes i J2SE. 
 
Men stadig ønsker man med J2ME at levere en fleksibel platform, der er tilstrækkelig til at løse alle 
programmeringsopgaver; derfor skal platformen kunne udvides med ekstra funktionalitet - moduler 
som udviklere kan vælge til når de skal løse en bestemt opgave. Det er disse tilvalgsmoduler der er 
kendt under betegnelsen optional packages, og som i øvrigt ses illustreret på Figur 1. 
 
Endnu en grund til at en stor mængde funktionalitet er udeladt fra specifikationerne, er at hvis man 
inkluderede det i en profil, ville det betyde at alle enheder, som profilen rettede sig imod, skulle 
implementere funktionaliteten, idet en enhed altid skal understøtte hele profilen, og ikke kan vælge 
noget fra. Et illustrerende eksempel fra Sun’s hjemmeside: 
 
“Bluetooth support, for example, is defined as an optional package. Making it part of a profile wouldn't 
work, because none of the behaviors of a profile can be optional -- if a device supports a profile, it must 
support the entire profile -- and that would limit the profile to Bluetooth-enabled devices.” 
[Giguère, 2005] 
 
Hvis man vælger at anvende optional packages, hvilket meget ofte vil være tilfældet ved mere 
komplekse applikationer, hvor man har brug for mere end det der tilbydes af den grundlæggende 
platform, skal man have følgende i tankerne: 
 
• Den eller de enheder applikationen er tiltænkt, skal kunne understøtte den funktionalitet, 
man tilføjer. Hvis man f.eks. har valgt bluetooth, vil applikationen naturligt nok kun virke 
på enheder med bluetooth. 
• De optional packages man anvender, skal stilles til rådighed på enheden hvor applikationen 
skal køre. Optional packages installeres af nogle fabrikanter som standard på deres 
mobiltelefoner, f.eks. multimediapakken Mobile Media API. Det tager dog et stykke tid fra 
specifikationen af en ny optional package er færdig, til understøttelse bliver udbredt på 
mobiltelefon markedet. På PDA er det muligt selv at tilføje nye optional packages, mens det 
på mobiltelefoner ikke er muligt med mindre producenten udgiver en software opdatering 
med nye pakker – dette er lidt uhensigtsmæssigt, da der hele tiden dukker nye optional 
packages op. 
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3.2 Afrunding 
Vi har i dette afsnit beskrevet J2ME arkitekturen for at bidrage med en teoretisk forståelsesramme 
for teknologien, og understøtte vore empiriske undersøgelser af J2ME, som vil være temaet for de 
følgende afsnit. Før vi påbegynder disse undersøgelser, vil vi dog indledningsvis i det følgende 
afsnit gennemgå hvordan man rent praktisk kommer i gang med udvikling- og afvikling af J2ME 
applikationer på henholdsvis mobiltelefoner og PDA. 
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4 Forudsætninger, værktøjer og hardware 
I dette afsnit vil starte med at beskrive det hardware i form af mobiltelefoner og PDA vi har haft til 
rådighed, idet disse er afgørende for hvilke J2ME applikationsmodeller og runtime environments vi 
har haft mulighed for at anvende til det empiriske arbejde med J2ME. Slutteligt vil vi give et kort 
overblik over den nødvendige software for udviklingsplatformen, der muliggør skabelsen af J2ME 
applikationer. 
4.1 Hardware - mobiltelefoner og PDA 
4.1.1 Mobiltelefoner 
Vi har tre mobiltelefoner til rådighed, og det mest interessante er at det er udvalg af telefoner fra 
forskellige fabrikanter. Det er vigtigt, idet det er op til hver enkelt fabrikant hvordan de 
implementerer CLDC og MIDP – og med forskellige telefoner får vi altså mulighed for at 
undersøge om programmer og spil opfører sig forskelligt fra telefon til telefon. 
 
 
 
   
 
Nokia 3120. 
 
Display: 128x128 
CLDC: 1.0 
MIDP: 1.0 
Sony Ericsson T610 
 
Display: 128x160 
CLDC: 1.0 
MIDP: 1.0 
Optional Packages: MMAPI 
1.0 
LG U880 
 
Display: 176x220 
CLDC: 1.1 
MIDP: 2.0 
Optional Packages: Ukendt 
Andet: Bluetooth 
Tabel 1, mobiltelefoner der anvendes i projektet 
Generelt oplyser producenterne ikke hvilket J2ME miljø, som telefonerne understøtter. Sun har en 
dataliste for en række mobiltelefoner, hvori LG U880 ikke figurerer. Derfor har vi efter forgæves 
henvendelse til producenten været nødt til selv at teste telefonen for specifikke pakker, og har 
derigennem kunnet konstatere at selvom denne er en Bluetooth enhed, indeholder den ikke J2ME 
Bluetooth Optional Package (JABWT). 
 J2ME TEKNOLOGIUNDERSØGELSE.                         RUC datalogi modul 2 projekt, 2005. 
 Af Kasper Klitgaard, Kristian Bjarke Broe, Jonas Rømer. 
 
 
 15 
4.1.2 PDA 
Vi har arbejdet med to forskellige PDA, en HP som er en lidt ældre model og en Fujitsu Siemens, 
som er en nyere model med alle tænkelige features. Begge er af Pocket PC typen, med operativ 
systemet Microsoft Windows Mobile 2003 Second Edition. 
 
 
 
 
 
Fujitsu Siemens Pocket Loox 720. 
 
Processor: 520Mhz Intel XScale 
RAM: 128 MB  
ROM: 64 MB 
Skærm: VGA 640x480 
Andet: Bluetooth, WiFi, Kamera. 
HP Ipaq RZ 1710. 
 
Processor: 203 MHz Samsung S3C2410 
RAM: 32 MB 
ROM: 32 MB 
Skærm: QVGA 240*320 
Andet: Infrarød 
Tabel 2, PDA der anvendes i projektet 
Disse to modeller er ganske repræsentative for PDA markedet, da Microsoft baserede Pocket PC 
udgør langt størstedelen af markedet4. Det kunne dog have været interessant at have en PDA med 
Linux styresystem med i projektet også, men desværre havde vi ikke adgang til en sådan. Grunden 
til at det kunne have været interessant er, at Sun tilbyder en implementering af deres CDC HotSpot 
JVM [CDCHotSpot, 2005] til Linux – denne tilbyder de desværre ikke til Pocket PC / Windows 
Mobile, selv om de i forhold til Linux er fuldstændigt markedsdominerende. 
 
Det skal altså bemærkes at ingen af de to PDA understøtter Java i nogen form, hverken fra 
fabrikantens side, eller som en del af operativsystemet. Det er brugerens problem at finde en 
passende implementering fra en tredjeparts softwareleverandør, hvis en sådan i det hele taget findes. 
Det bliver derfor også en nødvendig del af vores projekt at undersøge markedet for passende J2ME 
implementeringer til de Pocket PC vi arbejder med, og dette vil være det første vi ser nærmere på i 
afsnit 6 ”J2ME på PDA”. 
                                                 
4
 Computerworld fredag den 4. november 2005. 
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4.2 Software 
For at nå frem til en fungerende udviklingsplatform for J2ME skal man installere følgende: 
 
• Sun Java SDK (vi anvender 1.5) 
Herfra anvendes javac compileren, og derudover bruges klassebibliotekerne til 
udvikling af CDC baserede applikationer. 
• Sun Java Wireless Toolkit (vi anvender 2.3 beta) 
Inkluderer J2ME klassebibliotekerne, bl.a CLDC og MIDP samt forskellige 
udviklingsværktøjer og emulatorer der er en hjælp til udvikling af J2ME MIDletter. 
Derudover også et nødvendigt værktøj til at udføre preverification af MIDletter 
(beskrives i det senere afsnit 5.2 ”Procedure for at kompilere en MIDlet”). 
4.3 Afrunding 
Vi har i dette afsnit præsenteret de tilgængelige mobile enheder for vort empiriske arbejde, og 
slutteligt præsenteret den nødvendige software for udviklingsplatformen. I det følgende afsnit vil vi 
i forlængelse heraf betragte en række MIDP understøttende udviklingsværktøjer til brug på 
udviklingsplatformen, samt kompilering og distribution af J2ME programmer. 
 J2ME TEKNOLOGIUNDERSØGELSE.                         RUC datalogi modul 2 projekt, 2005. 
 Af Kasper Klitgaard, Kristian Bjarke Broe, Jonas Rømer. 
 
 
 17 
5 J2ME på mobiltelefoner 
J2ME på mobiltelefoner betyder mere præcist at man koncentrerer sig om CLDC konfigurationen, 
MIDP profilen og MIDlet applikationsmodellen. Det er muligt at der med tiden kan afvikles andre 
profiler på mobiltelefoner, men lige nu er det MIDletter der er den eneste standard. Det forholder 
sig så heldigt at der på næsten alle telefoner er installeret CLDC og MIDP fra fabrikantens side, og 
dermed skal man ikke bekymre sig om opsætning af det nødvendige Java Runtime Environment. 
Det vigtigste man skal forholde sig til er: 
 
• CLDC og MIDP versioner kan være forskellige fra telefon til telefon. 
• Det er ikke sikkert at Optional Packages er til rådighed. 
• Telefonernes karakteristika, skærmstørrelse mv. er forskellige. 
 
At standarderne er så veletablerede, og anvendes i praksis til de mange spil der findes til 
mobiltelefoner, gør at det er nemt at komme igang med udvikling, og det er derfor ikke relevant at 
beskrive yderligere om selve J2ME miljøet på mobiltelefoner, idét det bare er der, og bør fungere – 
i øvrigt har man ikke selv mulighed for at ændre i det.  
5.1 Udviklingsværktøjer til J2ME MIDletter 
Udviklere af større applikationer med grafiske brugergrænseflader, forventer at der for den 
platform/arkitektur og sprog de arbejder med, findes udviklingsværktøjer (IDE5) som understøtter 
og forenkler arbejdet med programmeringen. Det er naturligvis en god ting at kunne programmere 
alt fra bunden i en text-editor, kunne kompilere og debugge fra kommandolinien, og have 
fuldstændigt styr på opsætning af class-paths og andet som får alle elementerne i udviklingsmiljøet 
til at spille sammen. I praksis, for både meget erfarne og især mindre erfarne programmører er et 
godt og funktionelt udviklingsværktøj dog en uundværlig ting. For at undersøge hvor accepteret 
J2ME er som standard, og for at samtidigt fra programmør/udvikler synspunkt at kunne vurdere om 
udviklingsværktøjerne til J2ME er tilstrækkelige, gennemgår vi her to af de mest populære i forhold 
til, bl.a., følgende kriterier: 
 
• Projekt, fil og klassestyring. 
• Integreret mulighed for at afvikle og debugge programmer. 
• Drag & drop design af grafisk brugergrænseflade. 
• Mulighed for at integrere emulatorer af forskellige håndholdte enheder. 
 
Det skal understreges, at de to udviklingsværktøjer vi har valgt at undersøge nærmere ikke er de 
eneste, men blot blandt de mest kendte - og de er lettilgængelige. Andre alternativer er bl.a. Borland 
Jbuilder / Mobile Studio, IBM WebSphere Studio Device Developer og IntelliJ IDEA 
(J2MESupport Plugin). 
5.1.1 NetBeans IDE 4.1 
NetBeans IDE 4.1 er et Open Source Java IDE. NetBeans er oprindeligt et Sun Microsystems 
koncept, men er blevet frigivet som open source. Sun er stadig hovedsponsor, og støtter NetBeans 
                                                 
5
 Integrated Development Environments 
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produktet. Dette i sig selv burde garantere en god kvalitet, da Sun naturligvis er interesseret i at gøre 
noget for at få udviklere til at vælge Java – og J2ME, som platform. NetBeans understøtter både 
J2SE, J2EE og J2ME udvikling. For at få understøttelse af J2ME, skal man først huske at installere 
NetBeans Mobility Pack 4.1 – et plugin som tilføjer J2ME funktionalitet. 
 
Da NetBeans er et fuldt udviklet, anvendt og velfungerende værktøj til standard Java applikationer, 
er der fuld understøttelse af projekter, import af projekter og browsing muligheder i klasser og 
metoder.  
 
Det mest interessante vi noterer os omkring NetBeans IDE, drejer sig derfor om mulighederne for 
brugergrænseflade design, og hvor nemt det er at generere en MIDP applikation og afvikle den. 
 
Der findes en application wizard som kan generere udgangspunktet for en MIDP 2.0 applikation, så 
med ganske få klik er man klar til at kunne afvikle sin første MIDP applikation. Afviklingen kan 
foregå i en af de medfølgende emulatorer, eller man kan vælge at installere flere emulatorer af 
andre produkter, hvilket man i alle tilfælde vil være nødt til, da der kun er ganske få med i 
distributionen – man kunne have ønsket en så komplet samling som muligt af emulatorer fra 
producenter af mobile og håndholdte enheder. 
 
Drag and drop brugergrænsefladedesign er muligt igennem funktionaliteten Screen Designer.  
 
 
Figur 5, NetBeans IDE 4.1 Mobility Pack - Screen Designer 
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MIDletter er af natur rimeligt begrænsede i layout mulighed, da det er enhedsafhængigt hvordan 
grafiske elementer organiseres på skærmen. Men bortset fra det har man, ganske som vi kender det 
fra udvikling af standard applikationer, mulighed for at trække elementer som f.eks. 
kommandoknapper, lister, tekstbokse og billeder ind på en form. 
 
En anden interessant, og mere speciel mulighed, er at man via Flow Designer kan vedligeholde en 
form for interaktionsdiagrammer, som repræsenterer hvordan brugeren ved at udføre en bestemt 
handling, sendes til et bestemt skærmbillede i programmet.  
 
 
Figur 6, NetBeans IDE 4.1 Mobility Pack - Flow Designer MIDP 2.0 
Kombinationen af et Sun understøttet IDE af høj kvalitet, samt Screen Designer og FlowDesigner 
virker meget fornuftig, og burde gøre det muligt at udvikle brugergrænseflader og interaktion i 
MIDP applikationer meget hurtigt. De kriterier vi i første omgang opstillede for et successfuldt IDE, 
er til stede, og i øvrigt er der mere funktionalitet vi endnu ikke har afprøvet, bl.a. nem integration 
mellem J2ME klienter og Java server applikationer. En artikel skrevet af en af forfatterne til bogen 
Java 2 Micro Edition konkluderer at NetBeans Mobility Pack er et af de bedste produkter på 
markedet, og at det er tæt på at tilbyde det man forventer af et IDE til standard Java applikationer 
[White, 2005]. 
5.1.2 Eclipse 3.1.1 
Eclipse er også et Open Source IDE, i dette tilfælde et produkt som understøttes af IBM. IBM burde 
også være garant for en vis kvalitet, men modsat NetBeans, kan man nok ikke være sikker på de har 
en ligeså stor interesse i at fremme og understøtte J2ME – dette kan evt. betyde at J2ME ikke bliver 
prioriteret ligeså højt som i Sun Microsystems NetBeans. 
J2ME understøttelse fås også her ved at installere et plugin, EclipseME (1.1.0). 
Eclipse som udviklingsværktøj til standard Java applikationer, er meget anvendt, af høj kvalitet, og 
fuldt på højde med NetBeans – historisk er det endda kendt for at være betydeligt hurtigere end 
NetBeans.  
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Funktionalitet som integreret debugger, programafvikling og projekt-, fil- og klassestyring er altså 
også her givet og af god kvalitet. Det afgørende for vurderingen bliver igen application wizards, 
brugergrænsefladedesign samt afvikling af MIDP applikationerne i emulator og hvor godt J2ME 
plugin fungerer. 
 
Det første vi bemærker er, at der findes en Application Wizard, men at den desværre ikke virker 
uden videre. Ikke et godt tegn for kvaliteten, men efter søgen i support forums kan problemet løses 
– det viser sig at man selv skal angive lokationen på et wireless toolkit [IBMDeveloperWorks, 
2005]. 
 
Efter Application Wizard har kørt, er der genereret udgangspunktet for en J2ME applikation – 
måske, for det er dog ikke muligt at finde MIDlet kode, drag and drop design eller andet. Derfor må 
vi gennemgå en tutorial, for at kunne komme i gang – og en sådan findes heldigvis på IBM 
DeveloperWorks. Denne tutorial viser sig at være letforståelig, og det er nemt at få genereret den 
grundlæggende kode for en MIDlet, det var bare ikke indlysende hvordan, uden først at have læst 
det.  
 
Herefter er EclipseME, ganske som Eclipse ved standard Java applikationer, nemt og hurtigt at 
anvende. Men i forhold til NetBeans Mobility Pack ser vi at der her helt mangler mulighed for drag 
and drop design af brugegrænseflade – her må man programmere alt selv. 
 
Samlet set er EclipseME anvendeligt som IDE der integrerer alle delkomponenter og gør det nemt 
at afvikle og debugge MIDletter – men der er i øvrigt ingen særligt J2ME / MIDlet funktionalitet, så 
der er et stykke vej før det er på niveau med NetBeans Mobility Pack. 
5.2 Procedure for at kompilere en MIDlet 
Når man har skrevet koden for en MIDlet, kan man med et udviklingsværktøj som f.eks. Sun Java 
Wireless Toolkit eller NetBeans Mobility få genereret en kompileret MIDlet der er klar til at blive 
testet i en emulator, eller distribueret til en mobil enhed.  
Vi mener dog at det er meget relevant at sætte sig ind i, hvordan man manuelt kan kompilere en 
MIDlet – altså vil vi undersøge hvilke processer man skal igennem, fra MIDlet source kode til man 
har den distribuerbare, færdige MIDlet. 
5.2.1 Kompilering 
Det første man skal gøre er at kompilere koden til en class fil. Dette gøres ved at anvende den 
javac.exe compiler man også anvender til almindelige J2SE applikationer. Der er den afgørende 
forskel at man skal ændre classpath, så MIDletten ikke kompileres med J2SE’s base klasser, men i 
stedet J2ME’s begrænsede base klasser. I følgende eksempel ses syntaksen for kompilering, givet at 
man er i MIDlettens rod mappe. En MIDlet skal skrives som en package, og derfor vil der ikke være 
nogen filer i denne rod mappe, kun en undermappe med pakkens navn. Eksemplet er baseret på at 
man har det seneste Sun Java Wireless Toolkit installeret: 
 
Javac –bootclasspath [wireless_toolkit_dir]\lib\cldcapi11.jar; 
[wireless_toolkit_dir]\lib\midpapi20.jar [package_name]\[MIDlet_name].java 
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5.2.2 Preverification 
Når man kører en normal J2SE applikation, udfører den virtuelle maskine først verification af 
bytecode, for at sikre at klassefilen er korrekt og overholder specifikationen som understøttes. På de 
begrænsede enheder som J2ME MIDletter retter sig imod, har man valgt at forsimple verification 
processen, så ikke man skal bruge de begrænsede ressourcer på det. Preverification betyder altså at 
man ikke lader den virtuelle maskine på de mobile enheder om at udføre en fuld verification, men at 
man før distribution ad MIDletten, kører et program som sikrer at MIDletten er verificeret og 
tilføjer denne information til klassefilen som blev kompileret i forrige skridt. Igen givet at man er i 
MIDlettens rod mappe: 
 
[wireless_toolkit_dir]\bin\preverify.exe –classpath [wireless_toolkit_dir]\lib\cldcapi11.jar; 
[wireless_toolkit_dir]\lib\midpapi20.jar [package_name].[MIDlet_name] 
 
Herefter genereres en ny mappe output under MIDlettens rod mappe. Da MIDletten er en package, 
vil den præverificerede klasse blive placeret i output\[package_name]\. 
5.2.3 Pakning 
MIDletten forefindes stadig som en .class fil, men skal distribueres som en .jar pakke, med en 
tilhørende .jad, den sidste (Java Application Descriptor) beskriver blot applikationen som 
distribueres i .jar filen. 
Det første skridt i pakningen er, at skrive en manifest fil, som skal bruges for at kunne generere .jar 
filen:  
 
MIDlet-Name: [MIDlet_name] 
MIDlet-Version: 1.0.0 
MIDlet-Vendor: Dat. gruppe RUC 
Man skal huske at afslutte med enter/linieskift, ellers virker det ikke. 
 
Denne fil skal gemmes som manifest.mf i mappen output som blev genereret af preverification. Så 
er man klar til at generere .jar filen, med følgende syntaks, givet at man nu er i output mappen: 
 
Jar cvfm [MIDlet_name].jar manifest.mf .\[package_name] 
 
Dette medfører at den færdige MIDlet .jar fil placeres i output mappen. Vi skal nu notere os den 
præcise størrelse i bytes af den genererede .jar fil, det skal bruges efterfølgende. Vi kalder den 
[jar_size]. Tilbage er nu kun at skrive .jad filen: 
 
MIDlet-1: [MIDlet_name], , [package_name].[MIDlet_name] 
MIDlet-Name: [MIDlet_name] 
MIDlet-Version: 1.0.0 
MIDlet-Vendor: Dat. Gruppe RUC 
MIDlet-Jar-URL: [MIDlet_name].jar 
MIDlet-Jar-Size: [jar_size] 
MicroEdition-Profile: MIDP-2.0 
MicroEdition-Configuration: CLDC-1.1 
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På denne måde når man frem til den .jar og .jad fil, der er nødvendige før man har den 
distribuerbare MIDlet. Den procedure vi har beskrevet er den simplest mulige, som vil virke for en 
simpel applikation. I nogen tilfælde vil der være behov for at tilføje ekstra attributter til manifest og 
.jad filerne, ligesom det er muligt at køre signing og obfuscation på den pakkede MIDlet. Signing 
betyder at man signerer MIDletten, en sikkerhedsforanstaltning, så brugere kan stole på hvem der 
har udgivet MIDletten. Obfuscation, som også bør udføres på almindelige J2SE programmer, 
betyder at man sikrer sig at andre ikke kan genskabe, og dermed stjæle, ens kildekode, ud fra den 
klasse- eller jar-fil de har til rådighed. 
5.3 Afrunding 
Med baggrund i dette afsnit er vejen banet for udvikling og afvikling af MIDP applikationer. Eneste 
nødvendige yderligere forudsætning for forsøg med J2ME, vil være temaet for det følgende afsnit, 
hvor vi vil se på installation af J2ME runtime environments på PDA. 
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6 J2ME på PDA 
Som tidligere nævnt, forholder det sig med hensyn til J2ME på PDA, og i særdeleshed Pocket PC 
sådan, at hverken fabrikanterne, Microsoft som leverer operativsystemet eller Sun, som er firmaet 
bag J2ME, leverer en implementering af et Java Runtime Environment. 
 
Dette er naturligvis et stort problem i forhold til vores projekt og i det hele taget for alle der vil 
udvikle Java eller J2ME applikationer til PDA, og vi har også undret os meget over hvorfor Sun 
ikke stiller en implementering til rådighed – alle udviklere er jo vant til at kunne downloade Sun’s 
Java Runtime Environment til både Windows og Linux. Grundene til at man ikke kan downloade et 
Sun J2ME Runtime Environment til PDA er ikke helt klare, men vi vil senere tage denne 
problemstilling op i vores diskussion. 
 
Men for at kunne komme videre med den del af projektets fokus, som handler om J2ME på PDA, 
må vi se på hvad der udbydes af tredjeparts J2ME runtime environments til Pocket PC. Vores 
undersøgelse af forskellige tilgængelige Java og J2ME Runtime Environments til PDA beskrives i 
det efterfølgende afsnit. 
6.1 Tilgængelige Java Runtime Environments til Pocket PC 
Som udgangspunkt ønskede vi at kunne afvikle en MIDlet på PDA, så vi ville få mulighed for at 
kunne sammenligne med afvikling på mobiltelefoner. Det viste sig imidlertidigt at være en større 
udfordring, at finde en implementering der overholdt Sun’s J2ME specifikation. Vores 
indledningsvise erfaringer var at det var meget svært at bedømme hvad der egentlig var J2ME 
implementeringer, hvad der var J2SE og hvad der var specielle ikke-standardiserede afarter af Java. 
Vi beskriver herunder de forskellige Java og J2ME implementeringer vi under vores søgen stødte 
på, og hvilke der virkede mest fornuftige at vælge at arbejde videre med. 
6.1.1 Jeode 
Jeode var en kendt standard implementering på HP’s PDA indtil for få år siden. Insignia, firmaet 
bag Jeode, blev opkøbt af det Schweiziske firma Esmertec tilbage i 2003. Esmertec sælger i dag 
Jeode til den nette sum af $49,99. I øvrigt er Esmertec meget sparsomme med oplysninger om den 
implementering de sælger, men noget kunne tyde på at det der understøttes er Sun’s nu udfasede 
produkt Personal Java [JavaPocketPC, 2005] – og som sådan kan vi ikke anvende den til en nutidig 
undersøgelse af J2ME. Derfor valgte vi ikke at forfølge dette spor yderligere. 
6.1.2 SuperWaba 
SuperWaba var den anden virtuelle maskine vi stødte på. SuperWaba er i øvrigt navnet på det 
brasilianske firma, der tilbyder denne virtuelle maskine udviklet til specielt PDA og Smartphones. I 
modsætning til Jeode, var der her tale om et stykke Open-Source Software, som er frit tilgængeligt 
[SuperWaba, 2005].  
I vores iver efter at få en virtuel maskine installeret var vi i første omgang imidlertid ikke 
opmærksomme på det forhold at SuperWaba rent faktisk ikke understøtter nogen form for 
konfiguration under J2ME, og heller ikke J2SE, men derimod pendanten til J2SE kaldet Waba. Selv 
om det Waba ikke overholder Java standarden er det så tæt på, at man faktisk kan anvende 
udviklingsværktøjer rettet mod Java til at udvikle Waba-programmer på. 
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Figur 7, Super Waba 
Installation 
Installation af SuperWabas virtuelle maskine er ikke videre besværlig. Efter at have oprettet sig som 
bruger hos SuperWabas community downloadede vi Waba-pakken med virtuel maskine, 
klassebiblioteker og program-prøver. Efter download sørger installationsprogrammet selv for at 
overføre den virtuelle maskine til den mobile enhed, ligesom demo-programmer let installeres på 
enheden ved valg af den enkelte programfil. 
6.1.3 Waba SDK 
Fra SuperWabas hjemmeside er det desuden muligt at downloade en SDK til Waba, der gør 
udvikling af Waba-applikationer muligt. Følgende kode stammer fra det medfølgende HelloWorld-
eksempel, og det ses tydeligt at Waba er nært beslægtet med Java.  
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Med fokus på J2ME valgte vi dog ikke at gå videre med SuperWaba, men fortsatte i stedet 
søgningen efter et fungerende Java Runtime Environment der overholder de standarder vi ønsker. 
6.1.4 Mysaifu 
En anden løsning vi stødte på var Mysaifu JVM, som er udviklet til Windows Mobile 2003 mobile 
enheder. Mysaifu JVM er beregnet til at understøtte J2SE. I første omgang valgte vi at prøve den, 
selvom den ikke kan bruges til J2ME. 
Installation 
Fra Mysaifu JVMs hjemmeside downloades en CAB-fil, som overføres direkte til PDA. Dernæst 
kan filen åbnes fra enheden, og installationen af JVM påbegyndes.  
import waba.ui.*; 
import waba.sys.*; 
 
public class HelloWorld extends MainWindow 
{ 
   public HelloWorld() 
   { 
      super("Hello World Sample", TAB_ONLY_BORDER); 
   } 
 
   public void onStart() 
   { 
      ListBox lb = new ListBox(); 
      lb.add("Version is " + Settings.versionStr + "  "); 
      lb.add("Platform is " + Settings.platform + "  "); 
      lb.add("timeZone is " + Settings.timeZone + "  "); 
      lb.add("dateFormat is " + Settings.dateFormat + "  "); 
      lb.add("dateSeparator is " + Settings.dateSeparator + "  "); 
      lb.add("decimalSeparator is " + Settings.decimalSeparator + "  "); 
      lb.add("thousandsSeparator is " + Settings.thousandsSeparator + "  "); 
      lb.add("timeSeparator is " + Settings.timeSeparator + "  "); 
      lb.add("daylightSavings is " + Settings.daylightSavings + "  "); 
      lb.add("is24Hour is " + Settings.is24Hour + "  "); 
      lb.add("weekStart is " + Settings.weekStart + "  "); 
      add(lb,CENTER,CENTER); 
   } 
 
   public void onEvent(Event event) 
   { 
      if (event.type == PenEvent.PEN_DOWN) exit(0); 
   } 
} 
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Figur 8, Mysaifu 
Programkørsel 
Programmer overføres til enheden pakket i jar-format, hvorefter filnavnet indtastes i feltet 
”Classname” efter opstart af JVMen. Vi valgte at overføre et lille HelloWorld-program og køre det i 
Mysaifu JVM. Som det ses af nedenstående kode, så er der tale om et helt almindeligt J2SE-
program, der på baggrund af brugerinput udskriver en tekststreng.  
 
 
Da J2SE ikke er fokus for projektet har vi ikke valgt at følge denne tråd yderligere, men kan dog 
konstatere at det er svært at få et overblik over hvilke biblioteker Mysaifu JVM rent faktisk råder 
over, hvilket gør applikationsudvikling på denne virtuelle maskine til et skud i mørket. Derudover 
import java.io.* ; 
 
public class Input { 
 
     public static void main(String args[]) { 
               String name =""; 
               InputStreamReader istream = new InputStreamReader(System.in) ; 
               BufferedReader bufRead = new BufferedReader(istream) ; 
               System.out.println("Test af Mysaufu JVM"); 
  
          try { 
               System.out.println("Indtast dit navn: "); 
               name = bufRead.readLine(); 
          } 
          catch (IOException err) { 
               System.out.println("IO probs…"); 
          } 
               System.out.println("Velkommen "+ name); 
     }  
 
} 
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er der tale om et produkt som der ikke står et anerkendt firma bagved, det er stadig under udvikling, 
og det ville i det hele taget være risikabelt at vælge det som platform for sine Pocket PC 
applikationer, idet man ikke kan forvente at der er support og heller ikke kan vide om folkene bag 
projektet vælger at stoppe det på et tidspunkt. 
6.1.5 NSI-COM CrE-ME 4.0 og IBM J9 
Efter at have været igennem et stykke tids søgen, hvor vi igen og igen havde problemer med at den 
software vi fandt, enten ikke var under J2ME standarden eller også var ufuldstændigt eller forældet, 
begyndte vi at kunne se at der i alle forums på internettet om emnet, var to produkter der blev nævnt 
som de eneste reelle valgmuligheder når det kommer til J2ME og MIDletter på Pocket PC: 
 
• CrE-ME 4.0. 
Downloades fra http://www.nsicom.com i trial version. 
• IBM J9 (officielt kendt som IBM WebSphere Everyplace Micro Environment). 
Downloades som del af IBM WebSphere Studio Device Developer i trial version. 
 
Begge disse understøtter MIDletter, og for at undersøge om de virker og kan afvikle MIDletter, 
forsøgte vi at installere dem begge og køre et MIDlet spil fundet på internettet, Tobitris (en Tetris 
klon): 
 
 
Figur 9, Tobitris kørt med CrE-ME 4.0 
 
Figur 10, Tobitris kørt med IBM J9 
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Af ovenstående Figur 9 og Figur 10 ses det, at IBM med J9 har valgt hvad der umiddelbart ligner 
den smarteste løsning – nemlig at lade MIDletter afvikle i fuld skærm. Men vi ser dog også et 
problem med den nederste del af skærmbilledet på J9, og efter ganske kort spilletid stopper J9 
ganske enkelt og reagerer ikke på input. Afviklingen i CrE-ME 4.0 forløber derimod problemfrit, 
men det er til gengæld ærgeligt at de ikke vælger at køre full-screen som IBM med J9. 
 
Vi forsøgte at indkredse problemet med J9, men kunne ikke lokalisere det - det viste sig dog at 
andre MIDletter virkede fint. 
 
Med disse to implementeringer af J2ME runtime environment for MIDletter, har vi tilsyneladende 
fundet frem til de eneste nogenlunde anvendelige og tilgængelige til Pocket PC. Derfor vælger vi 
dem begge som udgangspunkt for vores forsøg med MIDletter på Pocket PC.  
6.2 J2ME Personal Profile på PDA 
Vi har set på MIDP som det naturlige valg som platform for J2ME på mobiltelefoner og low-end 
PDA. På de moderne high-end PDA, som er på niveau med de PC der var på markedet for få år 
tilbage, kan MIDP dog være et dårligt valg med unødvendige begrænsninger. Tidens standard for 
PDA er: 
 
• Processorer op til 624 Mhz (Intel Xscale) – og intel arbejder på en PDA processor der kører 
over 1 Ghz (Intel Xscale 1.25 Ghz ”Monahan”). 
• 64 MB RAM (arbejdshukommelse) og 128 – 256 MB Flash ROM til lagring af programmer 
og data. 
 
Dette ligger langt fra de begrænsede mobiltelefoner, som typisk har processorer på 20-30 MHz og 
arbejdshukommelse på under 1 MB. 
 
Så selv om MIDP applikationer sagtens kan anvendes på PDA, er der ingen grund til at begrænse 
sig hvis man skal udvikle en ny J2ME applikation rettet mod PDA markedet. Det er her CDC 
konfigurationen og Personal Profile profilen kommer ind i billedet. Med disse åbnes muligheder for 
mere avancerede funktioner, og det er også lettere at portere eksisterende J2SE applikationer og 
applets til PDA, da Personal Profile applikationer skrives efter samme applikationsmodel som J2SE 
applikationer – dog med begrænsninger i klassebibliotekerne. 
6.2.1 CDC og Personal Profile implementation til PDA 
Igen har vi søgt efter den mest pålidelige og tilgængelige installation, og som med MIDP vælger vi 
også her at forsøge med IBM’s J9 løsning: 
 
• WebSphere Everyplace Micro Environment 5.7.2 - Personal Profile 1.0 for Windows 
Mobile 2003 2nd Edition. 
• Bemærk at nsicom med CrE-ME 4.0 også tilbyder et runtime environment for CDC 
Personal Profile – vi har bare valgt at koncentrere os om IBM J9. 
 
Installationen forløber problemfrit, og for at verificere at den er installeret korrekt, og for at 
undersøge hvordan man afvikler en J2ME Personal Profile applikation, forsøger vi i første omgang 
at overføre og afvikle et helt almindelig ”helloworld” J2SE program: 
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class HelloWorld  
{   
        public static void main(String args[])  
        {  
           System.out.println("Hello World!");  
        }  
} 
 
Vi kompilerer som vi normalt ville have gjort, uden at tænke på at det er til en PDA: 
 
Javac HelloWorld.java 
 
For at starte java programmet på PDA er det nemmest at oprette en .lnk fil (en genvej, shortcut), 
indeholdende følgende tekst: 
 
255#"\Program Files\J9\PPRO10\bin\j9.exe" "-jcl:ppro10" "-cp" "\My Documents\" "HelloWorld" 
 
Den første del angiver antallet af tegn i genvejen, men det er tilsyneladende ligemeget hvad værdien 
sættes til, så vi vælger bare 255. Derefter angives stien til J9.exe, som svarer til java.exe under 
J2SE. Til sidst angives at java klassen HelloWorld.class findes i \My Documents\” og at program 
klassen med main metoden hedder ”HelloWorld”. 
 
Så overføres .lnk filen og HelloWorld.class til PDA, og vi forsøger at starte programmet ved at 
klikke på genvejen. Det resulterer dog i følgende fejl: 
 
Java.lang.UnsupportedClassVersionError: (HelloWorld) bad major version at offset=6 
 
Dette tyder på at der er konflikt mellem den nye version af JDK (1.5.0) vi har brugt til at kompilere 
med, og den som understøttes af J9. Vi forsøger at gen-kompilere med en tidligere Java version som 
target: 
 
Javac –target 1.3 –source 1.3 HelloWorld.java 
 
Og med den nye kompilerede HelloWorld.class kopieret til PDA virker det. Vi har nu konstateret at 
man kan skrive et simpelt J2SE program og afvikle det på PDA uden ændringer i koden. Herefter 
vil vi med videre forsøg undersøge om det passer at der er fuld awt grafik understøttelse, og hvad 
der i øvrigt er af muligheder i Personal Profile. 
6.3 Afrunding 
Vi har i dette afsnit betragtet installation af J2ME runtime environment på PDA, og de mindre 
forhindringer vi stødte på undervejs i dette arbejde. Sammen med de øvrige foregående afsnit mener 
vi at de nødvendige forudsætninger er opnået, for at tage fat på de praktiske undersøgelser af J2ME 
teknologien. Således vil vi i det følgende afsnit undersøge CLDC og herunder MIDP på mobile 
enheder, og i det efterfølgende afsnit 8 se på CDC på PDA. 
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7 CLDC / MIDP baserede forsøg 
Med udgangspunkt i den viden der blev afdækket i afsnittet ”J2ME på mobiltelefoner”, hvor vi 
gennemgik forudsætningerne for at begynde på J2ME udvikling af MIDletter til mobiltelefoner, vil 
vi i dette afsnit dokumentere de forsøg med MIDletter til mobiltelefoner vi har valgt at udføre. 
 
Det skal bemærkes at forsøgene ikke skal betragtes som værende altomfattende indenfor J2ME. Vi 
har i stedet valgt at fokusere på stikprøver indenfor forskellige interessante delområder, hvor vi selv 
har tænkt på at betingelserne og mulighederne måtte være anderledes for programmører end under 
J2SE. 
7.1 Forsøg 1 – MIDP profilens user interface klasser 
Som tidligere omtalt er de store udfordringer ved udvikling til mobile enheder, at sådanne er 
forskellige og at ressourcerne er begrænsede. En åbenlys forskel er de meget forskellige 
skærmstørrelser og layout af grafiske elementer på skærmen. Hvis vi f.eks. tænker på 
mobiltelefoner fra to forskellige fabrikanter, er det ofte sådan at brugergrænsefladen er fuldstændig 
forskellig. Og hvis der er tale om en gammel model stillet op mod en ny model, kan der også være 
store forskelle i mulighederne for grafik. 
 
Derfor har vi valgt at se nærmere på MIDP profilens klassebibliotek for grafiske 
brugergrænseflader, og hvordan man håndterer de begrænsede enheder, og forskellighederne 
imellem dem. 
 
MIDP Expert Group, som står bag MIDP profilen, mente ikke at den tilgang der kendes fra J2SE 
var brugbar for de enheder CDLC konfigurationen er rettet imod. Gruppen valgte derfor ikke at 
basere profilen til CDLC på AWT. I blandt begrundelserne herfor nævnte gruppen at AWT er 
designet til at virke med pegeenheder hvilket de fleste mobile enheder ikke har. Ligesom de mente 
at AWT window og layout-manager ikke var brugbare på mobile enheder.  
 
Det GUI api man valgte at implementere under MIDP profilen, består af 21 klasser og 3 interfaces. 
I det følgende vil vi med udgangspunkt i to af disse klasser vise eksempler på hvordan den konkrete 
implementering af profilerne er meget forskellig fra den ene mobiltelefonfabrikant til den anden. 
Dette er meget interessant, idet det medfører, at man som programmør skal forholde sig til at man 
ikke har kontrol over hvordan grafiske elementer på brugergrænsefladen vises.  
7.1.1 Command klassen 
Det første vi ser på er et kommandoelement på brugergrænsefladen. Et kommandoelement er noget 
brugeren kan trykke på / vælge, og der kan tilknyttes en handling som udføres når 
kommandoelementet aktiveres. 
 
Et Command objekt har fire felter et short label, et long label, et type felt og et prioritets værdi.  
De to label felter er objektets grafiske repræsentation. Short labels skal initialiseres, hvor long 
labels er valgfri:  
 
Command enKommando  = new Command("Kommando", Command.ITEM, 1); 
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Kommandotype 
Typefeltet kategoriserer objektets funktionalitet som hhv. BACK, CANCEL, EXIT, HELP, ITEM, 
OK, SCREEN, eller STOP. Opdelingen styrer ikke hvordan objektet vises for brugeren, men 
indeholder information om intentionen med objektet. Det er op til den enkelte enhed / mobiltelefon 
hvordan den semantiske information tolkes og behandles. 
 
Vi gennemfører en test med henblik på, at illustrere hvordan vores enheder bruger de semantiske 
informationer i typefeltet til implementering. Til formålet har vi lavet otte MIDletter der hver især 
indeholder en af de otte forskellige kommando typer.  
 
Resultaterne af hvordan enhederne repræsenterer kommandoelementerne er opstillet i tabellen 
nedenfor. 
 
 Venstre knap Højre knap 
Emulator BACK, CANCEL, EXIT, STOP HELP, ITEM, OK, SCREEN 
LGU880 
 HELP, ITEM, OK, SCREEN, 
BACK, CANCEL, EXIT, STOP 
Sony HELP, ITEM, OK, SCREEN, 
BACK, CANCEL, EXIT, STOP 
 
Tabel 3, Kommando testresultat 
Ovenstående tabel viser at Sony Ericsson telefonen placerede alle kommandoer over venstre knap. 
Faktisk placerede telefonen en inaktiv ”vælg” i sin venstre side og test kommandoen i højre. Ved 
tryk på knappen under testkommandoen, forsvandt den inaktive ”vælg” kommando og test 
kommandoen flyttede over i højre side. Dette skete for alle typer kommandoer. 
 
 
Figur 11, kommandotest på Sony Ericsson 
Umiddelbart virker Emulatorens implementering som den mest optimale. Det tyder på at LG og 
Sony Ericsson telefonerne ikke bruger typesemantikken.  
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Prioriteter 
Prioritetsfeltet i command objekterne giver udvikleren mulighed for at specificere kommandoernes 
prioritet i forhold til andre Kommandoer. Det er i hvert fald sådan vi forstår det ud fra Sun’s 
dokumentation. Men efter at have gennemført forskellige tests har vi fundet at et Command objekts 
faktiske prioritet er en kombination af tre faktorer.  
 
• Kommandoens type. 
• Kommandoens prioritetsværdi. 
• Hvornår metoden addCommand() kaldes for kommandoen i forhold til andre kommandoer.  
 
Faktorerne er for alle telefonerne prioriterede i ovenstående rækkefølge. Hvis to kommandoer er af 
samme type og har samme prioritetsværdi vil tilføjelsestidspunktet være afgørende. Er de af samme 
type, men har forskellig prioritetsværdi, vil værdien være afgørende. Er de derimod af forskellig 
type, er værdi og tilføjelse underordnet.  
 
Herudover viste testene af MIDletter der indeholdt flere kommandoer med forskellige prioriteter, at 
kommandotyperne havde følgende indbyrdes prioriteter på de tre enheder.  
  
 1 2 3 4 5 6 7 8 
Emulator ITEM SCREEN OK HELP BACK EXIT CANCEL STOP 
LG ITEM SCREEN OK HELP EXIT BACK CANCEL STOP 
Sony OK ITEM SCREEN BACK CANCEL EXIT STOP HELP 
Tabel 4, kommandoer og prioriteter 
Menu 
De tre test telefoner implementerer menuen på tre forskellige måder.  
 
 ”Keyword” for menu Placering 
Emulator Menu Højre 
LG Valg Venstre 
Sony Mere Højre 
Tabel 5, forskellige fabrikanters implementering af menuer 
Herudover viste testen at telefonerne håndterede interaktionen med menuen forskelligt. Emulatoren 
brugte ikke knappen i modsatte side i forbindelse med menuen, men bibeholder den oprindelige 
funktion ved aktivering af menuen. Sony telefonen bruger knappen som alternativ til select knappen 
og giver den betegnelsen ”vælg”. LG telefonen benytter knappen til at give brugeren mulighed for 
at lukke menuen, uden at vælge et af menuelementerne. Desuden tilføjer LG telefonen et OK label 
over select knappen, for derved at indikere at der vælges med denne. 
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Figur 12, menuer fra venstre på emulator, LG og Sony Ericsson 
Gauge 
Et andet eksempel på telefonernes forskellige implementering af samme grafiske element fandt vi i 
testen af spillet Maze. Source koden til spillet er hentet på nettet.  
 
MIDP pakken indeholder klassen Gauge6 der udvider Item. Klassen bruges til at repræsentere en 
værdi ved at tegne en bar, som det kendes ved loading.  Klassens konstruktør tager fire argumenter: 
 
Gauge(String label, boolean interactive, int maxValue, int initialValue) 
 
I spillet Maze har brugeren mulighed for at sætte bredden på spillepladen, hvilken er omvendt 
proportional med antallet af kolonner i spillet. Spillets bredde og antal kolonner illustreres i 
forbindelsen med at brugeren ændrer disse, med to barrer (Gauges).  
 
    myWidthGauge = new Gauge("Column Width", true,  
           myCanvas.getMaxColWidth(),  
           myCanvas.getColWidth()); 
    myColumnsGauge = new Gauge("Number of Columns", false,   
             myCanvas.getMaxNumCols(),  
             myCanvas.getNumCols()); 
     
    append(myColumnsGauge); 
    append(myWidthGauge); 
 
Det første der ses er at det grafisk (se Figur 13) ser meget forskelligt ud, hvilket er af mindre 
betydning. Men hvad der er mere interessant, er at navigationen er væsentligt forskellig.  
 
Som det fremgår af ovenstående kodeudsnit sættes bredde-objektets interactive værdi til true og 
kolonne objektets til false.  
Emulatoren repræsenterer de to tilstande ved to forskellige diagrammer, hvilket virker fornuftigt. 
Det der virker mindre fornuftigt, er at man ved at trykke ned markerer det inaktive objekt, og at 
dette bliver markeret som det ses på Figur 13. Det virker uhensigtsmæssigt at ikke interaktive 
elementer på den måde kan markeres. 
 
                                                 
6
 javax.microedition.lcdui.Gauge 
 
 J2ME TEKNOLOGIUNDERSØGELSE.                         RUC datalogi modul 2 projekt, 2005. 
 Af Kasper Klitgaard, Kristian Bjarke Broe, Jonas Rømer. 
 
 
 34 
 
Figur 13, forskellige implementeringer af gauge fra venstre emulator, emulator, LG U880 og Sony Ericsson 
T610. 
LG telefonen repræsenterer ikke objekternes interaktive tilstand. Brugeren ved ikke hvilket objekt 
der manipuleres med direkte og hvilket der tilpasser sig det andet. Vi ser det dog ikke som et 
problem i denne sammenhæng, men man kunne nemt forestille sig en kontekst hvor det ville 
hæmme interaktionen. 
 
Sony Ericsson telefonen leverer klart den dårligste implementering af de tre. Som Emulatoren 
repræsenterer den objekternes interaktive tilstand. På det interaktive objekt angives værdien med en 
brøk og det inaktive objekts værdi angives i procent. Det kan vi ikke se noget logisk i.  
Som det var tilfældet med Emulatoren markerer Sony telefonen elementerne. Men markeringen 
illustreres ikke for brugeren, hvilket betyder at hvis brugeren trykker en gang ned (og derved 
markerer det inaktive element) og forsøger at justere værdierne er det stort set umuligt for brugeren 
at gennemskue hvad der er gået galt. Vi oplevede det i første omgang som om programmet gik ned, 
hvilket ikke er en heldig ting for interaktionen. 
7.1.2 Afrunding på forsøg 1 
Vi mener at vi med eksemplerne har illustreret, hvordan der er stor forskel mellem de forskellige 
fabrikanters implementering af MIDP profilen og dens grafiske brugergrænseflade elementer. 
Eksemplet viser også at det måske ikke er ubetinget smart at lade det være helt frit for, hvordan man 
vælger at implementere en profil (blot den overholder den formelle specifikation) – da der viste sig 
mange uhensigtsmæssige implementeringer, bare indenfor dette begrænsede delområde. 
7.2 Forsøg 2 - Netværkskommunikation med CLDC og MIDP 
Vi vil i dette afsnit give et kort overblik over netværksmulighederne i MIDP profilen og opsætte 
eksempler på forskellige enheder med henblik på at undersøge, hvor tilgængelig teknologien er på 
dette område. Netværkskommunikation er et meget interessant aspekt at undersøge, idet det først er 
her man kan gøre applikationer til mobile enheder rigtig interessante. Der må være begrænsninger, 
men også nye muligheder, for netværkskommunikation fra mobile enheder til servere og imellem 
mobile enheder.  
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Frameworket for udvikling af netværksbaserede MIDletter, består af CLDC´s grundlæggende 
Generic Connection Framework og MIDP´s udvidelse af dette. Konfigurationens Framework er 
struktureret, så det er protokol uafhængigt. 
  
Figur 14 illustrerer det samlede framework´s klasser og deres forbindelser. De mørke klasser er 
MIDP 1.0, og den farvede i bunden (HttpConnection) MIDP 2.0 udvidelse. De resterende hvide 
illustrerer de klasser, der er en del af CLDC.  
MIDP profilens udvidelser er, i modsætning til konfigurationens klasser, protokolspecifikke. 
 
 
Figur 14, Generic Connection Framework 
7.2.1 Forbindelse fra mobiltelefon til server 
Som første test vil vi forsøge at skabe en HttpConnection fra en mobiltelefon til en server. Vi har 
valgt at forsøge med et eksempel der er lidt mere omfattende, end bare at lade en webserver 
returnere et statisk HTML dokument. I stedet lader vi en webserver udbyde en Java Servlet. Java 
Servlets kan dynamisk generere et svar givet input i form af en http forespørgsel, der kan indeholde 
data som en bruger typisk har indtastet i en form på en web side. Svaret kan også på anden måde 
være dynamisk, f.eks. kan det være baseret på udtræk af data fra en database, eller en anden 
dynamisk tilstand på server siden. 
 
Idéen bag dette forsøg er, at illustrere at mulighederne er mange når det kommer til distribuerede 
applikationer, hvor mobiltelefoner kan optræde som klienter. Samtidig er det en 
komponentorienteret tilgang, som gør at man på serversiden kan udvikle én Servlet som kan have 
mange forskellige klienttyper, f.eks. webbrowsere på desktop PC og MIDletter på mobiltelefoner. 
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Første del af forsøget indbefatter opsætning af den Apache Tomcat server, som skal udbyde Java 
Servlets. Denne del er ikke beskrevet i detaljer, da selve opsætningen falder uden for rapportens 
fokus. Det skal i øvrigt nævnes, at der er hentet ressourcer på nettet til dette forsøg, og benyttet 
følgende værktøjer: 
 
1 Notepad til Java programmering 
2 KToolbar til kompilering og dannelse af pakker (KToolbar er en del af Sun Java Wireless 
Toolkit, og er et simpelt men effektivt IDE til MIDletter). 
3 Dreamweaver til XML programmering. 
 
Efter selve serverinstallationen oprettes stien midp\WEB-INF\classes i serverens webapps mappe, 
hvori der placeres en helt simpel Servlet applikation, Server.class, der tager to argumenter og 
returnerer et svar med strengen ” Der er nu forbindelse til serveren”. 
 
public class Server extends HttpServlet { 
   
  public void doGet(HttpServletRequest request, 
      HttpServletResponse response) 
      throws ServletException, IOException { 
    String message = "Der er nu forbindelse til serveren"; 
 
    response.setContentType("text/plain"); 
    response.setContentLength(message.length()); 
    PrintWriter out = response.getWriter(); 
    out.println(message); 
  } 
} 
Figur 15, en simpel Java Servlet 
I mappen WEB-INF lægges deployment descriptor -filen web.xml, der beskriver de eksisterende 
servlets. Vi har i denne test valgt at have to servlets, Server og Server2, der er navngivet hhv. s1 og 
s2 (Figur 16).  
 
<web-app> 
  <servlet> 
    <servlet-name>s1</servlet-name> 
    <servlet-class>Server</servlet-class> 
  </servlet> 
  
    <servlet-mapping> 
    <servlet-name>s1</servlet-name> 
    <url-pattern>/test1</url-pattern> 
  </servlet-mapping>   
   
    <servlet> 
    <servlet-name>s2</servlet-name> 
    <servlet-class>Server2</servlet-class> 
  </servlet> 
  
    <servlet-mapping> 
    <servlet-name>s2</servlet-name> 
    <url-pattern>/test2</url-pattern> 
  </servlet-mapping> 
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</web-app> 
Figur 16, deployment descriptor for servlets 
Der kan nu skabes forbindelse til servletterne. Til det laver vi MIDP applikationen Connect, der 
indeholder klassen MIDlet.class. GUI kode er undladt i nedenstående illustration. 
 
 
public class MIDlet extends MIDlet implements CommandListener { 
   
..... 
   
  public MIDlet() { 
..... 
  } 
   
  public void startApp() { 
..... 
  } 
   
  public void pauseApp() {} 
   
  public void destroyApp(boolean unconditional) {} 
   
  public void commandAction(Command c, Displayable s) { 
    if (c == mExitCommand) 
      notifyDestroyed(); 
    else if (c == mConnectCommand) { 
      Form waitForm = new Form("Waiting..."); 
      mDisplay.setCurrent(waitForm); 
      Thread t =  new Thread() { 
        public void run() { 
          connect(); 
        } 
      }; 
      t.start(); 
    } 
  } 
   
  private void connect() { 
    HttpConnection hc = null; 
    InputStream in = null; 
    String url = getAppProperty("MIDlet.URL"); 
     
    try { 
      hc = (HttpConnection)Connector.open(url); 
      in = hc.openInputStream(); 
 
      int contentLength = (int)hc.getLength(); 
      byte[] raw = new byte[contentLength]; 
      int length = in.read(raw); 
 
      in.close(); 
      hc.close(); 
 
      String s = new String(raw, 0, length); 
      mMessageItem.setText(s); 
    } 
    catch (IOException ioe) { 
      mMessageItem.setText(ioe.toString()); 
    } 
    mDisplay.setCurrent(mMainForm); 
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  } 
} 
 
Attributterne i MIDletters jad og jar filer kan tilgås med metoden getAppProperty(). Som alternativ 
til at angive URL´en specifikt, opretter vi i dette eksempel en attribut i vores MIDlet ved navn 
MIDlet.URL og læser værdien af denne med getAppProperty() i connect() metoden. 
 
Atributten oprettes i KToolbar under User Defined og sættes til http://87.48.77.64:8080/midp/test1. 
Første del er IP adressen på den maskine, vi arbejder på. 8080 angiver port, midp angiver 
placeringen af mappen WEB-INF, og test1 angiver url-pattern som passer til det der er angivet i 
deployment descriptoren for servletten i web.xml filen.  
 
 
 
Herefter vælges Create Package, og KToolbar genererer en jar fil og en jad fil.  
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Figur 17,  MIDlettens jar og jad fil genereres af KToolbar 
Vi tester vores MIDlet på en LG U880, der understøtter midp 2.0. Som alternativ til at overføre med 
Bluetooth, vælger vi at loade de to filer op på en ekstern server og downloade dem igen i telefonens 
browser. 
 
På Figur 18 ses gennemførslen af download. 
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Figur 18, download af applikation 
I URL´en angives jadfilen, fordi telefonens browser er sat op til at læse denne fil og finde den jar-
fil, der er angivet.  
 
 
 
 
 
 
Figur 19, udførsel af MIDlet 
Teksten ”Der er nu forbindelse til serveren” ligger som tidligere beskrevet i filen Server.class på 
Tomcat serveren, og vi kan derfor konkludere, at der er oprettet forbindelse mellem telefonen og 
vores test server. 
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7.2.2 Afrunding på forsøg 2 
Dette var kun et begrænset eksempel men vi har her set, at der er muligheder for nemt at 
implementere klienter til distribuerede applikationer som MIDletter, og ved at lade serveren tage sig 
af alt logik og data processering, er man også til dels ude over problemet med de begrænsede 
ressourcer på de mobile enheder. Endelig kan man så også give brugere mulighed for nemt at kunne 
kommunikere med de applikationer og få fat i de data de arbejder med lokalt i deres daglige arbejde 
– uanset om de er langt væk, og ikke har andet udstyr til rådighed end deres mobiltelefon. 
7.3 Forsøg 3 - Tråde i J2ME og MIDletter 
Brug af tråde er en integreret del af Java-programmering. Andre programmeringssprog som C og 
C++ understøtter også brug af tråde, men i J2SE er det så vigtig en del, at det er svært at forestille 
sig et mere avanceret Java-program, der ikke benytter sig af tråde. Med dette in mente finder vi det 
interessant at se på tråde i J2ME. For at kridte banen op vil vi derfor indledningsvis præsentere 
læseren for tråd-begrebet, og for at betragte mulighederne heri relatere dette til J2ME-platformen. 
7.3.1 Tråde 
Basalt set er en tråd en system-proces, for eksempel en programkørsel, men flere tråde kan lige så 
vel optræde i samme program, som uafhængige processer. Dette er tilfældet med Java idet enhver 
proces der bliver kørt i den pågældende virtuelle maskine, i princippet er en tråd. Som Java-
programmør kommer man således ikke uden om at skulle arbejde med tråde, og det uanset om man 
anvender dem direkte, eller om ens programmer anvender bibliotekets klasser der gør.  
Figur 20 er et stiliseret eksempel på flertrådet kørsel i et Java program: 
 
Figur 20, JVM og tråde7 
Det er i dag ikke usædvanligt at en maskine har flere processorer, og dette åbner i princippet 
mulighed for at afvikle de enkelte tråde på hver sin processor. I Java er der dog den begrænsning at 
programkørslen foregår via en virtuel maskine, hvilket betyder at denne skal understøttes flertrådet 
programkørsel. Selvom der skulle være enheder på markedet der tillader kørsel af to simultane 
tråde, så er dette imidlertid ikke en mulighed på de tilgængelige virtuelle maskiner. Dette skal 
desuden ses i relation til de enheder vi har valgt at betragte i dette projekt, som også er væsentlig 
                                                 
7
 Frit efter Java Threads O'Reilly 1999. 
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begrænset i processorkraft. Vi har derfor, i den fortsatte behandling af tråde, valgt at gå ud fra en 
antagelse om, at simultan kørsel af tråde ikke er muligt. 
Tråde på mobile enheder 
Begge J2ME-konfigurationer understøtter tråde, mens tråd-grupper og deamon tråde er forbeholdt 
CDC. Dette betyder dog ikke at enheder under eksempelvis MIDP er forhindret i at afvikle flere 
tråde. Tværtimod sikrer konfigurationen kørslen af flere tråde i integrationen mellem den virtuelle 
maskine og værtssystemet. Dette betyder faktisk at eksempelvis MIDP understøtter en sådan 
afvikling selvom dette ikke er direkte understøttet af den pågældende enhed. Ved at ”deles” om 
runtime-miljøets tråd, formår den virtuelle maskine at afvikle fler-trådede applikationer. 
 
Udover at kørsel af flere tråde kan være hukommelseskrævende, er et andet væsentligt forhold ved 
MIDlet-programmering, man bør holde for øje, MIDlettens livscyklus i relation til tråde. Indtræder 
MIDletten i sit pause-stadium, betyder dette ikke at aktive tråde afsluttes. Konsekvensen for disse 
skal derfor afgøres af programmøren. Lige så væsentligt er det at pointere at ved kaldet af metoden 
destroyApp(), er det som udgangspunkt MIDletten selv, der skal afslutte alle aktive tråde.  
7.3.2 Eksempelapplikation 
For at afprøve kørslen af flere tråde under MIDP, har vi taget udgangspunkt i et kodeeksempel på 
nettet og lavet en trådstyret-applikation til en MIDlet. MIDletten fungerer ved at brugeren frit kan 
tilføje bolde til det aktive vindue. Figur 21 viser skærmbillede fra kørslen i emulator. 
 
 
Figur 21, eksempel MIDlet: Hver bold styres af en dedikeret tråd 
Hele koden for applikationen er tilgængelig i bilaget, hvorfor vi kun har valgt at inkludere de 
væsentlige elementer for tråd-behandlingen i afsnittet. 
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Når brugeren tilføjer en ny bold kaldes metoden addBall() som tilføjer en ny bold til vektoren der 
fungerer som liste over boldene på skærmen, og aktiverer en ny tråd for den pågældende bold: 
 
public void addBall() { 
      Ball bold = new Ball(); 
      balls.addElement(bold); 
      bold.start(); 
 } 
 
Ved kald af run-metoden sikres først at MIDletten stadig er aktiv ud fra den boolske variabel stop, 
og givet dette er tilfældet sørger metoden for at boldenes position opdateres (ved kald af move()), 
og at skærmen gentegnes for at afspejle ændringer i boldenes position. Slutteligt sørger metoden for 
at den aktive tråd pauses i et på forhånd givet antal millisekunder: 
 
public void run() { 
            while(!stop) { 
                move(); 
                repaint(); 
                try {  
                    Thread.sleep(SLEEPER);  
                } 
                catch(InterruptedException ie) { 
                } 
            } 
} 
 
Når MIDletten afbrydes ved kald af destroyApp, sørger denne metode for at afbryde alle aktive 
tråde ved hjælpe af metoden stop: 
 
public void destroyApp(boolean unconditional) { 
        canvas.stop(); 
} 
 
Metoden stop sørger derefter for at fjerne den enkelte bold fra både vektoren og den tilhørende tråd: 
 
public void stop() { 
   for(int i = 0; i < balls.size(); i++) { 
        Ball bold = (Ball)balls.elementAt(i); 
        bold.stop(); 
   } 
   balls.removeAllElements(); 
   repaint(); 
} 
7.3.3 Afrunding på forsøg 3 
Som dette afsnit gerne skulle give indtryk af, så er der ikke nogen nævneværdig forskel mellem 
kørsel af tråde under J2ME i forhold til J2SE. Særligt specialiserede tråd-klasser er ikke indeholdt i 
CLDC-konfiguration, men dette har ingen betydning i forhold til anvendelsen, som vores simple 
bold-applikation er et eksempel på. Dette betyder dog ikke at man skal undlade at være opmærksom 
på de forhold som enheden ligger under for. Til forskel fra kørslen på en almindelig PC, skal man 
som programmør overveje konsekvensen af for eksempel et telefon-opkald, der ikke af sig selv 
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afbryder aktive tråde. I denne type miljøer hvor systemressourcerne i forvejen er begrænsede, er det 
ikke helt ligegyldigt om der uden grund kører en eller flere ressourceforbrugende tråde i 
baggrunden. 
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8 CDC / Personal Profile baserede forsøg 
8.1 Forsøg 4 - Konvertering af en J2SE applikation 
Som beskrevet tidligere er CDC Personal Profile en begrænset version af J2SE, dog med en del 
funktionalitet, blandt andet fuld awt understøttelse. I forbindelse med vores første erfaringer med at 
sætte en IBM J9 CDC Personal Profile op på PDA, lykkedes det også at tage et simpelt J2SE 
program og overføre det direkte til PDA, hvor det kunne afvikles uden ændringer i kildekoden. 
 
Vi har derfor valgt at fortsætte med et mere kompliceret, eksisterende J2SE program, for at 
undersøge om awt understøttes som forventet, og samtidig også for at finde ud af hvad man gør i 
det tilfælde at man skal bruge funktionalitet der ligger uden for Personal Profile, men er tilgængelig 
som optional package. Vores forventning er at J2SE programmet kan overføres til PDA med ingen 
eller minimale ændringer i kildekoden. 
8.1.1 J2SE programmet 
Vi har valgt at tage udgangspunkt i en simpel database søgemaskine, udarbejdet i J2SE med awt 
brugergrænseflade og JDBC til håndtering af databasetilgang. JDBC er tilgængelig som optional 
package til CDC Personal Profile, så på denne måde får vi også mulighed for at inddrage dette 
aspekt i eksperimentet. 
Vi vil ikke gå i detaljer med programmets funktionalitet, for forståelsen af eksemplet er det nok at 
vide, at det er et simpelt søge interface til en database indeholdende forskellige PC modeller, og der 
kan søges på attributterne hastighed, RAM og harddisk. Figur 22 viser den grafiske 
brugergrænseflade, som den ser ud på desktop PC. 
 
 
Figur 22, PC Search Engine J2SE program 
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8.1.2 Konvertering til J2ME CDC Personal Profile 
Vi vælger at udføre eksperimentet i to dele. Først udkommenterer vi den del der har med JDBC at 
gøre, så vi kan koncentrere os om at sikre at AWT delen fungerer. Derefter vil vi forsøge at koble 
JDBC delen på, så vi kan undersøge om det samlede program kan afvikles på pocket pc. 
Konvertering af awt brugergrænsefladen 
Vi forsøger først at kompilere programmets kildekode uændret, men dog med target version sat til 
Java 1.3, da vi ved dette er nødvendigt før det virker. Afvikling af programmet giver dog en fejl: 
 
 Java.lang.NoSuchMethodError: SearchEngine/SearchGUI.setPreferredSize(Ljava/awt/Dimension;)V 
 
Det kan vi ikke umiddelbart se nogen grund til skulle fejle, når det virker under J2SE, og der skulle 
være fuld awt understøttelse på CDC Personal Profile. Men kodelinien er ikke afgørende for om 
programmet virker eller ikke, så vi udkommenterer den, og forsøger igen. Denne gang kan 
programmet startes, men brugergrænsefladen vises ikke ordentligt, pg.a. den lille skærmstørrelse – 
kun et halvt søgefelt er synligt, og halvdelen af tekstområdet hvor resultater af søgninger skal vises: 
 
 
Figur 23, screenshot af PC Search Engine programmet på Pocket PC 
Dette er jo egentlig som forventet, idet man ikke kan regne med at kunne passe et skærmbillede fra 
en desktop PC applikation uændret ind på en PDA. 
 
Det er i øvrigt på dette tidspunkt relevant at bemærke at en Frame på Pocket PC, fuldt overlagt fra 
IBM’s side ved design af J9 CDC Personal Profile implementeringen, altid er fuld skærm. Dette 
giver også udmærket mening, idet dette er Pocket PC look and feel. Man skal blot være opmærksom 
på det, og også vide at man ikke kan resize en Frame. 
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Vi fortsætter nu med en justering af den skærmstørrelse, og størrelsen på tekstområdet, som sættes i 
programmet, for at få det til at passe bedre med det lille skærmområde der er til rådighed på Pocket 
PC, og forsøger igen: 
 
Figur 24, screenshot af tilpasset PC Search Engine brugergrænseflade på Pocket PC 
Dette er ikke helt identisk med hvordan applikationen som udgangspunkt fremstod på desktop PC, 
men det er igen forståeligt, da vi har anvendt et FlowLayout, som givet den Frame size vi har 
angivet i programmet, blot placerer de grafiske elementer i rækkefølge efter hinanden, med 
linieskift når der ikke er plads til flere efter hinanden. Det er dog vigtigt at bemærke at alt 
funktionalitet virker præcis som på desktop PC: 
 
• Tabulator kan anvendes til at skifte mellem input felterne. 
• Der kan indtastes og rettes i input felterne. 
• Der kan skiftes mellem felterne med Pocket PC pen. 
• Tryk på search knappen registreres, og resulterer i at der skrives HELLO i tekstområdet. 
 
Samlet set var det let at konvertere en awt baseret grafisk brugergrænseflade fra J2SE til J2ME 
CDC Personal Profile. Det var uheldigt at der var en enkelt linie i vores J2SE program, som 
hindrede at det kunne afvikles uændret på Pocket PC, men vi har desværre ikke kunnet finde en 
forklaring på dette problem. Hvis vi havde skrevet det oprindelige program lidt pænere, og anvendt 
dynamisk Frame størrelse og felt størrelser, ved at undersøge skærmstørrelsen der er til rådighed, 
kunne programmet formentlig have kørt fint uden vi skulle tilpasse størrelser. 
8.1.3 Installation af JDBC 
Før vi kan afvikle programmet må vi have den optional package til rådighed på pocket pc som 
understøtter JDBC. Efter omfattende søgning i diverse support forums og på IBM’s hjemmeside, 
finder vi ud af at man skal have fat i en jar fil med navnet database_enabler.jar, som skulle kunne 
give den ønskede JDBC understøttelse. Denne kan dog ikke umiddelbart downloades selvstændigt 
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på nogen nem måde, så man må installere en mængde feature updates til IBM WebSphere Studio 
Device Developer 5.7.1. Det er ikke simpelt, idet man selv må gætte sig til rækkefølgen de 
forskellige feature updates skal installeres i, men vi når frem til at følgende fremgangsmåde virker: 
 
1. I IBM WebSphere Studio Device Developer vælger man feature updates 
2. Under “Sites to visit” vælges IBM Micro Environment Toolkit for WebSphere Studio 
3. Installer SMF Bundle Development Kit 5.7.1 
4. Installer Extension Services 5.7.1 
5. Installer JSR 169 (BETA) for Extension Services 5.7.1 
6. Installer JSR 169 (BETA) for Extension Services Language Pack 1 5.7.1 
7. Herefter findes database_enabler.jar i 
C:\Programmer\IBM\DeviceDeveloper\wsdd5.0\technologies\eswe\bundlefiles ELLER 
C:\Programmer\IBM\DeviceDeveloper\wsdd5.0\technologies\smf\server\lib 
 
Efter denne noget komplicerede opgave er vi nået et skridt videre mod at kunne koble op mod en 
database fra PDA. Men næste problem viser sig at være uløseligt: 
 
• Der findes ikke en J2ME driver til Oracle (som er den database vi vil koble op til) og 
den Oracle JDBC driver der normalt anvendes under J2SE er for avanceret, og 
bruger for mange klassebiblioteker som ikke er til rådighed under J2ME. 
• Det kunne være tilfældet at vi bare har begået en fejl, men ingen steder på internettet 
har vi kunnet finde information der taler for at det kan lade sig gøre. Enkelte afviser 
faktisk at det er muligt at koble direkte op til en Oracle database – og de fleste andre 
databaser – fra PDA. 
 
Dette er meget uheldigt, for vi havde naturligvis forventet at en JDBC optional package der 
reklameres for på Sun’s hjemmeside, ville gøre det muligt at koble op til en database uden de store 
problemer. Vi vil ikke undersøge det nærmere, men der findes også mikro databaser til PDA som 
kører lokalt, og kan synkronisere med databaseservere når PDA kobles op på netværket. På den 
måde kan en databasebaseret applikation både anvendes når man er offline, væk fra firmaet, og når 
man kommer tilbage og skal opdatere databaseserveren med resultatet af dagens arbejde. 
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9 Praktiske anvendelser 
Som beskrevet flere gange er vores tilgang til J2ME primært teoretisk. Og i forlængelse heraf har 
den programmering vi indtil nu har været omkring haft til formål at teste forskellige konkrete 
funktionaliteter og implementeringer. Afsluttende vil vi nu simulere en realistisk situation ved at 
lave to produktorienterede applikationer. Interessante ting vi erfarer undervejs i udviklingen noteres 
og beskrives afsluttende, men fokus er at gennemføre et udviklingsforløb. 
9.1 Chatprogrammet 
Den første applikation vi kaster os over er et simpelt chatprogram, inspireret af server 
forbindelsestesten. Udviklingen omfatter, udover de dele der indgik i midlet / servlet testen: 
 
• programmering af en MIDlet der henter og sender data fra tomcat serveren. 
• opsætning af en mysql database server, og oprettelse af tabeller. 
• programmering af servletter der hhv. skriver til, og læser fra databasen. 
• udvidelse af web.xml filen. 
 
Som det fremgår af ovenstående vil en del af udviklingen ligge udenfor J2ME. Grunden til at vi på 
trods af dette har valgt at udvikle chatprogrammet er: 
 
• at vi fra starten har haft ønske om at bruge nogle af de trådløse teknologiske muligheder der 
ligger i J2ME. Og eftersom vi måtte opgive at udvikle bluetooth applikationer, da ingen af 
de enheder vi har haft til rådighed, indeholder den optionelle bluetooth pakke, har vi valgt at 
arbejde med http forbindelser. 
• at udviklingen omfatter flere teknologier og vil give os erfaringer med at få disse til at 
fungere sammen, hvilket er relevant i forhold til semesterbindingen. 
• at vi tror at et sådant program kan dække et eksisterende latent behov.  
 
Der gives ikke en udførlig gennemgang af udviklingen og de involverede elementer da dette vil 
blive meget omfattende og falde uden for hvad vi vil illustrere for læseren. Ønskes et konkret 
kendskab til klasserne henvises til bilaget.  
 
Målet er at give læseren et overordnet kendskab til sammenhængen og vise at programmet virker. 
Sammenhængen er simplificeret illustreret på fFigur 25.  
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Figur 25 Chat applikation arkitektur 
 
Programmet involverer 3 java klasser: 
 
• Chat, MIDletten der kører på de kommunikerende enheder 
• ServletIn, servletten der skriver til databasen 
• ServletOut, servletten der henter fra databasen 
 
Chat indeholder, udover en exit command, kun en command. Aktivering af denne kalder hver gang 
metoden connectGet(), og hvis tekststrengen fra input feltet er forskellig fra ”ingen tegn” kaldes 
metoden connectPost(). 
De to metoder opretter hver deres http forbindelse til hhv. ServletIn og ServlerOut. 
 
ServletOut henter de poster i databasen der har et chatid der svarer til værdien af variablen ”c” den 
har modtaget fra midletten via. Httpforbindelsen: 
 
SELECT text FROM ind WHERE id > ((SELECT MAX(id) FROM ind) - 4) AND chatid='" + c + "' 
 
Og returnerer de 4 sidste poster i en streng: 
 
 while(rs.next()) 
 {     
         message = message + rs.getString("text") + "\n"; 
 } 
 
ServletIn  
ServletIn indsætter en ny post i tabellen: 
INSERT INTO ind(text, chatid) VALUES ('" + n + "', '" + c + "') 
Chat 
Chat 
TomCat Server 
ServletIn 
ServletOut 
Mysql Databaseserver 
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9.1.1 Illustration af chat 
Der illustreres her med to emulatorer fordi vi i skrivende stund sidder bag en firewall, der ikke 
tillader forbindelse til tomcat serveren. Testen er derfor gennemført med en localhost url. Det skal 
siges at chat programmet virker på alle mobiltelefoner der understøtter midp 1.0 og som har en 
GPRS service.  
MIDletten starter med at rekvirere et chatid fra brugeren som vist på Figur 26. 
 
 
Figur 26 Chat applikation: samtale ID vælges 
 
Når brugeren har indtastet chatid fjernes find kommandoen og den erstattes med kommandoen 
Opdater_send. Herefter kan de to brugere hver gang de trykker ”opdater_send” få listet de sidste 
fire poster med det respektive chatid.  
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Figur 27 Chat applikation: Besked skrives 
 
 
Figur 28 Chat applikation: Chat opdateres 
Perspektivet for et program som det vi har lavet (i færdig form) kunne være interessant, SMS 
teknologiens popularitet taget i betragtning. Vi er af det indtryk at en del unge i visse tilfælde bruger 
teknologien som en primitiv chat, hvor de betaler 25 eller 50 øre pr. besked. Til sammenligning 
koster det typisk 10 kr. pr. MB for data og da datamængde for opdatering sjældent vil overstige en 
KB, vil prisen for at chatte være markant lavere end for at sende SMS. Det er os derfor lidt en gåde 
hvorfor chat via mobil ikke er mere udbredt end det er tilfældet. 
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9.2 Breakout spil  
Den anden applikation vi vil udvikle er et lille simpelt spil. For ikke at bruge tid på 
konceptudvikling tages der udgangspunkt i spillet Breakout vi kender fra de glade arkadedage. 
 
Vi undlader at give en spilbeskrivelse, da vi antager at læseren er bekendt med det grundlæggende 
princip for dette spil. 
9.2.1 Spillets opbygning 
 
Figur 29 Spilopbygning 
Som det ses af Figur 29 er spillet bygget op af fire klasser. Block, BlockCanvas, Blok og Ball.   
 
Block udvider MIDlet og implementerer CommandListener og indeholder et objekt at 
BlockCanvas.  
 
I modsætning til hvad vi kender fra J2SE opdeles events i J2ME i high level og low level events. 
Block klassen, der er en CommandListener, sættes med metoden setCommandListener til at 
håndtere high-level events for canvas objektet og lytter derved til canvas objektets to Command 
objekter, ExitCommand og NewCommand. 
 
        myCanvas.addCommand(ExitCommand); 
        myCanvas.addCommand(NewCommand); 
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        myCanvas.setCommandListener(this);   
 
Men den egentlige spilinteraktion sker ikke ved brug af Commandlistener, men gennem 
BlockCanvas der nedarver Canvas klassens low-level eventhåndtering.  
  
public void keyPressed(int keyCode) {  
 
        int gameAction = getGameAction(keyCode);         
        if(gameAction == RIGHT && x < CANVASWIDTH - BARWIDTH) { x += dx; }  
        else if(gameAction == LEFT && x > 0 ) { x -= dx;} 
        else if(gameAction == FIRE) {             
            if(jam){ 
                jam = false; 
                bar =  "/bar.png"; 
            } 
            else{ 
                jam = true; 
                bar= "/barjam.png"; 
            }         
        } 
        repaint();  
} 
 
I modsætning til MIDP´s high level event håndtering og hvad vi kender fra J2SE, kræver low level 
eventhåndtering ikke en implementering af eventlistener. Et objekt af Canvas lytter til telefonens 
knapper og kalder metoder relativ til brugerens handlingstype, så som keyPressed metoden i 
ovenstående kode eksempel. Canvas klassens event reporterende metoder er ikke erklæret abstrakte, 
hvilket overlader det til udvikleren at vælge hvilke handlinger der skal reageres på. I vores spil 
reageres på at brugeren trykker på en knap og holder en knap nede med keyPressed og keyRepeated 
metoderne.  
Spiltesten viste at emulatoren ikke kalder metoden keyRepeated, og altså ikke giver spilleren 
mulighed for at navigere ved at holde knappen nede. Dette problem opstod ikke ved test på vores tre 
mobile enheder. 
 
I Wireless toolkit emulatoren ser spillet ud som på Figur 30. 
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Figur 30: Breakout: Til venstre Jam tilstand til højre almindelig tilstand 
Undervejs i udviklingen løb vi ind i det problem at bolden, fordi den ved kollision (med væg, bar 
eller blokke) fortsatte i modsatte retning af indfaldsvinklen, i alle tilfælde fulgte præcis samme bane 
så længe spilleren formåede at holde den på banen. Vi tilførte derfor en jam funktion til baren. Når 
baren er rød er den i ”jam”-tilstand og når den er blå er den i alm. tilstand, som illustreret på fFigur 
30. Spilleren slår funktionen til og fra på ”select” knappen. 
 
Tilstandens betydning for boldens retning er vist på Figur 31. 
 
 
 
Figur 31 Bold retning under almindelig tilstand til venstre og Jam tilstand til højre 
Spillets andre elementer som, oprettelse og gennemløb af array, oprettelse af tråd objekt og styring 
af runnable objekt osv. beskrives ikke da det ligger inden for klassisk J2SE. 
 
 
45º 
135º 157,5º 
45º 
Jam Alm. 
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9.3 Afrunding på de praktiske anvendelser 
Som afrunding vil vi overordnet konkludere at Mobile Information Device profilen tilbyder gode og 
let tilgængelige værktøjer til udvikling af spil. Opdelingen i high og low level eventhåndtering er 
effektiv og let forståelig. Adgangen til enhedens ydre funktioner virkede let. Eksempelvis aktiveres 
enhedens vibrator ved blot at kalde metoden vibrate() på display objektet. Ligesom afspilning af lyd 
forekom simpel i forhold vores erfaringer fra J2SE. 
 
 J2ME TEKNOLOGIUNDERSØGELSE.                         RUC datalogi modul 2 projekt, 2005. 
 Af Kasper Klitgaard, Kristian Bjarke Broe, Jonas Rømer. 
 
 
 57 
10 Afrunding 
10.1 Diskussion 
Vi har i projektet søgt at finde en balance mellem teori og empiri. Således har vi i første del af 
rapporten, primært beskæftiget os med miljøet for J2ME herunder dets struktur og relation til J2SE, 
forudsætninger for anvendelse, typer af enheder som teknologien er rettet, samt 
udviklingsværktøjerne for miljøet. Med baggrund i dette har vi i anden del af rapporten løst en 
række mindre opgaver for at afprøve de muligheder og begrænsninger teknologien byder i relation 
til forskellige mobile enheder. Samlet set har rapportens udpluk af temaer søgt at kaste lys over 
teknologien fra forskellige vinkler, med det formål at give en betragtning over J2ME. Vi mener at 
denne måde at gribe projektet an på har været nødvendig for at tilegne os den fornødne viden om 
teknologien, og i forlængelse heraf givet os forudsætning for at besvare projektrapportens 
problemformulering. Dette hænger sammen med at vi har søgt at få den brede forståelse for 
teknologien som helhed. 
 
Vi har bevidst valgt ikke at forsøge at komme med en fuldstændig gennemgang af J2ME, og har i 
projektforløbets afsluttende fase været tilfredse med denne beslutning. På baggrund af både 
gennemgang af kilder til viden om J2ME og egne forsøg med teknologien, synes en sådan 
beskrivelse på den ene side ikke at være relevant for en besvarelse af problemformuleringen, og på 
den anden side også at være svært opnåelig. Det sidste skyldes blandt andet at viften af enheder som 
teknologien fokuserer på er langt bredere end de få vi har haft adgang til. Vore mobiltelefoner og 
PDA repræsenterer i bedste fald blot en brøkdel indenfor deres marked, og dertil skal så lægges de 
mange andre typer enheder som J2ME henvender sig til. Da netop J2ME er tiltænkt en så bred vifte 
af enheder, findes en længere række af specialiserede profiler under de to overordnede 
konfigurationer. Selvom dokumentationen for denne række af profiler som minimum er 
repræsenteret som dokumentation på Suns website, så har muligheden for at opnå konkret 
anvendelsesorienteret erfaring med disse været begrænset af manglen på tilgængelige ressourcer og 
en platform at arbejde med disse på. Derfor har et af de primære omdrejningspunkter for projektet 
også været MIDP da denne profil, som navnet MID (Mobile Information Devices) antyder, har 
fokus på netop de enheder, som vi selv har haft mulighed for at anvende. 
 
På mange punkter skiller J2ME sig ud fra storesøsteren J2SE. Årsagen hertil er primært, at denne er 
rettet mod ressourcebegrænsede enheder. Gennem forskellige ekspertgrupper er der udarbejdet en 
lang række specifikationer og højtspecialiserede profiler. Teknologien J2ME synes at være i rivende 
udvikling, og der er derfor ingen indikationer på at arbejdet med at videreudvikle eksisterende og 
udvikle nye specifikationer til det brede marked for ressourcebegrænsede enheder stopper her. 
J2ME er således kendetegnet ved at være lige så bredt favnende som de utallige enheder, 
teknologien er tiltænkt, og dette forhold spiller naturligt nok også ind på de tilgængelige ressourcer. 
Vi skal ikke kunne afgøre hvilke hensyn eller målsætninger man har valgt for både specifikationer 
og dokumentationer fra Suns og de forskellige ekspertgruppers side, men det har dog været vores 
oplevelse, at så snart man bevæger sig uden for den udførligt beskrevne MIDP, er informationerne 
langt sværere tilgængelige og brogede. Dette kan naturligvis skyldes at J2ME som teknologi er 
tiltænkt producenter og ikke den type slutbrugere som vi tilhører. Til forskel fra J2SE kan man 
endvidere ikke bare hente og installere en virtuel maskine til J2ME fra Suns website, men må stille 
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sig tilfreds med den eksisterende på enheden, eller som det var udgangspunktet med vores 
indledende forsøg på PDA, selv at fremskaffe en virtuel maskine. 
 
Java-teknologien fokuserer bredt på platformsuafhængighed. Indenfor J2ME kommer 
platformsuafhængigheden til udtryk ved at en applikation udviklet til en bestemt profil kan afvikles 
på enheder med samme profil. Dette kan skabe et misforhold i forståelsen af 
platformsuafhængighed, idet blandt andet applikationens grafiske elementer og input ikke 
nødvendigvis vil komme til udtryk på samme måde, på tværs af de forskellige enheder. 
Platformsuafhængighed har ikke været et fokus i dette projekt, selvom det havde været oplagt at 
teste på tværs af forskellige mobiltelefoner og PDA.  
 
Vores forsøg med PDA viste at dette marked, som det ser ud i dag, er problematisk i forhold til 
understøttelse af J2ME. I stedet for at beskæftige os med disse enheder kunne vi have valgt 
udelukkende at fokusere på mobiltelefoner og dermed alene MIDP. Forsøgene har dog været 
hensigtsmæssige i den forstand, at de har været med til at afdække området for J2ME og nogle af de 
problematikker, som teknologien rejser når den søges implementeret på sådanne enheder. MIDP der 
har vist sig at være en yderst integreret del af miljøet for mobiltelefoner, levner i forhold til J2ME 
på PDA mulighed for et større fokus på applikationsudvikling.  
 
Vi har på baggrund af semesterbindingen valgt at få en bredere forståelse af J2ME, og tilegne os 
konkrete erfaringer på baggrund af nogle enkelte forsøg på tværs af platforme og profiler.  
 
J2ME er blot en mulighed blandt flere, når man står over for at skulle vælge udviklingsplatform til 
applikationer til mobile enheder. Forskellige typer PDA og mobiltelefoner har forskellige 
operativsystemer og forskellige rammer for hvordan man kan programmere til dem. Nogen har 
specielle programmeringssprog, mens man ved udvikling til mange andre kan vælge at bruge 
forskellige varianter af C/C++, f.eks. PocketC8. Ved udvikling specielt rettet mod en bestemt enhed, 
eller hvor man ønsker bedst mulig performance, f.eks. ved grafiktunge spil og lignende, vil det være 
hensigtsmæssigt at anvende producentens egne hardwarenære biblioteker, og evt. helt specielle 
programmeringssprog. I dette projekts sammenhæng er vi dog mest interesserede i højniveausprog, 
med et bredt spektrum af funktionalitet, klasser og pakker, som er nemme at lære, og som kan 
bruges, ikke bare ved udvikling til en bestemt type mobil enhed, men til så mange som overhovedet 
muligt. J2ME er én sådan mulighed, en anden er Microsofts .NET Compact Framework. En anden 
retning for projektet kunne således have været at sammenligne J2ME med disse alternativer. 
                                                 
8
 OrbWorks Concentrated Software, www.orbworks.com 
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10.2 Konklusion 
Vi har i projektet taget udgangspunkt i tre spørgsmål under problemformuleringen, som vi her vil 
forsøge at besvare: 
Hvor let er det for en J2SE programmør at sætte sig ind i J2ME teknologien? 
Semantisk er der ikke forskel på sprogene, ligesom bibliotekerne i J2ME primært er taget fra J2SE. 
Derimod er der en lang række begrænsninger i forhold til det miljø, som J2ME vedrører, og det er 
nødvendigt at have en basal forståelse for opbygningen af konfigurationer og profiler ved 
programmering af J2ME-applikationer. MIDP som må betragtes som den bedst beskrevne profil til 
J2ME-udvikling, og hvis miljø er integreret i størstedelen af nyere telefoner, stiller således et krav 
om et minimums kendskab til applikationsmodellen og de tilgængelige klasser. Mængden af 
ressourcer om netop MIDP giver dog programmøren en god mulighed for at sætte sig ind i de 
grundlæggende begreber, ligesom en række MIDP-understøttende udviklingsværktøjer er frit 
tilgængelige på Internettet. Dette udsnit af J2ME-teknologien må derfor siges at give den erfarne 
J2SE-programmør mulighed for at komme let og hurtigt i gang med at udvikle J2ME-applikationer. 
Hvilke evt. problemer er der med understøttelse af J2ME på henholdsvis PDA og mobiltelefon? 
Hovedparten af de tilgængelige mobiltelefoner understøtter MIDP version 1 eller 2. Derimod er det 
svært at få et overblik over hvilke optionelle pakker, hvis nogen, den enkelte mobiltelefon 
understøtter. Derfor kan vi konkludere at J2ME generelt er godt understøttet på mobiltelefoner. 
Vi har igennem litteraturen hørt tidligere PDA omtalt som MIDP-understøttende, men disse enheder 
leveres ikke længere, efter vores kendskab, med en sådan virtuel maskine, og ej heller med en CDC 
Personal Profile som ellers ville være oplagt. Der eksisterer således ikke i skrivende stund noget 
oplagt marked for J2ME til PDA, og understøttelsen af J2ME på PDA er endnu ikke god nok. 
Hvad er status for J2ME teknologien i dag og hvilke evt. problemer og begrænsninger er der ved 
at anvende J2ME som udviklingsplatform til mobiltelefoner og PDA? 
Teknologien er fortsat i rivende udvikling, og der kommer stadig JSR-forslag til nye 
funktionaliteter. På mobiltelefoner er MIDP meget brugt til spil og på især de nyere telefoner med 
øget processorkraft og hukommelse og specielle udvidelser, vil det i fremtiden kunne blive brugt til 
mere avancerede formål.  
 
J2ME har igennem vores empiriske arbejde vist sig at være en fornuftig udviklingsplatform til både 
mobiltelefoner og PDA, men understøttelsen på PDA er dog ikke tilstrækkelig til at vi kan se en 
fremtid for teknologien her. J2SE er her et bedre alternativ, men der vil fortsat være behov for at 
man fra Suns eller producenters side tilbyder et velfungerende java runtime environment. 
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10.3 Perspektivering 
.NET framework kendes af mange, som Microsofts modstykke til Java, og som værende meget 
kraftigt inspireret af Java. På samme måde som Java kan .NET framework anvendes til alt fra 
desktop applikationer og web services til enterprise software og distribuerede applikationer. Vi har i 
dette projekt behandlet hvordan Java med J2ME også rækker ud på mobile enheder. Også her er 
Microsoft med, med deres initiativ .NET Compact Framework, en nedskaleret version af det 
komplette .NET Framework, men tilføjet ekstra funktionalitet specielt rettet mod mobile enheder. I 
teorien er .NET Compact Framework programmer ligeså platformsuafhængige og flytbare som 
J2ME programmer, det eneste der kræves er at der findes en .NET Common Language Runtime, da 
.NET programmer, ligesom Java, ikke oversættes til nativ kode. På samme måde kræver Java/J2ME 
også at der findes en Virtual Machine til den enhed man programmerer til. En kort opsummering af 
.NET Compact Frameworks fordele og i forhold til hvad vi mener er vigtigt ved en 
udviklingsplatform: 
 
• Godt understøttet på nyere versioner af windows PDA og mobil styresystemer. 
• Let at lære for programmører der allerede kender til .NET og f.eks. C#. 
• Robust og gennemtænkt platform som der satses stort på af Microsoft. 
• Flytbar kode mellem forskellige mobile enheder. 
• Visual Studio.NET kan anvendes som udviklingsværktøj. 
• Klasser udbyder funktionalitet som XML, GUI, database tilgang, netværkskommunikation 
mm. 
 
Uden at vi iøvrigt har gået i dybden med undersøgelse af .NET Compact Framework, er vores første 
indtryk i hvert fald, at det tilbyder det samme som J2ME. Som det er tilfældet med standard .NET 
Framework, er det ikke realistisk at forvente at der bliver support for det på andre operativsystemer 
end Microsofts egne. Dette er et problem, men ikke noget der har hindret andre Microsoft 
teknologier i at få succes. En stor del af PDA på markedet og en del mobiltelefoner har Microsoft 
operativsystemer, og et program baseret på .NET Compact Framework, vil henvende sig til et stort 
marked. 
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