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Sodobni mobilni roboti pogosto vsebujejo več senzorjev za merjenje povezanih fizikal-
nih veličin. Uporaba razširjenega Kalmanovega filtra omogoča združevanje podatkov
tako, da je rezultat zanesljiveǰsi od vsake posamezne meritve s senzorja. Na mobil-
nem robotu z diferencialnim pogonom, opremljenim z inercialno merilno enoto in ko-
lesnimi kodirniki, smo prikazali delovanje EKF, z namenom izbolǰsevanja zanesljivosti
lokalizacije robota. Robot temelji na strojno-programski opremi ROS (angl. Robotic
operating system), kar nam je omogočilo uporabo odprtokodnega programskega paketa
robot localization, v katerem je ta filter implementiran. Preizkus sledenja z EKF smo
izvedli z vožnjo robota po progi in rezultate primerjali z lego, kot jo prikazuje zunanja
kamera. Ugotovili smo, da so podatki iz inercialne merilne enote preveč nezanesljivi, da
bi njihovo vključevanje izbolǰsalo lokalizacijo robota. Kljub temu smo zaključili, da tudi
samo filtriranje podatkov iz kodirnikov poveča zanesljivost lokalizacije, saj nadaljuje z
napovedjo stanja robota takrat, ko so podatki s senzorjev začasno nedostopni.
ix
x
Abstract
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Extended Kalman filter for determining the pose of a mobile
robot based on inertial measurement unit and encoders
Vid Zavodnik
Key words: mobile robots
differential drives
sensors
localization
extended Kalman filter
ROS firmware
Modern mobile robots often include multiple sensors that measure correlated physical
quantities. The use of an extended Kalman filter allows data to be fused in a way that
the result is more reliable than any individual sensor measurement. On a differential
driven mobile robot equipped with an inertial measuring unit and wheel encoders, we
demonstrated the use of EKF in order to improve reliability of the robot’s tracking.
Tested robot is based on ROS firmware, which allowed us to use the open source
robot localization software package in which this filter is already implemented. The
EKF tracking test was performed by driving the robot along a track and comparing
the results to the position acquired from the external camera. We have found that
data from the inertial measurement unit is not reliable enough to improve on the
robots localization. Nevertheless, we concluded that filtering data from encoders alone
increases the reliability of localization, as the filter continues to predict the status of
the robot, even when sensor data is temporarily unaccessible.
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3.1.2 Osnovna plošča . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
3.1.3 Vzpostavitev sistema . . . . . . . . . . . . . . . . . . . . . . . . 29
xiii
3.2 Priprava podatkov . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.2.1 Odometrija . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.2.2 Podatki iz IMU . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.2.3 Kamera . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.3 Uporaba paketa robot localization . . . . . . . . . . . . . . . . . . . . . 35
3.3.1 Nastavitev .yaml datoteke . . . . . . . . . . . . . . . . . . . . . 36
3.4 Izvedba testiranj . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
4 Rezultati in diskusija . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
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Slika 4.3: Rezultat filtriranja 2. . . . . . . . . . . . . . . . . . . . . . . . . . . 43
Slika 4.4: Podatki o zasuku okoli z osi iz internega filtra. . . . . . . . . . . . . 43
Slika 4.5: Rezultat filtriranja 3. . . . . . . . . . . . . . . . . . . . . . . . . . . 44
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t m transformacijski vektor
Ts s časovni korak (ang. time step)
T / transformacijska matrika
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SMD naprava za površinsko vgradnjo (ang. surface mount device)
SKF enostavni Kalmanov filter (ang. simple Kalman filter)
UKF nepristranski Kalmanov filter (ang. unscented Kalman filter)
USB univerzalno serijsko vodilo (ang. universal serial bus)
WMR kolesni mobilni robot (ang. wheeled mobile robot)
2D dvodimenzionalno
3D tridimenzionalno
xix
xx
1 Uvod
1.1 Ozadje problema
Eno zahtevneǰsih področji mobilne robotike je natančna in zanesljiva lokalizacija robo-
tov, ki je v večini primerov nujna za njihovo avtonomno delovanje. Primer: vozilo, ki
nima podatka, kje se trenutno nahaja, ne more postaviti trajektorije za dosego nasle-
dnjega cilja. Sodobne robote pogosto opremljamo z različnimi ali več enakimi senzorji
iz katerih lahko pridobivamo podatke o robotovem gibanju oz. njegovi lokaciji. Žal
pa je vsak izmed njih nagnjen k neki vrsti napak ali nezanesljivosti. GPS navigacija
na primer daje podatke o absolutnem položaju, a so ti relativno nenatančni, vsebujejo
veliko šuma in v primeru izgube povezave s sateliti izpadejo. Kodirniki dajejo natančne
podatke o hitrosti koles, a v primeru zdrsa le teh ali napakah pri štetju narobe poročajo
hitrosti. Iz magnetnega kompasa dobimo absolutni podatek o zasuku robota, vendar je
kompas zelo občutljiv na motnje v magnetnem polju. Natančne podatke dobimo tudi
z lokalizacijo (oz. sledenjem) s kamero, vendar so algoritmi za obdelavo slike pogosto
nezanesljivi in v primeru ne optimalnih svetlobnih pogojev odpovejo. Sporočilo vsega
naštetega je, da imajo vsi senzorji svoje prednosti in slabosti, idealna rešitev pa bi bila
združitev podatkov vseh razpoložljivih senzorjev in upoštevanje le njihovih dobrih la-
stnosti. Takemu združevanju na področju avtomatizacije pravimo integracija senzorjev
(angl. sensor fusion).
V našem primeru delamo z mobilnim robotom, ki je opremljen s kolesnimi kodirniki
in inercialno merilno enoto (kraǰse IMU). Kodirniki omogočajo določitev zasuka koles
in usmeritev robota, iz IMU pa lahko pridobivamo podatke o zasukih, kotnih hitrostih
in pospeških. Zaradi zgoraj omenjenih težav nobeden od senzorjev sam po sebi ne
omogoča zanesljive lokalizacije. Kodirniki relativno dobro sledijo potovanju robota, a
zaradi nabiranja napak ob zdrsih koles in napak pri nadaljnjih računskih operacijah
narobe ocenijo orientacijo robota. S časom se napake seštevajo, zaradi česar podatkom
dolgoročno ne moremo zaupati. Hitreje kot se robot premika več zdrsov se pojavi,
kar privede do še večjih napak. Sledenje robotu samo s podatki iz inercialne merilne
enote daje še veliko slabše rezultate, saj iz njega ne pridobivamo nobenih neposrednih
podatkov o robotovi poziciji. Edini način, kako priti do njih, je z dvojno numerično
integracijo linearnih pospeškov, ker pa ta postopek vnese veliko količino lezenja (angl.
drift), so rezultati še toliko slabši in manj zanesljivi.
Idealna rešitev našega problema bi bila lociranje robota, pri čemer bi združevali po-
datke iz obeh senzorjev in hkrati filtrirali prisotni šum. Prav to in še več je zmožnost
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Kalmanovega filtra, ki zaradi tega velja za standard na področju integracije podatkov
s senzorjev. Uporaben je tudi na širokem področju drugih aplikacij, kot so: ekonomija,
procesiranje podatkov, časovne vrste itn.
S podobnim izzivom kot je naš, sta se ukvarjala raziskovalca podjetja Charles River
Analytics, Inc., Thomas Moore in Daniel Stouch. Rezultate in ugotovitve sta pred-
stavila v članku A Generalized Extended Kalman Filter Implementation for the Robot
Operating System. [1]. V strojno-programskem okolju Robotic operating system (kraǰse
ROS) na katerem temelji tudi sistem obravnavan v tej nalogi, je s strani ROS skupno-
sti že prispevanih več različnih paketov, ki vsebujejo orodja za izbolǰsanje napovedi
stanja robota. Ugotovila pa sta, da so ta orodja večinoma neprimerna za aplikacije
na drugih robotih in imajo več pomanjkljivosti. To ju je motiviralo za razvoj novega
paketa, primernega za enostavno in hitro implementacijo v kar se da raznolikih aplika-
cijah. Hkrati naj bi ta odpravil pomanjkljivosti dotedanjih izvedb paketov za napoved
stanja. Glavne pomanjkljivosti so:
– omejeno število vhodnih senzorjev,
– omejitev na oceno v 2D,
– pomanjkanje kontrole nad vhodnimi podatki s senzorjev,
– majhno število podprtih ROS sporočil.
Razviti paket, imenovan robot localization, vsebuje implementacijo Razširjenega Kal-
manovega filtra in odpravi vse zgoraj naštete pomanjkljivosti. Je nadvse vsesplošno
uporaben in omogoča:
– napoved stanja v 3D,
– združevanje podatkov iz neomejenega števila senzorjev,
– podporo standardnih tipov ROS sporočil in možnost določanja, katere podatke
želimo v napovedi stanja upoštevati, za vsak vir podatkov posebej.
Raziskovalca obljubljata tudi širjenje funkcionalnosti paketa, na primer dodajanje im-
plementacij drugih vrst filtrov, vključitev pospeškov v napoved stanja, itn. V času
pisanja te naloge je bila že dodana implementacija druge različice Kalmanovega filtra
z imenom nepristranski Kalmanov filter.
Raziskovalca sta paket testirali na mobilnem robotu z diferencialnim pogonom Pioneer
3., opremljenim s kolesnimi kodirniki, parom inercialnih merilnih enot in parom GPS
senzorjev. Poizkus sta izvedla tako, da sta robota daljinsko vodila po avtomobilskem
parkirǐsču, vse podatke s senzorjev pa sta snemala z ROS vgrajenim orodjem rosbag,
ki omogoča zajem podatkov in kasneǰse ponovno predvajanje. Shranjene podatke sta
nato z različnimi nastavitvami vključevala v razviti program za filtriranje in ocenjevala
rezultate. Njun glavni kriterij uspešnosti je bila razlika med začetno lego in končno
oceno lege robota po enem krogu vožnje.
Na sliki 1.1 (a) so z rumeno prikazani rezultati sledenja pozicije robota ob upoštevanju
izključno podatkov preračunanih iz signalov kodirnikov. Opazimo, da se drastično
razlikujejo od prave poti robota, ki je prikazana z rdečo. Podobno težavo opazimo pri
testiranju našega robota, vendar je napaka nekoliko manj izrazita (slika 1.1 (b)). V
obeh primerih opazimo, da odometrija tudi med vožnjo naravnost napačno ocenjuje
položaj vozila (zaznava zavijanje). Ta napaka se nabira skozi celotno pot in na koncu
vrne povsem napačen rezultat.
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V naslednji nastavitvi filtra dodata podatke o orientaciji in kotnih hitrostih robota,
pridobljenih iz inercialne merilne enote. Rezultat nove ocene potovanja vozila je s
svetlomodro sledjo prikazan na sliki 1.2 (a). Vključitev teh podatkov opazno izbolǰsa
lokalizacijo, zato se ocenjeno stanje veliko bolje pokriva s pravim, ki je ponovno začrtan
z rdečo barvo. Največjo izbolǰsavo opazimo v zadnjem koraku, ko v filter vključimo
Slika 1.1: (a) Sledenje robota Pioneer 3 izključno s kodirniki, [1]. (b) Sledenje našega
robota izključno s kodirniki.
Slika 1.2: (a) Sledenje z odometrijo in IMU. (b) Sledenje z odometrijo, IMU in
GPS. [1]
še lokacijo, dobljeno iz GPS naprav. Rezultat tega je z modro prikazan na sliki 1.2 (b)
in opazimo lahko, da ti absolutni podatki o robotovi lokaciji, kljub temu da prihajajo z
majhno frekvenco in z relativno velikim raztrosom, bistveno izbolǰsajo sledenje robota.
Rezultat njegove ocenjene končne lege skoraj povsem sovpada z robotovo začetno lego.
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1.2 Cilji naloge
Namen naloge je pridobiti natančneǰso in zanesljiveǰso lokalizacijo robota, na način
integriranja podatkov iz kodirnikov in inercialne merilne enote. To nameravamo izvesti
z uporabo razširjenega Kalmanovega filtra, na podoben način kot sta se tega lotila
raziskovalca Thomas Moore in Daniel Stouch (opisano zgoraj).
Nalogo bomo začeli s pregledom tem, ki so potrebne za razumevanje in implementacijo
izbranega filtra. Začeli bomo s ključnim poglavjem, kjer bomo podrobneje obrav-
navali delovanje Kalmanovega filtra in nekaterih njegovih izvedenk, s poudarkom na
razširjenem Kalmanovem filtru. Predstavili bomo koordinatne sisteme, zapise in trans-
formacije med njimi. Nadaljevali bomo z razlago kinematike robotov, pri čemer se bomo
osredotočili na modeliranje kinematike mobilnih robotov z diferencialnim pogonom.
Na kratko bomo predstavili delovanje strojno-programske opreme ROS, na katerem
temelji obravnavani mobilni sitem in v sklopu tega predstavili še programski paket
robot localization, ki bo uporabljen za izvedbo filtriranja. V zadnjem delu pregleda
literature bomo raziskali še delovanje senzorjev, s katerimi je opremljen obravnavan
robot in njihove podatke vključili v napoved stanja.
V praktičnem delu naloge se najprej osredotočimo na testni sistem, opis njegovih sestav-
nih delov in predstavitev postopka vzpostavitve sistema za izvedbo testiranj. Pri tem
predstavimo spremembe in nadgradnje, ki omogočajo implementacijo filtra in izvedbo
poizkusov. Sledi še razlaga in prikaz testiranj, predstavitev rezultatov in diskusija le
teh, takoj za tem pa nalogo sklenemo z zaključkom.
4
2 Teoretične osnove in pregled lite-
rature
2.1 Kalmanov filter
Filter je imenovan po amerǐskem inženirju elektrotehnike, matematiku in izumitelju
Rudolfu E. Kalmanu, enem prvih raziskovalcev njegove teorije. Za zasluge je bil leta
2009 nagrajen z nacionalno medaljo za znanost. Ena prvih implementacij filtra je bila
realizirana v vesoljskem programu Apollo, kjer je bil algoritem vključen v navigacijski
računalnik.
Njegova uporaba sega na področje vodenja, navigacije, nadzora vozil (optimizacije traj-
ektorij gibanja), analize časovnih serij (procesiranje signalov, ekonomije), itd. Prednost
algoritma je njegova hitrost in ne potratnost v smislu porabe računalnǐskega spomina,
shranjuje namreč le podatke preǰsnjega stanja sistema.
Kalmanov filter je algoritem, ki iz serije meritev (vključno z njihovim šumom in ne-
gotovostmi) računa optimalno oceno stanja, vključno s podatki o njegovi varianci.
Dobljena ocena se v primerjavi s posameznimi meritvami izkaže za točneǰso. Spada
med rekurzivne algoritme, kjer se izmenjujeta dva koraka. Prvi korak je napoved, kjer
na osnovi kinematičnega modela sistema predvidimo naslednje stanje in njegovo nego-
tovost. Temu sledi korak primerjave z izmerjenimi vrednostmi, kjer se napoved popravi
(glej sliko 2.1), pri čemer se meritve upoštevajo uteženo glede na njihovo negotovost.
Vrednosti z nižjo kovarianco dobijo večjo otežitev in imajo močneǰsi vpliv na rezultat.
Dobimo oceno stanja, ki leži med predvidenim stanjem iz prvega koraka in izmerjenim.
Nova ocena ima nižje vrednosti kovarianc od ocene stanja in vhodnih meritev.
Iz osnovnega filtra, ki ga sedaj poznamo pod imenom enostavni Kalmanov filter(ang.
simple Kalman filter), se je razvilo več različic, katerih glavni cilj je nadgraditi osnovno
idejo in vključiti možnost uporabe v nelinearnih sistemih. Njihovo delovanje bomo
predstavili v nadaljevanju naloge.
Najprej si oglejmo matematično ozadje osnovnega Kalmanovega filtra. Trenutno sta-
nje sistema najprej zapǐsemo s stolpčnim vektorjem xk. Ta za primer robota običajno
vsebuje podatke o odometriji vozila (več o tem v poglavju 2.3.2), v splošnem pa gre
lahko za kakršnekoli podatke, katerih vrednosti želimo spremljati. Zaradi lažjega razu-
mevanja si najprej zamislimo eno dimenzijski primer, kjer spremljamo le pozicijo p in
5
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Slika 2.1: Koraki Kalmanovega filtra.
hitrost robota v v eni smeri. Gre za vektor:
xk =
{
p
v
}
(2.1)
Kot poudarja R. E. Kalman v članku [2], Kalmanov filter predpostavlja linearne di-
namične in merilne modele z Gaussovo porazdelitvijo šuma (glej sliko 2.2). Podatke o
popisu stanja zato podamo z vektorjem srednjih vrednosti in matriko varianc.
Pomembna ugotovitev je, da so različni podatki in njihove verjetnosti med seboj po-
vezani. V našem primeru vǐsja hitrost pomeni večjo verjetnost, da je robot na bolj
oddaljeni poziciji in obratno. Te povezave podamo v matriki kovarianc Pk in vsebuje
elemente Σij, ki predstavljajo kovarianco med i in j spremenljivkami. Trenutno sta-
nje zapǐsemo v stolpčnem vektorju srednjih vrednosti spremenljivk x̂k in pripadajoči
matriki kovarianc Pk:
x̂k =
{
p̄
v̄
}
(2.2)
Pk =
[
Σpp Σpv
Σvp Σvv
]
Prvi korak filtra je napoved novega stanja (ob času k) glede na preǰsnje stanje (k-1) ob
Slika 2.2: Normalna Gaussova porazdelitev, [3].
upoštevanju znanega modela sistema. Model je upoštevan v matriki napovedi Fk (ang.
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prediction matrix ) (glej enačbo (2.3)). V našem enostavnem primeru (glej enačbo (2.4))
gre le za osnovno kinematično enačbo: ∆p = vk-1 ·∆t, za hitrost pa predpostavimo, da
se ne spremeni. Če želimo upoštevati še poznan zunanji vpliv na sistem, ta podatek
dodamo s kontrolnim vektorjem uk, pomnoženim s kontrolno matriko Bk. V našem
enostavnem primeru gre le za pospešek a, ki deluje na sistem, ta pa vliva tako na
hitrost, kot na pozicijo.
x̂k = Fk · x̂k-1 +Bk · uk (2.3){
p̄k
v̄k
}
=
[
1 ∆t
0 1
]
·
{
p̄k-1
v̄k-1
}
+
⎡⎣∆t22
∆t
⎤⎦ · a (2.4)
Posodobimo tudi kovariance, ki jih z leve pomnožimo z matriko napovedi in z desne
s transponirano matriko. Pk prǐstejemo še negotovost zaradi nepredvidenih zunanjih
vplivov Qk. Rezultat je razširjena kovarianca :
Pk = Fk ·Pk-1 · FTk +Qk (2.5)
V naslednjem koraku napovedano stanje primerjamo (oz. popravimo) z meritvami.
Vključimo lahko različne senzorje, ki podajajo informacije o stanju obravnavanega
sistema. Izmerjeni podatki niso nujno podani v istih enotah in v isti skali kot ocenjeno
stanje. S tega razloga jih modeliramo z matriko Hk in dobimo pričakovani vrednosti
vektorja stanja in matrike kovarianc:
µprič = Hk · x̂k
Σprič = Hk ·Pk ·HTk (2.6)
Iz meritve dobljeni vektor srednjih vrednosti zk ima kovarianco Rk. Tako imamo
dve normalni Gaussovi porazdelitvi, ki ju skušamo združiti v novo najbolj verjetno
stanje. Splošen zapis Gaussove porazdelitve (graf na sliki 2.3) je zapisan v enačbi (2.7).
Poglejmo si kaj dobimo ob množenju dveh Gaussovih porazdelitev v enodimenzijskem
primeru.
f(x, µ, σ) =
1
σ
√
2π
· e−
(x−µ)2
2σ2 (2.7)
V primeru, da imamo dve normalni Gaussovi porazdelitvi f(x) in g(x), s srednjima
vrednostma µf in µg in standardnima deviacijama σf ter σg, ju zapǐsemo z naslednjima
enačbama:
f(x) =
1√
2πσf
· e
− (x−µf)
2
2σ2
f
g(x) =
1√
2πσg
· e
− (x−µq)
2
2σ2g (2.8)
Njun produkt se zapǐse z enačbo (2.9). V njem se osredotočimo na izraz v potenci in
ga zapǐsemo z β (enačba (2.10)). Ulomka združimo z razširitvijo na skupni imenovalec,
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sledi deljenje s koeficientom pri prvem členu x2. Zgornji del ulomka nato razstavimo v
razliko kvadratov.
f(x)g(x) =
1
2πσfσg
e
−
(
(x−µf)
2
2σ2
f
+
(x−µg)2
2σ2g
)
(2.9)
β =
(x− µf)2
2σ2f
+
(x− µg)2
2σ2g
=
(
σ2f + σ
2
g
)
x2 − 2
(
µfσ
2
g + µgσ
2
f
)
x+ µ2f σ
2
g + µ
2
gσ
2
f
2σ2f σ
2
g
=
x2 − 2µfσ
2
g+µgσ
2
f
σ2f +σ
2
g
x+
µ2f σ
2
g+µ
2
gσ
2
f
σ2f +σ
2
g
2
σ2f σ
2
g
σ2f +σ
2
g
=
(
x− µfσ
2
g+µgσ
2
f
σ2f +σ
2
g
)2
2
σ2f σ
2
g
σ2f +σ
2
g
(2.10)
Izraz β sedaj primerjamo z eksponentom splošne enačbe Gaussove porazdelitve in raz-
beremo novo srednjo vrednost µfg in deviacijo σfg. Zapǐsemo še izraz za varianco σ
2
fg,
ki je le kvadrirana standardna deviacija.
(x− µ)2
2σ2
=
(
x− µfσ
2
g+µgσ
2
f
σ2f +σ
2
g
)2
2
σ2f σ
2
g
σ2f +σ
2
g
(2.11)
µfg =
µfσ
2
g + µgσ
2
f
σ2f + σ
2
g
, σfg =
√
σ2f σ
2
g
σ2f + σ
2
g
σ2fg =
σ2f σ
2
g
σ2f + σ
2
g
(2.12)
Zapis izraza srednje vrednost in variance preoblikujemo ter izpostavimo faktor κ:
µfg = µf + k (µg − µf) , σ2fg = σ2f − κ · σ2f kjer je κ =
σ2f
σ2f + σ
2
g
(2.13)
Dobljena nova Gaussova porazdelitev s srednjo vrednostjo µfg in standardno deviacijo
σfg, ima srednjo vrednost, ki leži med µf in µg. Nahaja se bližje razporeditvi z manǰso
standardno deviacijo, raztros pa je ožji od obeh izmed vhodnih razporeditev (glej sliko
(2.3)). Prav te lastnosti so bistvene za delovanje Kalmanovega filtra. (Povzeto po [4].)
Izpeljavo lahko brez bistvenih sprememb prenesemo na večdimenzijski problem.
Enačbe za nove srednje vrednosti in kovariance napǐsimo še v matrični obliki (2.1).
K imenujemo Kalmanovo ojačenje (ang. Kalman gain).
K =
Σf
Σf + Σg
µfg = µf +K(µg − µf)
σ2fg = σ
2
f −K · σ2f (2.14)
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Slika 2.3: Množenje Gaussovih normalnih porazdelitev.
Izpeljane enačbe za množenje normalnih razporeditev sedaj uporabimo v drugem ko-
raku Kalmanovega filtra. Po vstavitvi naših spremenljivk v izpeljane enačbe dobimo:
K′ =
PkH
T
k
HkPkHTk +Rk
x̂′k = x̂k +K
′(zk −Hkx̂k)
P′k = Pk −K′HkPk (2.15)
Dobljena stanje x̂′k je novi najbolǰsi približek, zraven pa spada matrika novih varianc
P′k. Zaporedje opisanih korakov poljubno dolgo iterativno ponavljamo. (povzeto po [5])
Enostavni Kalmanov filter je dobra izbira za spremljanje stanj linearnih sistemov, to pa
je tudi njegova glavna omejitev. Večina sistemov v praksi namreč ni linearnih. V nada-
ljevanju si poglejmo njegovo izpeljanko razširjeni Kalmanov filter, ki to pomanjkljivost
odpravi.
2.1.1 Razširjeni Kalmanov filter
Težava nelinearnih sistemov je, da razporeditev motenj in šuma po nelinearni transfor-
maciji ni več Gaussova in iz tega razloga ni več smiselno operirati s srednjo vrednostjo
in variancami. To težavo razširjeni Kalmanov filter (ang. extended Kalman filter ali
EKF) odpravi z linearizacijo dinamičnega in meritvenega modela okoli trenutne ocene
stanja v vsakem časovnem koraku. Izvede se razvoj v Taylorjevo vrsto prvega reda.
Dobimo Jacobijeve (oz. občutljivostne) matrike ocenjenih stanj in meritev. Dobljeni
linearni model računa približke Gaussove porazdelitve gostote šuma za nek resnični
šum, ki ni nujno Gaussov. Taka rešitev pomeni, da filter dobro deluje le na sistemih,
ki so čim bližje linearnim in je razporeditev šuma čimbolj Gaussova.
Do težav pride, če začetno stanje ni pravilno ali če sistem ni pravilno modeliran, saj
lahko filter zaradi linearizacije hitro divergira. Še ena težava EKF je podcenitev prave
matrike kovarianc, ki je lahko zaradi tega v statičnem smislu nestabilen. Kljub tem
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pomanjkljivostim razširjeni Kalmanov filter v večini primerov daje zadovoljive rezultate
in se šteje za standard na področju filtriranja v navigaciji.
Matematična razlika razširjenega Kalmanovega filtra v primerjavi z osnovnim, je za-
menjava matrike napovedi Fk in matrike modela senzorjev Hk z njunima Jakobianoma
FJk in H
J
k:
FJk =
∂Fk
∂x
⏐⏐⏐
x̂k-1,uk
HJk =
∂Hk
∂x
⏐⏐⏐
x̂k
(2.16)
Popravek kovariance v koraku napovedi P in popravek P′ v drugem koraku se zapǐseta
z enačbami:
Pk = F
J
k ·Pk-1 · FJTk +Qk
P′k = Pk −K′HJkPk (2.17)
(Povzeto po [6], [7])
Iterativni razširjeni Kalmanov filter (ang. iterated extended Kalman filter)
Ta izvedenka EKF rekurzivno spreminja sredǐsčno točko analitične linearizacije (ang.
Taylor expansion) in na ta način zmanǰsa napako nastalo pri linearizaciji. S tem
zmanǰsamo napako napovedi stanja, vendar je rešitev računsko zahtevneǰsa, [8].
Robustni razširjeni Kalmanov filter (ang. robust extended Kalman filter)
Robustni razširjeni Kalmanov filter skuša odpraviti težavo nestabilnosti EKF. Uporaba
algebraične Riccatijeve tehnike zagotavlja večjo stabilnost, a dobljeni izračun ni več
najbolj optimalen.
Invariantni razširjeni Kalmanov filter (ang. invariant extended Kalman filter)
Invariantni razširjeni Kalmanov filter je še ena različica EKF, ki združuje predno-
sti razširjenega Kalmanovega filtra in simetričnih filtrov (ang. symmetry-preserving
filters). V koraku poprave, namesto linearne, uporabi geometrično popravljeno korek-
cijo, podobno pa se Kalmanovo ojačenje namesto iz linearne napake stanja posodobi
iz invariantne napake stanja. Glavna prednost je hitreǰse konvergiranje ocene stanja k
izmerjenim vrednostim.
2.1.2 Nepristranski Kalmanov filter
V primeru, kadar sta modela napovedi in posodobitve zelo nelinearna, razširjeni Kal-
manov filter ne daje dobrih rezultatov, takrat je bolj primeren nepristranski Kalma-
nov filter (ang. unscented Kalman filter ali UKF). Ta uporablja tehniko determini-
stičnega vzorčenja, znanega pod imenom nepristranska transformacija (ang. unscented
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transform). Gre za matematično transformacijo, ki se uporablja za ocenjevanje re-
zultata nelinearne transformacije verjetnostne porazdelitve s statističnimi parametri,
izračunanimi iz končnega števila elementov, [9]. Na ta način okoli srednje vrednosti
dobimo set vzorčnih točk (imenovanih sigma točke), ki se utežijo in nato transformirajo
skozi nelinearno funkcijo. Iz teh nato dobimo novo srednjo vrednost in kovarianco.
Ta način filtriranja se izogne računanju Jakobianovih matrik, ki so lahko v nekate-
rih primerih računsko zahtevne. Pomembno je tudi, da se izognemo linearizaciji, kar
pomeni, da ni težav niti z zelo nelinearnimi sistemi, [10].
2.2 Koordinatni sistemi in transformacije
V robotiki je ena izmed osnovnih in ključnih nalog popis lege in orientacije objektov v
okolju. Znan koncept popisa točke iz matematike je z uporabo krajevnega vektorja, ki
popǐse točko glede na referenčni koordinatni sistem. Bolj pogosto nas zanima skupina
točk, ki sestavlja nek objekt. Zanje predvidevamo, da se glede na koordinatni sistem
tega objekta ne premikajo. Namesto popisa vsake točke posebej s krajevnim vektorjem,
pozicijo in orientacijo objekta zapǐsemo z zasukom in položajem njegovega celotnega
koordinatnega sistema, čemur pravimo tudi zapis njegove poze ξB, (glej sliko 2.4). V
Slika 2.4: Popis množice točk objekta, [11].
nadaljevanju si natančneje pogledamo sisteme v dveh dimenzijah (2D), saj ti v večini
primerov zadostujejo za popis lege mobilnega robota, ki se premika le v ravnini.
2.2.1 Koordinatni sistemi in transformacije v 2D
Zamislimo si točko P , ki leži v ravnini (glej sliko 2.5). Poznamo še referenčni koor-
dinatni sistem A in koordinatni sistem B. Če poznamo krajevni vektor točke P v
koordinatnem sistemu B in pozo tega sistema glede na referenčni koordinatni sistem
A, lahko izračunamo krajevni vektor te točke glede na sistem A (enačba (2.2.1)). Bp in
Ap sta krajevna vektorja točke v koordinatnih sistemih A in B, AξB pa je poza sistema
11
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Slika 2.5: Koordinatni sistemi 2D, [11].
B glede na referenčni sistem A. Poza je transformacijska matrika velikosti 3 × 3 in
upošteva podatek o zasuku φ in translatornem premiku x, y med sistemoma.
pA =
AξB · pB
Ap =
⎧⎨⎩
xA
yA
1
⎫⎬⎭ , Bp =
⎧⎨⎩
xB
yB
1
⎫⎬⎭ , AξB =
⎡⎣cosφ − sinφ xsinφ cosφ y
0 0 1
⎤⎦ (2.18)
Možno je tudi veriženje poljubnega števila zaporednih poz med koordinatnimi sistemi,
pri čemer nastane problem združevanja translacij in rotacij. Rešitev je kombiniranje
rotacij in translacij posebej. Najprej združujemo rotacijo, šele za tem pa še translacijo,
kar nakazujemo z operatorjem ⊕, uporabljenim v enačbi (2.19). To pomeni kompozicijo
relativnih poz.
Ap =
(
AξB ⊕B ξC
)
· Cp (2.19)
2.2.2 Koordinatni sistemi in transformacije v 3D
Ko popisujemo lego v prostoru, zapis v 2D razširimo s tretjo koordinatno osjo −z.
Usmeritev te osi je določena po pravilu desne roke, zato rečemo, da imamo desnoročni
koordinatni sistem.
Poglejmo primer dveh desnoročnih koordinatnih sistemov A in B, ki sta med seboj
zamaknjena za vektor t (glej sliko 2.6). Poljubno točko P lahko popǐsemo glede na
koordinatni sistem A z vektorjem Ap ali na sistem B z vektorjem Bp. Edina razlika je
v tem, da imata tokrat krajevna vektorja tri člene.
Zapis poze med koordinatnima sistemoma se bistveno spremeni, translacijo pa le nad-
gradimo: premikoma v x in y dodamo le premik po z osi.
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Slika 2.6: Koordinatni sistemi 3D, [11].
Več težav je z zapisom rotacij. Razvitih je bilo več načinov in najpogosteje uporabljeni
izmed teh so naslednji:
– zapis z ortogonalnimi rotacijskimi matrikami,
– zapis z Euler -jevimi in Cardan-ovimi koti,
– zapis z rotacijsko osjo in kotom,
– zapis z enotskim kvaternionom.
Od naštetega bomo natančneje predstavili le zapis z ortogonalnimi rotacijskimi matri-
kami in zapis z enotskim kvaternionom, ki nam bosta v tej nalogi prǐsla prav.
Ortogonalne rotacijske matrike
Ta način podajanja orientacij kombinira zasuke okoli vseh treh koordinatnih osi. Ro-
tacijo okoli posamezne osi se zapǐse z matriko R, velikosti 3× 3.
Rx(ϕ) =
⎡⎣1 0 00 cosϕ − sinϕ
0 sinϕ cosϕ
⎤⎦
Ry(ϕ) =
⎡⎣ cosϕ 0 sinϕ0 1 0
− sinϕ 0 cosϕ
⎤⎦
Rz(ϕ) =
⎡⎣cosϕ − sinϕ 0sinϕ cosϕ 0
0 0 1
⎤⎦ (2.20)
Z množenjem vseh treh rotacij dobimo matriko ARB, ki predstavlja poljubno rotacijo
med dvema koordinatnima sistemoma. Množenje matrik zasukov je strogo nekomuta-
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tivno, saj različna zaporedja množenja vrnejo drugačne rezultate. Velika pomanjklji-
vost tega načina podajanja kotov je t.i. singularnost. Do tega pojava pride v primeru,
ko se poravnata dve zaporedni osi rotacije, posledica pa je izguba ene prostorske stopnje
rotacije.
ARB = Rx(φ) · Ry(δ) · Rz(γ) (2.21)
Celotno homogeno transformacijo med 3D koordinatnimi sistemi predstavimo z matriko
ATB, ki je velikosti 4 × 4 in združuje tako rotacijsko matriko ARB, kot translacijski
vektor t. Krajevni vektor točke glede na koordinatni sistem A, lahko zapǐsemo glede
na sistem B tako, da ga pomnožimo z omenjeno transformacijsko matriko, (enačba
(2.22)).
Ap = ATB ·B p⎧⎪⎪⎨⎪⎪⎩
Ax
Ay
Az
1
⎫⎪⎪⎬⎪⎪⎭ =
[
ARB t
03×1 1
]
·
⎧⎪⎪⎨⎪⎪⎩
Bx
By
Bz
1
⎫⎪⎪⎬⎪⎪⎭ (2.22)
Veriženje poz je predstavljeno v enačbi (2.23), kje sta T1 in T2 zaporedni pozi, R1 in
R2 njuni rotacijski matriki, t1 in t2 pa translacijska vektorja.
T1T2 =
[
R1 t1
01×3 1
] [
R2 t2
01×3 1
]
=
[
R1R2 t1 +R1t2
01×3 1
]
(2.23)
Enotski kvaternioni
Pri zapisu rotacije s kvaternionom minimalni zapis, ki je uporabljen v ostalih pristopih,
razširimo z dodatnim, četrtim parametrom. Težave s singularnostmi so odpravljene,
enostavneǰsa pa je tudi interpolacija vmesnih rotacij. Zaradi teh prednosti se kvaterni-
oni pogosto uporabljajo v robotiki, računalnǐski grafiki, zračni navigaciji in na splošno
povsod, kjer imamo opravka z rotacijo v prostoru.
Kvaternion je razširjeno kompleksno število (ang. hyper-complex number). V primer-
javi z običajnim kompleksnim številom, ki je sestavljen iz enega realnega in enega
kompleksnega števila, ima kvaternion poleg realnega še tri kompleksna števila. Splošni
zapis kvaterniona je z vsoto realnega števila s in vektorja v, (glej enačbo (2.24)). Pri
tem je vektor v sestavljen iz treh realnih števil v1, v2, v3 z imaginarnimi enotami i, j, k.
q = s+ v = s+ v1i+ v2j + v3k (2.24)
Glavna lastnost kompleksnih enot i, j, k je prikazana z naslednjim izrazom:
i2 = j2 = k2 = ijk = −1 (2.25)
Za predstavitev rotacije se uporablja posebna skupina kvaternionov, to so enotski kva-
ternioni. Njihova lastnost je, da so dolgi eno enoto in mora vedno veljati enačba:
s2 + v21 + v
2
2 + v
2
3 = 1. (2.26)
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Posebnost enotskega kvaterniona je, da ga lahko interpretiramo kot rotacijo okoli enot-
skega vektorja n za kot θ. Povezavo med elementi kvaterniona, enotskim vektorjem in
zasukom, podajata naslednji enačbi:
s = cos
θ
2
, v =
(
sin
θ
2
)
· n (2.27)
Slika 2.7: Zasuk za kot θ okoli enotskega vektorja n.
Celotno pozo med koordinatnima sistemoma predstavimo z vektorskim parom kvater-
niona q̇, ki predstavlja rotacijo in translacijskega vektorja t. Krajevni vektor točke
med koordinatnima sistemoma transformiramo po enačbi (2.28).
Ap = AξB ·B p = q̇ ·B p+ t (2.28)
Sestavljanje zaporednih poz definira enačba (2.29).
ξ1 ⊕ ξ2 = (q̇1 ⊕ q̇2, t1 + q̇1 · t2) (2.29)
Rotacije seštejemo po pravilih operacije seštevanja med kvaternioni. Pri translacijah
je nujno pred seštevanjem upoštevati še rotacijo druge poze glede na prvo.
(Poglavje povzeto po [11]).
2.3 Kinematika robotov
Kinematika je veda, ki popisuje gibanje teles. Njen namen v robotiki je postavitev
kinematičnega modela robotskega sistema, ki bo omogočal sledenje in načrtovanje gi-
banja sistema. Tak popis zadostuje za večino robotskih sistemov, kompleksneǰse pa je
priporočeno popisati še z dinamičnim modelom, ki upošteva tudi mase, vztrajnosti in
na telo delujoče sile ter momente.
Robotske sisteme lahko grobo delimo na robote manipulatorje in mobilne robote. Popis
njihove kinematike se nekoliko razlikuje, zato si najprej na kratko poglejmo kinematiko
manipulatorjev. Ugotovitve bomo nato prenesli na mobilno robotiko.
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Teoretične osnove in pregled literature
2.3.1 Kinematika robotov manipulatorjev
V primeru robotov manipulatorjev običajno govorimo o odprti kinematični verigi zapo-
redno spojenih vezi, ki tvorijo robotski sistem (glej sliko 2.8). Baza je fiksno pritrjena
na podlago, gibanje pa je mogoče le v vezeh. Te v večini primerov dopuščajo gibanje
v le eni od prostostnih stopenj (ena od rotacij ali translacij). Razmerja oz. poze med
vezmi popǐsemo s kinematičnimi enačbami, ki skupaj tvorijo transformacijo od baze
do konice. Za delo z manipulatorjem uporabljamo dve vrsti kinematičnih modelov:
Slika 2.8: Odprta kinematična veriga robotskega manipulatorja.
– Direktni kinematični model (ang. Direct kinematics model): Z njim iz znanih poz
med vezmi izračunavamo položaj in orientacijo konice robota (primer: koordinatni
merilni stroj).
– Inverzni kinematični model (ang. Inverse kinematics model): Metodo upora-
bljamo v primeru, ko poznamo željeno pozo konice, zanimajo pa nas položaji spojev
za dosego take poze (primer: vodenje manipulatorja po trajektoriji).
Računanje direktne kinematike je, sploh z vidika računalnika, enostavno, saj gre le
za množenje relativno enostavnih matrik. Več težav imamo pri računanju inverzne
kinematike. V tem primeru rešujemo niz nelinearnih algebraičnih enačb, kjer pogosto
dobimo več možnih rešitev istega problema. Računanje je potrebno nadgraditi tako,
da ǐsčemo optimalne rešitve za dani primer. Druga težava je, da vse poze niso nujno
dosegljive, kar pomeni, da rešitev takega problema sploh ne obstaja. (povzeto po [12]).
2.3.2 Kinematika mobilnih robotov
Tudi v mobilni robotiki kinematični model delimo na direktni in inverzni. Njuna upo-
raba je sorodna opisani za robote manipulatorje. Direktno kinematiko uporabimo z
namenom lokalizacije robota in pravimo, da modelira stanje sistema kot funkcijo vho-
dov v sistem (translatorna hitrost, kotna hitrost, ...). Inverzno kinematiko uporabimo,
ko načrtujemo pot vozila in nas zanimajo potrebni vhodi za dosego izbranega cilja.
Druga delitev kinematike mobilnega robota je na notranjo in zunanjo kinematiko.
Notranja kinematika opisuje relacije med notranjimi spremenljivkami sistema, zunanja
pa spremlja pozo vozila glede na referenčni koordinatni sistem.
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Lego robota v ravnini podajamo s pozo njegovega koordinatnega sistema M glede na
globalni koordinatni sistem G (glej sliko 2.9). M je koordinatni sistem fiksno pri-
pet na mobilnega robota. Pozo ξ(t) koordinatnega sistema M zapǐsemo s homogeno
transformacijsko matriko:
ξ(t) =
⎡⎣cosφ(t) sinφ(t) x(t)sinφ(t) cosφ(t) y(t)
0 0 1
⎤⎦ (2.30)
V nadaljevanju si poglejmo še notranjo kinematiko mobilnega robota, ki se razlikuje za
različne izvedbe pogona. Pogledali si bomo le primer notranje kinematike mobilnega
robota z diferencialnim pogonom. Takšna je tudi izvedba robota, uporabljenega v
okviru te naloge.
Kinematika mobilnega robota z diferencialnim pogonom
Pri kolesnih mobilnih robotih (ang. wheeled mobil robor ali WMR) predpostavimo, da
se vozilo lahko giba le v smeri idealnega kotaljenja koles. Pri robotih z diferencialnim
pogonom spremembo smeri dosegamo z različno hitrostjo vrtenja posameznega kolesa.
V vsakem trenutku obstaja točka, ki leži nekje na osi obeh koles, kolesi pa krožita okoli
nje z enako kotno hitrostjo. Imenujemo jo trenutni center rotacije (ang. instant center
of rotation ali ICR), (glej sliko 2.9). Vhodni spremenljivki notranje kinematike takega
Slika 2.9: Model kinematike mobilnega robota z diferencialnim pogonom, [7].
robota sta hitrost levega kolesa vL(t) in desnega vD(t). Ostala parametra sta polmer
koles r in razdalje med kolesi L.
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Iz kodirnikov običajno dobivamo podatek o kotni hitrosti. Ker nas zanimata transla-
torni hitrosti koles vL(t) in vD(t), podatke s kodirnikov pomnožimo z radijem koles
r:
vL(t) = ωL(t) · r
vD(t) = ωD(t) · r (2.31)
Robot v vsakem trenutku vožnje kroži okrog točke IRC. Sredǐsčna točka med kolesi
robota je od te točke oddaljena za razdaljo R(t) in jo izračunamo z enačbo (2.32). Iz
predpostavke, da v vsakem trenutku obe kolesi krožita okoli točke IRC z enako krožno
hitrostjo ω(t), to krožno hitrost lahko izračunamo. Uporabimo podatke hitrosti levega
in desnega kolesa ter razdaljo med njima (glej enačbo (2.33)).
R(t) =
L
2
vD(t) + vL(t)
vD(t)− vL(t)
(2.32)
ω(t) =
vD(t)− vL(t)
L
(2.33)
Izračun tangencialne hitrosti vozila je mogoče pridobiti na dva načina: kot povprečno
hitrost obeh koles ali kot zmnožek kotne hitrosti in radija kroženja (glej spodnjo
enačbo).
v(t) =
vL(t)− vD(t)
2
= ω(t) ·R(t) (2.34)
Z zgoraj naštetimi relacijami lahko postavimo notranjo kinematiko mobilnega robota
z diferencialnim pogonom. Ta podatke kotnih hitrosti koles preračuna v hitrosti x in
y smeri ter kotno hitrost robota, podano v robotovem koordinatnem sistemu R.⎧⎨⎩
vXR(t)
vY R(t)
ωR(t)
⎫⎬⎭ =
⎡⎢⎢⎣
r
2
r
2
0 0
−r
L
r
L
⎤⎥⎥⎦ ·{ωL(t)ωD(t)
}
(2.35)
Model zunanje kinematike podatke o translatorni in kotni hitrosti iz robotovega koor-
dinatnega sistema pretvori v globalni koordinatni sistem. Dobimo hitrosti v smeri x in
y ter kotno hitrost, vse podane v globalnem koordinatnem sistemu G:⎧⎨⎩
vXG(t)
vYG(t)
ωG(t)
⎫⎬⎭ =
⎡⎣cos (φ(t)) 0sin (φ(t)) 0
0 1
⎤⎦ ·{v(t)
ω(t)
}
(2.36)
Podatke pogosto procesiramo na diskretnih sistemih, kjer naveden zapis ni direktno
uporaben. Za ta namen enačbe prepǐsemo tako, da čas t nadomestimo z diskretnimi
časi vsakega cikla preračuna, torej t = k · TS, kjer TS predstavlja periodo vzorčenja, k
pa je naravno število, ki predstavlja trenutni cikel vzorčenja. Model vrne pozo sistema:
x(k + 1) = x(k) + v(k)TS cos (φ(k))
y(k + 1) = y(k) + v(k)TS sin (φ(k))
φ(k + 1) = φ(k) + ω(k)TS (2.37)
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Direktna kinematika
Oceno lege vozila v trenutku t dobimo z integracijo kinematičnega modela:
x(t) =
∫ t
0
v(t) cos (φ(t)) · dt
y(t) =
∫ t
0
v(t) sin (φ(t)) · dt
φ(t) =
∫ t
0
ω · dt (2.38)
Temu pravimo direktna kinematika in podaja lego vozila, katero imenujemo tudi odo-
metrija sistema(ang. odometry). Postopek integracije je v diskretnih sistemih izveden
numerično in ga lahko izvajamo z različnimi metodami numerične integracije. Najeno-
stavneǰsa je Eulerjeva metoda, ki je podana z naslednjimi izrazi:
x(k + 1) = x(k) + v(k)Ts cos(φ(k))
y(k + 1) = y(k) + v(k)Ts sin(φ(k))
φ(k + 1) = φ(k) + ω(k)Ts
(2.39)
Natančneǰse rezultate dobimo z metodo trapezne integracije (znana pod imenom
Runge-Kuta), ki se računa z naslednjimi izrazi:
x(k + 1) = x(k) + v(k)Ts cos
(
φ(k) +
ω(k)Ts
2
)
y(k + 1) = y(k) + v(k)Ts sin
(
φ(k) +
ω(k)Ts
2
)
φ(k + 1) = φ(k) + ω(k)Ts
(2.40)
(Poglavje povzeto po [7].)
2.4 ROS
V zadnjih desetletjih prihaja na področju robotike do izjemno hitrega razvoja,
dostop do zanesljive in cenovno ugodne strojne opreme pa je povzročil velik porast
uporabe robotov tudi v komercialnem okolju. Za primere lahko naštejemo robotske
sesalnike, robotske kosilnice, kvadrokopterje, humanoidne robote itn. Prav tako hitra
je rast uporabe robotov v industrijskem okolju, saj narašča uporaba tako robotov
manipulatorjev, kot avtomatsko vodenih vozil (ang. automated guided vehicle ali
AGV ). Ves ta razvoj pa ni mogoč brez podpore primerne programske opreme in okolja
v katerem jo lahko razvijamo. V nadaljevanju si bomo na kratko ogledali eno od
razširjenih programskih platform, ki je bila razvita v ta namen.
Gre za meta-operacijski sitem imenovan Robotski Operacijski Sistem (ang. Robot ope-
rating system kraǰse ROS). Kljub nekoliko zavajajočemu imenu ne gre za samostojen
operacijski sistem. Ime le nakazuje, da ROS, podobno kot običajni operacijski sistemi,
omogoča:
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– abstrakcijo strojne opreme,
– krmiljenje naprav na nizki ravni (ang. low-level device control),
– prenose sporočil med procesi in upravljanje s paketi.
ROS deluje na principu omrežja procesov, ki hkrati tečejo na eni ali več napravah. Med
seboj so ohlapno povezani z ROS-ovo komunikacijsko strukturo, ki omogoča različne
načine izmenjave podatkov.
Omrežje ROS-ovih procesov imenujemo računalnǐski graf (ang. computation graph).
Glavni koncepti so implementirani v ros comm paketu. To so:
– Master (ang. Master): Je glavno vozlǐsče, ki priskrbi registracijske in poimenovalne
storitve za vsa ostala vozlǐsča. Poleg tega jim omogoča medsebojno lociranje za
vzpostavitev medsebojnih komunikacij (izmenjava sporočil, priklic storitev, itn.).
– Vozlǐsča (ang. nodes): So procesi, ki izvajajo operacije. Mǐsljeno je, da delo raz-
delimo na manǰse, enostavne operacije in vsako poganjamo v svojem vozlǐsču. Pri-
mer: eno vozlǐsče upravlja z robotovimi motorji, drugo izvaja lokalizacijo, tretje
načrtovanje poti, ... Prednost takega sistema je enostavneǰsa in lažje razumljiva
koda, lažje ugotavljanje in odpravljanje napak ter možnost večkratne uporabe iste
kode z minimalnimi popravki.
– Sporočila (ang. messages): So glavni način komunikacije med vozlǐsči. Gre za
enostavne podatkovne strukture, ki lahko vsebujejo le primitivne podatkovne tipe
(int, float, bool) in njihove nize, lahko pa vsebujejo ugnezdene strukture in nize (ang.
nested structures).
– Teme (ang. topics): Vozlǐsče sporočila objavlja na ustrezno temo, katere ime iden-
tificira vsebino objavljenega sporočila. Vozlǐsča, ki se za temo zanimajo, se nanjo
naročijo.
– Storitve (ang. services): Manj pogosta sporočila niso primerna za tako imenovano
”objavi / naroči”(ang. publish / subscribe) komunikacijo. V tem primeru uporabimo
sporazumevanje s storitvami, ki delujejo na način žahteva / odgovor”(ang. request
/ reply). Storitev definira par sporočil: zahteva in odgovor. Vozlǐsče nudi storitev
pod določenim imenom, odjemalec (ang. client node) pa jo uporabi tako, da na
objavljeno temo pošlje zahtevo in čaka odgovor.
– Strežnik parametrov (ang. parameter server): Omogoča shranjevanje podatkov
pod geslom (oz. imenom) na skupni lokaciji. Trenutno je implementiran kot del
”Mastra”.
– Paketi (ang. bags): Eno od vgrajenih orodji ROS daje možnost snemanja objavlje-
nih sporočil. Shranijo se v pakete s končnico .bag. Pakete lahko kasneje ponovno
predvajamo, kar je zelo uporabno za testiranje in analizo delovanja sistema.
ROS je orodje, katerega glavni cilj in prednost je možnost ponovne uporabe kode za
izvajanje univerzalnih nalog. Med obratovanjem združuje kopico individualnih vozlǐsč,
ki so zato lahko posamično zasnovana. Sorodna vozlǐsča grupiramo v pakete, te pa lahko
enostavno delimo in distribuiramo drugim potencialnim uporabnikom. Posledica tega
je, da obstaja ogromno število prosto dostopnih paketov, katere lahko z minimalnimi
prilagoditvami uporabimo za veliko večino operacij, ki bi jih želeli izvajati na robotskem
sistemu.
Še ena pozitivna plat delitve dela je možnost selitve zahtevnih operacij na zmogljiveǰsi
računalnik. S tem razbremenimo računalnik na robotu, ki je običajno precej manj
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zmogljiv, [13].
2.4.1 Paket robot localization
Robot localization je odprto kodni programski paket vozlǐsč za Robotski Operacijski
Sistem. Vsebuje dve vozlǐsči namenjeni ocenjevanju stanj robota v 3D (ang. state
astimation nodes). Prvo vozlǐsče z imenom ekf localization node deluje na osnovi
razširjenega Kalmanovega filtra. Drugo, z imenom ukf localization node, pa je
implementacija nepristranskega Kalmanovega filtra. Dodano je še tretje vozlǐsče z
imenom navsat transform node, ki omogoča integracijo GPS podatkov v vozlǐsči za
oceno stanj.
Obe implementirani izvedbi filtrov si delita skupne lastnosti:
– možnost združevanja podatkov iz poljubnega števila senzorjev,
– podpora več različnih standardnih tipov sporočil (nav msgs/Odometry, sen-
sor msgs/Imu, geometry msgs/PoseWithCovarianceStamped),
– možnost izbire vključenih podatkov za vsak senzor posebej, če sporočila vsebujejo
podatke, ki jih ne želimo upoštevati,
– neprekinjeno ocenjevanje stanja, tudi v primeru izpada podatkov s senzorjev, po
vgrajenem modelu gibanja. (Povzeto po [1].)
2.5 Senzorji
Za izračunavanje direktne kinematike (oz. ugotavljanje poze robota) je nujno na nek
način pridobivati informacije o stanju sistema. Te podatke lahko pridobimo z uporabo
različnih vrst senzorjev. Senzor je naprava, ki zaznava fizikalne količine ali njihove
spremembe in jih pretvarja v eno izmed električnih količin. Te veličine vodimo do
krmilnika, kjer se izvede vzorčenje in nadaljuje z dodatnimi obdelavami izmerjenih
podatkov, [14].
Senzorji se delijo na:
– aktivne, ki za izvedbo meritve sprostijo signal in merijo odziv,
– pasivne, ki neposredno zaznavajo fizikalne količine.
Obstaja še delitev na senzorje, ki merijo stanje okolice (razdalja, tlak, temperatura,
zvok, kompas, GPS itn.) in take, ki merijo notranje veličine (hitrosti, pospeške, smer,
položaj aktivatorjev, temperatura, itn.), [7].
V našem primeru je robot opremljen s kolesnimi kodirniki (ang. encoders) in inercialno
merilno enoto (ang. inertial measurement unit kraǰse IMU ). IMU ima integriran tri-
osni merilnik magnetnega polja, tri-osni žiroskop in tri-osni merilnik pospeškov. V
nadaljevanju si zato pogledamo delovanje vsebovanih tehnologij.
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2.5.1 Kodirniki
Spadajo pod pasivno vrsto senzorjev za zaznavanje notranjih količin sistema. Upo-
rabljajo se za merjenje linearne ali kotne pozicije ,vsebujejo pa skalo in sistem za
zaznavanje. Skala je sestavljena iz ene ali več vzporednih linij na katerih je kodiranje.
Pri rotacijskih kodirnikih (ang. rotary encoders) je kodiranje razporejeno na radial-
nih linijah okoli centra rotacije. Tako fizična izvedba kodiranja, kot vrsta sistema za
zaznavanje, sta odvisna od principa delovanja kodirnika. Najbolj razširjeni so elektro-
magnetni, elektromehanski in optični kodirniki, [15].
Druga pomembna delitev kodirnikov je na:
– Absolutne kodirnike (slika 2.10 b)). Prednost teh je (kot ime nakazuje) možnost
določitve trenutne absolutne lege kota oz. pozicije. Omejitev te vrste kodirnikov je
potreba po unikatnem kodiranju vsakega diskretnega razdelka, zato je sistem kom-
pleksneǰsi in ima omejeno ločljivost. Kodiranje je izvedeno: naključno, binarno ali
najpogosteje z Gray-evo kodo. Procesiranje dobljenih signalov je relativno zahtevno.
– Inkrementalne kodirnike (slika 2.10 a)). Ti so v aplikacijah mobilne robotike
mnogo bolj pogosti. Njihova prednost je enostavneǰsa in kompaktneǰsa izvedba z
možnostjo večjih ločljivosti. Ne omogoča absolutnega lociranja, temveč le oddalje-
nost od izhodǐsčne lege. Procesiranje signalov je enostavno in ga lahko izvedemo
izven krmilnika. Obstajajo različice z različnim enim, dvema ali tremi kanali. Eno-
kanalni kodirniki omogočajo le osnovno poročanje pozicije (oz. kota) v eni smeri,
pri dvokanalnih pa se ločljivost podvoji in pridobimo možnost poročanja smeri gi-
banja (oz. vrtenja). Tri-kanalni kodirniki se uporabljajo le v rotacijskih kodirnikih,
tretji kanal se sproži le enkrat na vsak obrat in omogoča zmanǰsevanje napak štetja
korakov ostalih dveh kanalov.
Slika 2.10: a) Inkrementalni kodirnik, b) absolutni kodirnik, [16].
2.5.2 Inercialna merilna enota
Inercialna merilna enota (ang. inertial measurement unit kraǰse IMU) je integrirana
elektronska naprava, ki omogoča vsaj eno od naslednjih funkcionalnosti:
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– merjenje linearnih pospeškov,
– merjenje kotnih hitrosti,
– merjenje magnetnega polja.
S tem pokrije od dve do vseh šestih prostorskih stopenj sistema na katerem je enota
uporabljena. To so premiki v smereh x, y in z in zasuki okoli teh treh osi: nagib,
naklon, odklon (ang. roll, pitch, yaw), (glej sliko 2.11). Za merjenje naštetih veličin se
Slika 2.11: Prikaz šestih prostorskih stopenj.
lahko uporablja različne tehnologije. Te so bile v začetkih povsem mehanske in zaradi
tega relativno velike in drage. Uporabljale so se le v specialne namene, predvsem v
vesoljski in letalski industriji, preobrat na tem področju pa je povzročil razvoj mikro-
elektromehanskih sistemov (ang. microelectromechanical systems kraǰse MEMS ). Ta
tehnologija je predstavila neprimerljivo manǰse sisteme za merjenja, kar je povzročilo
širitev uporabe na mnoga druga področja. MEMS naprave se zaradi nizke cene, majhne
porabe in majhnih dimenzij pojavljajo tudi v robotiki. Na sliki 2.12 je prikazana iner-
cialna merilna enota vsebovana na obravnavanem robotu. Uporaba MEMS tehnologije
dopušča, da je celoten čip IMU velikosti 3 mm in vsebuje triosni žiroskop, pospeškomir
in magnetometer, hkrati pa je vgrajena vsa elektronika za zajem in obdelavo podatkov
ter komunikacijo s krmilnikom.
2.5.2.1 MEMS tehnologija
Razvoj na področju obdelave silicija za izdelavo integriranih vezij je omogočil hkratni
razvoj mikroelektromehanskih tehnologij. Gre za sisteme, ki vsebujejo kombinacijo
elektronskih in gibljivih mehanskih delov ter integrirano elektroniko združeno na enem
čipu. Vsebujejo lahko:
– Aktuatorje, ki pretvarjajo električne signale v mehansko gibanje. Najpogosteje
se uporabljajo za premikanje majhnih mas; primeri so elektrostatični, termični in
piezoelektrični .
– Senzorje, ki pretvarjajo fizikalne signale v električne. Je najbolj razvito in široko
uporabljeno področje MEMS tehnologij; pogosti primeri so senzorji tlaka, sile,
pospeška in pretoka.
Integrirana elektronika skrbi za pravilno interpretacijo in procesiranje signalov prejetih
s senzorjev, odstranitev šumov in njihovo ojačitev. V primeru digitalnega sistema
skrbijo za digitalizacijo signala in komunikacijo s krmilnikom.
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Slika 2.12: Čip IMU v SMD tehnologiji uporabljen na krmilniku Beaglebone, [17].
Med tem ko tehnologija izdelave MEMS v večini primerov temelji na siliciju, je
načrtovanje v primerjavi z običajnimi integriranimi vezji zahtevneǰsi proces. Pri
konstruiranju integriranih vetij so postopek načrtovanja vezja, postopek izdelave in
pakiranje lahko povsem ločeni, pri konstruiranju MEMS pa to ni mogoče, saj so vsi
našteti postopki med seboj povezani. Najbolj težavna je implementacija mehanskih
komponent, [18].
MEMS žiroskop
MEMS žiroskop, katerega koncept je predstavljen na sliki 2.13, deluje na principu
oscilacije resonančne mase. Ta je preko vzmeti pritrjena na notranji okvir, slednji pa
je pod kotom 90° pritrjen na zunanji okvir. Ob prisotnosti rotacije se pravokotno na
njeno os pojavi Coriolisova sila, ki deluje na resonančno maso. Smer delovanja sile
je odvisna od smeri rotacije. Posledica sile je izmik notranjega okvira iz sredinskega
položaja. Ta premik zaznamo s spremembo kapacitivnosti med zaznavnimi senzorji in
je sorazmeren s hitrostjo vrtenja. Podatek o kapacitivnosti se procesira na vgrajeni
elektroniki in pretvori v električini signal uporaben za krmilnik, [19].
MEMS merilnik pospeška
Obstaja več različnih izvedb merilnikov pospeškov izvedenih z MEMS tehnologijo.
Eden od teh je pospeškomir na osnovi piezoelektričnega zaznavala. Ta ima na pie-
zoelektrični element nameščeno maso, ob delovanju pospeška pa ta masa deluje s silo
na element. Generira se električni naboj proporcionalen pospešku iz katerega po mo-
delu senzorja dobimo merjeni pospešek.
Bolj popularna je izvedba, pri kateri merimo razliko kapacitivnosti. Taki merilniki
imajo večjo občutljivost, kljub temu da je njihova fizična izvedba manǰsa. Manj so
občutljivi tudi na temperaturne spremembe okolice. Idejni prikaz delovanja kapaci-
tivnega merilnika pospeška je prikazan na shemi 2.14. Osnova sta dve fiksni elektrodi
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Slika 2.13: Shematski prikaz delovanja žiroskopa, [19].
Slika 2.14: Shematski prikaz delovanja kapacitivnega merilnika pospeška.
v sredini, ki ju obdaja pomična elektroda obtežena z vztrajnostno maso. Zadnja
masa je preko vzmeti, ki dopuščajo gibanje le v eni smeri, pritrjena na okvir. Ko v
osi zaznavanja na premično vzmet deluje pospešek, se ta izmakne iz sredinske lege.
Kapacitivnost se ob spremembi razdalje med elektrodama spremeni in je sorazmerna
z jakostjo pospeška, ki deluje na vztrajnostno maso. Uporaba dveh nepremičnih
elektrod, ki sta glede na pomično zamaknjeni, omogoča določitev smeri delovanja
pospeška, [20].
MEMS merilnik magnetnega polja
Senzor za zaznavanje magnetnega polja se lahko uporablja za več namenov. V navigaciji
običajno merimo zemeljsko magnetno polje, na podlagi tega pa ugotavljamo orientacijo
robota.
Velika večina merilnikov magnetnega polja deluje na principu Hallovega efekta (glej
sliko 2.15). Ta pravi, da se na električni tok, ki teče skozi tanko prevodno ploščo,
ob prisotnosti magnetnega polja pojavi sila, ki ta tok ukloni. Pravokotno na smer
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električnega toka in smer magnetnega polja lahko izmerimo razliko napetostnih po-
tencialov. Ta je sorazmerna s pravokotno komponento magnetnega polja, ki deluje na
ploščo. Druga skupina senzorjev je redkeje v uporabi in izkorǐsča lastnost kovin, kot
Slika 2.15: Shematski prikaz Hallovega efekta.
sta železo in nikelj, da se njuna električna upornost spreminja v odvisnosti od jakosti
magnetnega polja (ang. magneto-resistive effect), (povzeto po [21]).
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3.1 Predstavitev testnega sistema
Razširjeni Kalmanov filter nameravamo implementirati na mobilnem robotu z diferen-
cialnim pogonom, razvitem za učne namene v laboratoriju LAKOS. Njegova strojna
oprema temelji na odprto kodnem mikroračunalniku Beaglebone Blue. Ta bazira na
operacijskem sistemu Linux in podpira strojno-programsko opremo ROS, ki je upora-
bljena za namene programiranja robota. Najprej si več poglejmo o mikroračunalniku
Beaglebone.
Slika 3.1: Testirani robot na osnovi Beaglebone.
3.1.1 Mikroračunalnik Beaglebone Blue
Gre za mikroračunalnik, razvit za uporabo v robotiki. Na plošči velikosti 90× 55 mm
so vključene vse potrebne komponente za pogon različnih vrst robotov. Glavne
značilnosti:
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– procesor Octavo Systems OSD3358, ki ima vgrajeno ARM Cortex-A8 AM335x
procesorsko enoto s hitrostjo 1 GHz, 512 MB DDR3 RAM pomnilnika, 4 GB eMMC
flash pomnilnika, 2x 32-bitne programirljive enote za obratovanje v realnem času,
NEON pospeševalnik za računanje s plavajočo vejico, razširitveno mesto za mikro
SD kartico in USB2 priključke za napajanje in komunikacijo.
– Brezžična povezava po standardih 802.11bgn in Bluetooth 4.1 ter BLE (nizkoe-
nergijska bluetooth povezava (angl. Bluetooth low energy).
– Polnilec z balansiranim polnjenjem dvoceličnih LiPo baterij in LED prikazom sta-
nja, z napajalno napetostjo 8-19 V.
– Krmiljenje motorjev: 8 priključkov za servomotorje, 4 dvosmerni priključki za
DC motorje in 4 vhodi za kodirnike.
– Senzorji: 9-osni IMU s 3-osnim pospeškomirom, žiroskopom in magnetometrom.
Slika 3.2: Mikroračunalnik Beaglebone Blue, [22].
3.1.2 Osnovna plošča
Računalnik je preko povǐskov pritrjen na osnovno ploščo, razvito z namenom, da nanjo
nameščamo vse ostale potrebne komponente (glej sliko 3.3). Hkrati služi tudi kot
ogrodje vozila. Gre za dvostransko tiskano ploščo (angl. printed circuit board ali
PCB), ki vsebuje:
– Dve mesti za LiPo bateriji s priključkom na računalnik.
– Dodatni priključek za druge vrste baterije.
– Niz šestih svetlobnih senzorjev za zaznavanje črte.
– Svetlobne senzorje za detekcijo ovir okoli vozila.
– Multiplekserja za zmanǰsanje števila povezav do mikroračunalnika.
– Enosmerne (DC) motorje z gumijastimi kolesi in integriranimi kodirniki zasuka.
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– Podporno kolo.
Slika 3.3: Prikaz spodnje plošče robota z označenimi sestavnimi deli.
3.1.3 Vzpostavitev sistema
Kot omenjeno bo sistem temeljil na programskem okolju ROS, kar pomeni, da ga je
potrebno namestiti na mikroračunalnik robota. To storimo tako, da na SD kartico s
programom Etcher naložimo sliko z operacijskim sistemom Linux, ki ima že nameščeno
programsko opremo ROS, vključno z osnovnimi programskimi paketi. Opremljen je
tudi z vsemi gonilniki, nujnimi za upravljanje s strojno opremo na robotu.
Prvo konfiguracijo na mikroračunalniku izvedemo tako, da se nanj preko USB pove-
zave povežemo s prenosnim računalnikom. Nato se v praznem terminalu povežemo
na robota in izvedemo vse potrebne nastavitve ob prvem zagonu. Na njem ustvarimo
mapo robot ws, ki bo služila kot delovno okolje. V njem bodo zbrana vozlǐsča, ki jih
nameravamo izvajati na robotu, in vse ostale datoteke v povezavi z njimi. Okolje
najlažje ustvarimo z ukazom catkin create package, ki je ukaz enega izmed ROS-ovih
vgrajenih orodij. Omogoča grajenje ROS paketov in preverjanje kode njihove vsebine.
Vanj prenesemo glavni izvršljiv (angl. executable) program robot.cpp, pripadajočo za-
gonsko datoteko robot.launch, knjižnico robot.h in datoteko z nastavitvami robot.cfg.
Vse razporedimo v ROS-ovo predpisano drevesno strukturo (glej shemo na sliki 3.4).
V korenski mapi paketa (v tem primeru robot ws) nato zaženemo ukaz catkin make,
ki preveri kodo paketa in ga zgradi. Ustvari mapi build in devel, z ukazom source
devel/setup.bash zgrajeni paket dodamo v ROS okolje.
Naslednji korak je nastavitev brezžične povezave. S pomočjo naloženega programa
izberemo in se povežemo na skrito lokalno brezžično omrežje. Na isto mrežo smo pove-
zani tudi s prenosnim računalnikom, kar nam v nadaljevanju omogoča brezžični dostop
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Slika 3.4: Drevesna struktura delovnega okolja robot ws.
do robotovega mikroračunalnika in upravljanje z njim. Uporabljamo Secure Shell pro-
tokol. Ta omogoča tudi možnost kopiranja datotek med povezanima računalnikoma
(ukaz -scp), kar v nadaljevanju izkoristimo za nalaganje spremenjene kode na robota.
Nastavimo še geslo, ki bo zahtevano ob poizkusu oddaljenega dostopa.
Ideja je izvajati zahtevneǰse operacije na prenosnem računalniku, ki ima bolj zmogljiv
procesor, na robotu pa naj bi tekel le program za osnovno upravljanje strojne opreme
(branje s senzorjev, krmiljenje motorjev). ROS distribucijo zato naložimo tudi na
računalnik. Trenutno je ROS uradno podprt le na platformah Debian in Ubuntu, zato
na prenosni računalnik najprej naložimo ta operacijski sistem. V času zaključevanja
naloge je bila sproščena tudi uradna podpora za operacijski sistem Microsoft Windows
10. Navodila za instalacijo najnoveǰse ROS distribucije si lahko preberete na povezavi
[13]. Podobno kot na robotu, tudi tu ustvarimo delovno okolje, tokrat z imenom agv ws.
Ta poleg mape robot vsebuje datoteke camera, controller in simulator. Več o vsebini
map v nadaljevanju, najprej pa si poglejmo potek zagona sistema.
Prvi korak je zagon robota. Med zagonom držimo tipko za izbiro zagona, da se robot
zažene iz spominske kartice z naloženim okoljem ROS. Robot se avtomatsko poveže
z Wi-Fi omrežjem in je pripravljen, da se z računalnikom povežemo nanj. Na pre-
nosnem računalniku v novem terminalu vpǐsemo ukaz ssh root@”ip-robota”, pri čemer
je ”ip-robota” IPv4 naslov robota, dodeljen iz usmernika uporabljenega omrežja. Ko
vpǐsemo geslo, dobimo dostop do robotovega računalnika. Na prenosnem računalniku
odpremo nekaj dodatnih terminalov in v vsakem uporabimo ukaz export ROS IP=”ip-
prenosnega računalnika”, s čimer objavimo mrežni naslov na katerem bo teklo vozlǐsče
oz. orodje. V enega od oken vpǐsemo ukaz rosrun, ki zažene ROS jedro (angl. roscore).
Po zagonu se izpǐse naslov na katerem teče jedro (roscore), tega obvezno vpǐsemo v
terminale vseh ostalih računalnikov za katere želimo, da so povezani z istim jedrom. V
našem primeru to pomeni, da v terminalu, tekočem na robotu, uporabimo ukaz export
ROS MASTER URI=”naslov-jedra”. V istem oknu z ukazom export ROS IP=”ip-
robota” izvozimo tudi IP naslov robota. Sistem je povezan in pripravljen na zagon
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vozlǐsč.
3.2 Priprava podatkov
Osnovni način izmenjave podatkov med vozlǐsči je z objavljanjem in branjem sporočil
iz določene teme (angl. publish topic, subscribe to topic). Paket robot localization
bo naročen na temi /odom in /imu. Ker je IMU glede na koordinatni sistem ro-
bota zamaknjen, moramo na temi /tf objavljati še transformacijo med koordinatnim
sistemom baze robota in koordinatnim sistemom inercialne merilne enote. Podatke o
poziciji robota bomo pridobivali še s pomočjo kamere, ki bo podatke objavljala na temi
tracking odom. Ti bodo uporabljeni kot referenca oz. prava vrednost za vrednotenje
rezultata filtrirane odometrije.
3.2.1 Odometrija
Osnovno odometrijo robota izračunavamo v programu, ki teče na robotu, in jo ob-
javljamo na temi /odom, v standardni obliki sporočila nav msgs/Odometry Mes-
sage. Podatki sporočila so razdeljeni na glavo, pozo in hitrosti (angl. header, pose,
twist). V glavi so vsebovani podatki o nizu sporočila, časovnem žigu in imenu glav-
nega ter pomožnega koordinatnega sistema (angl. sequence, time stamp, frame id,
child frame id).
Poza nosi podatke o položaju robota x, y, z in je podana v glavnem koordinatnem
sistemu sporočila. Zasuki nagib, naklon, odklon (angl. roll, pitch, yaw) so zapisani v
obliki enotskega kvaterniona (glej poglavje 2.2.2) in vsebuje podatke x, y, z, w. Zadnji
podatek je matrika kovarianc velikosti 36 in združuje tako kovariance pozicije, kot
orientacije. Nosi podatke matrike, ki jo običajno uporabljamo v obliki 6× 6.
Podatki o hitrostih so podani v pomožnem koordinatnem sistemu in so zapisani z
dvema vektorjema velikosti 3. Prvi nosi podatke o translatkornih hitrostih v vseh treh
smereh, drugi pa podatke o treh kotnih hitrostih. Podobno, kot smo opisali zgoraj je
vključen še vektor kovarianc. Vsi podatki so zapisani v podatkovnem formatu float64.
Splošni kinematični model robotov z diferencialnim pogonom smo že predstavili v te-
oretičnem delu naloge (glej poglavje 2.3.2), a ga moramo zaradi nekaterih razlik za
primer našega robota prilagoditi. Izračun poze uporablja podatke iz kodirnikov, med
tem ko je za informacije o hitrosti možno kot vir izbirati kodirnike ali IMU.
Kodirnike odčitavamo s pomočjo knjižnice robot control (rc), ki je na mikroračunalnik
že nameščena v okviru operacijskega sistema. Funkcija rc encoder read() vrne zasuk
kodirnika. To je glavna razlika od standardnega postopka, saj običajno iz kodirnikov
dobivamo podatke o kotnih hitrostih. Z upoštevanjem prenosa m, polmera koles r in
resolucije kodirnikov e se iz podatka o zasuku kodirnika nkol izračuna pot posameznega
kolesa skol (levega ali desnega) v zadnjem ciklu:
skol =
(nkol,k − nkol,k-1) · πr
m · e
(3.1)
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S povprečenjem poti levega in desnega kolesa dobimo pot opravljeno od preǰsnjega
koraka, iz razlike njunih poti in deljenjem z oddaljenostjo med njima d, pa ocenimo
kot, za katerega se je robot zasukal od preǰsnjega koraka ∆θ.
srob =
sL + sD
2
∆θ =
sD − sL
d
(3.2)
Če zasuke vsakega koraka prǐstevamo, dobimo zasuka robota okoli njegove z osi θ (yaw).
Uporaba kotnih funkcij omogoča izračun premika v smeri x in y glede na izhodǐsče:
θk = θk-1 +∆θ
xk = xk-1 + srob · cos θk
yk = yk-1 + srob · sin θk (3.3)
Deljenje s časovnim korakom Ts ima učinek numeričnega odvajanja, tako iz zasuka v
zadnjem koraku ∆θ dobimo kotno hitrost robota (θ̇) okoli z osi, iz poti opravljene v
zadnjem koraku (srob) pa hitrost gibanja robota:
θ̇ =
∆θ
Ts
vrob =
srob
Ts
(3.4)
S kotnima funkcijama (podobno kot pot srob) na x in y komponenti razdelimo še hitrost
robota vrob :
vxk = vrob · cos θk
vyk = vrob · sin θk (3.5)
Omogočena je dinamična izbira vira podatkov zasuka θ in kotne hitrosti θ̇, z uporabo
orodja rqt reconfigure. Izbiramo med IMU, filtriranimi podatki iz IMU (integrirani
filter) ali kodirnikov. V našem primeru bomo za vir podatkov izbrali kodirnike.
Poleg poročanja podatkov odometrije, je za ustrezno delovanje filtra potrebno izpi-
sovati tudi variance vsebovanih podatkov. Določitev teh se lahko izvaja na različne
načine. Eden od teh je določitev le na podlagi izkušenj, bistvena so namreč predvsem
razmerja med variancami različnih podatkov. Nižjo vrednost damo podatkom, ki jim
bolj zaupamo. Drugi način je ugotavljanje kovarianc iz podatkovnih listov senzorjev.
To v nekaterih primerih ni izvedljivo, sploh za senzorje nižjega cenovnega razreda. V
tej nalogi smo se določitve varianc lotili na tretji način. Z orodjem rqt bag smo zajeli
vzorec podatkov ob vožnji robota naravnost. Dobljeno datoteko s podatki meritev.bag
smo nato s konzolnim ukazom rostopic echo -b meritev.bag /’ime-teme’ > meritev.txt,
pretvorili v besedilni dokument. To smo storili za vsako temo posebej. Dobljene do-
kumente lahko nato uvozimo in urejamo v poljubnem programu, kjer nadaljujemo z
obdelavo podatkov. Predpostavimo Gaussovo razporeditev šuma (glej sliko 3.5), kar
pomeni, da varianco lahko izračunamo po enačbi 3.6. V njej σ2 predstavlja varianco,
x posamezno meritev, x̄ srednjo vrednost podatkov in n število meritev. Na sliki je
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Slika 3.5: Graf meritve kotne hitrosti okoli z osi iz IMU za določitev variance.
prikazana meritev kotne hitrosti z IMU, na enak način pa izračunamo variance za vse
ostale podatke, ki jih imamo namen uporabiti v filtru.
σ2 =
∑
(x− x)2
n− 1
(3.6)
Izračunane podatke odometrije in pripadajoče variance zapǐsemo na predvidena mesta
v sporočilu, ostala pa pustimo prazna. Glavni koordinatni sistem poimenujemo odom
pomožnega pa bas link. Upoštevamo konvekciji REP-103 in REP-105, ki predpisujeta
imenovanja, enote in ureditev koordinatnih sistemov. Več o tem si lahko preberete v
virih [23], [24].
3.2.2 Podatki iz IMU
Podatkov iz inercialne merilne enote se do te naloge ni ločeno objavljalo, zato v pro-
gramu robot.cpp pripravimo objavo novih sporočil na temo z imenom /imu. Zapisujemo
ga v sporočilo vrste sensor msgs/Imu, ki predpisuje uporabljene enote za pospešek
m/s2 in za kotno hitrost rad/s. Struktura vsebine sporočila je podobna kot v primeru
nav msgs/Odometry Message in je opisana v preǰsnjem podpoglavju. Razlika je, da ne
vsebuje podatkov o poziciji, določimo pa samo glavni koordinatni sistem.
Pridobivanje podatkov iz IMU nam omogoča knjižnica Robot control, ki je skupaj
z operacijskim sistemom že naložena na računalnik robota. Ustvarimo objekt tipa
rc mpu data t in ga imenujemo data. Podatki so shranjeni v podatkovnih poljih:
– podatki magnetometra (magnetna polja): data.mag,
– izračunani koti zasuka: data.fused TaitBryan,
– kotne hitrosti: data.gyro,
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– pospeški: data.accel.
Obstaja še možnost pridobivanja podatkov o zasukih iz vgrajenega filtra. Filter zasuke
izračunava s kombinacijo podatkov merilnika magnetnega polja in žiroskopa. Podatki
v vektorjih kotov in kotnih hitrostih, pridobljeni iz objekta data, so podani v stopi-
njah, zato jih najprej pretvorimo v radiane. Na tem koraku smo pozorni še na to, da
koordinatni sistem IMU zaradi načina montaže ni poravnan s koordinatnim sistemom
robota. To upoštevamo z zamenjavo in pravilnim predznačenjem pri prepisovanju vre-
dnosti iz dobljenih vektorjev v sporočilo. Dodamo še variance, ki so pridobljene na
način, predstavljen v zadnjem poglavju.
V sporočilo zapǐsemo še ime koordinatnega sistema v katerem so podane informa-
cije, poimenujemo ga imu link. Ker se razlikuje od koordinatnih sistemov v katerih
je podana odometrija, moramo obvezno podati še transformacijo v robotov koordi-
natni sistem (iz imu link v base link). Transformacijo objavljamo v sporočilu tipa
geometry msgs::TransformStamped. Sporočilo vsebuje podatke o času, koordinatnima
sistemoma med katerima transformiramo in podatke o translaciji ter rotaciji med sis-
temoma. Več o pozi koordinatnega sistema smo predstavili v poglavju 2.2. IMU je
glede na koordinatni sistem robota zamaknjen za 4 cm v smeri x, 2 cm v smeri z,
v osi y pa ni zamaknjen. Ker robota vozimo le v 2D prostoru, je v transformacijo
nujno zapisati le premik v smeri −x, ostale vrednosti pa lahko pustimo na 0. Že prej
smo omenili, da sta koordinatna sistema med seboj tudi zasukana in bi bilo to najbolj
pravilno upoštevati v tej transformaciji. Ker smo zasuk med sistemoma upoštevali že
ročno, pri vpisovanjem podatkov v sporočilo, tega sedaj ne storimo.
Pred uporabo IMU-ja je tega pametno umeriti. Orodja za kalibracijo so na robotu v
sklopu gonilnikov že nameščena in jih lahko izvedemo direktno iz terminala robota:
– Kalibracija žiroskopa. V teminal vpǐsemo ukaz rc calibrate gyro. Izpǐsejo se navo-
dila, ki pravijo naj poskrbimo, da bo robot čimbolj miroval. Po pritisku kateregakoli
gumba tipkovnice program izvede kalibracijo in dobljene parametre zapǐse v datoteko
kalibracije žiroskopa. Zapisani kalibracijski parametri se uporabijo ob vsaki naslednji
uporabi žiroskopa.
– Kalibracija magnetometra. Zaženemo jo z ukazom rc calibrate mag. Med umir-
janjem 15 s robota vrtimo in poskušamo doseči čim več različnih orientacij. Kali-
bracijski parametri se shranijo in uporabijo na enak način kot opisano zgoraj.
– Kalibracija pospeškomira. Izvedemo jo z ukazom rc calibrate accel. Robota obr-
nemo tako, da z os kaže navzgor in potrdimo s pritiskom tipkovnice. Nato ga zavr-
timo tako, da ista os kaže navzdol in ponovno potrdimo. Postopek ponavljamo še za
ostali dve osi.
3.2.3 Kamera
Testni sistem ima nad progo, po kateri imamo namen voziti robota, že nameščeno
barvno kamero, ka nam omogoča spremljanje vožnje robota. V okviru drugih
dejavnosti je bil že razvit tudi program za lociranje robota na progi in poročanje o
njegovem položaju v kamerinem koordinatnem sistemu (slika 3.6). Žal sledenje robota
še zdaleč ni enostavna naloga, zato lokalizacija s kamero ni najbolj zanesljiva. Zelo je
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odvisna od trenutnih svetlobnih pogojev in zahteva kar se da enakomerno osvetlitev
celotne proge. Program za sledenje omogoča nastavitev parametrov prepoznavanja, ki
jih moramo nastaviti za vsake svetlobne pogoje posebej.
Dobljeni podatki absolutne lokacije s kamero, objavljeni na temi /tracking odom, še
Slika 3.6: Fotografija sledenja robota s kamero nameščeno nad progo.
niso primerni za primerjavo z odometrijo. Težava je, da koordinatni sistem kamere
in bazni koordinatni sistem nista poravnana, oz. sta translatorno zamaknjena, zamik
pa se spremeni ob vsakem premiku kamere ali proge. V ta namen smo napisali
kratek program, ki se ob zagonu naroči na temo /tracking odom, bere podatke in jih
translatorno premaknjene objavlja na novi temi /tracking odom trans. Ker zamik
med koordinatnima sistemoma kamere in baze za vsako meritev nista nujno enaka,
ju enostavno določimo tako, da preberemo x in y koordinate prvega podatka, vsem
ostalim pa to vrednost odštejemo.
3.3 Uporaba paketa robot localization
Prvi korak je instalacija paketa. Ker že spada med standardne ROS pakete,
ga najlažje namestimo s terminalnim ukazom sudo apt-get install ros-”verzija-ro-
bot localization. Pri tem ”verzija” nadomestimo z verzijo ROS distribucije, ki je
naložena na računalniku, v našem primeru melodic. Druga možnost je ročni prenos
paketa iz spleta, kjer je javno objavljen. Sledi pa gradnja paketa z uporabo ukaza
catkin make in nato dodajanje paketa v ROS z ukazom source devel/setup.bash.
Pred uporabo paketa je potrebno napisati nastavitveno datoteko formata .yaml, s ka-
tero nastavimo filtriranje, da ustreza našim zahtevam. Ob zagonu vozlǐsča moramo
to nastavitveno datoteko vključiti, kako to storimo, pa je odvisno od načina zagona
vozlǐsča. ROS omogoča dve različni možnosti aktivacije vozlǐsč:
1. Najprej ukaz rosparam load ”ime”.yaml, ki mu sledi ukaz rosrun ”ime-paketa
ime-vozlǐsča”. Tak način je bolj primeren za primer, ko zaganjamo posamična
vozlǐsča brez posebnih nastavitev.
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2. Izvedemo ukaz roslaunch ”ime-paketaime-zagonske-datoteke”.launch. Pred tem
pa je potrebno pripraviti zagonsko datoteko, v kateri navedemo kaj in s kakšnimi
parametri želimo zagnati.
Za naš primer je veliko bolj priročna uporaba zagonske datoteke. V njej poleg filtra
zaženemo še druga vozlǐsča, ki jih med filtriranjem potrebujemo.
3.3.1 Nastavitev .yaml datoteke
Ob instalaciji paketa robot localization, se v eni od njenih map že nahaja datoteka
ekf template.yaml, ki služi kot zgled in predloga za nastavljanje parametrov filtra. Ob
vsaki izbiri vključuje tudi njeno razlago. V nadaljevanju si oglejmo vse možne nasta-
vitve, jih razložimo in argumentirajmo izbiro nastavitve za naš primer:
– frequency (frekvenca): določamo frekvenco, s katero naj filter preračunava podatke.
Njena privzeta nastavitev je 30 Hz. Ker je frekvenca obratovanja programa na
robotu nastavljena na 100 Hz vemo, da s tako hitrostjo pridobivamo tudi podatke s
senzorjev. Vozlǐsče s filtrom bo teklo na osebnem računalniku kjer računska moč ni
omejitev, zato se odločimo frekvenco filtriranja izenačiti s frekvenco pridobivanja tj.
100 Hz.
– sensor timeout (čas premora): nastavljamo maksimalen čas, ki lahko poteče od
začetka čakanja na meritev s senzorja (v sekundah). Če se predpisani čas izteče,
izvedemo le korak napovedi po vgrajenem kinematičnem modelu in izpustimo ko-
rak poprave z meritvijo. Določa minimalno frekvenco filtriranja ob izpadu meritev.
Privzeto vrednost 1 s zmanǰsamo na 0,1 s.
– two d mode (2D način): filter je pripravljen za sledenje v 3D prostoru. V primeru
da operiramo le v 2D, nam ta možnost omogoča ignoriranje npr. nepravilnosti tal, ki
bi jih zaznal IMU. Ker naš robot vozi po ravnini, privzeto vrednost false zamenjamo
s true.
– publish acceleration (objava pospeškov): možnost objavljanja pospeškov robota.
Tega tokrat ne potrebujemo zato pustimo privzeto nastavitev false.
– publish tf (objava transformacije): možnost objavljanja transformacij med koordi-
natnim sistemom baze in robota na podlagi filtrirane odometrije. To transformacijo
v našem primeru že objavlja vozlǐsče, ki teče na robotu, zato privzeto vrednost true
spremenimo v false.
– transform time offset (zamik časa transformacije): nastavitev parametra
omogoča zamik ustvarjanja transformacije, kar je lahko uporabno za interakcijo z
nekaterimi drugimi paketi. Nastavitev pustimo na privzeti nastavitvi 0 s.
– transform timeout (čakanje na transformacijo): nastavljamo, koliko časa naj pro-
gram čaka na razpoložljivost transformacije. Pustimo privzeto vrednost 0 s.
– print diagnostics (izpis diagnostike): nastavitev omogoča izpis informacij o stanju
filtra, ki se objavljajo na temi /diagnostic agg. Po privzetih nastavitvah je izklopljeno
(false), v primeru težav pa bomo nastavitev vklopili (true).
– debug (odpravljanje napak): možnost izpisa informacij o delovanju filtra v datoteko.
Namenjeno za napredne uporabnike. Vklop nastavitve negativno vpliva na delovanje
filtra, zato to možnost zaenkrat pustimo izklopljeno (false).
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– debug out file (pot datoteke odpravljanja napak): tu vpǐsemo pot kamor želimo, da
se zapǐse datoteka odpravljanja napak v primeru, da je zgornja nastavitev vklopljena.
Nastavimo pot do našega delovnega okolja: /home/agv.ws/debug/debug ekf.txt.
– map frame (okvir mape): v tem delu v skladu z REP-105 ( [24]), nastavimo koor-
dinatne sisteme našega sistema. V primeru, da imamo vključen vir absolutne pozicije
robota, je smiselno tu izbrati okvir map, kar je tudi privzeta nastavitev. V našem
primeru takega vira nimamo, zato ga nastavimo na okvir odom.
– odom frame (okvir odometrije): tu izberemo koordinatni sistem v katerem je po-
dana odometrija. Pustimo že nastavljeno vrednost odom.
– base link frame (bazni okvir): izberemo okvir baze, ki je privzeto nastavljen na
base link. Nastavitve ne spreminjamo.
– world frame (okvir sveta): izberemo okvir sveta, ki je privzeto nastavljen na enako
vrednost, kot je nastavljena za odom frame. Nastavitev lahko izbrǐsemo ali nastavimo
na odom.
– odom0 (odometrija 0): pod to nastavitev navedemo ime teme sporočil vrste
nav msgs/Odometry, ki jo želimo vključiti v filter. V našem primeru so sporočila
objavljena na temi odom. Kadar imamo več virov podatkov istega tipa, te doda-
jamo pod imenom z naraščajočo zaporedno številko (odom0, odom1, odom2, ...). Na
podoben način vključujemo podatke iz ostalih vrst sporočil: imu0 za sporočila tipa
sensor msgs/Imu, pose0 za geometry msgs/PoseWithCovarianceStamped in twist0
za sporočila geometry msgs/TwistWithCovarianceStamped. Vse naslednje nastavi-
tve, ki se začnejo z odom0 ..., se nastavljajo za vsak uporabljen vir podatkov pose-
baj.
– odom0 config (nastavitev odometrije 0): vsako sporočilo običajno nosi več
kot le en podatek o robotovem stanju. S to nastavitvijo lahko izbiramo ka-
tere izmed podatkov sporočila želimo vključiti v filter. V matriki velikosti
15, podatek vključimo ali spuščamo z zapisom true oz. false na določeno
mesto matrike. Mesta v matriki se po vrstnem red nanašajo na podatke
x, y, z, roll, pitch, yaw, ẋ, ẏ, ż, ˙roll, ˙pitch, ˙yaw, ẍ, ÿ, z̈. Več o izbiri vključenih podat-
kov za naš primer bomo povedali v naslednjih poglavjih.
– odom queue size (velikost čakalne vrste): v primeru, da podatki prihajajo z večjo
frekvenco kot se izvaja filtriranje, je smiselno povečati čakalno vrsto. Ker pri nas
podatki prihajajo z enako pogostostjo, kot je hitrost filtra, nastavitev pustimo na
pred izbrani vrednosti 2.
– odom0 differential (diferenciranje): v primeru, da dva senzorja poročata isti po-
datek poze sistema in podcenjujeta vrednost variance te meritve, se zgodi, da fil-
trirana odometrija skače med tema dvema meritvama. Rešitev takega problema je
s pravilno nastavitvijo njunih kovarianc. Druga možnost je vklop te nastavitve za
enega od virov. Ta povzroči pretvorbo absolutnih podatkov položaja v hitrosti (odva-
janje oz. diferenciranje). V našem primeru zaenkrat nastavitev pustimo izklopljeno
(nastavitev false).
– odom0 relative (relativno): ta nastavitev nam omogoči, da podatke iz izbranih
senzorjev upoštevamo relativno na njihovo prvo vrednost prebrano ob vklopu filtra.
Za odometrijo našega robota pustimo ta parameter izklopljen, saj že sama po sebi
začne z ničnimi vrednostmi. Vklopimo pa jo za podatke iz IMU in tako dosežemo
poravnavo podatka zasuka robota iz kodirnikov in kompasa vgrajenega v IMU.
– odom0 pose rejection threshold (prag zavrnitve poze): v primeru, ko imamo
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opravka s senzorji, ki občasno poročajo povsem napačne vrednosti, lahko s to na-
stavitvijo te meritve izključimo. Nastavitev velja za vse podatke poze. V našem
primeru bomo nastavitev izbrisali, kar pomeni, da se bo upoštevala vrednost funk-
cije numeric limits< double >::max().
– odom0 twist rejection threshold (prag zavrnitve hitrosti): gre za sorodno na-
stavitev zgornji, le da nastavljamo prag zavrnitve podatkov o hitrostih. Tudi to
nastavitev izbrǐsemo.
– imu pinear acceleration rejection threshold (prag zavrnitve linearnih po-
speškov): podatki IMU sporočila lahko vsebujejo informacije o linearnih pospeških.
V tej nastavitvi na enak način, opisan zgoraj, nastavimo še prage zavrnitve po-
speškov.
– imu remove gravitational acceleration (odstarnitev gravitacijskega pospeška):
če IMU gravitacijskega pospeška ne odstrani avtomatsko, to lahko vklopimo v tej
nastavitvi. Za odstranitev tega so nujni podatki o orientaciji. V 2D primeru ta
postopek ni potreben, saj se pospešek v z smeri avtomatično ne upošteva. Zagotoviti
je treba tudi pravilno kalibracijo senzorja, sicer lahko pride do zaznavanja gravitacije
tudi v x in y komponentah pospeška.
– use control (vključi upravljanje): gre za napredno nastavitev, kjer lahko v koraku
napovedi filtra vključimo podatek o ukazanih hitrostih in tako ta korak izbolǰsamo.
Te možnosti in vseh dodatnih nastavitev v zvezi z njo tokrat ne bomo uporabili.
– process noise covariance (kovarianca motenj procesa): v matriki dolžine
225, ki predstavlja kvadratno matriko 15, v mesta po“diagonal”vpisujemo
variance šuma, ki bodo po koraku napovedi dodane celotnim napa-
kam stanj. Diagonale vrednosti pripadajo stanjem po vrstnem redu:
x, y, z, roll, pitch, yaw, ẋ, ẏ, ż, ˙roll, ˙pitch, ˙yaw, ẍ, ÿ, z̈. Zvǐsevanje vrednosti po-
meni, da bo algoritem v koraku poprave bolj zaupal vhodnim meritvam. Zaenkrat
nastavitve pustimo na privzetih vrednostih in jih bomo po potrebi prilagajali med
izvajanjem poizkusov.
– initial estimate covariance (začetna ocena kovarianc): ponovno gre za matriko
velikosti 225, ki predstavlja kvadratno matriko 15. V diagonalnih elementih na-
stavljamo začetne kovariance stanj. Nastavitev velike vrednosti povzroči hitreǰso
konvergenco stanja k izmerjenim vrednostim. Tudi v tem primeru zaenkrat pustimo
privzete nastavitve, ki jih bomo po potrebi prilagajali kasneje.
3.4 Izvedba testiranj
Za enostavneǰse in hitreǰse testiranje si najprej pripravimo tri zagonske datoteke, s
katerimi bomo poenostavili postopek izvajanja meritev in obdelave podatkov. Prvi
dve bomo uporabili ob zajemu meritev, tretjo pa za izvajanje filtriranja. Pripravimo
datoteke:
1. robot ekf zajem.launch : v tej zagonski datoteki pripravimo zagon vseh vo-
zlǐsč, ki bodo tekla na robotu. Zaradi velikega zamika in nezanesljivosti brezžične
povezave, smo se odločili vsa vozlǐsča v zvezi z vožnjo robota izvajati direktno na
njem. To so vozlǐsča:
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– robot node, ki izvaja branje in objavljanje podatkov s senzorjev, preračun in
objavljanje odometrije ter sprejem in izvajanje ukazov vožnje.
– calibrate, ki sprejema surove podatke s senzorjev črte in jih kalibrirane objavlja
na novi temi.
– action line, ki iz kalibriranih podatkov o položaju črte objavlja ukaze zahtevane
hitrosti in kotne hitrosti.
– rqt reconfigure, ki je namenjen interaktivnemu nastavljanju parametrov ostalih
vozlǐsč.
2. testiranje ekf zajem.launch : ob zajemu podatkov morajo na osebnem
računalniku teči naslednja vozlǐsča:
– usb cam node, ki je program za zajem slik. Pri tem ob zagonu nastavimo
parametre vira slike, dimenzij (v slikovnih pikah) in način prenosa slik.
– crop, ki omogoča obrez zajetih slik, tako da končamo le s posnetkom proge,
okolico pa odstranimo.
– tracking, ki izvaja sledenje robotu na podlagi posnetih slik.
– viewer, ki je namenjen prikazovanju posnetkov s kamere.
– rviz, ki je orodje za vizualizacijo podatkov sporočil v zvezi z lokalizacijo robota.
Vključimi tudi nastavitveno datoteko rviz.yaml. Z njim preverjamo, če so
podatki o odometriji z robota in kamere prisotni ter ustrezni.
– rqt bag, ki je orodje za zajem izbranih sporočil in omogoča njihovo ponovno
predvajanje.
– rqt reconfigure
3. testiranje ekf filtriranje.launch : za postopek filtriranja podatkov pripra-
vimo zagon naslednjih vozlǐsč:
– rqt bag, ki je tokrat uporabljen za ponovno predvajanje sporočil s senzorjev.
– kamera transformacija, ki je namenjeno poravnavi podatkov odometrije s ka-
mere in podatkov odometrije z robota.
– ekf localization, ki je program za filtriranje. Hkrati vključimo tudi nastavitveno
datoteko ekf nastavitve.yaml.
– rviz, s katerim vizualiziramo rezultate.
– rqt plot, ki omogoča izrisovanje grafov podatkov sporočil.
Odločili smo se, da bomo robota vozili po progi za sledenje črti. To nam omogoča
večkratno ponovitev vožnje po isti trajektoriji in olaǰsa delo, saj odstrani potrebo po
upravljanju robota na ročni način. Uporabimo obstoječi vozlǐsči action line in cali-
brate. Zagon izvedemo z ukazom roslaunch robot robot ekf zajem.launch v terminalu
robota, s čimer aktiviramo prej pripravljeno zagonsko datoteko. Enako na prenosnem
računalniku poženemo še zagonsko datoteko testiranje ekf zajem.launch. Sledi kali-
bracija parametrov sledenja črti v vozlǐsču rqt reconfigure. Ukaz za vožnjo izvedemo
tako, da v prostem terminalu na temo /line/goal ročno objavimo sporočilo z željeno
hitrostjo vožnje in razdaljo, ki naj jo robot prevozi. Nato izvedemo še kalibracijo
sledenja s kamero. Obvezno je najprej zagotoviti enakomerne svetlobne pogoje po ce-
lotni progi. Sledi nastavitev vozlǐsča crop, ki ga nastavimo tako, da na sliki ostane le
proga. Nadaljujemo z nastavitvijo parametrov vozlǐsča za sledenje robota s kamero, pri
tem pa smo pozorni na to, da kamera zanesljivo spremlja robota na vseh delih proge.
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Slika 3.7: Prikaz vožnje robota v programu RViZ.
Po končanih nastavitvah sledi zajem meritve. Robota postavimo na začetek proge in
vklopimo vozlǐsče za snemanje sporočil. Izberemo naj shranjuje teme /odom, /imu,
/tracking odom in /tf. Nato objavimo sporočilo z ukazom za sledenje črti. Hitrost
nastavimo na 0,25 m/s in razdaljo 11 m, kolikor je dolg en krog proge. Po končanem
krogu zaključimo snemanje. Posnetek se shrani v datoteko test 1.bag. Vizualni prikaz
zajetih podatkov je prikazan na sliki 3.7.
Meritev je sedaj pripravljena za ponovno predvajanje in preizkušanje različnih nasta-
vitev filtra za dosego optimalnega filtriranja.
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4 Rezultati in diskusija
V tem poglavju bomo predstavili rezultate testov filtriranja s tremi različnimi kombi-
nacijami vključevanja podatkov s senzorjev. V prvi nastavitvi smo združevali:
– lokacija x, y iz teme /odom (vir kodirniki),
– zasuk okoli z osi iz teme /imu (vir IMU).
Podatkov o zasuku iz teme /odom ni smiselno vključevati, saj so prav tako, kot lokacija
x, y pridobljeni iz kodirnikov. To pomeni, da za filter ne prinašajo nobenih novih
informacij.
Podatki iz /imu so obvezno vzeti relativno (nastavitev: imu0 relative: true). Tako
zagotovimo, da je v začetni točki poročana orientacija poravnana z robotovo −x
osjo. Poizkušali smo tudi različne nastavitve matrik kovarianc šuma procesa (pro-
cess noise covariance:) in kovarianc začetne ocene stanj, a te nezaznavno vplivajo na
rezultat. V končnem rezultatu prikazanem na sliki 4.1, so uporabljene privzete vredno-
sti teh matrik. Na sliki so z rdečo prikazani premaknjeni podatki vožnje robota pri-
Slika 4.1: Rezultat filtriranja ob vključevanju pozicije x, y iz odometrije in zasuka iz
IMU.
dobljeni s sledenjem kamere (/tracking odom trans), rumena prikazuje odometrijo na
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podlagi kodirnikov (/odom), modre puščice pa dobljeno filtrirano odometrijo (/odome-
try/filtered). Začetek proge, ki je hkrati izhodǐsče referenčnega koordinatnega sistema,
je zaznamovan na desnem spodnjem delu proge.
V povečanem delu slike 4.1 je prikazana ena od prednosti uporabe Kalmanovega filtra.
Ta tudi ob izpadu podatkov s senzorjev (zaradi prekinitev v brezžični povezavi) po
kinematičnem modelu nadaljuje z napovedovanjem stanja, ob ponovni prisotnosti po-
datkov pa konvergira k izmerjenim vrednostim. To se zaenkrat izkaže kot edina dobra
pridobitev uporabe filtra.
Takoj po začetku vožnje opazimo, da filtrirana odometrije prične napačno poročati
usmeritev robota (glej usmeritev modrih puščic), kar lahko opazujemo skozi celotno
progo. Še posebno v prvem delu proge opazimo poročanje vrtenja robota za polne
kroge tudi med vožnjo naravnost. Zaradi velike kovariance zasuka filter teh podatkov
v fazi napovedi skoraj ne upošteva, zato položaj robota filtrirane odometrije sovpada
z odometrijo dobljeno s kodirnikoma. Ker je edini vir orientacije v filter vključen iz
IMU sklepamo, da gre za težavo magnetnega kompasa.
Odločili smo se preveriti ozadje problema vrtenja orientacije IMU-ja. V ta namen
smo posneli vožnjo robota vzdolž proge naravnost. Pričakujemo relativno konstantno
vrednost zasuka. Rezultat testa je prikazan na diagramu 4.2. Iz diagrama je očitno,
Slika 4.2: Podatki o zasuku okoli z osi iz IMU ob vožnji naravnost.
da izmerjeni podatki niso zanesljivi. Kompas, kot smo predvidevali, poroča vrtenje
robota. Sklepamo, da merilnik magnetnega polja sprejema velike motnje iz okolice, ki
lahko izvirajo iz električne napeljave v bližini proge ali celo iz visoko tokovnih povezav
na robotu samem (npr. povezave od baterij do motorjev ipd.).
V naslednjem poizkusu smo se odločili ponovno zajeti vožnjo in tokrat namesto surovih
podatkov orientacije iz magnetometra uporabiti vgrajeni IMU filter. Ta za podatek o
orientaciji združuje informacije iz merilnika magnetnega polja (koti) in žiroskopa (kotne
hitrosti). Po spremembi kode v vozlǐsču robot node na enak način ponovno posnamemo
vožnjo. Med snemanjem se zaradi slabše osvetlitve že začnejo kazati težave sledenja
s kamero, saj na nekaterih mestih proge prihaja do težav lokalizacije robota. Dobljen
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Slika 4.3: Rezultat filtriranja z upoštevanjem pozicije x, y iz odometrije in filtriranega
zasuka iz IMU.
posnetek podatkov smo ponovno filtrirali z enakimi nastavitvami in dobili rezultat pri-
kazan na sliki 4.3. Tokrat ne opazimo več vrtenja robota okoli svoje osi, težava pa
je obratna, saj filter ne sledi več zasuku robota. Filter zaradi velikih varianc zasuka
podatkov o zasuku ponovno skoraj ne upošteva. Rezultat tega je, da poza filtrirane
odometrije ponovno skoraj povsem sovpada s podatki poze iz odometrije kodirnikov.
Poleg tega zasledimo, da podobno, kot pri vseh dosedanjih primerih, odometrija kodir-
nikov prekomerno zavija v levo. Iz tega sklepamo, da imamo težavo tudi v kodirnikih
in bi bila priporočljiva njihova kalibracija.
Slika 4.4: Podatki o zasuku okoli z osi iz internega filtra robota ob vožnji naravnost.
Ponovno smo se odločili preveriti podatke zasukov pri vožnji robota po progi naravnost
(glej diagram na sliki 4.4). Opazimo, da je filtriranje zmanǰsalo nenormalno vrtenje
robota okoli svoje osi, a kljub temu na razdalji ene proge (okoli 2,5 m) beležimo pri-
bližno 0,3 rad rotacije (≈ 17°). Napaka ni tako očitna, vendar je vseeno prevelika, da
bi jo bilo smiselno vključevati v filter. Zaključimo lahko, da tudi taka implementacija
filtra v našem primeru ne izbolǰsuje lokalizacije robota.
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Slika 4.5: Rezultat filtriranja z upoštevanjem pozicije x, y iz odometrije in kotne
hitrosti iz IMU.
Naš zadnji poizkus nastavitve filtra je združevanje pozicij odometrije in kotne hitrosti
iz IMU. Filter preizkusimo na posnetku podatkov prve vožnje. Rezultati so prikazani
na sliki 4.5. Tokrat opazimo, da se sploh v prvem delu orientacija filtrirane odometrije
in dejanska orientacija zelo dobro ujemata. V nadaljevanju proge, ko odometrija
kodirnikov začne izgubljati pravo smer, filtrirana odometrija bolj pravilno opisuje
pravo usmerjenost robota, vendar jo filter minimalno upošteva pri korekciji absolutne
pozicije. Po izpadu podatkov na sredini proge se orientaciji odometrije in filtrirane
odometrije spet poravnata in tako ostaneta do konca.
Slika 4.6: Zamik kotne hitrosti žiroskopa na IMU.
Pogledamo si še podatke kotnih hitrosti inercialne merilne enote. Na sliki 4.6 so pri-
kazane kotne hitrosti okoli vseh treh koordinatnih osi, pridobljene iz IMU. Posnetek je
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zajet v času mirovanja robota, takoj po sveži kalibraciji žiroskopa. Poleg šuma je veliko
bolj pomembna srednja vrednost meritve. Ta je prav za kotno hitrost okoli z osi očitno
pomaknjena pod nič in torej tudi med mirovanjem konstantno poroča negativno kotno
hitrost (zavijanje v desno). Integracija tega podatka pomeni konstantno naraščanje
zasuka v desno, kar do neke mere opazimo na sliki 4.5.
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5 Zaključki
V nalogi smo na sistemu mobilnega robota uspešno implementirali razširjeni Kalmanov
filter z namenom izbolǰsevanja zanesljivosti določanja lege. Na robotskem sistemu smo
izvedli vse potrebne nadgradnje za vzpostavitev in delovanje filtra. Nato smo filter
testirali z različnimi nastavitvami in vključevanjem različnih kombinacij podatkov iz
kolesnih kodirnikov in inercialne merilne enote. Prǐsli smo do naslednjih zaključkov:
1. Merilnik magnetnega polja, ki je vgrajen v robotovi inercialni merilni enoti, je
podvržen preveliki količini motenj iz okolice, da bi ga bilo smiselno v kakršnikoli
meri vključevati v napoved stanja. Ker v stanju mirovanja robota poroča kon-
stantno orientacijo, med vožnjo pa je orientacija povsem napačna, sklepamo, da
so težava motnje magnetnega polja prisotne v okolici proge po kateri vozimo.
Druga razlaga je, da motnje nastajajo na robotu samem, kot posledica velikih
električnih tokov do elektromotorjev.
2. Žiroskop integriran v inercialni merilni enoti tudi takoj po kalibraciji, v stanju
mirovanja, poroča konstantno kotno hitrost okoli z osi. Integracija tega podatka
za pridobitev zasuka robota povzroča veliko lezenje zasuka, zato zaključujemo,
da tudi ta podatek ne pripomore k bolǰsi napovedi stanja.
3. Pokazali smo, da filter, integriran v gonilnikih robota, z upoštevanjem kotne
hitrosti precej izbolǰsa poročanje zasuka, vendar vseeno opazimo izrazito lezenje,
zato sklenemo, da tudi filtrirani podatki o zasuku niso uporabni za združevanje
v oceno lege.
4. Ugotovili smo, da se kljub neuporabnim podatkom in IMU, filter splača uporabiti
tudi le na odometriji pridobljeni iz kolesnih kodirnikov. Naš robotski sistem ima
težavo s slabo brezžično povezavo med računalnikom in robotom, zaradi česar
prihaja do občasnih izpadov podatkov. V tem času filter nadaljuje z napovedo-
vanjem stanja sistema po vgrajenem kinematičnem modelu, s tem pa zagotovi
podatke o lokaciji, tudi ko ti z robota niso dosegljivi.
5. Sledenje robota s kamero, ki je bilo v tej nalogi uporabljeno za spremljanje re-
ferenčne (oz. “prave”) lokacije vozila, je zaenkrat najbolǰsi način pridobivanja
absolutne pozicije robota. Njegova glavna pomanjkljivost je velika odvisnost od
razmer okolici in potreba po ponovni kalibraciji sistema ob vsaki uporabi.
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Če na kratko zaključimo, smo v nalogi uspešno implementirali razširjeni Kalmanov
filter za določanje lege robota, izkazalo pa se je, da senzor IMU, integriran na robotu,
ne zagotavlja uporabnih podatkov, s katerimi bi lahko izbolǰsali lokalizacijo robota.
Filter je vseeno smiselno uporabiti na podatkih odometrije, saj tako pridobimo
predvideno stanje sistema tudi v času kratkotrajnega izpada merjenih podatkov.
Predlogi za nadaljnje delo
Med testiranji se je izkazalo, da imamo na robotu preceǰsnje težave z inercialno merilno
enoto. Ena od predlaganih tem nadaljnje raziskave, bi bila poglobitev v kalibracijo
žiroskopa. Ta je bila v tej nalogi izvedena z orodjem vgrajenim v gonilnikih robota,
a smo ugotovili, da ta napake žiroskopa ne odpravi. Ker senzor sicer podatke meri s
pričakovano količino šuma in je težava le v zamiku merilne skale, sklepamo, da bi ročna
kalibracija močno izbolǰsala rezultate.
Drugi predlog za izbolǰsave so težave z motnjami magnetnega polja, ki povzročajo
nezanesljivo delovanje magnetnega kompasa. Sklepamo, da bi se s poglobitvijo v ta
problem tudi te motnje dalo izolirati in odstraniti.
Iz ogleda vseh zajetih meritev je opazno, da tudi kolesni kodirniki konsistentno poročajo
zavijanje robota v levo. Iz tega lahko sklepamo, da ne gre le za spodrsavanje koles,
temveč je verjetno težava v kodirnikih. To pomeni, da bi se rezultate merjenja kodir-
nikov dalo izbolǰsati z ročno umeritvijo.
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