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Abstrakt
Meqenëse numri i web aplikacioneve është në rritje dhe këto web aplikacione gjithnjë e më tepër
po bëhen më komplekse, atëherë edhe kërkesat për performancë të avancuar rriten njëkohësisht.
Padyshim, nga çdo web aplikacion secili nga ne kërkon që të jetë mjaft i shpejtë, por në të njëjtën
kohë edhe të ketë siguri. Me një klikim në një faqe në web, dëshirojmë që ajo të ngarkohet mjaftë
shpejtë ashtu që të përfundojmë punët e caktuara dhe t’i dedikohemi punës tjetër. Në të kundërtën,
nëse faqja ngarkohet shumë ngadalë, njeriu është i prirur që të dorëzohet për atë punë që ka për të
përfunduar. Prandaj, performanca pa asnjë dyshim është faktori më i madh që ndikon që një web
aplikacion të jetë fitues në krahasim me tjerët dhe në këtë mënyrë të kënaq kërkesat e klientëve.
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1. Hyrje
Qëllimi i kësaj teme është testimi i performancës tek web aplikacionet. Ekzistojnë vegla të
ndryshme për këtë lloj testimi, e njëra ndër to është Apache JMeter. Kjo vegël ka kapacitetin
të ngarkohet në një server ose në një rrjet për të treguar performancën. Me anë të kësaj vegle
bëhet testimi i ngarkimit (Load Testing), simulimi se sa ngarkesë paraqet në server web
aplikacioni ynë (p.sh. simulimi i ngarkimit të shumë përdoruesve në një server, që gjenerojnë
kërkesa të ndryshme në të njëjtën kohë dhe për të përcaktuar se në cilën pikë dështon koha e
përgjigjes). Për fund, do të paraqesim një test case scenario për testim të një web aplikacioni
me anë të kësaj vegle, ku kryesisht do të fokusohemi në kohën e përgjigjes nga ana e serverit.

1.1 Parashtrimi i problemit

Si problem në këtë temë paraqitet nevoja e ngritjes së performances së web aplikacioneve në
të cilën mund të ndikojnë faktorë të ndryshëm që të kemi performancë të dobët. Prandaj, do të
mundohemi që të paraqesim faktorët që më së shumti ndikojnë në performancë të dobët, te
japim indikacione se si mund të përmirësohet performanca e këtyre aplikacioneve.

1.2 Qëllimi dhe Objektivat

Çdo punë që ne e kryejmë gjatë rrugëtimit të jetës gjithnjë e ka më parë një qëllim, që e
mbështet fort atë:

Së pari, qëllimi i këtij punimi është që të tregojmë rëndësinë dhe ndikimin e testimit të
performancës, gjatë zhvillimit të një web aplikacioni. Pastaj, përmes një scenario do të
njoftohemi se si bëhet ky lloj testimi dhe cilat janë rezultatet e tij.
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2. Koncepti i web aplikacioneve
Gjatë dekadës së kaluar apo më shumë, webi është përdorur nga miliona biznese si një kanal i
lirë për të komunikuar dhe shkëmbyer informacione dhe transaksione me klientët. Në veçanti,
webi u ofron tregtarëve një mënyrë për të njohur vizitorët e web sajteve të tyre dhe mundësi
komunikimi me ta.

Web faqet e sotme janë shumë larg teksteve statike të mesit të viteve të nëntëdhjeta; web faqet
moderne lejojnë krijimin e përmbajtjeve të personalizuara dinamike sipas preferencave
individuale. Më e rëndësishmja, web faqet moderne na lejojnë kapjen, përpunimin, ruajtjen dhe
transmetimin e të dhënave të ndjeshme të konsumatorëve (p.sh., të dhënat personale, numrat e
kartës së kreditit, etj). E tërë kjo bëhet përmes web aplikacioneve.

Web aplikacionet pra, janë programe kompjuterike që iu lejojnë vizitorëve të internetit të
paraqesin dhe të fitojnë të dhëna në dhe nga baza e të dhënave në internet, duke përdorur
shfletuesit e tyre të preferuar. Të dhënat pastaj paraqiten te përdoruesit, ku informatat
gjenerohen në mënyrë dinamike (në një format të caktuar, p.sh. HTML me CSS), nga web
aplikacioni përmes një web serveri [1].
Web aplikacionet përfshijnë: e-mail (mesazhet elektronike), shitjet online, ankandet në
internet, shërbimet e mesazheve të çastit dhe shumë funksione të tjera.

Cilat janë dobitë e përdorimit të një web aplikacioni?

Një web aplikacion ia lehtëson punën zhvilluesit, për shkak se e liron nga përgjegjësia e
ndërtimit të një klienti për një lloj të veçantë të kompjuterit apo një sistem të veçantë operativ.
Meqenëse, klienti shkon në një web shfletues, ai mund të jetë duke përdorur një kompjuter nga
IBM ose një Mac. Madje, përdoruesit mund të përdorin Windows XP apo Windows Vista. Ata
mund të jenë duke përdorur edhe Internet Explorer ose Firefox, edhe pse disa aplikacione
kërkojnë një shfletues të veçantë për web.

Web aplikacionet zakonisht përdorin një kombinim të skriptës server-side (ASP, PHP, etj) dhe
client-side (HTML, JavaScript, etj) për të zhvilluar aplikacionin. Skripta client-side merret me
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prezantimin e informacionit, ndërsa skripta server-side merret me të gjitha gjërat e vështira si:
ruajtjen dhe korrigjimin e të dhënave [2].

Një shembull i web aplikacioneve është dhënë në figurën e mëposhtme:

Figura 1. Shembulli i web aplikacioneve
2.1 Definimi dhe karakteristikat e testimit të web aplikacioneve
2.1.1 Koncepti i testimit të web aplikacioneve
Zhvillimi i web aplikacioneve kalon nëpër disa faza, të cilat janë:
-

Mbledhja dhe analiza e kërkesave

-

Definimi i kërkesave

-

Dizajni

-

Ndërtimi dhe zhvillimi

-

Testimi

-

Shpërndarja në treg

Një ndër fazat më të rëndësishme të zhvillimit të çfarëdo aplikacioni është faza e testimit, e cila
na ndihmon që ta testojmë edhe një herë aplikacionin para se të dalë në treg [4]. Ne të gjithë
duam që web faqet tona të punojnë mirë si dhe të lënë përshtypje të mirë tek vizitorët. Çka
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mund të bëjmë që të sigurohemi se ne po ofrojmë një web sajt me performancë të shkëlqyer,
pa surpriza të pakëndshme? Zgjidhja e vetme këtu është të bëjmë testimin e web-it. Testimi i
webit mund të matë performancën e tij dhe komponenteve të tij, duke ju lejuar të investoni
efektivitet maksimal [5].

Testimi i softuerit është një proces i ekzekutimit të një programi apo një aplikacioni me qëllim
të gjetjes së gabimeve të softuerit. Gjithashtu, mund të merret edhe si procesi i validimit dhe
verifikimit që një program, aplikacion, ose produkt softuerik:

Plotëson kërkesat e biznesit dhe ato teknike që kanë udhëzuar dizajnin dhe zhvillimin
e tij. Punon ashtu siç është pritur.
Mund të implementohet me karakteristikat e njëjta [6].

Testimi i softuerit siguron që testimi është bërë si duhet dhe kështu sistemi është gati të
përdoret. Mbulimi i mirë nënkupton që testimi është bërë për të mbuluar fusha të ndryshme si:
funksionalitetin e aplikacionit, kompatibilitetin me sistemin operativ, harduerin dhe tipet e
ndryshme të softuerëve, testimin e performancës - për të testuar performancën e aplikacionit,
si dhe testimin e ngarkimit - për të siguruar që sistemi është i besueshëm dhe nuk dështon, ose
nuk duhet të ketë ndonjë problem të bllokimit. Ai gjithashtu, përcakton se aplikacioni mund të
vendoset lehtë në ndonjë makinë dhe pa asnjë rezistencë. Kështu, aplikacioni është lehtë për
t’u instaluar, mësuar dhe përdorur.

Pasiqë të bëhet dorëzimi i aplikacionit tek përdoruesit përfundimtarë ose tek konsumatorët, ata
duhet të jenë në gjendje të punojnë me të, pa hasur në ndonjë problem. Në mënyrë që kjo gjë
të ndodhë, testuesi duhet të dijë se si konsumatorët do ta përdorin, dhe në përputhje me rrethanat
ai duhet të shkruajë skenare të testimit dhe të krijojë test case. Kjo do të ndihmojë shumë në
përmbushjen e të gjitha kërkesave të konsumatorit [7].

Testimi komplet i një sistemi të bazuar në web para se të dalë në treg, mund të ndihmojë në
problemet e adresave. Poashtu, mund të ndihmojë edhe në problemet e tilla si: siguria e web
aplikacionit, funksionaliteti bazik i web sajtit, çasja e tij te përdoruesit me aftësi të kufizuara si
dhe te përdoruesit tjerë, aftësia e tij të adaptohet në grumbujt e desktopëve, pajisjeve, dhe
sistemeve operative, si dhe gatishmëria për trafikun e pritur dhe numrin e përdoruesve [8].
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2.1.2 Objektivat e testimit
Testimi i softuerit është i nevojshëm sepse ne të gjithë bëjmë gabime. Disa nga këto gabime
janë të parëndësishme, por disa prej tyre janë të shtrenjta ose të rrezikshme. Ne kemi nevojë të
kontrollojmë çdo gjë dhe çfarëdo që prodhojmë, për shkak se gjërat gjithmonë mund të shkojnë
keq - njerëzit bëjnë gabime gjatë gjithë kohës. Meqë ne supozojmë se puna jonë mund të ketë
gabime, atëherë ne të gjithë duhet të kontrollojmë punën tonë. Megjithatë, disa gabime vijnë
nga supozimet e këqija, kështu që ne mund të bëjmë të njëjtat gabime kur ne kontrollojmë
punën tonë që e kemi bërë. Pra, ne nuk mund të vërejmë gabime në atë që kemi bërë.

Realisht, ne duhet ta marrim dikë tjetër për të kontrolluar punën tonë, për shkak se personi
tjetër ka më shumë gjasa që të gjejë te metat [9].

Ekzistojnë dy objektiva fundamentale të testimit: verifikimi i specifikave, si dhe menagjimi i
riskut.
a) testimi ka të bëjë me verifikimin se çkado që është specifikuar, është ajo që është dërguar:
verifikon që sistemi plotëson funksionalitetin, performancën, dhe implemetimin e kërkesave të
identifikuara në procesin e specifikimit. b), testimi ka te bëjë me menagjimin e riskut për të dy
palët, dmth., për agjensinë marrëse dhe zhvilluesin/integruesin e sistemit [10].

2.1.3 Karakteristikat e testimit
Faza e testimit të softuerit, si një ndër fazat më të rëndësishme të zhvillimit te një aplikacioni,
karakterizohet me disa veti, të cilat janë:
-

Operability (zhvillimi) - Sa më mirë që punon, aq më mirë mund të testohet.

-

Observability (vëzhgueshmëria) - Çka duhet të bëjmë për ta ditur se a ka
kaluar/dështuar një test?

-

Controllability (kontrollueshmëria) - Sa më shumë që të kemi mundësi ta kontrollojmë
softuerin, aq më shumë testim mund të automatizohet dhe të optimizohet.

-

Decomposability (dekompozimi) - Duke kontrolluar shtrirjen e testit, më shpejt mund
të identifikohen problemet, të izolohen dhe të ritestohen.

-

Simplicity (thjeshtësia) - Sa më pak që testojmë, aq më shpejt mund të testojmë.

-

Stability (qëndrueshmëria) - Sa më pak ndryshime, aq më pak pengesa në testim.
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-

Understandability (kuptueshmëria) - Sa më shumë informata që të kemi, aq më menqur
do të testojmë.

-

Testi i mirë ka probabilitet të lartë për të gjetur ndonjë gabim.

-

Një test i mirë nuk është i tepërt.

-

Një test i mirë nuk duhet të jetë as shumë i thjeshtë as shumë i komplikuar [11].

2.2 Teknikat e testimit të web aplikacioneve
Ekzistojnë disa teknika të testimit të web aplikacioneve, të cilat janë:
-

Testimi i funksionalitetit

-

Testimi i përdorshmërisë

-

Testimi i ndërfaqes

-

Testimi i kompatibilitetit

-

Testmi i performancës

-

Testimi i sigurisë

2.2.1 Testimi i funksionalitetit
Testimi i funksionalitetit bëhet për të verifikuar që një aplikacion softuerik funksionon në
mënyrë korrekte në përputhje me specifikat e dizajnit. Gjatë testimit të funksionalitetit ne duhet
të kontrollojmë funksionet bërthamë të aplikacionit, si futjen e tekstit, funksionet e menysë si
dhe instalimin dhe konfigurimin në makinat e lokalizuara, etj [12].

Ekzistojnë dy teknika të testimit të funksionalitetit, të cilat janë: Testimi Black Box si dhe
testimi White Box.

Testimi Black Box - quhet kështu, sepse programi softuerik në sytë e testuesit, është si një kuti
e zezë, pra kryesisht bëhet testimi i kërkesave funksionale.

Testimi White Box - ka të bëjë me testimin e programit softuerik me anë të test case-ve të
ndryshme.
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2.2.2 Testimi i përdorshmërisë
Web sajti ose aplikacioni softuerik duhet të jetë i përdorshëm; kjo është ideja kryesore e
përdorshmërisë.
Përdorshmëria është diçka që ndihmon përdoruesin, i cili ka zero njohuri me atë se si t’i çasemi
një web sajti ose një aplikacioni softuerik në të gjitha mënyrat. Një web sajt thuhet që është i
përdorshëm në qoftë se i posedon veçoritë e tilla si: lehtësinë e çasjes, shpejtësinë dhe
efikasitetin, dizajnin e mirë, përmirësimin e shpejtë dhe të lehtë të gabimeve, si dhe mbajtjen
në mend të përdoruesit, etj.

Testimi i përdorshmërisë i referohet vlerësimit të një produkti ose shërbimi duke testuar me
përdoruesit përfaqësues. Qëllimi i kësaj teknike të testimit është për të identifikuar ndonjë
problem të përdorshmërisë, të mbledhë të dhëna cilësore dhe sasiore si dhe për të përcaktuar
kënaqësinë e pjesëmarrësit me produktin. Për të kryer një testim efektiv të përdorshmërisë, ju
nevojitet të zhvilloni një test plan solid, të rekrutoni pjesëmarrësit dhe pastaj të analizoni dhe
raportoni gjetjet tuaja [13].

Ekzistojnë disa probleme të cilat e largojnë përdoruesin dhe e reduktojnë produktivitetin e
sistemit të cilat shkaktojnë humbje të mëdha. Kështu që, për t’iu shmangur paçartësive dhe
komplikimeve të tilla, nevojitet të bëhet testimi i përdorshmërisë [14].

2.2.3 Testimi i ndërfaqes
Testimi i ndërfaqes bëhet për të vlerësuar nëse sistemi ose komponentat tjera i kalojnë dhe i
kontrollojnë të dhënat në mënyrë korrekte. Ka të bëjë me verifikimin nëse të gjitha
bashkëpunimet ndërmjet moduleve punojnë siç duhet, si dhe gabimet trajtohen në mënyrë
korrekte. Testimi i ndërfaqes përfshinë testimin e dy segmenteve kryesore:
-

Ndërfaqen e serverit të webit dhe të aplikacionit

-

Ndërfaqen e serverit të aplikacionit dhe të databazës

Për skenarët e përmendura më lart, testimi i ndërfaqes bëhet për:
-

Të kontrolluar se a janë ekzekutuar serverët si duhet apo jo

-

Gabimet trajtohen siç duhet ose të kthehet një mesazh gabimi për çdo pyetje të bërë nga
aplikacioni.
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-

Të kontrolluar rezultatet kur rivendoset lidhja në web server [15].

2.2.4 Testimi i kompatibilitetit
Në botën e kompjuterit, kompatibiliteti është të kontrollojë nëse softueri është i aftë të punojë
në harduerë të ndryshëm, sisteme operative, aplikacione, mjedise të rrjetit ose pajisje mobile.
[16] Kompatibiliteti është një testim jo funksional për të siguruar kënaqësinë e konsumatorit.
Është për të caktuar nëse aplikacioni ose produkti ynë softuerik është i aftë të punojë në
browserë të ndryshëm, databaza, harduerë, sisteme operative, pajisje mobile dhe rrjeta. [17]
Ekzistojne dy lloje të kësaj teknike të testimit - testimi para i kompatibilitetit, dhe testimi prapa
i kompatibilitetit. Testimi i kompatibilitetit në sisteme operative si Linux, Mac OS, testimi i
kompatibilitetit në databazën e Windows - Oracle SQL Server, testimi i kompatibilitetit në
browserë - IE, Chrome, Firefox, sistemet tjera - web serveri, mjetet për rrjeta/mesazhe, etj. [18]
-

Testimi prapa i kompatibilitetit - Testimi i aplikacionit ose softuerit në versione të vjetra
ose paraprake. Njihet gjithashtu si rënie e kompatibilitetit.

-

Testimi para i kompatibilitetit - Testimi i aplikacionit ose softuerit në versione të reja
ose të ardhshme. [19].

2.2.5 Testimi i performancës
Testimi i performancës është procesi i përcaktimit të shpejtësisë ose efektivitetit të një
kompjuteri, rrjeti, programi softuerik ose pajisje. Ky proces mund të përfshijë testet e bëra në
laborator, të tilla si matja e kohës së përgjigjes, ose numri i MIPS (Miliona Instruksione Për
Sekondë), në të cilin funksionon një sistem. [20]
Fokusi i testimit të performancës është t’ua kontrollojë programeve softuerike:
-

Shpejtësinë - Përcakton nëse aplikacioni përgjigjet shpejt.

-

Shkallëzueshmërinë - Përcakton ngarkesën maksimale të përdoruesve që mund t’i
mbajë një aplikacion.

-

Stabilitetin - Përcakton nëse aplikacioni është stabil nën ngarkesa të ndryshme. [21]
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Figura 2. Testimi i performances [22]

2.2.6 Testimi i sigurisë
Testimi i sigurisë është një teknikë e testimit që përcakton nëse një sistem i informacionit
mbron të dhënat dhe mbanë funksionalitetin siç kërkohet.

Qëllimi i testimit të sigurisë është të identifikojë kërcënimet në sistem dhe të matë dobësitë e
mundshme të tij. Gjithashtu, ndihmon në zbulimin e të gjitha rreziqeve të mundshme të sigurisë
në sistem dhe ndihmon zhvilluesit në përmirësimin e gabimeve përmes kodimit. Ekzistojnë test
case scenario, të tilla si:

Passwordët duhet të kenë format të enkriptuar

Aplikacioni ose sistemi nuk duhet të lejojë përdorues të paligjshëm

Duhet të bëhet kontrollimi i cookies dhe sesionit kohor për aplikacion Për faqet financiare, nuk
duhet të punojë butoni back. [23]
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3. Testimi i performancës së web aplikacioneve
Testimi i performancës në përgjithësi është një praktikë testimi e kryer për të përcaktuar se si
një sistem performon në kthimin e përgjigjes si dhe në qëndrueshmërinë nën një ngarkesë të
madhe. Mund të shërbejë gjithashtu për të hulumtuar, matur, verifikuar ose validuar cilësitë
tjera kualitative të sistemit, të tilla si shkallëzueshmëria, besueshmëria dhe përdorimi i
burimeve. [24]

Testimi i performancës zakonisht kryhet për të arritur:
-

Të vlerësojë gatishmërinë e prodhimit

-

Vlerësimi i kritereve të performancës

-

Krahasimi i karakteristikave të performancës së sistemeve të shumta apo konfigurimin
e sistemit

-

Gjetja e burimit të problemeve të performancës

-

Mbështetja e sistemit

-

Gjetja e niveleve. [25]

Qëllimet e testimit të performancës janë:
-

Gatishmëria për çasje live

-

Krahasimi i dy platformave për të gjetur cila performon më mire

-

Krahasimi i karakteristikave të performancës së konfigurimit të sistemit

-

Vlerësimi i sistemit në bazë të kriterit të performancës

-

Zbulimi se cilat pjesë të aplikacionit performojnë dobët dhe nën cilat kushte

-

Gjetja e burimit të problemeve të performancës

-

Mbështetja e sistemit.

3.1 Procesi i testimit të performancës
Në mënyrë që testimi i performancës të bëhet në mënyrë efektive, duhet që të kalojë në disa
hapa, të cilët do t’i paraqesim në vijim:
-

Identifiko mjedisin e testimit - Njihe mjedisin tuaj fizik të testimit, mjedisin e prodhimit
dhe cilat mjete testuese janë në dispozicion. Kupto detajet e harduerit, softuerit dhe
konfigurimin e rrjetit gjatë testimit, përpara se të fillojë procesi i testimit. Do t’u
ndihmojë testuesve të krijojnë teste më efikase. Gjithashtu, do t’u ndihmojë të
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identifikojnë sfidat e mundshme që testuesit mund t’i numërojnë gjatë procedurave të
testimit te performancës.
-

Identifiko kriteret e pranimit të performancës - Kjo përfshinë qëllimet dhe kufizimet,
kohën e përgjigjes dhe alokimin e burimit. Gjithashtu, është e nevojshme që të bëhet
identifikimi i kritereve të suksesit të projektit, jashtë të gjitha qëllimeve dhe kufizimeve.
Testuesit duhet të jenë në gjendje të vendosin kriteret dhe qëllimet e performancës,
sepse shpesh specifikimet e projektit nuk i përfshijnë shumë lloje të standardeve të
performancës.

-

Plani dhe dizajni i testeve të performancës - Përcaktimi se si përdorimi i aplikacioneve
mund të ndryshojë ndërmjet përdorueseve, dhe identifikimi i skenarëve kyç për të
testuar të gjitha rastet e përdorimit. Është e nevojshme për të simuluar një
shumëllojshmëri të përdoruesve.

-

Konfigurimi i mjedisit të testimit - Përgatitja e mjedisit të testimit përpara ekzekutimit.
Gjithashtu, bëhet organizimi i mjeteve dhe burimeve tjera.

-

Implementimi i dizajnit të testeve - Krijimi i testeve të performancës sipas dizajnit tuaj
të testimit.

-

Kryerja e testeve - Ekzekutimi dhe monitorimi i testeve.

-

Analiza dhe ritestimi - Analiza dhe shpërndarja e rezultateve të testit. Pastaj, me një
marrëveshje dhe një testim tjetër për të parë nëse ka ndonjë përmirësim ose rënie të
performancës. Meqë përmirësimet në përgjithësi rriten më pak me secilin ritestim,
ndalet kur ndodhë ndonjë ngarkesë e shkaktuar nga procesori. Atëherë, ju mund të keni
marrë në konsideratë mundësinë e rritjes së kapacitetit të procesorit. [26]

3.1.1 Llojet e testimit të performancës
Testimi Load (i ngarkimit) - Testimi load ka të bëjë me krijimin e simulimeve në një aplikacion
ose sistem, që të jetë sa më afër që është e mundur si produkt i përfunduar dhe gati për t’u
vendosur. Duke shfrytëzuar softuerët e specializuar të testimit, testimi load i lejon ekipet
zhvilluese t’u përgjigjen pyetjeve të tilla si: “A është duke e bërë sistemi atë që po presim nën
këto kushte?” dhe “A është performanca e tij mjaftë e mirë?”.

Një test i ngarkimit ju mundëson të matni kohën e përgjigjes, rregullat dhe nivelet e burimeve,
dhe të identifikoni pikën shkëputëse të aplikacionit tuaj, duke supozuar se pika e ndërprerjes
ndodhë nën kushtet e ngarkesës. [27]
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Stres testimi - përdoret për të kuptuar kufinjtë e sipërm të kapacitetit brenda sistemit. Ky lloj i
testimit bëhet për të përcaktuar fuqinë e sistemit nën kushtet e ngarkesës ekstreme dhe ndihmon
administratorët e aplikacionit për të përcaktuar nëse sistemi do të performojë mjaftueshëm nëse
ngarkesa aktuale shkon edhe më lart se sa maksimumi i pritur. [28]

3.2 Pse nevojitet testimi i performancës?
Nganjëherë në këto ditë, shohim se shumë njerëz kërkojnë nga ne diçka në të njëjtën kohë. Kur
emaili ynë është i përmbushur nga pyetjet dhe kërkesat e shumta, si dhe ndodhë që të bllokohet
edhe pse ne nuk bëjmë asgjë. Fatkeqësisht, këto raste kushtojnë jashtëzakonisht shumë, duke
dëmtuar linjën tonë. Gjithashtu, përdoruesit presin që faqet të ngarkohen sa më shpejtë që është
e mundshme, ndërsa kur kjo nuk ndodhë, atëherë bie kënaqësia e tyre. Ata madje mund të
përjetojnë nivele të larta të stresit kur faqet marrin shumë kohë për t’u ngarkuar. [29]

Këtu, e shohim se testet e performancës janë të nevojshme, si dhe një pjesë shumë e
rëndësishme e ciklit të zhvillimit të softuerit. Ky lloj testimi bëhet për t’iu siguruar palëve të
interesuara informacion lidhur me aplikacionin në kuadër të shpejtësisë, stabilitetit dhe
shkallëzueshmërisë. Më e rëndësishmja, testimi i performancës zbulon se çka nevojitet të
përmirësohet përpara se produkti të dalë në treg. Pa testimin e performancës, softueri ka të
ngjarë të vuajë nga problemet e tilla si: punon ngadalë përderisa disa përdorues e përdorin atë
në të njëjtën kohë, konfliktet përgjatë sistemeve të ndryshme operative dhe përdorueshmëria e
dobët. Testimi i performancës do të përcaktojë nëse softueri i tyre plotëson kërkesat për
shpejtësi, shkallëzim dhe stabilitet nën ngarkesat e pritura. Aplikacionet e dërguara në treg me
performancë të dobët për shkak të mostestimit ose të testimit të dobët të performancës, janë të
mundshme për të fituar reputacion të keq dhe nuk i përmbushin qëllimet e pritura të shitjes.
Gjithashtu, misioneve të aplikacioneve kritike si programet kozmike ose pajisjet mjekësore për
shpëtimin e jetës, duhet t’u bëhet testimi i performancës për t’u siguruar se ato punojnë pa
devijime për një periudhë të gjatë kohore. [30]
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3.3 Problemet e testimit të performancës
Shumë organizata të mira janë viktima të problemeve të performancës, sepse nuk janë duke
testuar aplikacionin e tyre nën kushtet e botës reale. Në mënyrë që t’u shmangemi problemeve
që mund të ndodhin gjatë testimit të performancës, ekzistojnë disa mënyra se si të veprojmë,
të cilat do t’i përmendim në vijim:

1. Injoroje atë gjatë dizajnit

Problemi i parë që shohim është ai i planifikimit ose mungesa e planifikimit. Shohim një numër
të madh të organizatave që harrojnë konsiderimin e performancës gjatë fazës së testimit, dhe
kjo mund te çojë në të gjitha llojet e problemeve më vonë. Në vend të kësaj, ideja më e mirë
është të përfshihet krejt në fillim të fazës së dizajnit sigurimi i cilësisë dhe llojet e tjera.

2. Prit derisa softueri të përfundojë

Shumica e ndërmarrjeve e vonojnë testimin e performancës deri krejtësisht në fund të ciklit të
zhvillimit të aplikacionit. Kjo zakonisht çon në disa surpriza të pakëndshme. Në vend të kësaj,
është shumë më mirë që testet e performancës të kryhen gjate ciklit të zhvillimit, edhe në qoftë
se janë teste të njësive, ose edhe në qoftë se janë teste të infrastrukturës ose databazës.

3. Përdorni një sasi të vogël të të dhënave të koduara

Është shumë lehtë për të testuar aplikacionet tona duke përdorur një bashkësi relativisht të
vogël të të dhënave statike. Fatkeqësisht, kjo nuk do të na jap një matje të vërtetë se çfarë lloji
të performancës ne mund të presim kur aplikacioni të dalë në treg. Ekzistojnë shumë vegla të
lira në treg për gjenerimin e të dhënave që mund t’i përdorim për të krijuar sasi të mëdha të
informacioneve reale.

4. Fokusohu në një use case të vetëm

Hasim shumë ekipe të zhvillimit të softuerit që testojnë vetëm një use case scenario të vetëm
kur bëhet fjalë për testimin e performancës. Mund të jetë shumë problematike, sepse në të
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vërtetë ju nuk jeni duke marrë një masë të çfarëdo lloji të skenarëve të performancës së
aplikacionit tuaj ka të ngjarë të hasim në botën reale.

5. Kryeni testet nga një lokacion

Shohim një numër të madh të ekipeve që kryejnë testet e performancës brenda firewall. Kjo
mund të bëhet për shkak të arsyeve buxhetore apo arsyeve teknike. Por, që në të vërtetë nuk
mat se çfarë lloji të performancës do të kemi kur aplikacioni ose shërbimi ynë është në treg dhe
duke u përdorur në botën reale.
Ekziston një koleksion i teknologjive të tilla si ato të siguruara nga SmartBear që na lejojnë t’i
shpërndajmë testet tona brenda cloud dhe pastaj, në të vërtetë të marrim një masë të çfarëdo
lloji të rrjetit të fshehtë. [31]

3.4 Veglat për matjen e performancës së web aplikacioneve
Në kuadër të ciklit të zhvillimit të softuerit, përdoren disa vegla të testimit të softuerit si pjesë
e fazës së testimit, për të automatizuar detyrat e caktuara, për të përmirësuar efikasitetin e
testimit si dhe për të zbuluar problemet që mund të jenë të vështira për t’u gjetur gjatë testimit
manual. [32] Veglat e testimit të performancës janë kryesisht për testimin e nivelit të sistemit,
për të parë nëse sistemi do të qëndrojë apo jo në një nivel të lartë të përdorimit.

Një testim i ngarkimit është për të kontrolluar nëse sistemi mund të mbaj një numër të pritur të
transaksioneve.
Një testim i vëllimit është kryesisht për të kontrolluar nëse sistemi mund të mbajë një sasi të
madhe të të dhënave, si për shembull shumë fusha në një regjistrim, shumë regjistrime në një
fajll, etj,. Një stres testim është ai që shkon përtej pritjes normale të përdorimit të sistemit (për
të parë se çfarë do të ndodhë jashtë pritjeve të dizajnit të tij), në kuadër të ngarkimit dhe të
vëllimit. Qëllimi i testimit të performancës është për të matur karakteristikat e tilla si: kohën e
përgjigjes, ose që do të thotë kohën ndërmjet dështimeve (për testimin e besueshmërisë). Kjo
mund të bëhet në mënyra të ndryshme në varësi të veglës, të tilla si profilet e përdoruesve, llojet
e ndryshme të aktiviteteve, vonesat dhe parametrat tjerë. Në mënyrë adekuate, përsëritja e
mjediseve të përdoruesve ose profilet e tyre janë çelësi për rezultate reale.
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Nëse performanca nuk është deri në standardin e pritur, atëherë duhet të kryhen disa analiza
për të parë se ku është problemi si dhe për të ditur se çfarë mund të bëhet për të përmirësuar
performancën.

Vetitë ose karakteristikat e veglave të testimit të performancës janë:
-

Për të gjeneruar ngarkesë në një sistem që do të testohet

-

Për të matur kohën e transaksioneve specifike, përderisa ndryshon ngarkesa në system

-

Për të matur kohën mesatare të përgjigjes

-

Për të prodhuar grafe ose lista të përgjigjeve me kalimin e kohës. [33]

3.4.1 Apache JMeter
JMeter është një softuer open source i testimit. Është aplikacion 100% Java për testimin e
ngarkesës dhe performancës. Ky aplikacion është dizajnuar për të mbuluar disa kategori të
testeve, të tilla si: ngarkesa, funksionaliteti, performanca, regresi, etj, dhe kërkon mjedis java
JDK 5 ose më lartë. [34]

Përveç kësaj, JMeter mund të na ndihmojë të testojmë regresin e aplikacionit tonë duke na
lejuar të krijojmë test skripta për të vërtetuar me pohime që aplikacioni ynë është duke kthyer
rezultatet që ne i presim. Për fleksibilitet maksimal, JMeter na lejon të krijojmë këto pohime
duke përdorur shprehje të rregullta. [35]

3.4.2 LoadRunner
Softueri LoadRunner na lejon të parandalojmë problemet e performancës së aplikacionit duke
zbuluar bllokimet përpara se një sistem i ri ose një përmirësim të vendoset. LoadRunner mund
të matë qindra ose mijëra përdorues konkurrent për të vendosur aplikacionin përmes
ngarkesave të shumta të përdoruesve real, përderisa mbledhen informatat nga komponentet e
infrastrukturës (web serveret, serveret e databazave, etj). Këto rezultate pastaj mund të
analizohen në detaje për të zbuluar arsyet e sjelljeve të caktuara. [36]
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Figura 3. LoadRunner [37]
3.4.3 OpenSTA
OpenSTA (Sistem i hapur për testimin e arkitekturës) është një softuer i shpërndarë për testimin
e arkitekturës, i cili fillimisht u zhvillua për të qenë si softuer komercial. Ky mjet ka aftësinë
për të performuar skriptat e HTTP dhe HTTPS për matjen e performancës. Por, dizajni
arkitektural tregon që mund të jetë i aftë edhe për më shumë.

OpenSTA është zhvilluar nën dhe për Windows NT4 dhe 2000 në C ++. Qëllimi fillestar
afatgjatë ishte për të bërë ambientin OpenSTA krejtësisht platformë të pavarur, ku si bazë
aktuale te kishte kodin, mirëpo kjo nuk është ndoshta ndonjë pritje e arsyeshme. Mënyra më e
mirë drejt pavarësimit të platformës do të ishte ndoshta për të zhvilluar kod që ndërvepron me
atë që do të zhvillohet në projekt.
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Figura 4. OpenSTA [38]

3.4.4 Locust
Locust është një vegël e lehtë për t’u përdorur dhe e shpërndarë për testimin e ngarkimit. E
menduar për testimin e ngarkimit të web sajtit (ose të sistemeve tjera) dhe për të parashikuar
se sa përdorues mund t’i mbajë një sistem në të njëjtën kohë.

Locust është plotësisht e bazuar në ngjarje dhe për këtë arsye është e mundur që të mbështesë
mijëra përdorues brenda një kohe në një makinë të vetme. Për dallim nga shumë aplikacione
tjera të bazuara në ngjarje, kjo nuk përdorë callbacks. Locust vjen me një user interface
(ndërfaqe) të bazuar në web (në HTML dhe JavaScript) që shfaqë të dhënat e testit në kohë
reale. Kjo vegël matë kërkesat për sekond (ose minimumin, maksimumin, mesataren) kërkesat
totale, kërkesat e dështuara, etj,. Të gjitha të dhënat e rëndësishme tregohen në formë të
raporteve. [39]
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Figura 5. Locust [40]
3.4.5 WAPT
WAPT është një vegël e load dhe stress testimit që ofron një mënyrë të lehtë për t’u përdorur
dhe me kosto efektive për të testuar çfarëdo web sajti, duke përfshirë aplikacionet e biznesit,
faqet mobile, portalet e webit, etj,. Me WAPT ne mund të krijojmë load teste brenda minutave.
Kërkohen disa klikime për të bërë mijëra përdorues virtual që kryejnë sesione në të njëjtën
kohë në web sajtin tonë. Produkti mbështet testimin e aplikacioneve RIA si dhe mënyrën datadriven. Punon me faqe të sigurta HTTPS dhe të gjitha llojet e autentikimit. Grafiket dhe raportet
përshkruese na lejojnë të analizojmë karakteristikat e performancës së komponentave të
sistemit tuaj nën kushte të ndryshme të ngarkesës, duke izoluar, rregulluar çdo pengesë si dhe
duke optimizuar softuerin dhe konfigurar harduerin tonë. [41]

3.4.6 SmartMeter.io
SmartMeter.io është një vegël për testimin e ngarkesës dhe performancës duke shfaqur shpejtë
dhe lehtë krijimin dhe ekzekutimin e testeve, menagjimin e testeve, si dhe gjenerimin e
raporteve të testimit duke u fokusuar në testimin në mënyrë të shpërndarë. Versioni i tij,
SmartMeter.io Light, i cili nuk mbështet mënyrën e shpërndarë, është dizajnuar për të përgatitur
dhe krijuar teste në sisteme më pak të kërkuara. Për të siguruar nivelin më të lartë të testit,
rekomandohet përdorimi i mënyrës së shpërndarë. [42]
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Figura 6. SmartMeter.io [43]
3.4.7 AgileLoad
AgileLoad me sukses jep një diagnozë të thellë të performancës të një game të gjerë të
aplikacioneve duke përdorur teknologjitë më të avancuara web2.0. Për shembull, e bën një
analizë me vend të performancës së aplikacionit tonë që funksionon me Ajax, Adobe Air-Flex,
Silverlight, Sharepoint, JSON, Webservices, SOAP, Apache, IIS, Websphere, Jboss, Oracle,
SQLServer, Mysql, DB2, SAPWeb, Siebel, PeopleSoft, Hyperion, Citrix. [44]

Figura 7. AgileLoad [45]
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4. Testimi i ngarkimit me Apache JMeter
JMeter është një ndër veglat më të njohura që përdoret për të bërë testimin e ngarkimit në një
web aplikacion në mënyrë që të masim performancën e tij. Me anë të kësaj vegle ne mund të
dërgojmë një kërkesë në server, ndërsa serveri përgjigjet.

Kjo vegël është free (pa pagesë), të cilën mund ta instalojmë në kompjuterin tonë. Së pari duhet
të shkojmë në web faqen http://jmeter.apache.org/download_jmeter.cgi.

Meqenëse JMeter është i bazuar në gjuhën programuese Java, për ta instaluar këtë vegël, duhet
t’i kemi të instaluara paraprakisht mjediset e java JDK, JRE, të cilat mundësojnë ekzekutimin
e testeve. Për përdoruesit e sistemit operativ Windows, duhet të shkarkojmë fajllat me shtesën
.zip, ndërsa për përdoruesit e sistemit operativ Mac, duhet të shkarkojmë fajllat me shtesën .tzg.
Pasiqë fajllat të shkarkohen, vetëm duhet që t’i ekstraktojmë në një lokacion të përbashkët.
Pasiqë ta kemi instaluar JMeter, duhet të klikojmë në fajllin e tij, pastaj fajllin bin dhe në fund
batch fajllin - jmeter.bat, dhe në këtë rast do të hapet vegla JMeter.

Vërejtje: Në qoftë se në command window, paraqitet një error code 5, atëherë ju nevojitet që
fajllin jmeter.bat ta hapni si administrator - run as administrator. [46]

Këtu do të paraqesim një test case scenario se si bëhet testimi i ngarkimit në një web aplikacion,
siç është Solaborate, ku do të tregojmë hap pas hapi se si bëhet simulimi i ngarkimit të shumë
përdoruesve që bëjnë kërkesa të ndryshme në të njëjtën kohë brenda web aplikacionit, në
mënyrë që në fund të mund ta masim performancën e tij.

4.1 Test Case Scenario
Pasi që të hapet JMeter, do të vërejmë se një ndër pjesët kryesore të tij është test plani, i cili
përshkruan një varg të hapave që do t’i ekzekutojë ky aplikacion. [47]
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Figura 8. Dritarja kryesore e aplikacionit JMeter

Për të filluar testimin e ngarkimit në çfarëdo aplikacioni, së pari duhet të krijojmë përdorues
virtual, që në JMeter quhen Threads.

Shtimi i këtyre përdoruesve bëhet duke e vënë kursorin në test plan, pastaj duke klikuar tastin
e djathtë: Add > Thread Groups (grup i përdoruesve), që përmban disa opcione, të cilat janë:
-

Number of Threads (ku duhet të caktohet numri i përdoruesve)

-

Ramp-Up period (tregon kohën se për sa sekonda do të bëhen kërkesat nga përdoruesi
i parë deri te përdoruesi i n-të)

-

Loop Count (tregon se sa herë do të përsëritet test plani)
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Figura 9. Thread Group

Vërejtje: Në qoftë se e klikojmë checkbox-in Forever, atëherë test plani do të përsëritet pafund,
derisa ta ndalim vet.

Do të tregojmë rastin e simulimit të ngarkimit të 10 përdoruesve virtual në të njëjtën kohë,
kështu që te fusha Number of Threads e shënojmë numrin 10, ndërsa te fusha Ramp-up period
e shënojmë vlerën zero, për shkak se dëshirojmë që përdoruesit të gjenerojnë kërkesa në të
njëjtën kohë, ndërsa, te Loop Count, e lëmë vlerën 1, pra që ky proces të mos përsëritet. Pasiqë
ta kemi krijuar grupin virtual të përdoruesve, e vëmë kursorin te Thread Group, pastaj klikojmë
tastin e djathtë Add > Config Element > HTTP Cache Manager, i cili paraqet cache-in e
browser-it. Browserët real shkarkojnë gjëra të ndryshme si imazhe, stile, skripta, etj. [48] Si
numër të parazgjedhur, Cache Manager do të ruaj deri në 5000 artikuj në cache për një
përdorues virtual. Ne mund ta rrisim këtë vlerë të cache manager, mirëpo në atë rast do të
shpenzohet me shumë memorie, kështu që është më mirë ta lëmë ashtu siç është.
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Figura 10. HTTP Cache Manager

Tani, na nevojitet që të shtojmë një Cookie Manager, të cilin mund ta kuptojmë me një
shembull: në qoftë se ne e përdorim çfarëdo browseri dhe kërkojmë www.solaborate.com,
pastaj aty kyçemi me username dhe password, ndërsa, në qoftë se pas kësaj ne prapë kërkojmë
web sajtin e mësipërm, atëherë në këtë rast nuk kemi nevojë të kyçemi përsëri, sepse browseri
përdorë cookies si të dhëna për t’u kyçur. HTTP Cookie Manager ka veti të njëjtë si browserët.
Nëse e kemi një HTTP kërkesë dhe përgjigjja përmban cookie, atëherë Cookie Manager
automatikisht e ruan atë cookie dhe e përdorë për kërkesat e ardhshme. [49] Këtë mund ta
shtojmë në këtë mënyrë: Thread Group > Add > Config Element > HTTP Cookie Manager. Në
të djathtë, në seksionin Options, na nevojitet ta ndërrojmë Implementation, ku në rastin tonë na
nevojitet të jetë: HC4CookieHandler.
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Figura 11. HTTP Cookie Manager

Pastaj, e shtojmë edhe një HTTP Header Manager. Sa herë që browseri dërgon një kërkesë në
server, header-ët me informata shtesë ngjiten në kërkesë. Kur dokumentohen në protokoll
HTTP, përshkruhet një numër i madh i tyre. [50] Për ta shtuar një header Manager në test plan,
klikojmë me tastin e djathtë në Thread Group > Add > Config Element > HTTP Header
Manager.
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Figura 12. HTTP Header Manager

Një tjetër element që na nevojitet ta shtojmë është HTTP Request Defaults. Këtë e përdorim
sepse dëshirojmë të dërgojmë shumë kërkesa në të njëjtin web server. Mënyra e shtimit të këtij
elementi Request Defaults (kërkesë e parazgjedhur), është e njëjtë si për elementet tjera.
Klikojmë tastin e djathtë te Thread Group > Add > Config Element > HTTP Request Defaults.
Këtu, duhet t’i shtojmë disa të dhëna; te seksioni web server, shtojmë solaborate.com, ndërsa
te Port Number, shtojmë 443, sepse Solaborate e përdorë këtë port, për shkak se përmban SSL,
i cili përdoret për enkriptimin e linkut ndërmjet serverit dhe klientit. Në HTTP Request,
implementimi duhet të jetë HttpClient4, protokolli duhet të jetë https që përdoret për
komunikim të sigurtë, ndërsa në Path mund të vendosim: /.
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Figura 13. HTTP Request Defaults

Meqenëse dëshirojmë të paraqesim rastin e simulimit të 10 përdoruesve te cilët gjenerojnë
kërkesa në të njëjtën kohë në server, atëherë na nevojitet që ta shtojmë një CSV në test plan.
Kjo përdoret për të lexuar secilin rresht nga fajlli, dhe për t’i ndarë ato në variabla.

Së pari e krijojmë një text dokument, ku formati duhet të jetë: username,password
username2,password2 username3,password3. Këtë fajll e ruajmë në direktoriumin bin, aty ku
gjendet edhe JMeter, që e ruajmë me prapashtesën .csv. Këtë csv e shtojmë duke klikuar me
tastin e djathtë në Thread Group > Add > Config Element > CSV Data Set Config.
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Figura 14. CSV Data Set Config

Na nevojitet të shtojmë edhe një element tjetër, i cili është Recording Controller. Me këtë
element ne mund të ruajmë çdo hap që e bëjmë gjatë testimit. Shtimi i tij mund të bëhet në këtë
mënyrë: Thread Group > Add > Logic Controller > Recording Controller.

Figura 15. Recording Controller
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Ne do të tregojme tri raste, dmth., kur përdoruesit kyçen, krijojnë poste dhe çkyçen nga
Solaborate. Për t’i paraqitur këto raste, në JMeter do të krijojmë tri Simple Controllers, të cilat
i shtojmë në këtë mënyrë: Thread Group > Add > Logic Controller > Simple Controller.

Figura 16. Tri scenario: Login, Post, Logout

Pasiqë e kemi shtuar csv-në, tani klikojmë te http request që është login, ku ndërrojmë vlerat e
email dhe password në variabla: ${email}, ${password}. [51]

28

Figura 17. Variablat për email dhe password

Tani, na nevojitet të shtojmë një test recorder, për të regjistruar veprimet tona përderisa jemi
duke punuar me browserë normal. JMeter do të krijojë objekte testuese dhe do t’i ruajë direkt
në test plan (ashtu që çkado që të klikojmë ne në browser, mund t’i shohim se si shtohen edhe
në JMeter). Për këtë na nevojitet të shtojmë një HTTP(S) Test Script Recorder, të cilin e
shtojmë duke klikuar me tastin e djathtë WorkBench > Add > Non-Test Elements > HTTP(S)
Test Script Recorder. Te seksioni Global Settings duhet që ta shënojmë portin 8080. Pastaj, me
këtë element, krejt çka na nevojitet të bëjmë, është që të klikojmë në butonin Start, që gjendet
poshtë dritares, i cili mund të fillojë t’i ruajë veprimet tona.
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Figura 18. HTTP(S) Test Script Recorder

Vërejtje: Workbench i ruan të dhënat vetëm përkohësisht, dmth., që sapo ta mbyllim test planin,
incizimet që janë bërë me HTTP(s) Test Script Recorder fshihen. [52]

Pasi që të klikojmë butonin Start, JMeter do të gjenerojë nje certificatë sa herë që e fillojmë
incizimin. Për të filluar incizimet, na nevojitet që ta konfigurojmë browserin tonë. Si shembull
të browserit mund ta marrim Firefox. Së pari klikojmë ne mënynë me tri vija horizontale, që
gjendet në pjesën e djathtë të sipërme të browserit, pastaj klikojmë në Options. Klikojmë në
Advanced, pastaj në tabin Network dhe në fund në seksionin Connections, pastaj klikojmë
Settings.
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Figura 19. Kofigurimi i browserit

Pastaj, hapet një pop-up, ku e bëjmë konfigurimin manual, në HTTP proxy shkruajmë
127.0.0.1, ndërsa në port: 8080, i cili është port i parazgjedhur. Nën të klikojmë në check-boxin Use this proxy server for all protocols, dhe në fund klikojmë OK.

Vërejtje: Proxy server është një kompjuter i dedikuar për të vepruar si një ndërmjetësues në
mes të një kompjuteri dhe të një serveri tjetër, ku një përdorues ose një klient është duke kërkuar
një shërbim. [53]

Figura 20. Konfigurimi manual
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Tani klikojmë në tabin Certificates > View Certificates > Import - këtu selektojmë certifikatën
“ApacheJMeterTemporaryRootCA”, e cila gjenerohet automatikisht sa herë që e klikojmë
butonin Start te HTTP(S) Test Script Recorder, dhe në fund klikojmë butonin Open. Pastaj, do
të hapet një pop-up tjetër, ku duhet t’i klikojmë të tri check-box-et dhe klikojmë në butonin
OK.

Figura 21. Importimi i certifikates

Tani mund të fillojnë të gjitha regjistrimet. Në Firefox, në url shënojmë solaborate.com dhe
kyçemi aty. Pasiqë të kyçemi, e krijojmë një post të thjeshtë dhe klikojmë në butonin Post.
Pastaj, çkyçemi nga Solaborate dhe kthehemi te JMeter. Në Test Script Recorder, klikojmë në
butonin Stop.

Tani, shohim se të gjitha veprimet janë ruajtur në recording controller. Meqenëse, në rastin
tonë kemi tri scenario, dmth., Login, Post dhe Logout, tani duhet që t’i zhvendosim recordings
në scenariot përkatëse, dmth., te Login i zhvendosim të gjithë hapat që janë deri te post, pastaj
ato tjerat në scenariot përkatëse. Në fund e shtojmë edhe një Listener. Me anë të këtij elementi
ne mund t’i shohim rezultatet e kërkesave, se a kanë qenë të suksesshme apo jo. Shtimi i këtij
elementi: Thread Group > Add > Listener > View Results Tree. Në këtë rast fillon testimi i
ngarkimit të atyre përdoruesve që i kemi cekur më lart.
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Figura 22. Listener

Gjatë testimit të ngarkimit, është e rëndësishme të dijmë edhe kohën e përgjigjes nga ana e
serverit. Për këtë arsye, duhet të shtojmë edhe një listener, që quhet Aggregate Report. Thread
Group > Add > Listener > Aggregate Report.

Figura 23. Aggregate Report
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Poashtu, është e rëndësishme të dijmë edhe kapacitetin e serverit gjatë testimit të ngarkimit. Në
këtë rast duhet të instalojmë plugins-manager.jar dhe t’i vendosim në direktoriumin lib/ext, dhe
pastaj ta ristartojmë Jmeter. Pastaj, klikojmë në Options dhe e shohim se janë shtuar Plugins
Manager. Një ndër plugins më të njohur është Perfmon Metrics Collector, i cili shtohet si pjesë
e Listener. Mirëpo, përpara se ta ekzekutojmë këtë listener, duhet që ta instalojmë edhe një
Server Agent, të cilin e ekstraktojmë dhe klikojmë në fajllin startAgent.bat.

Pas kësaj, klikojmë me tastin e djathtë: Thread Group > Add > Listener > Perfmon Metrics
Collector. Këtu, shtojmë serverët që dëshirojmë t’i monitorojmë dhe, në fund klikojmë Run.

Figura 24. Perfmon Metrics Collector

Pasi që i kemi ruajtur të gjitha veprimet tona, klikojmë në view results tree, pastaj klikojmë
butonin play. Kërkesat që kane qenë të suksesshme janë me ngjyrë të gjelbër, ndërsa kërkesat
që kanë dështuar janë me ngjyrë portokalli.
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Figura 25. Rezultatet nga testimi i ngarkimit

Nëse klikojmë në ndonjërën prej rezultateve të kërkesave, do të paraqiten 3 tabs, si në figurën
në vijim, ku:

Sampler Result - Tregon rezultatin e kërkesës përkatëse

Request - Kërkesa përkatëse

Response Data - Kthen përgjigjen nga ana e serverit
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Figura 26. Pas klikimit në njërën prej kërkesave

Në fund, pasi që të kryhet testimi i ngarkimit, kyçemi edhe një herë në Solaborate dhe, në qoftë
se testi është kryer me sukses, atëherë do të shohim se posti është gjeneruar pas testimit të
ngarkimit.

4.2 Rezultatet
Testimi i performancës është një pjesë shumë e rëndësishme e zhvillimit të web aplikacioneve.
Përfshirja e vlerësimit të performancës gjatë cikleve të zhvillimit siguron që aplikacioni i cili
dorëzohet te konsmatorët, plotëson kërkesat për ngarkesat e larta, disponueshmërinë, etj.
Identifikimi i hershëm i kufijve të ngarkesës së softuerit ndihmon në konfigurimin e sistemit
në mënyrë të përshtatshme për të shmangur dështimet e papritura.54

Kështu që, për ta vlerësuar performancën e një web aplikacioni përdoren vegla të ndyshme, ku
një ndër to është JMeter, me anë të së cilës e përshkruam një shembull, ku në fund tregohet se
sa përdorues virtual mund t’i mbajë në të njëjtën kohë një server.
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4.2.1 Rezultatet nga testimi i funksionalitetit
Testimi i funksionalitetit është një metodë efikase për të validuar stabilitetin e një web
aplikacioni. Një ndër arsyet kryesore që qëndron mbrapa popullaritetit të këtij lloji të testimit
është përdorimi i tij gjatë fazës së zhvillimit të softuerit.55 Me anë të këtij lloji të testimit, ne
mund të sigurohemi që produktet softuerike i përmbushin kërkesat e nevojshme.

4.2.2 Rezultatet nga testimi i përdorshmërisë
Qëllimi kryesor i këtij lloji të testimit është që një produkt softuerik të jetë i përdorshëm, dmth.,
duhet që t’i posedojë veçoritë e tilla si lehtësinë e çasjes, shpejtësinë dhe efikasitetin, dizajnin
e mirë, përmirësimin e shpejtë dhe të lehtë të gabimeve si dhe mbajtjen në mend të përdoruesit,
etj.

4.2.3 Rezultatet nga testimi i sigurisë
Qëllimi i testimit të sigurisë është që të identifikojë kërcënimet në sistem dhe të matë dobësitë
e mundshme të tij. Gjithashtu, ndihmon në zbulimin e të gjitha rreziqeve të mundshme të
sigurisë në sistem dhe ndihmon zhvilluesit në permirësimi e gabimeve përmes kodimit.

4.2.4 Rezultatet nga testimi i performancës
Disa prej rezultateve të testimit të performancës janë:
-

Përmirësimi i cilësisë nga perspektiva e një përdoruesi

-

Reduktimi i kostove te ndryshimit

-

Reduktimi i kostove të sistemit

-

Rritja e fitimit

-

Identifikimi i hershëm i defekteve të mëdha të aplikimit dhe çështjeve arkitektonike

Testimi i performancës, gjithashtu heq shumë mite lidhur me përdoruesit. [56]

37

5. Konkulzione dhe rekomandime

Duke parë që përdorimi i web aplikacioneve është në rritje të vazhdueshme, lind nevoja për
testimin e performancës, në mënyrë që këto web aplikacione të jenë gjithmonë në përdorim e
sipër. Gjatë shtjellimit të kësaj teme e morëm rastin e ngarkimit të disa përdoruesve në web
aplikacionin e quajtur Solaborate, duke përdorë veglën JMeter, dhe e pamë që me anë të kësaj
vegle mund të shohim rezultatet e kërkesave dhe kohën e përgjigjes nga ana e serverit të web
aplikacionit të lartpërmendur, gjë që e tregon performancën e tij.

Disa nga konkluzionet që janë aritur pas testimit të aplikacioneve janë:

-

Shpejtesia e aplikacionit

-

Dizajni i mirefillet

-

Permisimi I gabimeve ne tekste

-

Qartësia në shfrytëzimin e burimeve

-

Përmirësimi i cilësisë nga perspektiva e një përdoruesi

-

Reduktimi i kostove

-

Rritja e fitimit

-

Identifikimi i hershëm i defekteve të mëdha

-

Kënaqësia e garantuar e konsumatorit
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