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Abstrakt 
Tato bakalářská práce se zabývá porovnáváním různých typů kancelářských dokumentů. Cílem práce 
je sestavení modulu do stávající aplikace mediadiff pro porovnávání dokumentů kancelářského balíku 
Open Office, mezi které patří textové dokumenty, prezentace a tabulkové procesory. V této práci jsou 
popsány algoritmy na porovnávání textu a stromových struktur. Dále jsou přiblíženy nejznámější 
kancelářské balíky a přístup k obsahu jejich dokumentů.  
 
 
 
 
Abstract 
This bachelor thesis deals with comparing different types of office documents. The aim of this thesis 
is to create a module into an existing application called mediadiff for comparing documents of the 
Open Office office suite, including text documents, presentations and spreadsheets. This thesis 
describes algorithms for comparing text and tree structures. Furthermore, there are described the best 
known office suites and Access to the content of their documents. 
 
 
 
 
Klíčová slova 
diff, xmldiff, LCS, porovnávání, Open Office, zip, tar, archív, textový dokument, prezentace, 
tabulkový procesor 
 
 
 
Keywords 
diff, xmldiff, LCS, comparing, Open Office, zip, tar, archive, text document, presentation, 
spreadsheet 
 
 
Citace 
Varga Tomáš: Diff pro různé typy kancelářských dokumentů, bakalářská práce, Brno, FIT VUT 
v Brně, 2012
4 
 
Diff pro různé typy kancelářských dokumentů 
 
 
Prohlášení 
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing. Petra 
Chmelaře. Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal. 
 
 
…………………… 
Tomáš Varga 
14. mája 2012 
 
 
 
 
 
Poděkování 
Chci se poděkovat vedoucímu této práce Ing. Petrovi Chmelařovi za jeho čas, trpělivost a cenné rady, 
které mi při rešení bakalářské práce poskytl. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
© Tomáš Varga, 2012. 
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informačních 
technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění autorem je 
nezákonné, s výjimkou zákonem definovaných případů.. 
1 
 
Obsah 
1 Úvod ............................................................................................................................................... 2 
2 Algoritmy na porovnávanie ........................................................................................................... 3 
2.1 Najdlhší spoločný poreťatec (LCS ) ....................................................................................... 3 
2.2 Vzdialenostné metriky ............................................................................................................ 5 
2.3 Detekcia zmeny v hierarchicky štruktúrovaných informáciách .............................................. 6 
2.4 Kuo-Chung Tai ..................................................................................................................... 13 
2.5 BULD Diff Algoritmus ......................................................................................................... 14 
3 Kancelárske balíčky ..................................................................................................................... 16 
3.1 Microsoft Office ................................................................................................................... 16 
3.2 OpenOffice ........................................................................................................................... 17 
4 Návrh............................................................................................................................................ 19 
4.1 Súčasný MediaDiff ............................................................................................................... 19 
4.2 Spracovanie archívu .............................................................................................................. 21 
4.3 Extrahovanie prvkov ............................................................................................................. 21 
4.4 Porovnanie prvkov ................................................................................................................ 22 
5 Implementácia .............................................................................................................................. 23 
5.1 FilesDiff ................................................................................................................................ 23 
5.2 ArchiveDiff ........................................................................................................................... 25 
5.3 ODTDiff ............................................................................................................................... 25 
5.4 Rozhranie aplikácie .............................................................................................................. 28 
6 Výsledky práce ............................................................................................................................. 29 
6.1 Porovnanie s inými aplikáciami ............................................................................................ 29 
7 Záver ............................................................................................................................................ 33 
 
2 
 
1 Úvod 
V dnešnej dobe sú počítače neodmysliteľnou súčasťou našich životov. Počítače obsahujú veľké 
množstvo informácií, či už sú to obrázky, videá alebo rôzne dokumenty.  
Používatelia sú často zvedavý aj na zmeny v súboroch a nie len na to čo obsahujú. Preto bolo 
vytvorených niekoľko programov na porovnávanie súborov, a to nielen textových, ale aj 
multimediálnych. Porovnávacie algoritmy vedia poskytnúť informácie, ktorá časť súborov je 
zmenená a vedia určiť či to bolo pridané, vymazané alebo zmenené, či nezmenené. Tieto algoritmy sa 
využívajú hlavne pri vývoji softwarového projektu. Pri tomto vývoji dochádza k evidovaniu zmien 
vykonaných na jednotlivých verziách zdrojových kódov. Tento systém správy verzií eviduje, kto, 
kedy a akým spôsobom vykonal zmenu. V budúcnosti keby došlo k nejakým chybám, stačí sa len 
vrátiť k predchádzajúcej funkčnej verzii. Tým sa ušetrí aj množstvo projektového času a finančných 
prostriedkov, čo je dôležité z hľadiska softwarového inžinierstva. Ďalším príkladom, kde sa 
porovnávacie algoritmy využívajú, sú napríklad zisťovanie štruktúry DNA, bioinformatika 
a molekulárna biológia.  
Cieľom tejto práce je navrhnúť a implementovať modul do aplikácie vytváranou spoločne 
medzi FIT VUT v Brne a spoločnosťou Red Hat - mediadiff. Tento modul má porovnávať rôzne typy 
kancelárskych dokumentov. Náplňou práce je porovnávanie dokumentov kancelárskeho balíka Open 
Office, medzi ktoré patria textové dokumenty, prezentácie a tabuľkové procesory. 
V nasledujúcej, druhej kapitole, sú rozobrané algoritmy, ktoré sa využívajú na porovnávanie 
textu, ale aj na porovnávanie stromových štruktúr. V tretej kapitole sú uvedené najznámejšie 
kancelárske balíčky. Je priblížená história od ich vzniku až po súčasnosť, ďalej spôsob akým ukladajú 
dokumenty a ako sa k nim bude pristupovať. Štvrtá kapitola popisuje súčasný stav aplikácie 
mediadiff, ďalej rozoberá možnosť prístupu k zdrojovým textom dokumentov, ich spracovanie a 
výstup. V piatej kapitole je priblížený postup implementácie, kde budú uvedené použité 
programovacie prostriedky, využité knižnice a popis modulov. Šiesta kapitola popisuje výsledky 
práce, porovnanie efektivity vytvoreného programu s iným programom na porovnávanie dokumentov 
vo formáte OpenOffice. Siedma kapitola je záver, kde je uvedené zhrnutie dosiahnutých výsledkov a 
sú v nej uvedené možné pokračovania vo vývoji vytvorenej aplikácie. 
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2 Algoritmy na porovnávanie 
V tejto kapitole si popíšeme algoritmy, ktoré sa využívajú na porovnávanie. Najprv si opíšeme 
algoritmy na porovnanie textových súborov a potom rozoberieme algoritmy využívané na 
porovnávanie stromových štruktúr. 
2.1 Najdlhší spoločný poreťatec (LCS ) 
Algoritmus LCS (Longest Common Subsequence) pracuje na princípe hľadania najdlhšieho 
spoločného podreťazca (najdlhšej sekvencie znakov sprava doľava, ktoré nemusia byť postupne za 
sebou), ktorý sa nachádza v oboch reťazcoch. V tejto kapitole bude algoritmus LCS popísaný podľa 
pánov L. Bergrotha, H. Hakonena a T. Raitaa [1]. 
Formálne, porovnávame dva vstupné reťazce, X[1..m] a Y[1..n], ktoré sú prvkami množiny Σ*, kde Σ 
označuje vstupnú abecedu obsahujúcu σ symbolov. Podreťazec S[1..s] z reťazca X[1..m] získame 
odstránením m - s symbolov z reťazca X. Spoločný podreťazec reťazcov X[1..m] a Y[1..n], 
označovaný ako cs(X,Y), je podreťazec, ktorý sa nachádza v oboch reťazcoch. Najdlhší spoločný 
podreťazec reťazcov X a Y, označovaný ako lcs(X,Y), je spoločný podreťazec s maximálnou dĺžkou. 
Dĺžka lcs(X,Y) je označovaná ako r(X,Y). Keď sú známe vstupné reťazce tak sa dĺžka označuje r. 
Tradičnou technikou na riešenie lcs(X[1..m], Y[1..n]) je určenie najdlhšieho spoločného podreťazca 
pre všetky možné kombinácie predpôn vstupných reťazcov. Rekurentný vzťah na rozšírenie dĺžky 
LCS pre každý pár predpôn (X[1..i], Y[1..j]) je nasledujúci: 
 
 ,   -  {  
                                                  
 ,       -                    
   * ,     -  ,     -+
 
                 
     , -   , -
     , -    , -
 (2.1) 
 
kde sme použili tabuľkovú notáciu R[i,j] = r(X[1..i], Y[1..j]). Prirodzené pre túto rekurentnosť je, že 
samostatná R-hodnota závisí len na troch susedných hodnotách v tabuľke, tzn. že výpočet je veľmi 
lokalizovaný. Potom ako je tabuľka naplnená, dĺžka je zapísaná v R[m,n] = r(X[1..m], Y[1..n]). 
Spoločný podreťazec sa nájde pomocou spätného vyhľadávania od R[m,n] a pri každom kroku buď 
nasleduje ukazatele, ktoré boli nastavené počas výpočtu hodnôt, alebo prepočíta predchodcu, ktorý 
nastavil aktuálnu hodnotu prvku tabuľky. Za každým, keď je nájdená zhoda (aplikuje sa stredné 
pravidlo), tak sme našli symbol do LCS. Takto môžeme prechádzať tabuľkou až nájdeme dĺžku 0. Je 
možné, že existuje viacero možností priechodov cez tabuľku, pretože LCS nemusí byť nutne 
jedinečný. Preto aby sme našli všetky priechody, prechádzame systematicky grafom vytvorenými 
ukazateľmi (napr. použitie prehľadávania do šírky). Ako príklad, je uvedená tabuľka 2.1 pre 
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r(abcdbb, cbacbaaba). V tomto prípade je r(X,Y) = 4 a najdlhší spoločný podreťazec pre danú cestu 
je bcbb (ďalší pordreťazec je acbb). 
 
  Tabuľka 2.1: Tabuľka výpočtu LCS algoritmom, podľa [1] 
   Y 
    c b a c b a a b a 
   0 1 2 3 4 5 6 7 8 9 
X 
 0 0 0 0 0 0 0 0 0 0 0 
a 1 0 0 0 1 1 1 1 1 1 1 
b 2 0 0 1 1 1 2 2 2 2 2 
c 3 0 1 1 1 2 2 2 2 2 2 
d 4 0 1 1 1 2 2 2 2 2 2 
b 5 0 1 2 2 2 3 3 3 3 3 
b 6 0 1 2 2 2 3 3 3 4 4 
 
 
Najprv si predstavíme niekoľko pojmov, ktoré sú potrebné na ďalší popis algoritmu. Pár (i,j) definuje 
zhodu, keď X[i] = Y[j]. Množina všetkých zhôd je: 
 
  *(   )| , -   , -            +  (2.2) 
 
Každá zhoda patrí do triedy    *(   ) | (   )       ,   -   +      . Často je vhodné si 
definovať pseudotriedu C0 = {(0, 0)}. Zhoda, ktorá patrí do Ck sa nazýva k-zhoda (k-match). V 
tabuľke 2.1 zhody v krúžkoch a štvorčekoch majúce hodnotu k definujú triedu Ck. Evidentne, každá 
zhoda patrí presne do jednej triedy. Takto triedy rozdeľujú všetky zhody M. Niektoré k-zhody sú 
dôležitejšie (označené v štvorčekoch) ako ostatné (označené v krúžkoch). Na objasnenie uvažujme 
zhody (i, j) a (i', j') v Ck pre ktoré (i = i' a j ≤ j') alebo (i ≤ i' a j = j'). Každý prvok v Ck+1, ktorý 
nasleduje (i', j'), môže tak isto nasledovať (i, j) v LCS. Takto je to postačujúce, aby sme sa pri riešení 
problému sústredili len na tieto dominantné zhody (i, j). Množinu všetkých dominantných k-zhôd si 
označme Dk. Okrem toho, nech   ⋃          | |. V tabuľke 2.1, oblasti v ktorých R[i, j] 
hodnoty sú zhodné, boli ohraničené prerušovanými čiarami, tzv. kontúrami. K-zhody ležia hneď pod 
k-tou kontúrou (1-zhody sú pod najvyššou čiarou, 2-zhody pod ďalšou, atď.). Rohy čiar sú 
definované umiestnením dominantných zhôd, ktoré riadia radenie: keď Dk = (i1, j1), (i2, j2), ..., (in, jn), 
zhody môžu byť označené tak, že i1 < i2 < ... < in a j1 > j2 > ... > jn. 
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Poznáme tri stratégie hľadania dominantných hodnôt: 
1. Spracovanie tabuľky po riadkoch, hľadaním všetkých dominantných zhôd, jedna zhoda pre 
každú kontúru na aktuálnom riadku. Spracovanie môže byť efektívnejšie použitím 
pomocných dátových štruktúr, kde sa sústredíme len na dominantné zhody. 
2. Postupovanie od kontúry ku kontúre. Pri tomto postupe, by sme mali skontrolovať veľkú 
oblasť (niekoľko riadkov) tabuľky v každom kroku a oblasti dvoch po sebe nasledujúcich 
krokov sa môžu výrazne prekrývať. Aby sa tomuto zabránilo, sa používa sofistikovaný trik na 
obmedzenie sledovaných oblastí len na malé neprekrývajúce sa oblasti. 
3. Snaží sa o postupovanie diagonálne začínajúc z R[0,0] a pokúša sa dostať k spodnému 
pravému rohu tak rýchlo ako je to možné. 
Jednotlivé stratégie sú bližšie popísané v [1].  
Problém LCS patrí ku klasickým problémom v informatike. Tento algoritmus využíva nástroj 
Unixu – diff. Vo vyvíjanej aplikácii MediaDiff je použitý rovnaký spôsob výstupu porovnania dvoch 
súborov ako v tomto nástroji. Ďalšie významne využitie nachádza LCS v analýze štruktúry DNA, 
bioinformatike a molekulárnej biológii. 
Vo vytváranej aplikácii bude algoritmus LCS využitý na nájdenie spoločných podreťazcov 
textu dvoch kancelárskych dokumentov, čo umožňuje zobrazenie rozdielov v nich. 
2.2 Vzdialenostné metriky 
Tieto algoritmy, nám na rozdiel od algoritmu LCS nepodávajú informáciu o zmene, akej nastala 
medzi dvoma reťazcami, ale poskytujú nám informáciu o tom, že v akej miere sú dva reťazce 
podobné. Tieto metriky obvykle zahrňujú operácie odstránenia, vloženia a náhradu jednotlivých 
znakov a môže byť definovaná ako najmenšia cena transformácie jedného reťazca na druhý reťazec 
s využitím postupnosti vážených editačných operácií [13]. Medzi najznámejšie patria Hammingova 
vzdialenosť a Lavenshteinova vzdialenosť, ktoré sú stručne popíšeme. 
 
Hammingova vzdialenosť 
Pán Hamming ju vo svojej práci[14] popisuje ako vzdialenosť, ktorá je rovná počtu zmenených 
znakov na príslušných pozíciách v rovnako dlhých reťazcoch. Toto číslo vyjadruje minimálny počet 
zmien, pomocou ktorých dostaneme z prvého reťazca druhý. 
 Ako príklad si uvedieme reťazce „pivo“ a „kino“. Hammingova vzdialenosť je medzi týmito 
reťazcami 2, pretože aby sme dostali z prvého reťazca druhý, sú potrebné dve zmeny, na prvej a tretej 
pozícii. 
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Lavenshteinova vzdialenosť 
Lavenshteinova vzdialenosť medzi dvoma reťazcami je definovaná ako minimálny počet potrebných 
zmien v jednom reťazci za účelom transformovania ho na druhý reťazec. Povolené operácie úprav sú 
vkladanie, mazanie alebo náhrada jedného znaku [15]. 
 Ako príklad si uvedieme reťazce „športka“ a „portské“. Lavenshteinova vzdialenosť týchto 
dvoch reťazcov je 3, sú potrebné tri operácie, ktoré sú nasledovné: 
1. športka =>   portka (vymazanie „š“ na začiatku slova) 
2. portka   => portska (vloženie „s“ medzi písmená „t“ a „k“) 
3. portska => portské (zámena „a“ za „é“) 
2.3 Detekcia zmeny v hierarchicky 
štruktúrovaných informáciách  
Stromová štruktúra je spôsob radenia, keď každý prvok môže obsahovať ľubovoľný počet prvkov 
toho istého typu. Od prvého prvku sa teda celková štruktúra stromovito rozrastá. Stromovými 
štruktúrami sú napríklad adresárová štruktúra a XML dokumenty. 
V publikácii [2], od autorov S. Chawathe, A. Rajaraman, H. G. Molina a J. Widom, popisujú 
problém detekcie zmeny v hierarchicky štruktúrovaných informáciách nasledovne.  
Na to aby sme popísali rozdiely medzi dvoma verziami hierarchický dát, použijeme pojem editovací 
skript najnižšej ceny. Pre dva stromy je tento skript definovaný použitím základných operácií úprav: 
vloženie uzlu, vymazanie uzlu, aktualizovanie uzlu a presun podstromu. Problém detekcie zmien 
delia autori na dva menšie podproblémy. Prvým je nájdenie zhôd medzi objektmi dvoch verzií 
a druhým je vytvorenie editovacieho skriptu. Keď objekty majú unikátne identifikátory, tak prvý 
problém je zjednodušený a môžeme použiť túto vlastnosť, aby sme dosiahli zrýchlenie.  
Ako príklad si zoberme stromy T1 a T2 na obrázku 2.1 a na chvíľu ignorujme čiarkované čiary. Číslo 
v každom uzle je jeho identifikátorom a písmeno pri každom uzle je jeho popisok. Všetky vnútorné 
uzly majú nulové hodnoty, nie sú zobrazené. Listové uzly majú hodnoty uvedené v zátvorkách. Tieto 
stromy môžu predstavovať dva štruktúrované dokumenty, kde popisky D, P a S sú odvodené 
z anglických slov Document(Dokument), Paragraph(Paragraf) a Sentence(Veta). Hodnoty viet uzlov 
sú vety samy. Nás zaujíma nájdenie rozdielu medzi týmito dvoma stromami. Predpokladajme, že 
strom T1 predstavuje staré dáta a strom T2 predstavuje nové dáta, preto chceme určiť vhodnú zmenu 
zo stromu T1 na strom T2. 
Prvou úlohou nájdenia takejto zmeny, je určenie uzlov v dvoch stromoch, ktoré k sebe patria. 
Intuitívne, sa jedná o uzly, ktoré buď zostali nezmenené alebo sa ich hodnota aktualizovala 
v priebehu zmeny zo stromu T1 na strom T2. Napríklad, uzol 5 v strome T1 má rovnakú hodnotu ako 
uzol 15 v strome T2, tak uzly 5 a 15 by mali byť rovnaké. Podobne, uzly 4 a 13 majú každý jedného 
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potomka a potomkovia majú rovnaké hodnoty, tak uzly 4 a 13 by mali byť rovnaké. Nechceme spájať 
len uzly ktoré sú rovnaké, ale chceme spájať aj uzly, ktoré sú zhruba rovnaké. Napríklad uzol 3 na 
obrázku 2.1 sa pravdepodobne môže zhodovať s uzlom 14 aj keď uzol 3 nemá potomka, ktorý ma 
uzol 14. Na nájdenie týchto zhôd sa používa tzv. „Good matching“, ktorý je bližšie popísaný v [2]. 
Ďalším krokom je nájdenie postupnosti operácií zmien, ktoré zmenia strom T1 na strom T’1, ktorý má 
izomorfný vzťah zo stromom T2. Dva stromy sú izomorfné, keď sú identické nehľadiac na 
identifikátory uzlov. Operácie zmien sú bližšie popísané v kapitole 2.3.1. Postupnosť týchto operácií 
nazývame editovací skript. Tieto skripty sú bližšie popísané v kapitole 2.3.2. Snažíme sa nájsť skript 
s minimálnym počtom operácií, čo znamená skript s najnižšou cenou. Popis cien pre skripty je 
uvedený v kapitole 2.3.3. Tým, že nájdeme editovací skript s najnižšou cenou, získame všetky 
rozdiely, ktoré boli prevedené medzi dvoma hierarchickými štruktúrami. 
 
Obr. 2.1: Príklad dvoch stromových štruktúr T1 a T2, podľa [2] 
2.3.1 Operácie zmien 
V usporiadanom strome, keď uzly v1, ..., vm sú potomkami uzla u, tak nazývame vi i-tym potomkom 
uzla u. Pre uzol x si nazveme l(x) ako popisok uzla x, v(x) ako hodnotu uzla x a p(x) ako rodiča uzla x, 
keď x nie je koreňovým uzlom. Predpokladáme, že popisky sú vybrané z nemennej, ale ľubovoľnej 
množiny. V definícii operácii úprav, T1 patrí stromu, na ktorom sa použije daná operácia, kým T2 patrí 
výslednému stromu. Štyri operácie úprav na stromoch sú: 
1. Vkladanie - vloženie nového listu uzlu x do stromu T1, označované ako INS((x, l, v), y, k). 
Uzol x s popiskom l a hodnotou v je vložený ako k-ty potomok uzla y stromu T1. Precíznejšie, 
keď u1, ..., um sú potomkami uzla y v strome T1, tak 1 ≤ k ≤ m+1 a u1, ..., uk-1, x, uk, ..., um sú 
potomkami uzla y v strome T2. Hodnota v je nepovinná a predpokladá sa, že je nulová keď nie 
je definovaná. 
2. Mazanie - vymazanie listu uzla x stromu T1, označované ako DEL(x). Výsledný strom T2 je 
rovnaký ako strom T1, až na to, že neobsahuje uzol x. DEL(x) nemení relatívne usporiadanie 
ostatných potomkov p(x). Táto operácie vymaže len uzol. Aby sme vymazali vnútorný uzol, 
musíme najprv presunúť všetkých jeho potomkov na nové miesto alebo ich vymazať. 
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3. Aktualizovanie - aktualizovanie hodnoty uzla x v strome T1, označované ako UPD(x, val). 
Strom T2 je rovnaký ako strom T1, až na to, že v strome T2, v(x) = val. 
4. Presun - presun podstromu od jedného rodiča k druhému v strome T1, označovaný ako 
MOV(x, y, k). Strom T2 je rovnaký ako strom T1, až na to, že uzol x sa stal k-tym potomkom 
uzlu y. Celý podstrom x je presunutý spolu s uzlom x. 
 
Na obrázku 2.2 sú zobrazené príklady operácií úprav na stromoch. Na obrázku má uzol 6 popisok 
A a hodnotu foo. Popisky a hodnoty ostatných uzlov nie sú znázornené. 
 
 
 
Obr. 2.2: Príklady operácií na stromoch, podľa [2] 
 
2.3.2 Editovacie skripty 
Neformálne, editovací skript obsahuje postupnosť operácií úprav, ktoré menia jeden strom na druhý. 
Formálne predpokladajme, že e1 je operácia úpravy, ktorá transformuje T1 na T2, značená ako   
  
→   . Postupnosť E = e1, ..., em operácii úprav vezme T1 až Tm+1, značené ako   
 
→     , keď 
existuje T2, ..., Tm, tak aj   
  
→   
  
→ 
  
→     . Postupnosť E operácii úprav transformuje T1 na T2, 
značená ako   
 
→   , keď   
 
→   
  a   
  je izomorfné s T2. Takúto postupnosť operácií zmien 
nazývame editovacím skriptom stromu T1 s ohľadom na strom T2. Všimnite si, že editovací skript 
nám nehovorí nič o tom, ako má byť zmenené pôvodné párovanie medzi   
  a   , aby sme dosiahli 
celkové párovanie medzi   
  a T2. Toto bude dosiahnuté po vygenerovaní skriptu na zmeny. 
Generovanie je uvedené v kapitole 2.3.4. 
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Obr. 2.3: Aplikovanie skriptu z príkladu 2.1, podľa [2] 
 
Príklad 2.1: Uvažujme strom T1 z obrázku 2.3. Skript uvedený nižšie mení strom T1 na strom T2. 
Obrázok nám ukazuje prechodné stromy pri zmene. (Posledná operácia aktualizovania nie je 
zobrazená, aby sme ušetrili miesto) 
INS((11,Sec,foo), 1, 4), MOV(5, 11, 1), DEL(2), UPD(9, baz)  (2.3) 
 
2.3.3 Cenový model pre editovacie skripty 
Vo všeobecnosti poznáme veľa editovacích skriptov, ktoré zmenia jeden strom na druhý. Aj keď 
editovací skript sa musí prispôsobiť daným párom, ako bolo uvedené vyššie, stále tu je veľa 
správnych skriptov. Napríklad, nasledujúci skript, keď sa aplikuje na počiatočný strom v príklade 2.1, 
vytvorí ten istý strom ako skript v tom príklade: 
 
INS((11, Sec, foo), 1, 4), DEL(6), DEL(7), DEL(5), INS((12, S, a), 11, 1), INS((13, S, b), 11, 2), UPD(9, baz) (2.4) 
  
Intuitívne, tento skript pracuje viac ako je potrebné a teda poskytuje nežiadúcu reprezentáciu rozdielu 
medzi stromami. Aby sme si formalizovali túto myšlienku, popíšeme si bližšie cenu editovacieho 
skriptu. 
Najprv si definujeme cenu operácií zmien a potom použijeme tieto ceny na definovanie 
editovacieho skriptu. Cena operácie zmeny závisí na type operácie a na uzloch, na ktoré sa operácie 
použijú. Majme cD(x), cI(x) a cU(x), čo ožnačujú cenu mazania(deleting), vkladania(inserting) a 
aktualizovania(updating) uzla x, a majme cM(x), čo označuje cenu presunu(moving) podstromu uzla x. 
Všeobecne, tieto ceny môžu závisieť na popisku a na hodnote x, tak isto aj na pozícii v strome. My 
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použijeme jednoduchý cenový model, kde mazanie a vkladanie uzla, tak isto aj presun podstromu, sú 
považované za jednotné cenové operácie. To znamená, že cD(x) = cI(x) = cM(x) = 1 pre všetky x. 
Teraz uvažujme cenu cU(x) aktualizovania hodnoty uzla x. Predpokladáme, že cena je daná funkciou, 
porovnaním, ktoré vyhodnotí aký je rozdiel medzi starou hodnotou v a novou hodnotou v' uzla x. 
Argumenty tejto porovnávacej funkcie sú dva uzly a funkcia vráti číslo v intervale [0,2]. Aj keď 
prirodzené pre túto porovnávaciu funkciu je jej absolútnosť, obvykle je zhodná s cenami ďalších 
operácií zmien v nasledujúcom zmysle: Predpokladáme, že x je presunuté a jeho hodnota v je 
aktualizovaná, tak že v je veľmi podobné v'. Potom porovnanie(v, v') by malo byť menšie ako 1, aby 
cena presunu a aktualizovania x je menšia ako cena vymazania x a jeho nahradenia novým uzlom s 
hodnotou v'. Keď v a v' sú veľmi rozdielne, tak by bolo lepšie aby editovací skript obsahoval 
vymazaný/vložený pár, tak by cena operácie aktualizovania mala byť väčšia ako 1. 
Nakoniec, cena editovacieho skriptu je suma cien jednotlivých operácií skriptu. Máme stromy T1 a T2 
a zhodu M medzi ich uzlami. Minimálne vyhovujúci editovací skript pre stromy T1, T2 a M je skript, 
ktorý vyhovuje M, a takto zmení strom T1 na strom T2, a to tak, že nie je žiadny ďalší skript 
vyhovujúci M, ktorý zmení T1 na T2 a má menšiu cenu.  
2.3.4 Generovanie editovacieho skriptu 
V tejto kapitole uvažujeme problém Minimálneho vyhovujúceho editovacieho skriptu, spomínaného v 
predošlej kapitole. Problém je popísaný nasledovne. Máme strom T1 (starý strom), strom T2 (nový 
strom) a zhodu M medzi ich uzlami. Z týchto prvkov vygenerujeme editovací skript s najmenšou 
cenou, ktorý sa prispôsobuje M a mení strom T1 na strom T2. Tento algoritmus začína s prázdnym 
skriptom E a postupne pri spracovávaní pridáva operácie zmien do E. Pre vysvetlenie ako funguje 
algoritmus, aplikujeme každú operáciu zmeny na strom T1 hneď ako je pridaný do skriptu E. Keď 
algoritmus skončí, budeme mať zmenený strom T1 na strom ktorý má izomorfný vzťah so stromom 
T2. A naviac, algoritmus rozširuje čiastočné zhody M pridaním nových párov uzlov do M pri pridaní 
operácií do E. Keď algoritmus končí, M obsahuje všetky prepojenia medzi uzlami stromov T1 a T2. 
 
2.3.5 Prehľad algoritmu 
Algoritmus sa skladá z piatich fáz:  
1. Fáza aktualizovania 
2. Fáza zarovnávania 
3. Fáza vloženia 
4. Fáza presunu 
5. Fáza vymazania 
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Jednotlivé fázy si bližšie popíšeme za chvíľku, ale najprv si uvedieme pár pojmov. Uzol, ktorý v M 
nemá žiadny pár nazvime bezpárový uzol. Partner uzla s párom je uzol, ktorý má pár v M. Ako 
príklad slúži obrázok 2.1. Potrebujeme nájsť editovací skript s minimálnou cenou, ktorý transformuje 
strom T1 na T2. Na obrázku sú vyznačené zhody čiarkovanými čiarami. 
  
Fáza aktualizovania: Vo fázi aktualizovania, hľadáme páry uzlov (   )   , také že hodnoty uzlov 
x a y sa líšia. Pre každý takýto pár (v ľubovoľnom poradí) pridáme operáciu zmeny UPD(x, v(y)) do E 
a aplikujeme operáciu aktualizovania na strom T1. Na konci tejto fáze sme zmenili strom T1 tak, aby 
v(x) = v(y) pre každý pár uzlov (   )   . 
  
Fáza zarovnávania: Predpokladáme, že (   )   . Potomkovia uzlov x a y sú nezarovnané keď 
potomkovia uzla x, u a v sú spárené tak, že uzol u je na ľavo od uzla v v strome T1, ale partner u je na 
pravo od partnera v v strome T2. Na obrázku 2.1 potomkovia uzlov 1 a 11 sú nezarovnané. Vo fázy 
zarovnávania skontrolujeme každý pár uzlov (x, y)   M (v ľubovoľnom poradí), a tak zistíme, či ich 
potomkovia sú zarovnaný alebo nie. Keď zistíme, že potomkovia sú nezarovnaný, pridáme operáciu 
presunu do E, aby sme zarovnali potomkov. Presun potomkov je podrobnejšie vysvetlený v publikácii 
[2]. V našom príklade pridáme operáciu MOV(4,1,2) do E a aplikujeme túto operáciu na strom T1. 
Ukážka nového stromu T1 je na obrázku 2.4. 
  
Fáza vkladania: Keď koreňové uzly stromov T1 a T2 nemajú žiadnu zhodu v M, tak pridáme nové 
(fiktívne) koreňové uzly x do stromu T1 a y do stromu T2 a pridáme (x, y) do M. Starý koreňový uzol v 
strome T1 je osamotený potomok uzla x a starý koreňový uzol v strome T2 je osamotený potomok uzla 
y. Ďalej predpokladáme bez straty všeobecnosti, že koreňové uzly stromov T1 a T2 majú pár v M. 
V tejto fázy hľadáme uzol bez páru z   T2, ktorého rodič má pár. Predpokladáme y = p(z) (uzol y je 
rodičom uzla z) a partner uzla y v strome T1 je x. Vytvoríme nový identifikátor w a pridáme operáciu 
INS((w, l(z), v(z)), x, k) do E. Pozícia k je stanovená s ohľadom na potomkov x a z, ktoré už boli 
zarovnané s ohľadom na seba. Detailnejšie je táto operácia popísaná v [2]. Nakoniec aplikujeme 
operáciu vkladania na strom T1 a pridaj (w, z) do M. V našom príklade pridáme INS((21, S, g), 3, 3). 
Ukážka je na obrázku 2.5 
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Obr. 2.4: Stromy T1 a T2 po fázy zarovnania, podľa [2] 
 
 
Obr. 2.5: Stromy T1 a T2 po fázy vkladania, podľa [2] 
  
Fáza presunu: V tejto fázi hľadáme páry uzlov (   )   , pre ktoré platí ( ( )  ( ))    (p(x), 
p(y))   M. Predpokladajme v = p(y). Vieme, že na konci fázy vkladania, v má nejakého partnera u v 
strome T1. Pridáme operáciu MOV(x, u, k) do E a aplikujeme operáciu presunu na strom T1. Tu je 
pozícia k stanovená s ohľadom na potomkov uzlov u a v, ktoré už boli zarovnané, tak ako aj vo fázy 
vkladania. Na fázy presunu T1 má izomorfný vzťah so stromom T2 s výnimkou bezpárových uzlov v 
strome T1. V našom príklade nie je potrebné spraviť žiadne zmeny v tejto fázy. 
  
Fáza mazania: V tejto fázi hľadáme bezpárové uzly x   T1. Pre každý takýto uzol pridáme operáciu 
DEL(x) do E a aplikujeme operáciu mazania na strom T1. Na konci tejto fázy má strom T1 izomorfný 
vzťah so stromom T2, E je finálny editovací skript a M obsahuje všetky zhody prislúchajúce k E. 
Ukážka stromov po fázy mazania je na obrázku 2.6 
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Obr. 2.6: Stromy T1 a T2 po fázy mazania, podľa [2] 
 
2.3.6 Zložitosť algoritmu 
Tento algoritmus v porovnaní s inými algoritmami je viac obmedzený v tom, že zohľadňuje viac 
predpokladov o prirodzenosti dát, ktoré sú prezentované. Algoritmus vracia vždy správne výsledky, aj 
keď sa nedržíme predpokladov môže produkovať optimálne výsledky. Tento algoritmus má zložitosť 
O(ne + e
2
), kde n je číslo listov stromu a e je vážená vzdialenosť úprav (typicky e << n). Ostatné Pre 
porovnanie, algoritmus uvedený v [3] má zložitosť O(n2log2n) pre vyvážené stromy (oveľa viac pre 
nevyvážené stromy). 
 
Na základe tohto algoritmu je vytvorená knižnica xmldiff programovacieho jazyka Python, ktorá bude 
v implementácii využitá na porovnávanie dokumentov a grafov v dokumente. 
 
2.4 Kuo-Chung Tai 
Kuo-Chung Tai vo svojej práci [4] napísal, že pri porovnávaní stromových štruktúr dvoch 
označených, usporiadaných stromov T a T’ je potrebné určiť rozdiel medzi týmito stromami 
minimálnym počtom operácii, ktoré treba použiť na transformáciu stromu T na strom T’. Operácie, 
ktoré je možno použiť sú: zmena jedného uzla na iný uzol, vymazanie jedného uzla zo stromu a 
pridanie uzla do stromu. Vkladacie a mazacie operácie sú podobné ako operácie s reťazcami. Pri 
mazaní uzla sa z potomka vymazaného uzla stáva potomok jeho rodičovského uzla. Vkladanie je 
komplementnou operáciou k mazaniu. Problém nastane pri nahradzovaní uzlov. Výsledný algoritmus 
má zložitosť O(V * V’ * L2 * L’2), kde V a V’ je počet uzlov v stromoch T a T’, a L a L’ sú 
maximálne hĺbky stromov T a T’. 
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2.5 BULD Diff Algoritmus 
Tento algoritmus patrí medzi novšie. V roku 2002 Grégory Cobena, Serge Abiteboul a Amélie 
Marian opisujú tento algoritmus vo svojej publikácii [5]. Použitie tohto algoritmu je predovšetkým 
v spojení uzlov oboch XML dokumentov a vytvorením tzv. „delta“, ktoré reprezentuje zmeny medzi 
týmito dokumentmi. Tento algoritmus nájde zhodu medzi spoločnými podstromami týchto dvoch 
dokumentov a potom šíri ďalej tieto zhody. BULD znamená Bottom-Up (zdola-nahor), Lazy-Down 
(lenivo-dole). Toto pomenovanie dostalo práve kvôli tomu ako šíri stromom nájdené zhody. Tento 
prístup dostal prednosť pred inými prístupmi práve kvôli tomu, že rozdiel dvoch stromov vypočíta 
v lineárom čase. 
Pre priblíženie tohto algoritmu si zoberieme dva XML dokumenty T1 (na Obr. 2.7: Old 
Version of the XML Document) a T2 (na Obr. 2.7: New Version of the XML Document). 
Východiskovým bodom tohto algoritmu je spojenie dvoch najväčších rovnakých častí oboch 
dokumentov. Začíname uložením jedinečných značiek pre každý podstrom starého dokumentu T1 
do asociatívneho poľa. Potom prechádzame každý podstrom T2, začínajúc od najväčšieho, 
a pokúšame sa nájsť či nie je identický s niektorým podstromom uloženým v strome T1. Ak áno, 
spojíme oba podstromy. Takto sa spoja všetky uzly podstromu v T1 zo všetkými príslušnými uzlami 
v podstrome T2. Napríklad, na obrázku 2.7, sme nenašli identický podstrom pre strom začínajúci 
uzlom Category, ale podstrom začínajúci uzlom Title má zodpovedajúci uzol. 
 
 
Obr. 2.7: Ukážka dvoch XML dokumentov T1 a T2 a spárovanie ich uzlov, podľa [5] 
 
Môžeme sa potom pokúsiť spojiť rodičov týchto dvoch podstromov. Spravíme to len vtedy, keď majú 
tieto uzly rovnaké označenie. Je zrejmé, že tu je riziko spojenia zlých uzlov. Preto skontrolujeme 
šírenie spojenia zdola nahor založeného na dĺžke cesty k predchodcovi a na váhe spojených 
T1 T2 
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podstromov. Napríklad, veľký podstrom môže poškodiť spojenie ich predchodcov až ku koreňu 
stromu, pričom spojenie malého podstromu by nemal poškodiť spojenie jeho rodičovského uzlu. 
Skutočnosť, že rodičovské uzly boli zhodné, môže pomôcť detekovať zhodnosť medzi 
potomkami, pretože páry týchto podstromov sú považované ako dobrý kandidáti na zhodu. Spojenie 
veľkých identických podstromov môže pomôcť k spojeniu súrodeneckých podstromov, ktoré sú 
mierne odlišné. Napríklad, na obrázku 2.7, podstrom Name/zy465 obsahuje zhodu. Potom jeho rodič 
Product je spojený tiež. Keď obaja rodičia majú jedného potomka s pomenovaním, šírime ich zhodu 
ihneď. Inak nešírime zhodu ihneď – „lazy down“. Budúce párovanie menších podstromov môže 
nakoniec viesť k ich spojeniu za malú cenu. „Lenivé“ šírenie smerom dole naším algoritmom je 
dôležitým rozdielom od predchádzajúcich prác na túto tému. 
Uvažujme najväčšie podstromy v T2. Prvé zhody sú jasné, pretože je veľmi nepravdepodobné, 
že v podstrome T1 je viac ako jeden veľký podstrom s rovnakým pomenovaním. Avšak to sa často 
stáva, že keď algoritmus pokračuje a zvažuje menšie podstromy, viac ako jeden podstrom v T1 je 
identický s ním. Potom hovoríme, že tieto podstromy sú kandidátmi na zhodu z uvažovanými 
podstromami v T2. Typicky, keď jeden z kandidátov má spojeného svojho rodiča k rodičovi 
uvažovaného uzla, je to určite najlepší kandidát.  
Na obrázku 2.7, uzly Discount neboli zatiaľ spojené, pretože obsah ich podstromov sa úplne 
zmenil. Ale v optimalizačnej časti vidíme, že to je jediný podstrom uzla Category s týmto názvom, 
preto ho spojíme. 
Ako náhle už je párovanie dokončené, nespárované uzly v T1 (resp. T2) zodpovedajú 
vloženým (resp. vymazaným) uzlom. Napríklad, na obrázku 2.7, podstromy pre produkty tx123 a abc 
nemôžu byť spárované a preto sa považujú za vymazané a vložené dáta. Nakoniec, nezanedbateľnou 
úlohou je zvážiť každý spojený uzol a rozhodnúť sa, či uzol je na správnom mieste, alebo či bol 
presunutý. 
Zložitosť tohto algoritmu je O(n * log(n)), kde n je veľkosť dokumentov. Využitie pamäte je 
lineárne v celkovej veľkosti oboch dokumentov. 
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3 Kancelárske balíčky 
Medzi najznámejšie kancelárske balíčky v dnešnej dobe, ktoré mimo iného slúžia ako textové 
procesory patria OpenOffice a Microsoft Office. Pretože táto práca sa zaoberá porovnávaním 
kancelárskych dokumentov v nasledujúcej kapitole bude popísaný formát a spôsob akým sú tieto 
dokumenty uložené. 
3.1 Microsoft Office 
História Microsoft Office[6] (ďalej len „MS Office“) začala 1. augusta 1989, keď bol tento 
kancelársky balíček prvý krát predstavený firmou Microsoft. Prvá verzia MS Office obsahovala 
programy Word , Excel a Powerpoint. Jednotlivé programy v balíčku sa časom zdokonaľovali 
a pridávali rôzne rozširujúce funkcie. Doposiaľ bolo uverejnených 14 verzií tohto balíčka pre 
operačný systém Windows. Ďalšiu verziu plánuje Microsoft vydať v lete tohto roka. MS Office 
existuje vo verziách pre Microsoft Windows, Mac OS a Mac OS X. 
 
3.1.1 Formát Microsoft Office 
Prvé formáty MS Office, boli binárne súbory (.doc, .xls, .ppt, a ďalšie). Tento typ formátu binárneho 
súboru je kolekcia záznamov a štruktúr, ktoré špecifikujú text, tabuľky, polia, obrázky, vstavané 
XML značky a ďalší obsah dokumentu. Obsah bol možný vytlačiť na stránkach rôznych veľkostí 
alebo zobrazený na rôznych zariadeniach. Tento formát binárneho súboru využívali verzie MS Office 
95 až MS Office 2003[7]. 
Od roku 2007 vo verziách MS Office 2007 a MS Office 2010 sú formáty založené na 
technológiách XML a ZIP. Zaručujú interoperabilitu, transparentnosť a kompatibilitu. Boli vyvinuté 
spoločnosťou Microsoft pre: 
- zvýšenie bezpečnosti súborov, 
- zníženie pravdepodobnosti poškodenia súboru 
- zníženia veľkosti súborov, 
- zdieľanie dát v rôznych úložištiach. 
Na základe týchto formátov bol vytvorený medzinárodne uznaný štandard ISO/IEC 29500[8].  
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3.2 OpenOffice 
História OpenOffice[9] sa datuje od roku 2001, kedy bolo vydané prvé vydanie tohto kancelárskeho 
balíčka pod názvom OpenOffice 1. Dovtedy bol MS Office najpoužívanejším a takpovediac jediným 
kancelárskym balíkom využívaným v podnikoch a domácnostiach. OpenOffice bol poskytovaný 
úplne zadarmo na rozdiel od MS Office ale ani to nezmenilo fakt, že užívatelia stále používali MS 
Office. 
V roku 2002 prevzali vývoj Sun Microsystems a vydali OpenOffice 2, do ktorého bolo 
pridaných viac formátov súborov, aby ho užívatelia mohli používať pravidelne a mohli stále zdieľať 
s ostatnými užívateľmi. Celý software bol kompletne prepracovaný, aby bolo zaistené rýchlejšie 
používanie, čo ho spravilo jedným z najžiadanejších voľne dostupných kancelárskych balíkov. 
A vtedy začal získavať popularitu. 
V roku 2008 bola vydaná ďalšia verzia tohto balíka, v ktorom bolo pridaných viac 
technických funkcií, ktoré boli prínosom pre podniky s pokročilejšími a komplexnejšími 
požiadavkami. Súbory boli ukladané v jednoduchšom formáte XML a bol vytvorený nový formát 
Open Document Format. 
OpenOffice je aktuálne distribuovaný pod licenciou GNU LGPL, čo znamená, že ktokoľvek 
si ho môže stiahnuť zadarmo a distribuovať ho ako chce. 
 
3.2.1 Formát OpenOffice 
OpenOffice podporuje formát OpenDocument. OpenDocument formát (ODF) je otvorený formát 
dokumentu, založený na XML, čo umožňuje ľahké a bezpečné spracovanie a validáciu dát. Je 
používaný na dokumenty obsahujúce text, tabuľky, grafy a grafické elementy. Vznikol v rámci 
združenia OASIS a jeho zmyslom je umožniť maximálne prenositeľnú prácu s dokumentmi. 
OpenDocument je formát štandardizovaný ako medzinárodná norma ISO/IEC 26300:2006 (Otvorený 
dokumentový formát pre kancelárske aplikácie)[10] od 3. Mája 2006. Špecifikácia formátu 
OpenDocument je plne k dispozícii, jej použitie ani implementácia programov pracujúcich 
s OpenDocument nie sú zaťažené žiadnymi licenčnými alebo patentovými poplatkami.[11][12] 
OpenOffice ukladá svoje dokumenty do archívu vo formáte zip, ktorý obsahuje adresárovú 
štruktúru. Pri vložení obrázkov, do dokumentu sa v hlavnom adresári archívu vytvorí adresár 
s názvom Pictures, kde sú uložené tieto obrázky. Pri vložení grafu alebo iného objektu sa vytvorí 
adresár s názvom ObjectX, kde X je poradové číslo vytvoreného objektu. Tento adresár ďalej 
obsahuje XML súbor, kde v tomto formáte je uložený graf alebo iný objekt, ako napr. rovnica. Keď 
dokument nie je chránený heslom, nachádza sa v tejto adresárovej štruktúre adresár s názvom 
Thumbnails, ktorý obsahuje zmenšený obrázok prvej stránky. Ak je dokument chránený heslom tento 
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adresár sa v adresárovej štruktúre nenachádza. V hlavnom adresári archívu sa nachádzajú súbory, 
v ktorých sú uložené použité štýly v obsahu dokumentu, čím je styles.xml. Ďalej meta informácie, ako 
sú autor alebo čas posledného uloženia dokumentu sú v súbore meta.xml. Obsah samotného 
dokumentu sa nachádza v súbore s názvom content.xml. 
3.2.2 Formát content.xml 
Z normy Otvorený dokumentový formát pre kancelárske aplikácie [10] spomínanej vyššie vyplýva, že 
každý súbor content.xml musí mať koreňový element <office:document-content>. Ďalej sa tu 
nachádzajú elementy obsahujúce deklaráciu písiem a použitých automatických štýlov písma. 
Nasledujú elementy <office:body> a jeho potomok <office:text>, ktorý už obsahuje samotný text 
dokumentu. Tento text je uložený v textových elementoch ako sú <text:p>,<text:h>,<text:a> 
a ďalšie, ktoré sú uvedené v norme [10]. 
Textové procesory v dnešnej dobe pracujú s odstavcami a nie s riadkami, aby bolo 
zabezpečené lepšie formátovanie textu. Element označujúci odstavec je <text:p>. Takže každý prvok 
v dokumente, či už text, obrázky, grafy alebo iné objekty sú ohraničené týmto elementom. Tabuľky 
týmto elementom ohraničené nie sú. 
Tabuľky sú obalené v elemente <table:table>, ktorý obsahuje elementy <table:table-row>, 
čo označuje riadok tabuľky, a ten ďalej obsahuje elementy <table:table-cell>, čo označuje bunku 
riadku tabuľky. Tieto elementy obsahujú už textový element <text:p>. 
Rámce sú označené elementom <draw:frame>. Týmto prvkom môžu byť textové polia, 
obrázky, objekty (OpenOffice alebo binárne objekty), applety, pluginy alebo plávajúce rámce. 
Obrázky sú označené elementom <draw:image>, kde hodnota atribútu xlink:href je cesta k 
obrázku. 
Grafy, rovnice a iné objekty sú označené elementom <draw:text-box>, v ktorom sa nachádza 
element <draw:frame> a ten obsahuje element <draw:object>, kde hodnota atribútu xlink:href je 
cesta k adresáru, v ktorom sa nachádza súbor content.xml, ktorý obsahuje daný objekt. 
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4 Návrh 
Na začiatku práce bolo základom premyslieť dekompozíciu problému na menšie časti. Hlavnou 
úlohou programu je porovnávanie kancelárskych dokumentov. Táto práca sa zaoberá porovnávaním 
dvoch OpenOffice dokumentov, ktoré môžu byť textové dokumenty, prezentácie a tabuľkové 
procesory. Ako bolo uvedené v kapitole 3.2.1, že dokumenty sú uložené v archíve vo formáte zip, tak 
najprv je potrebné vytvoriť modul, ktorý bude schopný porovnávať obsah archívov a extrahovať 
potrebné súbory z archívov, konkrétne súbor zo zdrojovým textom, content.xml, a súbor, v ktorom sú 
uložené štýly použité na formátovanie textu, styles.xml. Ďalší modul slúži na extrahovanie prvkov 
(text, rovnice, obrázky, grafy) zo súborov zo zdrojovým textom, ktoré sú tak pripravené na samotné 
porovnávanie. Nakoniec je potrebné predať tieto prvky modulom, ktoré spracúvajú ich porovnávanie 
(modul na porovnávanie textu, modul na porovnávanie obrázkov, modul na porovnávanie grafov). Na 
obrázku 4.1 je znázornený priebeh porovnávania dvoch OpenOffice dokumentov. 
4.1 Súčasný MediaDiff 
Vyvíjaná aplikácia MediaDiff slúži na porovnávanie rôznych typov súborov. Je to modulárna 
aplikácia, ktorá pozostáva z viacerých podsystémov, pre porovnávanie rôznych typov súborov. 
Predtým ako sa začalo pracovať na implementácii modulu na porovnávanie kancelárskych 
dokumentov, aplikácia MediaDiff obsahovala nasledujúce moduly: 
- ConfigDiff (porovnávanie konfiguračných súborov) 
- FileinfoDiff (porovnávanie informácií o súboroch) 
- ImageDiff (porovnávanie obrázkov) 
- LatexDiff (porovnávanie LaTeX súborov) 
- SemanticDiff (porovnávanie zdrojových kódov) 
- TextDiff (porovnávanie textových súborov) 
Súčasťou tejto práce je implementácia nasledujúcich modulov: 
- ArchiveDiff 
- FilesDiff 
- ODTDiff 
a integrácia modulu xmldiff1. 
Modul ArchiveDiff má slúžiť na porovnávanie rôznych typov archívov. Modul FilesDiff má na 
starosti porovnávanie adresárov a bežných súborov. Tieto súbory porovná na základe konfiguračných 
súborov jednotlivých modulov. Každý modul obsahuje konfiguračný súbor a sú v ňom uložené 
prípony, ktoré daný modul podporuje a každá prípona má svoju prioritu. Postupne sa prehľadajú 
                                                     
1
 http://pypi.python.org/pypi/xmldiff/0.6.6 
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konfiguračné súbory jednotlivých modulov a na porovnanie súborov sa použije ten modul, v ktorého 
konfiguračnom súbore je priorita prípony najväčšia. Modul ODTDiff má za úlohu porovnávanie 
kancelárskych dokumentov. Integrovaný modul xmldiff má slúžiť na porovnávanie dvoch XML 
dokumentov. V rámci modulu ODTDiff pri zadaní prepínača má za úlohu zobrazenie rozdielov dvoch 
XML súborov content.xml a porovnávanie grafov. Pre modul xmldiff je ešte potrebné vytvoriť 
rozhranie k aplikácii mediadiff, ktoré bude implementované v module XMLDiff. 
 
 
 
 
 
 
 
 
 
Obr. 4.1: Vývojový diagram aplikácie tejto práce 
ODTDiff 
ArchiveDiff 
diff 
file1.odt file2.odt 
content.xml content.xml 
TextDiff 
pole reťazcov pole reťazcov 
ImageDiff xmldiff 
obrázky grafy 
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4.2 Spracovanie archívu 
Pre uľahčenie prístupu k obsahu archívu je potrebné extrahovať archív do dočasného adresára. Po 
extrahovaní archívu sa môže aplikovať modul, ktorý porovnáva extrahované adresáre rekurzívne 
a vypíše zmenu v obsahu archívov alebo sa porovnajú dokumenty zo zdrojovým textom. Pre potreby 
porovnania dokumentov je postačujúce extrahovanie súboru content.xml, ktorý obsahuje text 
dokumentu a súbor styles.xml, ktorý obsahuje štýly použité na formátovanie textu. 
4.3 Extrahovanie prvkov 
Po rozbalení archívu je potrebné sa dostať k prvkom dokumentu a postupne ich ukladať do štruktúry, 
aby bolo zachované poradie prvkov, a aby bola uľahčená práca s ich ďalším spracovaním. Poradie 
prvkov je dôležité pri finálnom porovnávaní. Keby sú prvky dokumentu extrahované v inom poradí, 
porovnávanie by bolo nepresné. 
 
Extrahovanie textu, obrázkov, grafov, rovníc a iných objektov 
Z kapitoly 3.2.2 vyplýva, že potomkami elementu <office:text> môžu byť len elementy <text:p> a 
<table:table>. Element <text:p> môže ďalej obsahovať obrázok, graf, rovnicu, iný objekt alebo text. 
 Riešením je postupné prechádzanie elementu <office:text> a spracúvanie textových 
a tabuľkových elementov. Keď textový element obsahuje jedného potomka, a to hodnotu textového 
elementu, tak sa tento reťazec pridá do štruktúry extrahovaných prvkov. Keby textový element 
obsahoval viac potomkov je potrebné tento element prehľadať rekurzívne a pospájať hodnoty 
textových elementov všetkých potomkov a následne ich pridať do štruktúry extrahovaných prvkov. 
Keď je potomkom element označujúci objekt, čo môže byť textové pole, obrázok, graf, rovnica alebo 
iný objekt, tak sa vyhodnotí aký je to typ objektu a podľa toho sa ďalej spracúva. Textové pole je 
spracované ďalej ako textový element. Rovnica sa spracúva ako je uvedené v 4.4.2 a jej textová 
hodnota sa pridá do štruktúry extrahovaných prvkov. Pri obrázkoch a grafoch sa pridá do štruktúry 
dvojica typ objektu (obrázok, graf) a cesta k objektu. 
 
Extrahovanie štýlov 
Pre potreby porovnávania textu aj s formátovaním je potrebné vyhľadať štýly v súboroch content.xml 
a styles.xml a potom ich uložiť aj s hodnotami ich atribútov do štruktúry. Uložené hodnoty slúžia na 
znázornenie rozdielov na formátovanom texte.  
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4.4 Porovnanie prvkov 
Po extrahovaní a uložení jednotlivých prvkov do štruktúry sa pristúpi k ich porovnávaniu. Keďže 
v dokumente sa môže vyskytnúť viac typov prvkov (text, obrázky, grafy, rovnice), tak ku každému 
prvku je potrebný iný prístup k porovnávaniu. V tejto podkapitole si bližšie uvedieme priebeh 
porovnania pre každý typ prvku. 
4.4.1 Porovnanie textu 
Sú možné dva prípady porovnávania textu. Prvým je porovnávanie textu so zanedbaním jeho 
formátovania. Druhým prípadom je porovnávanie textu aj s formátovaním. Tieto dva prípady majú 
spoločné, že v štruktúre, v ktorej sú uložené extrahované prvky sa môžu nachádzať obrázky aj iné 
objekty. Preto je potrebné vybrať len textové zložky alebo vymazať netextové zložky. Pri 
porovnávaní textu so zanedbaným formátovaním sa môže pristúpiť už k samotnému porovnávaniu. 
Pre porovnávanie textu aj s formátovaním je potrebné ešte dodať k tomuto textu informácie 
o použitom formáte (typ písma, veľkosť písma, farba písma, zvýraznenie, atď.), ktoré získame 
z hodnôt atribútov uložených štýlov a potom môže byť text porovnaný. Na porovnanie textu sa 
použije algoritmus LCS popísaný v kapitole 2.1. Prepínačom --xml je možné spustiť porovnávanie 
pomocou modulu xmldiff. 
4.4.2 Porovnanie obrázkov, grafov a rovníc 
Obrázky v dokumentoch sú porovnávané tak, že sa postupne prechádzajú  obrázky v prvom 
dokumente a porovnávajú sa modulom na porovnávanie obrázkov s obrázkami v druhom dokumente. 
Pri zhode sa následne uloží ten istý názov do štruktúr extrahovaných prvkov oboch dokumentov. 
Týmto spôsobom vieme zistiť, ktoré obrázky sú rovnaké, pridané, presunuté alebo chýbajú. 
Grafy ako objekty sú uložené v štruktúre archívu v adresári ObjectX, kde X je poradové číslo 
vytvoreného objektu, ako bolo spomínané v kapitole 3.2.1. V tomto adresári sa nachádza súbor 
content.xml, v ktorom je vo forme XML uložená reprezentácia grafu. Tento spôsob uloženia 
a reprezentácie grafu je bližšie popísaný v [10]. Porovnanie grafov prebieha rovnako ako pri 
obrázkoch, ale použije sa modul xmldiff, ktorý porovnáva súbory XML na základe algoritmu 
uvedenom v kapitole 2.3 
Rovnice podobne ako grafy sú uložené v adresári ObjectX a tiež táto zložka obsahuje súbor 
content.xml. Na rozdiel od grafov, uloženie rovníc je jednoduchšie. V súbore content.xml sa nachádza 
element <annotation>, ktorý ako hodnotu obsahuje textovú reprezentáciu rovnice. Táto reprezentácia 
sa pridá do štruktúry extrahovaných prvkov a potom je porovnávaná v rámci textu. 
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5 Implementácia 
Implementácia vychádza z návrhu uvedeného v kapitole 4. V tejto kapitole je popísaná realizácia 
programu a sú bližšie popísané jednotlivé moduly. Na rozbaľovanie a porovnávanie archívov bol 
vytvorený modul ArchiveDiff. Ako ďalšia súčasť bol vytvorený modul FilesDiff, ktorý slúži na 
porovnávanie adresárov a súborov. V poslednom rade bol zhotovený modul ODTDiff, ktorý 
porovnáva OpenOffice dokumenty. 
Ako implementačný jazyk bol zvolený jazyk Python, pretože vyvíjaná aplikácia mediadiff je 
napísaná v jazyku Python. Implementované moduly sú písané vo verzii Python 2.7. 
5.1 FilesDiff 
Tento modul slúži na porovnávanie súborov a adresárov a sú v ňom zaintegrované tri triedy: 
FileinfoDiff, FilesDiff a DirDiff. 
 
FileinfoDiff 
Pôvodne bol FileinfoDiff samostatný modul, ktorý bol už vytvorený v rámci mediadiff a teraz je 
zaintegrovaný do modulu FilesDiff ako samostatná trieda, aby sa zefektívnila práca s aplikáciou 
mediadiff, a aby sa zabránilo zbytočnému opakovaniu zdrojového kódu. Táto trieda vyhľadá 
informácie o súboroch a potom tieto informácie porovná. Sú to informácie ako typ súboru, prístupové 
práva, UID, GID, vlastník, skupina, čas poslednej zmeny súboru a čas posledného prístupu k súboru. 
 
+ Name: file1.odt  
- Name: file2.odt  
 Type: regular file  
 Owner: tomi  
 UID: 1000  
 Group: tomi  
 GID: 1000  
 Perm.: rw-r--r--  
+  Size: 31156B  
-  Size: 30134B  
 Access: Tue May 8 02:12:20 2012  
+  Modif.: Wed May 2 21:05:18 2012  
-  Modif.: Thu May 3 20:15:02 2012  
Príklad 5.1: Príklad výstupu pri porovnávaní informácií o dvoch súboroch 
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Výstup pri porovnaní informácií o dvoch súboroch je vo formáte ndiff a je znázornený na príklade 
5.1. Rozdiely v informáciách sú znázornené symbolmi + a – na začiatku riadkov. Informácie bez 
týchto symbolom sú pre oba súbory rovnaké.  
 
DirDiff 
Trieda DirDiff porovnáva obsahy dvoch adresárov. Cestu k adresárom je nutné nastaviť na absolútnu 
cestu, pretože pri spustení tohto modulu z iného adresára ako sú uložené porovnávané adresáre, by 
došlo k chybe. Ďalej sa rekurzívne prehľadajú adresáre a postupne sa do poľa reťazcov ukladajú cesty 
podadresárov ukončené symbolom „:“, za ktoré sa ukladajú cesty súborov, ktoré sa nachádzajú 
v tomto podadresári. Tento priebeh ukladania môžeme prirovnať k výpisu pri spustení príkazu ls –R1 
na operačných systémoch UNIX. Ďalej sú tieto cesty zoradené podľa abecedy, aby potom nedošlo 
k chybnému porovnaniu. Nakoniec sa uložené cesty porovnajú pomocou modulu TextDiff. Ukážka 
výstupu porovnania dvoch adresárov je znázornený na príklade 5.2. 
 
1,2c1,2  
< /home/tomi/Plocha/DirDiff_test/directory1:  
< subdirectory1  
---  
> /home/tomi/Plocha/DirDiff_test/directory2:  
> subdirectory2  
4d3  
< 2.txt  
5a5  
> 4.txt  
7c7  
< /home/tomi/Plocha/DirDiff_test/directory1/subdirectory1:  
---  
> /home/tomi/Plocha/DirDiff_test/directory2/subdirectory2:  
10c10,11  
< 7.txt  
---  
> 8.txt  
> 9.txt 
Príklad 5.2: Príklad výstupu pri porovnávaní obsahu dvoch adresárov v normálnom formáte výstupu 
 
FilesDiff 
Trieda FilesDiff slúži na všeobecné porovnanie dvoch súborov. Najprv zistí typy porovnávaných 
súborov. Ak sa typy súborov nezhodujú, porovnajú sa pomocou triedy FileinfoDiff. Keď sa typy 
súborov zhodujú a sú to adresáre, porovnajú sa pomocou triedy DirDiff. Ak sú typy porovnávaných 
súborov bežné súbory, tak sa zavolá metóda getConfigFiles(path). Parameter path tejto metódy určuje 
adresár, v ktorom sa nachádzajú všetky moduly. Potom postupne uloží do poľa všetky konfiguračné 
súbory, ktoré metóda vracia. Následne sa pre každý prvok tohto pola konfiguračných súborov použije 
metóda extensions() z triedy properties z modulu utils, ktorá umožňuje extrahovať podporované 
prípony modulu z konfiguračného súboru. Extrahované prípony sa porovnávajú s príponami 
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porovnávaných súborov. Potom sa kontroluje aktuálna maximálna priorita, ktorá je zo začiatku 
nastavená na minimálnu hodnotu integeru. Keď je aktuálna maximálna priorita menšia ako priorita 
prípony v kontrolovanom konfiguračnom súbore, tak sa aktuálna maximálna priorita prepíše na 
väčšiu prioritu a uloží sa vybraný modul. Po porovnaní prípon všetkých konfiguračných súborov sa 
na porovnanie súborov použije modul s najväčšou prioritou prípony. 
5.2 ArchiveDiff 
Tento modul slúži na porovnávanie a rozbaľovanie rôznych typov archívov. Podporované formáty 
archívov sú: zip, odt, ods, odp, docx, xlsx, pptx, jar, tar, bz2, gz, xpi. 
Sú použité knižnice zipfile a tarfile, pomocou ktorých sa zisťuje validita archívu. Knižnica 
zipfile kontroluje validitu na základe tzv. „magického čísla“. Toto „magické číslo“ sa nachádza 
v hlavičke súboru vo formáte zip a má hodnotu PK (50 4B), čo sú iniciálky autora utility PKZIP 
používanej na operačnom systéme DOS Phila Katza. Knižnica tarfile podporuje čítanie z archívu 
formátu POSIX.1-1988 (ustar), GNU tar a POSIX.1-2001 (pax), ktorého validitu detekuje pomocou 
indikátora „ustar“ v hlavičke súboru. Po kontrole validity archívov sa súbory rozbalia do dočasného 
adresára, ktorých obsah sa ďalej porovnáva triedou DirDiff v module FilesDiff. 
5.3 ODTDiff 
Modul ODTDiff slúži na porovnávanie dvoch dokumentov formátu OpenOffice. Tieto dokumenty sú 
uložené v archíve vo formáte zip ako už bolo uvedené v kapitole 3.2.1. Rozbalenie súboru content.xml 
z archívov je vykonané pomocou modulu ArchiveDiff. Na spracovanie týchto rozbalených XML 
súborov je použitá knižnica xml.dom.minidom. Z tejto knižnice sa použije metóda parse(filename), 
ktorej parametrom je rozbalený XML súbor. Metóda vráti objekt Document, ktorý reprezentuje celý 
XML dokument zo všetkými elementmi a atribútmi. V premennej documentElement objektu 
Document je uložený koreňový element. V implementovanom module ODTDiff pomocou metódy 
getNodes(rootElement), ktorej ako parameter bude predaný koreňový element, sa začne 
prehľadávanie potomkov tohto elementu. Keď pri prehľadávaní narazí na element odstavca 
(<text:p>), tak sa zavolá metóda parseTextElement, ktorá ďalej rekurzívne spracúva potomkov tohto 
elementu. Keď pri prehľadávaní narazí na element tabuľky (<table:table>), potomkovia tohto 
elementu sú spracúvané metódou parseTableElement. Obidve metódy budú ešte bližšie popísané. Na 
koniec metóda getNodes vráti pole, ktorého prvky budú reťazce a prípadne aj referencie na obrázky 
a grafy. 
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Spracovanie textového elementu bez formátovania 
Na spracovanie tohto elementu sa využíva metóda parseTextElement. Táto metóda je rekurzívna, 
pretože textový element, môže obsahovať ďalšie elementy, ako bolo uvedené v 3.2.2, a tie je potrebné 
ďalej spracovať. Keď potomkom spracúvaného elementu je textový element, tak sa spracúva metódou 
parseTextElement. Ak potomkom je element reprezentujúci rovnicu, obrázok, graf alebo iný objekt 
spracúvanie prebieha pomocou metódy parseDrawElement. Keď potomkom spracovávaného 
elementu je textová hodnota, tak je ešte potrebné prekódovania s kódovania Unicode do kódovania 
UTF-8, pretože modul TextDiff, ktorý neskôr použijeme pracuje s kódovaním UTF-8. Po tomto 
prekódovaní, ktoré je vykonané metódou encode(“utf-8”), sa pridá reťazec do pola elementov 
a metóda vráti toto pole o úroveň vyššie. Takto to postupuje, až kým metóda parseTextElement vráti 
pole elementov metóde getNodes. 
 
Spracovanie textového elementu s formátovaním 
Pomocou prepínača môže byť požadované aj porovnávanie textu na základe štýlu a formátovania. 
V tomto prípade sa vyhľadajú štýly v súboroch content.xml a styles.xml a nájdené štýly sa uložia do 
slovníka (asociatívneho pola) štýlov, kde kľúčom do slovníka je názov štýlu a hodnotou je slovník, 
ktorého kľúčom sú atribúty štýlu a hodnotami sú hodnoty atribútov. 
Spracovanie textového elementu s formátovaním sa líši od spracovania textového elementu 
bez formátovania tým, že v kroku pridávania reťazca do poľa elementov sa pridá text, napr.: Text, 
ktorý je naformátovaný, v danom formáte: 
 
Text, ktorý je naformátovaný <font:name = Times New Roman, font:size = 11pt, font:style = italic, 
font:weight = bold, fo:color = #548dd4> 
 
Spracovanie tabuľkového elementu 
Tabuľkový element <table:table> je spracovaný pomocou metódy parseTableElement. Potomkami 
elementu <table:table> sú riadky tabuľky označené elementom <table:table-row> a tie obsahujú 
bunky riadku tabuľky <table:table-cell> ako bolo uvedené v 3.2.2. Metóda parseTableElement 
postupným prechádzaním cez riadky a bunky tabuľky sa dostane k textovým elementom, ktoré sa 
ďalej spracujú funkciou parseTextElement. Funkcia parseTextElement vracia pole spracovaných 
elementov. Toto predané pole sa prechádza a postupne pridáva jeho prvky do poľa prvkov bunky 
a potom po spracovaní pridá toto pole do poľa buniek riadku, čím máme spracovaný jeden riadok 
tabuľky. Toto pole polí sa postupne prechádza a spája obsah buniek oddelený zvislicou do jedného 
reťazca. Je to vyriešené takto kvôli lepšiemu znázorneniu tabuľky vo výstupe porovnania (viď príklad 
5.1). Následne sa tento riadok pridá do poľa reťazcov. Po dokončení prechádzania jednotlivých 
riadkov a uložení do poľa reťazcov, metóda parseTableElement vráti toto pole.  
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Stlpec 1 | Stlpec 2 | 
Riadok 1a | Riadok 1b | 
Riadok 2a | Riadok 2b | 
Príklad 5.1: Príklad znázornenia tabuľky na výstupe porovnania 
 
Spracovanie rámcového elementu 
Na spracovanie rámcového elementu sa použije metóda parseDrawElement. Prehľadajú sa 
potomkovia tohto elementu a keď sa narazí na element textového pola, tak sa ďalej jeho potomkovia 
spracúvajú pomocou metódy parseTextElement. Ak pri prehľadávaní sa narazí na element 
<draw:object>, tak môže ísť o graf alebo rovnicu. Ako už bolo uvedené v 3.2.2, hodnota atribútu 
xlink:href tohto elementu udáva umiestnenie uloženia tohto objektu v archíve. Objekty sú podľa 
normy uložené vo formáte XML v súbore content.xml. Pristupuje sa k tomuto súboru rovnako ako 
bolo uvedené na začiatku tejto kapitoly. Začne sa prehľadávanie súboru, a keď tento súbor obsahuje 
element <annotation>, tak ide o rovnicu, kde hodnota elementu <annotation> je samotná rovnica 
v textovej forme a pridá sa do poľa elementov. V prípade že sa v súbore content.xml element 
<annotation> nenachádza, tak ide o graf. Do poľa elementov sa pridá slovník, kde kľúčom je reťazec 
„Chart X“ (X – postupne inkrementovaná premenná, aby boli rozlíšené všetky grafy, ktoré 
dokumenty obsahujú) a hodnotou je cesta k súboru content.xml. Posledný možný element, na ktorý sa 
môže naraziť pri prehľadávaní rámcového elementu je element <draw:image>. Do poľa elementov 
sa pridá slovník, kde kľúčom je reťazec „Picture X“ a hodnotou je cesta k obrázku. Na konci metóda 
parseDrawElement vráti pole elementov. 
 
Porovnanie a výstup 
Potom ako sú uložené všetky prvky dokumentu v jednom poli, sa rozhoduje podľa zadaného 
prepínača, či sa má porovnávať samotný text, text s formátovaním alebo má vykonať porovnanie aj 
s obrázkami alebo grafmi. Pri porovnávaní textu alebo textu s formátovaním sa odstránia z tohto poľa 
všetky netextové elementy a toto pole reťazcov je predané modulu TextDiff, ktorý prevedie ich 
porovnanie a rozdiely zobrazí na štandardný výstup. TextDiff je založený na algoritme LCS, ktorý bol 
uvedený v odstavci 2.1 
 Porovnávanie aj s obrázkami prebieha nasledovne. V prvom dokumente sa postupne 
prechádzajú z poľa elementov len obrázky a porovnávajú sa s obrázkami z druhého dokumentu. Na 
porovnanie obrázkov slúži modul ImageDiff. Pri zhode porovnania sa v poli elementov oboch 
dokumentov prepíše slovník reprezentujúci porovnávané obrázky na reťazec vo forme {Picture 
X}, kde X je číslo obrázku z prvého dokumentu a inkrementuje sa čítač obrázkov. Po porovnávaní sa 
ešte prechádza pole elementov, aby sa prepísali aj ostatné slovníky na uvedený formát a inkrementuje 
sa čítač. Týmto spôsobom máme rozlíšené rovnaké a rôzne obrázky v dokumentoch. Nakoniec sa 
porovnajú polia už len reťazcov modulom TextDiff. 
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 Porovnávanie aj s grafmi prebieha podobne ako porovnávanie s obrázkami až na to, že na 
porovnávanie grafov slúži modul xmldiff a vo výslednom poli sú grafy reprezentované reťazcom 
{Chart X}. 
5.4 Rozhranie aplikácie 
Pre implementované moduly boli zhotovené jednoduché CLI rozhrania, ktoré si teraz bližšie 
popíšeme. Jednotlivé moduly sa dajú spustiť samostatne alebo v rámci aplikácie mediadiff. V prvom 
prípade sa spúšťajú nasledovne: 
./FilesDiff [TYP POROVNANIA] [FORMÁT VÝSTUPU] SÚBOR1 SÚBOR2 
./ArchiveDiff [TYP POROVNANIA] [FORMÁT VÝSTUPU] SÚBOR1 SÚBOR2 
./ODTDiff [TYP POROVNANIA] [FORMÁT VÝSTUPU] SÚBOR1 SÚBOR2 
TYP POROVNANIA: 
-x porovná text v súboroch 
-p porovná text aj obrázky v súboroch 
-g porovná text aj grafy v súboroch 
-f porovná text aj s formátovaním 
--xml na porovnanie sa použije modul xmldiff 
FORMÁT VÝSTUPU: 
-n výstup v normálnom formáte 
-u výstup v unifikovanom formáte  
-c výstup v kontextovom formáte 
-d výstup vedľa seba 
-v výstup porovnania ako html stránka 
./MODUL –h //vypíše nápovedu 
Všetky moduly je možné spustiť s uvedenými prepínačmi. Prepínač zo skupín TYP POROVNANIA 
a prepínač zo skupiny FORMÁT VÝSTUPU je nepovinný. Pri nevybraní typu porovnania sa porovná 
iba text v súboroch. Pri nevybraní konkrétneho formátu výstupu sa použije normálny formát výstupu. 
Ďalšie povinné argumenty sú dva súbory. V prípade modulu FilesDiff môžu byť zadané súbory 
v ľubovoľnom formáte. Modul ArchiveDiff vyžaduje dva archívy, inak dôjde k chybe. A modul 
ODTDiff požaduje súbory vo formáte OpenOffice, inak dôjde k chybe. Podporované formáty súborov 
sú uvedené v konfiguračných súboroch jednotlivých modulov.  
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6 Výsledky práce 
V tejto kapitole bude popísané porovnanie rýchlostí pri porovnávaní rôzne veľkých dokumentov 
podobnou aplikáciou na porovnávanie dvoch OpenOffice dokumentov. 
Pred zhotovením práce bol očakávaný program, ktorý by vedel porovnávať kancelárske 
dokumenty. Kancelárske dokumenty v dnešnej dobe neobsahujú len čistý, neformátovaný text, ale 
podporujú formátovanie textu (rôzne druhy a veľkosti písma, farba písma, štýly písma, atď.) a môžu 
obsahovať aj obrázky, grafy a iné objekty. Preto bolo potrebné zohľadňovať aj tieto súčasti 
dokumentu, aby výsledný program bol efektívny a plne využiteľný.  
6.1 Porovnanie s inými aplikáciami 
Doposiaľ som nepoznal žiadnu aplikáciu, ktorá by porovnávala dva OpenOffice dokumenty. 
Vedel som len o porovnávaní v rámci OpenOffice.org alebo LibreOffice Writer. Po pátraní na 
internete som zistil, že aplikácia na porovnávanie OpenOffice dokumentov už vytvorená bola. Je ňou 
program odt2txt
2, ktorá prevádza dokumenty OpenOffice na textové súbory a potom pomocou skriptu 
oodiff sa tieto textové súbory porovnajú utilitou diff 3. Pre porovnanie presnosti a rýchlosti porovnania 
jednotlivých aplikácií som vytvoril niekoľko testov. Porovnávanie bolo vykonávané na notebooku 
MSI GX600 s dvoj-jadrovým procesorom Intel(R) Core(TM)2 Duo T8100 (2,10GHz) a na 
operačnom systéme Linux (Ubuntu 11.04). Výsledky testov rýchlosti znázorňujú nasledujúce 
tabuľky. 
 
Tabuľka 1: Porovnanie dvoch identických dokumentov o rôznej veľkosti 
Veľkosť dokumentu Výsledky porovnávania 
znaky riadky odstavce veľkosť mediadiff odt2txt+oodiff 
5 776 50 9 50 kB 0,119s 0,035s 
11 628 100 21 57 kB 0,120s 0,041s 
119 435 1 000 188 87 kB 0,153s 0,287s 
597 175 5 000 940 207 kB 0,307s 3,819s 
1 194 350 10 000 1 880 356 kB 0,504s 22,066s 
5 971 750 50 000 9 400 1,52 MB 2,232s 11min a 33,976s 
11 943 500 100 000 18 800 2,97 MB 5,821s 46min a 48,244s 
 
                                                     
2
 http://stosberg.net/odt2txt/ 
3
 http://www-verimag.imag.fr/~moy/opendocument/  
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Tabuľka 2: Porovnanie dvoch rovnakých dokumentov, kde v jednom z nich bolo spravených 5 zmien 
Veľkosť dokumentu Výsledky porovnávania 
znaky riadky odstavce veľkosť mediadiff odt2txt+oodiff 
5 776 50 9 50 kB 0,117s 0,038s 
11 628 100 21 57 kB 0,119s 0,041s 
119 435 1 000 188 87 kB 0,157s 0,278s 
597 175 5 000 940 207 kB 0,309s 3,727s 
1 194 350 10 000 1 880 356 kB 0,503s 22,069s 
5 971 750 50 000 9 400 1,52 MB 2,266s 11min a 29,193s 
11 943 500 100 000 18 800 2,97 MB 6,616s 46min a 50,154s 
 
 
Tabuľka 3: Porovnanie dvoch rovnakých dokumentov, kde v jednom z nich bolo spravených 15 zmien 
Veľkosť dokumentu Výsledky porovnávania 
znaky riadky odstavce veľkosť mediadiff odt2txt+oodiff 
5 776 50 9 50 kB 0,116s 0,033s 
11 628 100 21 57 kB 0,118s 0,048s 
119 435 1 000 188 87 kB 0,151s 0,278s 
597 175 5 000 940 207 kB 0,310s 3,732s 
1 194 350 10 000 1 880 356 kB 0,508s 22,011s 
5 971 750 50 000 9 400 1,52 MB 2,254s 11min a 29,666s 
11 943 500 100 000 18 800 2,97 MB 6,783s 46min a 47,848s 
 
 
Tabuľka 4: Porovnanie dvoch úplne rôznych dokumentov 
Veľkosť dokumentu Výsledky porovnávania 
znaky riadky odstavce veľkosť mediadiff odt2txt+oodiff 
5 776 50 9 50 kB 0,118s 0,070s 
11 628 100 21 57 kB 0,120s 0,043s 
119 435 1 000 188 87 kB 0,155s 0,281s 
597 175 5 000 940 207 kB 0,308s 3,748s 
1 194 350 10 000 1 880 356 kB 0,495s 22,072s 
5 971 750 50 000 9 400 1,52 MB 2,027s 11min a 37,490s 
11 943 500 100 000 18 800 2,97 MB 4,108s 47min a 6,010s 
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Z výsledkov rýchlosti porovnávania dokumentov o rôznej veľkosti je vidieť, že časy oboch 
programov nie sú závislé na tom, či porovnávané dokumenty sú rovnaké, s menšími zmenami alebo 
úplne rozdielne. Z porovnania je ďalej zrejmé, že program odt2txt spolu so skriptom oodiff je 
rýchlejší len pri porovnávaní menších dokumentov, a to do veľkosti 100 riadkov (cca. 11 628 
znakov).  
Na porovnanie presnosti jednotlivých aplikácií boli vytvorené testy, ktoré mali preveriť ako 
sa aplikácie vysporiadajú s porovnávaním tabuliek, textových polí, rámcov, obrázkov, grafov, 
vzorcov a formátovaním textu. Uvedených je len pár testov, ostatné sú priložené na CD aj spolu 
s demonštračným skriptom. Pri týchto testoch je znázornený len výstup, pretože text ukážky by bol 
príliš rozsiahli. Ukážky porovnávaných súborov sú súčasťou priloženého CD. 
 
Test č.1: Porovnávanie dokumentov s obsahom polí a rovníc (fields_formula_frame.odt, 
fields_formula_frame_change.odt) 
výstup aplikácie mediadiff: 
4,5c4,5 
< Toto je rámec s textom a s poľom času 11:11:52 
< sqrt"2" cos(4 %pi + 2t) = -1 
--- 
> Toto je rámec s textom a s poľom času 11:15:24 
> sqrt"2" cos(4 %pi + 3t) = -1 
 
výstup aplikácie odt2txt+oodiff: 
9c9 
< Toto je rámec s textom a s poľom času 11:11:52 
--- 
> Toto je rámec s textom a s poľom času 11:15:24 
 
Test č.2: Porovnávanie dokumentov so zmenou odsadenia (list_indentation.odt 
,list_indentation_change_style.odt) 
výstup aplikácie mediadiff: 
9c9 
<  s odsadením 
--- 
> s odsadením--- 
 
výstup aplikácie odt2txt+oodiff: 
Files ./documents/list_indentation.odt and 
./documents/list_indentation_change_style.odt differ 
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OpenDocument files ./documents/list_indentation.odt and 
./documents/list_indentation_change_style.odt files differ (same text 
content) 
 
Test č.3: Porovnávanie tabuliek (tables.odt, tables_change_style.odt) 
výstup aplikácie mediadiff: 
9c9 
< | Row 1 | mdiff | ArchiveDiff | FilesDiff | ODTDiff | 
  | | | DirDiff | FileInfoDiff | | 
--- 
> | Row 1 | mdiff | ArchiveDiff | FilesDiff | ODTDiff | 
  | | | | FileInfoDiff | | 
 
výstup aplikácie odt2txt+oodiff: 
57,58d56 
< DirDiff 
< 
 
Z výsledkov testov som prišiel k záveru, že aplikácia mediadiff na rozdiel od aplikácie odt2txt 
v dokumente dokáže detekovať a porovnať vzorce, obrázky a grafy. Pri rôznych formátoch textu, či 
už je to zmena veľkosti písma, zmena farby textu, štýlu písma a odsadenie textu tabulátormi aplikácia 
odt2txt vypíše len že sa súbory líšia a po prípade, že obsah textu je totožný, ale nepodáva žiadnu 
informáciu o tom, že v čom to je rozdielne. 
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7 Záver 
Hlavným zámerom tejto práce bolo vytvorenie modulov do aplikácie mediadiff, vytváranou spoločne 
FIT VUT v Brne a firmou Red Hat, pre náhradu programu diff pre rôzne typy kancelárskych 
dokumentov. Vytýčenými cieľmi boli hlavne spoľahlivosť behu programu a jeho presnosť. 
Počas vývoja práce som sa zoznámil s problematikou porovnávania textových súborov 
a porovnávania stromových štruktúr. Ďalej som sa zoznámil zo spôsobom ukladania dokumentov, 
v dnešnej dobe, najviac používaných kancelárskych balíčkov. Toto všetko mi pomohlo k realizovaniu 
čo najlepšieho návrhu pre očakávanú aplikáciu. 
V rámci riešenia boli implementované tri moduly: ArchiveDiff, ODTDiff a FilesDiff, ktoré je 
možné použiť aj ako samostatné aplikácie. Modul FilesDiff podľa zadaného prepínača porovná 
informácie dvoch súborov, alebo vyberie modul, ktorým súbory porovná. Modul ArchiveDiff 
porovnáva archívy a extrahuje z neho súbory. Keďže dokument vytvorený v kancelárskom balíku 
OpenOffice je archív, tak sa modul ArchiveDiff využíva na extrahovanie potrebných súborov a potom 
ich ďalej predáva modulu ODTDiff, ktorý robí samotné porovnanie kancelárskych dokumentov. 
Po riadnom otestovaní vytvorenej aplikácie a porovnaní s programom odt2txt spoločne so 
skriptom oodiff na porovnávanie OpenOffice dokumentov sa dá povedať, že efektivita modulu 
ODTDiff je na veľmi dobrej úrovni. Je rýchla a poskytuje presné výsledky. Pri súboroch o veľkosti 
50 000 riadkov trvalo porovnanie modulu ODTDiff pol sekundy a programu odt2txt spolu so 
skriptom oodiff 22 sekúnd, čo sú veľmi dobré výsledky. 
Na základe uvedených skutočností je možné konštatovať, že zámery a ciele práce boli splnené. 
V budúcnosti, by sa pokračovanie tejto práce mohlo zamerať na vylepšenie a úplne pokrytie 
porovnávania dokumentov OpenOffice. Medzi vylepšenia, by mohlo patriť porovnávanie grafov, kde 
by boli znázornené aj rozdiely dvoch grafov. Ďalej by sa mohlo integrovať porovnávanie ďalších 
kancelárskych balíkov ako MS Office. V rámci vylepšenia aplikácie mediadiff, by sa mohlo jednať 
o pridanie modulu na porovnávanie pdf súborov, zvukových súborov, video súborov alebo vytvorenie 
grafického užívateľského rozhrania. 
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Dodatok A 
Obsah CD 
Priložené CD obsahuje: 
- aplikáciu mediadiff so zdrojovými kódmi tejto práce 
- PDF a DOCX verziu tejto práce 
- skripty demonštrujúce použitie a činnosť 
- dokumenty potrebné na demonštráciu skriptov 
- readme súbor s popisom inštalácie a použitia 
 
 
