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Resumo
Um smart space pode ser descrito como um ambiente que integra dispositivos, sensores
e redes de comunicac¸a˜o para prover um ambiente computacional coeso e adapta´vel a`s
necessidades dos usua´rios. Aplicac¸o˜es sens´ıveis ao contexto determinam a forma como
o ambiente atua em prol do usua´rio, utilizando middlewares como camada de abstrac¸a˜o
para interagir com o ambiente e coletar informac¸o˜es relevantes para o reconhecimento do
contexto.
Dentre as formas de representar contexto, as ontologias teˆm sido utilizadas devido a`
possibilidade de compartilhar, reusar e modelar a semaˆntica do contexto, independente de
linguagem de programac¸a˜o, sistema operacional e/ou middleware utilizado. Deste modo,
este trabalho trata do problema de evoluir ontologias em smart spaces, com foco no
compartilhamento de informac¸o˜es entre dispositivos e suporte do middleware a aplicac¸o˜es
sens´ıveis ao contexto. Partindo da definic¸a˜o de componentes ba´sicos necessa´rios para o
gerenciamento do contexto em um smart space, e´ apresentado um modelo que suporta a
evoluc¸a˜o de ontologias contendo informac¸o˜es de contexto. Este modelo foi implementado
e integrado ao middleware uOS, desenvolvido na Universidade de Bras´ılia e voltado para
a adaptabilidade de servic¸os em smart spaces.
Para fins de avaliac¸a˜o, foi criado um conjunto de casos de uso de acordo com os com-
ponentes do modelo para gerenciamento de contexto apresentado neste trabalho. Ale´m
disso, uma avaliac¸a˜o quantitativa foi realizada com o objetivo de estimar o overhead intro-
duzido pela implementac¸a˜o do modelo no middleware uOS. Os experimentos mostraram
que consultas a` uma ontologia com aproximadamente 100 axiomas acrescentaram um
overhead me´dio de 3 ms, o que representa 8% do tempo ma´ximo em que o ser humano
na˜o percebe que houve atraso [43]. Com relac¸a˜o a` inserc¸a˜o de instaˆncias na ontologia, foi
observado um crescimento de tempo linear em relac¸a˜o ao nu´mero de instaˆncias inseridas.




A smart space can be described as an environment that integrates devices, sensors
and networks in order to provide a cohesive and adaptable computational environment.
Context aware applications determine how a smart space acts on behalf of users, us-
ing middlewares as an abstraction layer to interact with the environment and to collect
relevant information for context recognition.
Among the ways of representing context, ontologies have been used due to the possibil-
ities of sharing, reusing and modelling context semantics, independently of the program-
ming language, operating system and/or middleware used. Thus, this work addresses the
problem of evolving ontologies in smart spaces, with focus on information sharing and
middleware support to ontologies changes. Starting from the definition of basic compo-
nents needed for context management in a smart space, we propose a model that supports
the evolution of ontologies containing context information. The present work was imple-
mented and integrated into the uOS middleware, developed at the University of Bras´ılia
and conceived with the objective of supporting service adaptability in smart spaces.
For evaluation purposes, it was created a set of use cases according to the components
of the model for context management presented in this work. In addition, a quantitative
evaluation was performed in order to estimate the overhead introduced by the implemen-
tation of the model in the uOS middleware. The experiments showed that queries to an
ontology with approximately 100 axioms increased an average overhead of 3 ms, which
represents 8% of the time limit where human beings do not realize that there was a delay
[43]. Regarding the insertion of instances, it was observed a linear increase over time
related to the number of inserted instances.
Keywords: Smart Spaces, Ontology, Context Awareness, Middleware
vii
Suma´rio
Lista de Figuras xi
Lista de Tabelas xii
1 Introduc¸a˜o 1
1.1 Problema e Objetivos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 Organizac¸a˜o do trabalho . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2 Sensibilidade ao Contexto 5
2.1 Informac¸o˜es de Contexto . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.1.1 Obtenc¸a˜o da informac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . 6
2.1.2 Representac¸a˜o da informac¸a˜o . . . . . . . . . . . . . . . . . . . . . 7
2.1.3 Processamento da informac¸a˜o . . . . . . . . . . . . . . . . . . . . . 8
2.1.4 Entrega da informac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.2 Desafios relacionados ao contexto . . . . . . . . . . . . . . . . . . . . . . . 9
2.2.1 Contextos modelados de forma incompleta . . . . . . . . . . . . . . 9
2.2.2 Grande volume de informac¸o˜es de contexto . . . . . . . . . . . . . . 9
2.2.3 Informac¸o˜es de contexto incorretas . . . . . . . . . . . . . . . . . . 10
2.2.4 Riscos a` privacidade . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.2.5 Compartilhamento . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.2.6 Forma de avaliac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.3 Considerac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3 Ontologias 12
3.1 Evoluc¸a˜o da Ontologia . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.1.1 Concisa˜o x Consisteˆncia . . . . . . . . . . . . . . . . . . . . . . . . 13
3.2 Linguagens para Ontologias . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.2.1 Perfis OWL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.3 Lo´gica Descritiva . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.4 Mecanismos de Infereˆncia . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.4.1 Reasoners . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.5 Ontologias para smart spaces . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.5.1 CoBrA . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.5.2 SOCAM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.5.3 ONTO-MoCA . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.5.4 CANDEL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.5.5 Smart-M3 Framework . . . . . . . . . . . . . . . . . . . . . . . . . 20
viii
3.6 Considerac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4 Middlewares em smart spaces 22
4.1 Supporte de middleware . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.1.1 Servic¸o de inscric¸a˜o e entrega de informac¸o˜es . . . . . . . . . . . . . 23
4.1.2 Consulta e compartilhamento das informac¸o˜es . . . . . . . . . . . . 23
4.1.3 Servic¸o de processamento das informac¸o˜es . . . . . . . . . . . . . . 23
4.1.4 Servic¸o de verificac¸a˜o das informac¸o˜es . . . . . . . . . . . . . . . . . 24
4.1.5 Descoberta e gerenciamento de servic¸os . . . . . . . . . . . . . . . . 24
4.2 Middleware uOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.3 Considerac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
5 Proposta 26
5.1 Modelo para gerenciamento do contexto . . . . . . . . . . . . . . . . . . . 26
5.1.1 Gerenciador de Contexto . . . . . . . . . . . . . . . . . . . . . . . . 27
5.1.2 Context API . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.1.3 Gerenciador de Alterac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . 30
5.2 Implementac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.2.1 Integrac¸a˜o com o middleware uOS . . . . . . . . . . . . . . . . . . 32
5.2.2 Gerenciador de Contexto . . . . . . . . . . . . . . . . . . . . . . . . 33
5.2.3 Context API . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
5.2.4 Gerenciador de Alterac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . 35
5.3 Considerac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
6 Experimentos 40
6.1 Aplicac¸o˜es para o modelo proposto . . . . . . . . . . . . . . . . . . . . . . 40
6.1.1 Infereˆncia na Localizac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . 40
6.1.2 Infereˆncia sobre a Proximidade . . . . . . . . . . . . . . . . . . . . 41
6.1.3 Infereˆncia nos Servic¸os . . . . . . . . . . . . . . . . . . . . . . . . . 42
6.1.4 Um Proto´tipo de Aplicac¸a˜o . . . . . . . . . . . . . . . . . . . . . . 44
6.2 Custo de processamento . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
6.2.1 Consultas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
6.2.2 Inserc¸a˜o de instaˆncias . . . . . . . . . . . . . . . . . . . . . . . . . . 46
6.3 Considerac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
7 Concluso˜es 48
7.1 Limitac¸o˜es do trabalho . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
7.2 Trabalhos futuros . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
7.3 Publicac¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
A Context Engine 52
A.1 Propriedades da Context Engine . . . . . . . . . . . . . . . . . . . . . . . . 52
A.1.1 Caminho para o arquivo de ontologias . . . . . . . . . . . . . . . . 52
A.1.2 Instaˆnciando a ferramenta Reasoner . . . . . . . . . . . . . . . . . 52
A.1.3 Desabilitando a Context Engine . . . . . . . . . . . . . . . . . . . . 53
A.2 Criando e removendo entidades na ontologia . . . . . . . . . . . . . . . . . 53
A.3 Realizando consultas com o Reasoner . . . . . . . . . . . . . . . . . . . . . 54
ix




3.1 Classes e propriedades da ontologia de contexto do projeto CoBrA [10]. . . 18
3.2 Divisa˜o em duas camadas do projeto SOCAM [22]. . . . . . . . . . . . . . 18
3.3 Estrutura do modelo de contexto do projeto ONTO-MoCA [54]. . . . . . . 19
3.4 Arquitetura do projeto CANDEL para o gerenciamento de contexto [34]. . 20
3.5 Modelo de infomac¸o˜es de contexto baseado em ontologia do projeto Smart-
M3 Framework [40]. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.1 Middleware uOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2 Camadas do middleware uOS. . . . . . . . . . . . . . . . . . . . . . . . . . 25
5.1 Modelo baseado em ontologia para o gerenciamento de contexto. . . . . . . 26
5.2 Ontologia de alto n´ıvel de abstrac¸a˜o das informac¸o˜es de contexto. (Figura
gerada pela ferramenta Prote´ge´ [46].) . . . . . . . . . . . . . . . . . . . . . 27
5.3 Hierarquia independente de domı´nio para entidades. (Figura gerada usando
Prote´ge´ [46]) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.4 Hierarquia independente de domı´nio para localizac¸a˜o. (Figura gerada usando
Prote´ge´ [46]) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.5 Integrac¸a˜o do modelo no middleware uOS. . . . . . . . . . . . . . . . . . . 32
5.6 Ciclo de vida da aplicac¸a˜o no middleware uOS. . . . . . . . . . . . . . . . . 33
5.7 Aplicac¸o˜es executando no uOS e seus buffers de alterac¸o˜es na ontologia. . 33
5.8 Dispositivos compartilhando informac¸o˜es de contexto utilizando o Ontology
Driver. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
5.9 Servic¸os providos pelo driver da ontologia. . . . . . . . . . . . . . . . . . . 34
5.10 Organizac¸a˜o dos mo´dulos da Context API. . . . . . . . . . . . . . . . . . . 35
5.11 Me´todos da API envolvendo classes. . . . . . . . . . . . . . . . . . . . . . . 35
5.12 Me´todos da API envolvendo instaˆncias. . . . . . . . . . . . . . . . . . . . . 35
5.13 Me´todos da API envolvendo propriedades de dados. . . . . . . . . . . . . . 36
5.14 Me´todos da API envolvendo propriedades de objetos. . . . . . . . . . . . . 36
5.15 Me´todos da API envolvendo consultas a` ontologia. . . . . . . . . . . . . . . 37
5.16 Exemplo de formac¸a˜o de ciclo na hierarquia de classes. . . . . . . . . . . . 37
5.17 Exemplo de redundaˆncia na hierarquia de classes. . . . . . . . . . . . . . . 37
6.1 Cena´rio para infereˆncia da localizac¸a˜o. . . . . . . . . . . . . . . . . . . . . 41
6.2 Cena´rios com as regras de proximidade Talking, Walking e Travelling. . . . 42
6.3 Exemplo de hierarquia de servic¸os baseada na funcionalidade do recurso.
(Figura gerada usando Prote´ge´ [46]) . . . . . . . . . . . . . . . . . . . . . . 43
6.4 Busca por funcionalidade. . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
xi
6.5 Hierarquia de classe organizada pela funcionalidade do recurso. (Figura
gerada usando Prote´ge´ [46]). . . . . . . . . . . . . . . . . . . . . . . . . . . 45
6.6 Custo de inserc¸a˜o de instaˆncias na ontologia. . . . . . . . . . . . . . . . . . 47
xii
Lista de Tabelas
3.1 Reasoners para a linguagem OWL. . . . . . . . . . . . . . . . . . . . . . . 17
5.1 Entidades da ontologia e operac¸o˜es ba´sicas de adic¸a˜o e remoc¸a˜o. . . . . . . 29
5.2 Operac¸o˜es de consulta e infereˆncia na ontologia. . . . . . . . . . . . . . . . 30
5.3 Entidades da ontologia e operac¸o˜es compostas. . . . . . . . . . . . . . . . . 31
6.1 Nu´mero estimado de classes e instaˆncias de uma ontologia para um labo-
rato´rio inteligente. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
6.2 Tempo me´dio de processamento das consultas na ontologia. . . . . . . . . . 46
6.3 Tempo de processamento de uma aplicac¸a˜o no middleware uOS. . . . . . . 46
7.1 Servic¸os de suporte a`s aplicac¸o˜es. . . . . . . . . . . . . . . . . . . . . . . . 49
7.2 Modelos para o gerenciamento de informac¸o˜es de contexto e servic¸os pro-




A Computac¸a˜o Ub´ıqua (UbiComp) refere-se a`s tecnologias que se encontram mistura-
das ao cotidiano das pessoas de maneira natural e transparente, capazes de atuar de forma
integrada e inteligente em prol do usua´rio. Sensores e dispositivos de controle esta˜o cada
vez mais imersos no ambiente f´ısico que nos rodeia [51]. Existe atualmente uma profusa˜o
de dispositivos mo´veis e inteligentes com mu´ltiplas utilidades, capazes de acessar servic¸os
locais e remotos. Esta˜o sendo fabricados aparelhos eletroˆnicos cada vez menores, mais
baratos e que operam com maior confiabilidade e menos energia.
Neste cena´rio, um conceito fundamental e´ o de smart space, o qual tem como foco
o uso de dispositivos, sensores e redes de comunicac¸a˜o para fornecer um ambiente in-
teligente e sens´ıvel ao contexto. Pode-se citar como exemplo uma sala de reunio˜es que
identifica a dinaˆmica do ambiente e atua facilitando as tarefas dos usua´rios [60]. A va-
riedade e a heterogeneidade de servic¸os providos por um smart space conferem maior
complexidade ao desenvolvimento de aplicac¸o˜es que acessam esses servic¸os. Para prover
seguranc¸a, escalabilidade, toleraˆncia a falhas e comunicac¸a˜o entre os recursos dispon´ıveis,
faz-se necessa´rio o uso de um middleware que fornec¸a uma camada de abstrac¸a˜o para os
dispositivos distribu´ıdos em uma rede [5].
Middlewares em smart spaces devem interagir com o ambiente, de modo a coletar
informac¸o˜es relevantes para o reconhecimento de contexto e o monitoramento de sua
evoluc¸a˜o [52]. As aplicac¸o˜es podem, por exemplo, precisar saber quais recursos esta˜o
dispon´ıveis no ambiente e que servic¸os esses recursos fornecem. Propagar as informac¸o˜es
de contexto para o n´ıvel da aplicac¸a˜o favorece o seu desenvolvimento, uma vez que o
middleware encarrega-se de desafios ba´sicos relacionados a` construc¸a˜o de um smart space.
Em [16] sa˜o descritas algumas funcionalidades que podem ser providas por middlewares
para dar suporte a aplicac¸o˜es sens´ıveis ao contexto, tais como: (1) entrega de informac¸o˜es
de acordo com o modelo Publish-Subscribe; (2) consulta a informac¸o˜es de contexto; (3)
processamento das informac¸o˜es, de baixo n´ıvel para o n´ıvel da aplicac¸a˜o; (4) s´ıntese
do contexto, que e´ a fusa˜o de va´rias informac¸o˜es; e (5) descoberta e gerenciamento de
servic¸os, que permite que as aplicac¸o˜es localizem e obtenham o conjunto de servic¸os
dispon´ıveis. Com base nessas funcionalidades, diversas implementac¸o˜es de middlewares
foram propostas a fim de prover suporte a aplicac¸o˜es sens´ıveis ao contexto, como em
[53, 4, 56, 59, 67, 9].
Ale´m dos aspectos relacionados as tarefas de obtenc¸a˜o, processamento e comparti-
lhamento das informac¸o˜es de contexto, alguns middlewares encarregam-se de armazenar
1
dados coletados do ambiente [53, 13, 73, 49]. Armazenar estes dados possibilita que o
conhecimento adquirido por cada tipo de servic¸o seja compartilhado e reutilizado quando
necessa´rio pelas aplicac¸o˜es. Tais informac¸o˜es precisam ser organizadas de acordo com
alguma forma de representac¸a˜o para que sirvam de bases de conhecimento. Existem di-
versas formas de representar o contexto, como por exemplo: valor-chave, esquema de
marcac¸a˜o, forma gra´fica (utilizando UML (Unified Modelling Language) por exemplo),
baseada em ontologia, entre outras [62]. Dentre as formas de representac¸a˜o citadas, as
ontologias destacam-se por permitirem a utilizac¸a˜o de mecanismos de infereˆncia, dado o
formalismo lo´gico que existe nas ontologias [37].
Uma das razo˜es para a utilizac¸a˜o de ontologias em smart spaces e´ a possibilidade
de que as informac¸o˜es sejam descritas de acordo com o n´ıvel de detalhe requerido pelas
aplicac¸o˜es. Em um smart space, o contexto dos recursos dispon´ıveis evolui dinamicamente
e, assim, as alterac¸o˜es precisam ser refletidas na ontologia. Entretanto, o desenvolvimento
de aplicac¸o˜es ocorre frequentemente de forma independente, tornando mais complexa a
tarefa de compartilhamento e reu´so das informac¸o˜es. Ale´m disso, o fato das aplicac¸o˜es al-
terarem a ontologia possibilita o surgimento de inconsisteˆncias. Portanto, faz-se necessa´rio
que as alterac¸o˜es sejam gerenciadas de acordo com um processo evolutivo. Conforme re-
latado em [61], a evoluc¸a˜o da ontologia significa a adaptac¸a˜o temporal de uma ontologia
devido a mudanc¸as e a propagac¸a˜o consistente dessas alterac¸o˜es para os artefatos relevan-
tes.
Considerando a mobilidade dos usua´rios e seus dispositivos, temos que o uso de onto-
logias para representar o contexto e a criac¸a˜o de mecanismos para a sua evoluc¸a˜o podem
melhorar significativamente a habilidade de um middleware dar suporte a`s aplicac¸o˜es
sens´ıveis ao contexto. No entanto, soluc¸o˜es encontradas na literatura que utilizam ontolo-
gias para a modelagem de contexto tratam o gerenciamento das informac¸o˜es de maneiras
distintas. Alguns modelos possuem foco na representac¸a˜o de atributos das informac¸o˜es,
consultas e modelagem de eventos [54, 34]. Outros trabalhos teˆm por objetivo estabelecer
a melhor forma de organizar o contexto, visando encontrar um denominador comum para
a criac¸a˜o de um padra˜o [11]. Em [22] os conceitos sa˜o divididos em camadas, depen-
dendo do n´ıvel de generalidade (ou especificidade) da informac¸o˜es. Em [53] e´ definido um
servidor de ontologias, que controla as alterac¸o˜es e evita que informac¸o˜es inconsistentes
sejam adicionadas na base de conhecimento. Contudo, as regras para a verificac¸a˜o de
consisteˆncia e a estrate´gia para controle das alterac¸o˜es no servidor na˜o sa˜o especificadas
no trabalho. Embora muitos dos trabalhos analisados adotem ontologias para representar
o contexto, a definic¸a˜o de mecanismos para o gerenciamento e evoluc¸a˜o de ontologias em
ambientes inteligentes permanecem como foco de pesquisa.
1.1 Problema e Objetivos
Em um smart space, va´rias aplicac¸o˜es sens´ıveis ao contexto podem atuar de forma
descentralizada. Se uma aplicac¸a˜o, por exemplo, tenta remover uma informac¸a˜o da
base de conhecimento do dispositivo, e´ preciso verificar se esta informac¸a˜o na˜o foi for-
necida por outra aplicac¸a˜o, que, neste caso, estaria sendo prejudicada. Ale´m disso, como
cada dispositivo pode agregar um conjunto de informac¸o˜es, deve-se permitir que essas
informac¸o˜es sejam consultadas e compartilhadas por dispositivos remotos, de modo a
fornecer a`s aplicac¸o˜es uma visa˜o acurada do ambiente.
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Dessa forma, abordamos neste trabalho o problema da evoluc¸a˜o de ontologias em smart
spaces, com foco no compartilhamento de informac¸o˜es de contexto entre dispositivos do
ambiente e controle sobre as alterac¸o˜es na ontologia. Mais especificamente, os objetivos
deste trabalho sa˜o:
• prover suporte a aplicac¸o˜es sens´ıveis ao contexto;
• desenvolver uma soluc¸a˜o que permita o reu´so e o compartilhamento das informac¸o˜es
de contexto entre as aplicac¸o˜es.
Para isto, e´ apresentado um modelo baseado em ontologias que visa gerenciar e prover
suporte a` evoluc¸a˜o de informac¸o˜es de contexto. O modelo foi implementado e integrado
ao middleware uOS, desenvolvido na Universidade de Bras´ılia [8]. O uOS foi projetado
para permitir a comunicac¸a˜o entre dispositivos computacionais em um smart space. Tem
como foco a adaptabilidade de servic¸os, definida em [9] como a decomposic¸a˜o dos recur-
sos presentes no ambiente em servic¸os, de tal maneira que as aplicac¸o˜es (ou o usua´rio)
possam escolher de forma transparente qual recurso melhor atende a`s suas necessidades.
Dessa forma, o trabalho apresentado complementa o middleware adotado no sentido de
gerenciar informac¸o˜es de contexto obtidas por meio dos servic¸os providos, permitindo o
compartilhamento de tais informac¸o˜es pelas aplicac¸o˜es sens´ıveis ao contexto.
Neste trabalho sera´ apresentado:
1. Um modelo para gerenciamento do contexto baseado em ontologias: partindo da
definic¸a˜o de componentes ba´sicos necessa´rios para o gerenciamento do contexto em
um smart space, e´ apresentado um modelo que suporta a evoluc¸a˜o de ontologias
contendo informac¸o˜es de contexto. Para isso, o modelo: (i) proveˆ uma API que
permite a`s aplicac¸o˜es inserirem dados na ontologia; (ii) realiza um processo de ve-
rificac¸a˜o de consisteˆncia sobre as alterac¸o˜es solicitadas; e (iii) permite a consulta
e compartilhamento de informac¸o˜es entre as aplicac¸o˜es e dispositivos de um smart
space.
2. Implementac¸a˜o do modelo no middleware uOS: o modelo proposto foi implementado
e integrado ao middleware uOS. A implementac¸a˜o permitiu uma avaliac¸a˜o pra´tica
de mecanismos para a evoluc¸a˜o de ontologias com o objetivo de prover suporte
a` dinaˆmica das informac¸o˜es de contexto. Estes mecanismos incluem regras para
verificac¸a˜o de consisteˆncia em alterac¸o˜es na ontologia local e a implementac¸a˜o de
um driver da ontologia, desenvolvido para permitir consultas a ontologias presentes
em dispositivos remotos.
Para fins de avaliac¸a˜o, um conjunto de casos de uso foi modelado e um proto´tipo foi
implementado de acordo com os componentes deste trabalho. Ale´m disso, uma avaliac¸a˜o
quantitativa foi realizada com o objetivo de estimar o overhead introduzido pela imple-
mentac¸a˜o do modelo no middleware uOS. Os experimentos mostraram que o tempo de
processamento de consultas a` uma ontologia com aproximadamente 100 axiomas acres-
centou um overhead me´dio de 3 ms, o que representa um impacto 8% em relac¸a˜o a` 50 ms,
considerado o limite de tempo em que o ser humano na˜o percebe que houve atraso [43].
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1.2 Organizac¸a˜o do trabalho
O restante deste trabalho e´ organizado da seguinte forma:
• no Cap´ıtulo 2 sa˜o introduzidos conceitos ba´sicos relativos a sensibilidade ao con-
texto, descreve o fluxo das informac¸o˜es de contexto e apresenta os principais desafios
relacionados a modelagem de aplicac¸o˜es sens´ıveis ao contexto;
• no Cap´ıtulo 3 sa˜o apresentados conceitos relacionados a ontologias considerados rele-
vantes para este trabalho; com alguns trabalhos relacionados que utilizam ontologias
para representac¸a˜o e gerenciamento das informac¸o˜es de contexto;
• no Cap´ıtulo 4 sa˜o descritos alguns servic¸os implementados por middlewares para
prover suporte a`s aplicac¸o˜es sens´ıveis ao contexto e e´ apresentado o middleware
uOS, adotado na implementac¸a˜o deste trabalho;
• o modelo proposto e os principais pontos da implementac¸a˜o no middleware uOS sa˜o
discutidos no Cap´ıtulo 5;
• no Cap´ıtulo 6 sa˜o apresentados casos de uso baseados em aplicac¸o˜es e cena´rios de
utilizac¸a˜o da proposta, e uma avaliac¸a˜o quantitativa com dados referentes ao tempo
de processamento de operac¸o˜es na ontologia em um sistema multi-thread ;




A Computac¸a˜o Ub´ıqua pode ser descrita como um me´todo para melhorar o uso de
dispositivos computacionais, deixando-os dispon´ıveis e dispersos no ambiente de forma
eficientemente “invis´ıvel” aos usua´rios [68]. O conceito de Computac¸a˜o Ub´ıqua relaciona-
se com a palavra “ub´ıqua”, cujo significado diz respeito a estar presente em todo lugar
ao mesmo tempo, denotando a ide´ia de onipresenc¸a. Conforme descrito em [69], as boas
ferramentas sa˜o aquelas em que seu uso e´ ta˜o natural que torna-se impercept´ıvel no dia a
dia, da´ı a noc¸a˜o de invisibilidade.
“The most profound technologies are those that disappear. They weave themselves
into the fabric of everyday life until they are indistinguishable from it.” Mark Weiser
Computac¸a˜o Ub´ıqua e Computac¸a˜o Pervasiva sa˜o termos muitas vezes utilizados de
forma intercambia´vel [57]. A Computac¸a˜o Pervasiva tem como objetivo capturar o con-
texto do ambiente e construir modelos computacionais que alteram seu comportamento
de acordo com o contexto, ajustando-se dinamicamente a`s necessidades do usua´rio e sem
a interfereˆncia deste. Ja´ a Computac¸a˜o Ub´ıqua combina a computac¸a˜o pervasiva com os
avanc¸os da computac¸a˜o mo´vel para prover ao usua´rio um contexto computacional global
e integrado [72].
Alguns autores definem contexto como sendo o ambiente do usua´rio [7], enquanto
outros o definem como o ambiente da aplicac¸a˜o [66]. Este trabalho utiliza a definic¸a˜o de
contexto dada por Dey [17], por ser uma definic¸a˜o capaz de englobar tanto as aplicac¸o˜es
quanto os usua´rios.
Definic¸a˜o: Contexto e´ qualquer informac¸a˜o que possa ser usada para caracterizar a
situac¸a˜o de uma entidade, sendo que essa entidade pode ser uma pessoa, lugar ou objeto
considerado relevante para a interac¸a˜o entre o usua´rio e a aplicac¸a˜o, incluindo o pro´prio
usua´rio e a aplicac¸a˜o [17].
Definic¸a˜o: Um sistema e´ sens´ıvel ao contexto (context aware) se utiliza o contexto
para prover informac¸o˜es e servic¸os relevantes ao usua´rio, onde a “relevaˆncia” depende
das tarefas dos usua´rios [15].
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Destas definic¸o˜es, entende-se que a sensibilidade ao contexto e´ a habilidade de um
sistema ser sens´ıvel ao que esta´ a sua volta, reagindo conforme o contexto evolui de um
estado para outro. Tambe´m podemos observar que a “relevaˆncia” das informac¸o˜es e
servic¸os depende das tarefas dos usua´rios, a qual e´ descoberta utilizando informac¸o˜es de
contexto. Alguns tipos de informac¸a˜o sa˜o comumente usados para determinar o contexto,
como localizac¸a˜o, temperatura, velocidade, distaˆncia ate´ os recursos dispon´ıveis, entre
va´rios outros [38].
2.1 Informac¸o˜es de Contexto
As informac¸o˜es de contexto constituem um conjunto de informac¸o˜es utilizado para a
definic¸a˜o do contexto. Em um sistema contendo um middleware e va´rias aplicac¸o˜es, o
processo de tratamento de informac¸o˜es basicamente segue um fluxo que pode ser descrito
pelas seguintes etapas:
1. obtenc¸a˜o da informac¸a˜o;
2. representac¸a˜o da informac¸a˜o;
3. processamento da informac¸a˜o;
4. entrega da informac¸a˜o.
A obtenc¸a˜o da informac¸a˜o refere-se aos meios pelos quais a informac¸a˜o de contexto e´
capturada pelo sistema. Em seguida, a representac¸a˜o da informac¸a˜o busca organizar a
informac¸a˜o de acordo com os requisitos das aplicac¸o˜es. O processamento da informac¸a˜o
utiliza o conjunto de informac¸o˜es obtido e representado nas etapas anteriores para extrair
informac¸o˜es na˜o expl´ıcitas que possam ser u´teis a`s aplicac¸o˜es. Por fim, a entrega da in-
formac¸a˜o e´ responsa´vel por fornecer as informac¸o˜es de contexto relativas a cada aplicac¸a˜o
em execuc¸a˜o no middleware. As pro´ximas subsec¸o˜es detalham cada etapa envolvida.
2.1.1 Obtenc¸a˜o da informac¸a˜o
Dependendo dos requisitos da aplicac¸a˜o, diferentes me´todos de obtenc¸a˜o de informac¸a˜o
podem ser utilizados para a definic¸a˜o do contexto. Conforme a classificac¸a˜o de Mostefaoui
et al., as informac¸o˜es de contexto podem ser [44]:
1. Sentidas - por meio de sensores instalados no ambiente que captam informac¸o˜es de
temperatura, umidade, pressa˜o atmosfe´rica, localizac¸a˜o, orientac¸a˜o, velocidade, etc;
2. Derivadas - de outras informac¸o˜es, como por exemplo a durac¸a˜o de uma reunia˜o, a
qual pode ser derivada dos hora´rios de in´ıcio e te´rmino da reunia˜o;
3. Providas - pelo pro´prio usua´rio, por meio de cadastros com opc¸o˜es de prefereˆncia,
etc.
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Exemplo: Como um exemplo, suponha que uma determinada aplicac¸a˜o necessite saber
se existem pessoas presentes no laborato´rio Y. Considere tambe´m que nesse laborato´rio
Y existe um sensor capaz de detectar a presenc¸a de pessoas no ambiente. Enta˜o, nessa
situac¸a˜o, a informac¸a˜o de que Y e´, por exemplo, um laborato´rio de anatomia seria uma
informac¸a˜o provida, dado que o sensor de presenc¸a por si so´ na˜o consegue identificar que
tipo de ambiente ele se encontra. A informac¸a˜o de que existem ou na˜o pessoas no am-
biente seria uma informac¸a˜o sentida. Por fim, a informac¸a˜o de que existem pessoas no
laborato´rio de anatomia seria uma informac¸a˜o derivada das duas informac¸o˜es anteriores.
Algumas caracter´ısticas consideradas importantes para a obtenc¸a˜o de informac¸o˜es em
ambientes ub´ıquos sa˜o descritas em [18]. A primeira define que os sensores precisam ser
capazes de se auto-calibrarem, adaptando-se a` dinaˆmica do ambiente. Para atingir este
objetivo, devem comunicar seus estados e a´rea de cobertura, tornando necessa´ria a uti-
lizac¸a˜o de uma infra-estrutura de rede. A terceira caracter´ıstica e´ chamada distributed
computing e visa promover o melhor uso dos recursos de processamento dispon´ıveis no
ambiente. As demais caracter´ısticas mencionadas em [18] esta˜o especificamente relaciona-
das aos tipos de sensores, como por exemplo sensores mo´veis e embarcados, capturando
dados de a´udio, v´ıdeo, etc. O uso de va´rios tipos de sensores visa coletar um volume de
dados que indique de maneira confia´vel informac¸o˜es precisas e detalhadas a`s aplicac¸o˜es
sens´ıveis ao contexto.
Independente da forma de obtenc¸a˜o da informac¸a˜o, cada informac¸a˜o de contexto possui
um conjunto de atributos. Conforme descrito em [3], os atributos ba´sicos sa˜o tipo e valor
(e. g., Volume e 10 dB), em que o valor depende da unidade utilizada. Pore´m, existem
outros atributos que podem ser utilizados para facilitar o gerenciamento das informac¸o˜es
de contexto como Timestamp, origem da informac¸a˜o, confiabilidade, per´ıodo de validade
da informac¸a˜o, entre outros.
2.1.2 Representac¸a˜o da informac¸a˜o
Para organizar e armazenar as informac¸o˜es de contexto e´ preciso definir uma forma
de representac¸a˜o. Segundo [62], sa˜o identificados na literatura basicamente seis tipos de
modelos utilizados para representar informac¸o˜es de contexto:
1. Valor-chave: e´ o modelo mais simples para estruturac¸a˜o dos dados. Neste modelo
cada informac¸a˜o e´ associada a uma chave (e.g., Temperatura) e um valor (e.g., 24
graus);
2. Esquema de marcac¸a˜o: utiliza uma estrutura de dados hiera´rquica composta com
tags de marcac¸a˜o para atributos e conteu´do. Perfis tipicamente representam esse
tipo de modelo, como em [65];
3. Gra´fico: a modelagem de contexto gra´fica pode ser implementada utilizando lingua-
gens gra´ficas como a UML;
4. Orientac¸a˜o a objeto: nessa abordagem va´rios objetos sa˜o utilizados para representar
o contexto. Ao utilizar a orientac¸a˜o a objeto, os detalhes de processamento sa˜o
encapsulados e o acesso ao contexto e´ feito via interfaces bem definidas;
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5. Baseado em lo´gica: este tipo de modelo possui um alto grau de formalismo. Fatos,
expresso˜es e regras sa˜o utilizados para modelar o contexto. O processo de infereˆncia
permite a derivac¸a˜o de novos fatos com base em regras existentes;
6. Baseado em ontologia: nessa abordagem os conceitos, os subconceitos e os fatos
relevantes sa˜o descritos de maneira uniforme, geralmente seguindo a sintaxe de uma
linguagem para ontologias.
Dentre os modelos citados acima, as ontologias destacam-se por oferecerem carac-
ter´ısticas como simplicidade, flexibilidade, generalidade e expressividade semaˆntica [37].
A simplicidade e´ um requisito que define que as expresso˜es e relacionamentos devem ser
ta˜o simples quanto poss´ıvel, de modo a facilitar o trabalho dos desenvolvedores. A fle-
xibilidade refere-se a` capacidade da ontologia suportar a inclusa˜o de novos elementos do
contexto, assim como seus relacionamentos. A terceira caracter´ıstica, generalidade, indica
que o uso de ontologias na˜o e´ limitado a um certo domı´nio, podendo suportar diferen-
tes tipos de contexto. Por fim, a expressividade diz respeito a capacidade de descrever
contextos com n´ıveis de detalhes arbitra´rios [3]. Devido a essas caracter´ısticas va´rios tra-
balhos encontrados na literatura utilizam ontologias para representar as informac¸o˜es de
contexto, como em [36, 22, 73, 67, 40].
2.1.3 Processamento da informac¸a˜o
Esta etapa tem como objetivo processar as informac¸o˜es de contexto de modo a torna´-
las u´teis a`s aplicac¸o˜es, adaptando as informac¸o˜es para os n´ıveis de abstrac¸a˜o desejados.
Ale´m disso, visa inferir novas informac¸o˜es de contexto relevantes a partir das informac¸o˜es
obtidas. Conforme relatado em [38], as aplicac¸o˜es sa˜o comumente modeladas a partir de
regras if-then. Ao utilizar formalismos lo´gicos e´ poss´ıvel tambe´m realizar infereˆncias sobre
as informac¸o˜es de contexto, derivando informac¸o˜es com maior n´ıvel de abstrac¸a˜o. Pore´m,
um sistema modelado a partir de regras determin´ısticas torna-se r´ıgido, uma pequena
diferenc¸a em relac¸a˜o a regra pode fazer com que ela na˜o seja executada quando deveria.
Uma outra forma de processar informac¸o˜es de contexto e´ por meio de redes neuronais, as
quais permitem o aprendizado de padro˜es de comportamento. Redes neuronais artificiais
podem ser aplicadas para encontrar relacionamentos probabil´ısticos entre uma situac¸a˜o e
a ac¸a˜o a ser tomada. Contudo, encontrar tais relacionamentos pode requerer um grande
volume de dados para treinamento e o processo de depurac¸a˜o e´ complexo.
As te´cnicas utilizadas para o processamento das informac¸o˜es de contexto teˆm por ob-
jetivo apoiar a tomada de decisa˜o das aplicac¸o˜es e na˜o sa˜o excludentes. Existem trabalhos
que combinam essas te´cnicas para o desenvolvimento de aplicac¸o˜es robustas, que tomam
deciso˜es com base em va´rios fatores. Em [47], por exemplo, e´ apresentado um modelo
de aplicac¸a˜o que utiliza sensores de luz e temperatura, um mo´dulo de infereˆncia sobre
as informac¸o˜es coletadas pelos sensores e um mo´dulo de aprendizado de ma´quina para
conhecer as prefereˆncias musicais dos usua´rios. Com base em todas essas informac¸o˜es, a
aplicac¸a˜o desenvolvida pelos autores escolhe mu´sicas de acordo com os usua´rios presentes
no ambiente.
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2.1.4 Entrega da informac¸a˜o
O u´ltimo passo do fluxo das informac¸o˜es de contexto e´ a entrega. Diante de contex-
tos dinaˆmicos, e´ necessa´rio um mecanismo de atualizac¸a˜o das informac¸o˜es. Em muitos
sistemas, a entrega da informac¸a˜o e´ feita por meio de eventos, conforme o modelo Publish-
Subscribe [6]. Apo´s ser processada, uma informac¸a˜o de contexto pode ou na˜o gerar um
evento. A gerac¸a˜o de evento ocorre quando condic¸o˜es predefinidas pelas aplicac¸o˜es sa˜o
satisfeitas.
Outra forma de realizar a entrega da informac¸a˜o e´ por meio de regras que limitam a
propagac¸a˜o de informac¸o˜es de acordo com crite´rios como localizac¸a˜o geogra´fica, perfis de
usua´rio, etc [13]. Com relac¸a˜o ao modo de comunicac¸a˜o, a disseminac¸a˜o das informac¸o˜es
de contexto pode ocorrer a partir de um no´ central com maior capacidade de processa-
mento ou entre no´s de mesmo n´ıvel em uma hierarquia de dispositivos.
2.2 Desafios relacionados ao contexto
Existem alguns desafios inerentes ao gerenciamento do contexto a serem tratados pe-
los middlewares e pelas aplicac¸o˜es sens´ıveis ao contexto. Conforme descrito em [38], o
contexto capturado nada mais e´ do que um proxy para a intenc¸a˜o do usua´rio. Sendo as-
sim, as informac¸o˜es de contexto servem apenas como um indicador de como determinada
aplicac¸a˜o deveria atuar, na˜o sendo poss´ıvel garantir que tais informac¸o˜es sejam sufici-
entes para determinar a intenc¸a˜o do usua´rio. Nesta sec¸a˜o sa˜o apresentados alguns dos
problemas encontrados na modelagem de contexto e suas poss´ıveis soluc¸o˜es.
2.2.1 Contextos modelados de forma incompleta
Contexto e´ um conceito amplo que abrange va´rios fatores e, portanto, cabe aos pro-
jetistas definir quais paraˆmetros sa˜o relevantes para as aplicac¸o˜es [41]. Ao modelar uma
aplicac¸a˜o, o projetista lista os poss´ıveis contextos em que ele espera que os usua´rios se
encontrem e constro´i um modelo baseado nos contextos identificados. Entretanto, em um
contexto fora do que foi modelado, a aplicac¸a˜o pode atuar de forma incorreta. A acura´cia
na detecc¸a˜o do contexto do usua´rio pode ser aumentada com o uso de composic¸a˜o de
contextos. Ale´m disso, ao encontrar ambiguidades, a aplicac¸a˜o pode oferecer ao usua´rio
um meio interativo que permita a escolha da ac¸a˜o mais apropriada.
2.2.2 Grande volume de informac¸o˜es de contexto
O gerenciamento das informac¸o˜es de contexto pode se tornar muito complexo e one-
roso devido a um grande volume de informac¸o˜es de contexto, especialmente quando se
mante´m um histo´rico destas informac¸o˜es. Para filtrar o grande volume de informac¸o˜es,
te´cnicas de minerac¸a˜o de dados podem ser utilizadas. Adicionalmente, pode-se regular a
periodicidade em que as informac¸o˜es de contexto sa˜o capturadas de acordo com a necessi-
dade. Dependendo do volume de informac¸o˜es que alimentam a base de conhecimento da
aplicac¸a˜o, conve´m que sejam adotadas pol´ıticas de exclusa˜o das informac¸o˜es em cache.
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2.2.3 Informac¸o˜es de contexto incorretas
A correta definic¸a˜o do contexto depende da confiabilidade das informac¸o˜es capturadas
por sensores ou providas pelo usua´rio. Por exemplo, um sistema de localizac¸a˜o que auxilia
na refrigerac¸a˜o de um ambiente deve fornecer a localizac¸a˜o precisa de um usua´rio que
esteja pro´ximo a parede e na˜o na sala vizinha, de modo que o sistema refrigerador acionado
seja o do ambiente em que o usua´rio se encontra. Como na˜o se pode garantir que todas
as informac¸o˜es de contexto tenham sido obtidas corretamente, uma soluc¸a˜o seria admitir
a existeˆncia desse tipo de falha e atribuir aos dados capturados por sensores atributos
de confiabilidade. Ao ultrapassar um certo limiar a ac¸a˜o seria tomada pela aplicac¸a˜o
automaticamente, caso contra´rio a possibilidade de escolha poderia ser dada ao usua´rio.
2.2.4 Riscos a` privacidade
Para definir o contexto, o sistema pode abrigar informac¸o˜es sens´ıveis referentes aos
usua´rios. A fim de proteger tais informac¸o˜es, te´cnicas de criptografia devem ser utilizadas.
Ale´m disso, durante a modelagem do sistema pode-se selecionar certos tipos de sensores
em detrimento de outros, como por exemplo, o uso de sensores de presenc¸a com base
em infravermelho no lugar de caˆmeras de v´ıdeo. No sistema apresentado em [71] foram
utilizados microfones ao inve´s de caˆmeras com o intuito de preservar a privacidade.
2.2.5 Compartilhamento
As informac¸o˜es de contexto podem ser obtidas por diversos tipos de sensores, cadas-
tradas pelos usua´rios ou derivadas de outros dados. Tais informac¸o˜es podem ser utilizadas
por aplicac¸o˜es executando de forma local ou remota, e portanto, precisam ser comparti-
lhadas entre os dispositivos do ambiente. Devido a variedade das informac¸o˜es de contexto,
o compartilhamento dos dados e a propagac¸a˜o de alterac¸o˜es representam um desafio para
os sistemas ub´ıquos.
2.2.6 Forma de avaliac¸a˜o
Aplicac¸o˜es sens´ıveis ao contexto sa˜o dif´ıceis de avaliar, pois dependem de informac¸o˜es
geradas a partir do contexto do usua´rio, do ambiente ou da pro´pria aplicac¸a˜o. Depen-
dendo da modelagem da aplicac¸a˜o, seu comportamento pode estar baseado em diversos
paraˆmetros, como prefereˆncias de usua´rio e outras informac¸o˜es espec´ıficas. Com tantos
quesitos a serem analisados, as tarefas de simular contextos em laborato´rio, comparar
os resultados obtidos com outros trabalhos e realizar testes quantitativamente tornam a
forma de avaliac¸a˜o mais um desafio.
2.3 Considerac¸o˜es
Neste cap´ıtulo foram apresentadas algumas das principais caracter´ısticas e formas de
representar o contexto. Ale´m disso, foi descrito o fluxo de informac¸o˜es de contexto, o qual
inicia-se com a obtenc¸a˜o das informac¸o˜es, passa pela representac¸a˜o, processamento e, por
fim, a entrega aos artefatos relevantes. Conforme visto, existem va´rios desafios a serem
10
observados durante a modelagem de uma aplicac¸a˜o sens´ıvel ao contexto. A aplicac¸a˜o
deve ser capaz de prever mu´ltiplas situac¸o˜es, tratar do volume de dados, atribuir grau
de confiabilidade das informac¸o˜es, proteger os dados dos usua´rios, ser avaliada quanto
a` eficieˆncia e satisfac¸a˜o dos usua´rios, entre outros. Deste modo, faz-se necessa´rio o de-
senvolvimento de soluc¸o˜es que gerenciem as informac¸o˜es de contexto, encarregando-se de




O termo “ontologia” tem origem na Filosofia e esta´ ligado ao estudo da natureza
da existeˆncia. Nas Cieˆncias da Computac¸a˜o e da Informac¸a˜o, esse termo refere-se a`
modelagem do conhecimento acerca de algum domı´nio, seja real ou virtual [39]. Este
trabalho adota a seguinte definic¸a˜o de ontologia:
Definic¸a˜o: Uma ontologia e´ uma especificac¸a˜o formal e expl´ıcita de uma conceitua-
lizac¸a˜o compartilhada acerca de um domı´nio de interesse [21].
Entende-se o termo conceitualizac¸a˜o como uma visa˜o de algo que existe e que deseja-se
representar. Quando existe um consenso acerca de determinada conceitualizac¸a˜o, diz-se
que ela e´ compartilhada. Tambe´m cabe ressaltar que o propo´sito de uma ontologia na˜o e´ o
de conceituar tudo o que existe, mas sim informac¸o˜es consideradas relevantes no contexto
de um problema espec´ıfico. Desse modo, uma ontologia pode ser vista como uma forma de
representar o conhecimento referente a um domı´nio. Basicamente as ontologias descrevem:
• conceitos relevantes a um domı´nio;
• relacionamentos entre os conceitos;
• restric¸o˜es sobre os elementos da ontologia;
• instaˆncias que correspondem a indiv´ıduos em um domı´nio.
As ontologias podem abrigar qualquer tipo de conhecimento acerca de um domı´nio.
Em um cena´rio ub´ıquo, dispositivos entram e saem de maneira dinaˆmica, conforme seus
usua´rios deslocam-se de um ambiente para outro. Assim, dispositivos na˜o expressamente
projetados para trabalharem juntos precisam ser interopera´veis. Conforme relatado em
[26], a interoperabilidade pode ser alcanc¸ada ao explicitar o conhecimento sobre as carac-
ter´ısticas, meios de acesso, e outras informac¸o˜es sobre os dispositivos em uma ontologia.
O uso de ontologias tambe´m permite o compartilhamento e o reu´so do conhecimento
em um ambiente aberto e distribu´ıdo [50]. Ao descrever o conhecimento acerca de um
domı´nio em uma ontologia, obte´m-se uma representac¸a˜o semaˆntica das informac¸o˜es, as
quais podem ser usadas para direcionar o comportamento de aplicac¸o˜es sens´ıveis ao con-
texto.
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3.1 Evoluc¸a˜o da Ontologia
Na medida em que novos conceitos, com suas relac¸o˜es e propriedades, sa˜o incorporados,
alterados ou mesmo exclu´ıdos de um domı´nio, faz-se necessa´rio que a ontologia associada
seja adaptada a essas mudanc¸as. Este trabalho adota a seguinte definic¸a˜o de evoluc¸a˜o de
ontologia:
Definic¸a˜o: A evoluc¸a˜o da ontologia e´ a adaptac¸a˜o temporal de uma ontologia para
o surgimento de mudanc¸as e a propagac¸a˜o dessas mudanc¸as de forma consistente para os
artefatos dependentes [61].
Portanto, a evoluc¸a˜o de uma ontologia envolve a manutenc¸a˜o da sua consisteˆncia
apo´s a mudanc¸a. Ao evoluir uma ontologia pode-se verificar a sua consisteˆncia antes ou
depois da alterac¸a˜o [61]. Quando a verificac¸a˜o e´ feita depois, todas as mudanc¸as podem
ser verificadas de uma so´ vez. Pore´m, em caso de falha e´ preciso retornar a ontologia
ao estado inicial. A vantagem de verificar a consisteˆncia antes da mudanc¸a e´ que na˜o e´
preciso guardar o estado inicial da ontologia. No entanto, a verificac¸a˜o a` priori requer a
definic¸a˜o de precondic¸o˜es necessa´rias a` manutenc¸a˜o da consisteˆncia, ale´m das restric¸o˜es
de consisteˆncia, que devem ser definidas para ambos os casos.
Devido a` complexidade estrutural das ontologias, suas alterac¸o˜es precisam ser geren-
ciadas a fim de manter a consisteˆncia apo´s as mudanc¸as. Conforme relatado em [35], o
processo de evoluc¸a˜o de uma ontologia pode ser dividido em cinco etapas:
1. requisic¸a˜o de alterac¸a˜o;
2. representac¸a˜o da alterac¸a˜o;
3. semaˆntica da alterac¸a˜o;
4. verificac¸a˜o e implementac¸a˜o da alterac¸a˜o;
5. propagac¸a˜o da alterac¸a˜o.
A requisic¸a˜o de alterac¸a˜o especifica uma alterac¸a˜o a ser aplicada na ontologia. Esta
requisic¸a˜o surge de mudanc¸as de contexto que precisam ser refletidas na base de conhe-
cimento. Na segunda etapa, representac¸a˜o da alterac¸a˜o, a requisic¸a˜o e´ representada de
acordo com um formato predefinido, que serve para padronizar a forma como as alterac¸o˜es
sa˜o implementadas na ontologia. Em seguida, os efeitos da alterac¸a˜o sa˜o avaliados quanto
a` semaˆntica, possivelmente trazendo como consequeˆncia a deduc¸a˜o de novas mudanc¸as.
Na quarta etapa, verificac¸a˜o e implementac¸a˜o da alterac¸a˜o, a requisic¸a˜o e´ realizada na
ontologia. Por fim, as alterac¸o˜es sa˜o propagadas aos artefatos que dependem destas in-
formac¸o˜es.
3.1.1 Concisa˜o x Consisteˆncia
Existem va´rios crite´rios para avaliar uma ontologia, dentre eles, pode-se citar a con-
cisa˜o e a consisteˆncia [64]. A concisa˜o indica se a ontologia conte´m axiomas que na˜o sa˜o
u´teis para modelar a semaˆntica do contexto, podendo ser irrelevantes ou redundantes.
Os axiomas sa˜o considerados irrelevantes quando na˜o agregam informac¸a˜o ao domı´nio
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modelado (e.g. uma ontologia de vinhos contendo informac¸o˜es sobre vida marinha). A
concisa˜o tambe´m serve para indicar se a ontologia conte´m informac¸o˜es redundantes [64],
ou seja, se existem axiomas para informac¸o˜es que poderiam ser extra´ıdas por meio de
mecanismos de infereˆncia. Os sistemas, em geral, limitam-se a controlar as informac¸o˜es
quanto a` redundaˆncia, uma vez que a decisa˜o acerca da relevaˆncia de uma informac¸a˜o
frequentemente necessita da ana´lise de um especialista.
No aˆmbito da Lo´gica, diz-se que uma teoria e´ consistente quando na˜o conte´m con-
tradic¸o˜es [12]. Em [25] sa˜o definidas treˆs noc¸o˜es de consisteˆncia:
1. Consisteˆncia estrutural: garante que a ontologia esta´ de acordo com os construtores
da linguagem de ontologia utilizada.
2. Consisteˆncia lo´gica: esta noc¸a˜o de consisteˆncia esta´ relacionada a` verificac¸a˜o de
satisfatibilidade de cada conceito existente [2].
3. Consisteˆncia definida pelo usua´rio: esta definic¸a˜o abrange restric¸o˜es que na˜o
esta˜o relacionadas a` estrutura ou ao formalismo lo´gico, mas sim ao contexto da
aplicac¸a˜o.
Desse modo, entende-se que uma ontologia e´ consistente quando as restric¸o˜es de con-
sisteˆncia estabelecidas sa˜o respeitadas, sejam elas estruturais, lo´gicas ou definidas pelo
usua´rio.
3.2 Linguagens para Ontologias
Uma das primeiras linguagens para ontologia utilizadas na Web foi a linguagem SHOE
(Simple HTML Ontology Extensions) [31]. A SHOE parte do princ´ıpio de que as ontologias
sa˜o altamente interligadas e sujeitas a alterac¸o˜es. Para dar suporte a essas necessidades, a
linguagem oferece diretivas com o propo´sito de permitir a importac¸a˜o de outras ontologias,
versionamento, compatibilidade de informac¸o˜es, entre outros [31].
Para suportar formalismos semaˆnticos da lo´gica descritiva e mecanismos de infereˆncia
eficientes foram projetadas as linguagens OIL (Ontology Interchange Language) e DAML
(DARPA Agent Markup Language), que combinadas formam a linguagem DAML+OIL
[70]. Esta linguagem e´ precursora da OWL (Web Ontology Language), linguagem reco-
mendada pela W3C (World Wide Web Consortium) para modelagem de ontologias desde
2004. A OWL baseia-se em conceitos de linguagens predecessoras, como a SHOE. Com
relac¸a˜o a aspectos semaˆnticos, a OWL e´ equivalente a uma lo´gica descritiva altamente
expressiva, sendo bastante influenciada pela DAML+OIL. Sua sintaxe segue o formato de
outras especificac¸o˜es da W3C, como RDF (Resource Description Framework) e RDFS (Re-
source Description Framework Schema). Sendo assim, a OWL e´ uma linguagem robusta,
projetada para permitir a descric¸a˜o semaˆntica de um domı´nio segundo seus conceitos e
propriedades [30].
A OWL API e´ uma API em Java para criac¸a˜o, manipulac¸a˜o e serializac¸a˜o de onto-
logias em OWL [29]. Esta API fornece uma camada de abstrac¸a˜o na forma de acesso
a`s ontologias, permitindo que os desenvolvedores foquem em aspectos de mais alto n´ıvel
durante a implementac¸a˜o de suas aplicac¸o˜es.
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3.2.1 Perfis OWL
Quanto maior o grau de expressividade da linguagem mais complexos tornam-se os
mecanismos de infereˆncia e as consultas. Para acomodar as necessidades das aplicac¸o˜es
em termos de expressividade e performance foram criadas sublinguagens para a OWL.
Segundo [42], a OWL inicialmente apresentava treˆs sublinguagens:
• OWL Lite: voltada para aplicac¸o˜es que essencialmente precisam de uma classificac¸a˜o
de hierarquia e restric¸o˜es simples.
• OWL DL (Description Logic): direcionada para aplicac¸o˜es que precisam do ma´ximo
de expressividade, pore´m, mantendo a decidibilidade e completude das implementac¸o˜es.
• OWL Full : voltada para o ma´ximo de expressividade, com a liberdade de sintaxe
da RDF, pore´m sem garantias computacionais.
Com a publicac¸a˜o da segunda versa˜o da OWL foram apresentadas mais treˆs sublin-
guagens [27]:
• OWL 2 EL (Existential Language): voltada para aplicac¸o˜es com ontologias contendo
um grande nu´mero de propriedades e/ou classes.
• OWL 2 QL (Query Language): direcionada para aplicac¸o˜es que utilizam um grande
nu´mero de instaˆncias, onde a tarefa mais importante e´ a resposta a consultas.
• OWL 2 RL (Rule Language): voltada para aplicac¸o˜es que requerem consultas e
mecanismos de infereˆncia eficientes, sem perder muito poder de expressividade.
A OWL 2 trouxe novas funcionalidades, como restric¸o˜es de cardinalidade qualificada e
propriedades assime´tricas, reflexivas e disjuntas. Ale´m disso, manteve a compatibilidade
com a versa˜o anterior. Isto significa que as sublinguagens da OWL 1 continuam va´lidas
na OWL 2 e que qualquer ontologia constru´ıda com base na primeira versa˜o tambe´m
continua va´lida na segunda versa˜o. As sublinguagens da OWL 1 foram projetadas de
forma incremental em termos de expressividade semaˆntica. Ou seja, a OWL Lite esta´
contida na OWL DL, que esta´ contida na OWL Full. Apesar de ser mais restrita que a DL,
a sublinguagem Lite ainda possui complexidade computacional exponencial, o que gerou a
necessidade da criac¸a˜o de sublinguagens que possibilitassem implementac¸o˜es polinomiais.
Assim, cada sublinguagem da OWL 2 forma um conjunto maximal de expressividade com
a caracter´ıstica de manter a complexidade polinomial.
3.3 Lo´gica Descritiva
Basicamente, todo o formalismo lo´gico que existe nas ontologias e´ proveniente da
Lo´gica Descritiva (Description Logic - DL). A Lo´gica Descritiva tem como objetivo repre-
sentar o conhecimento sobre um domı´nio de modo estruturado e formal [2]. Caracteriza-se
por permitir um alto grau de expressividade semaˆntica, possibilitando a construc¸a˜o de
conceitos e relacionamentos complexos. Utilizando Lo´gica Descritiva pode-se expressar
operac¸o˜es de inverso, transitividade, inclusa˜o de relacionamentos e restric¸o˜es nume´ricas,
como no exemplo abaixo.
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Exemplo: Pode-se definir o conceito de “Uma mulher solteira e com mais de treˆs filhos.”
em DL da seguinte forma:
Humano u Femea u ¬Casadau > 3(temFilho.Humano)
A modelagem de uma base de conhecimento envolve a especificac¸a˜o de dois componen-
tes: TBox (Terminological Axioms Box ) e ABox (Assertions Box ) [2]. A TBox conte´m a
terminologia associada ao domı´nio representado, com suas principais propriedades e con-
ceitos. Enquanto que a ABox conte´m o conhecimento assertivo espec´ıfico das instaˆncias
do domı´nio modelado. O conhecimento assertivo de uma ABox pode ser de dois tipos:
conceitual ou relacional. O conhecimento conceitual e´ o que define que um indiv´ıduo a e´
uma instaˆncia do conceito C. Por exemplo, Garfield e´ um gato. Ja´ o relacional estabelece
uma relac¸a˜o entre dois indiv´ıduos a e b. Por exemplo, John e´ dono do Garfield. Por ser
mais espec´ıfico, o conhecimento descrito pela ABox tende a estar mais sujeito a alterac¸o˜es
do que o descrito na TBox.
Um dos relacionamentos mais ba´sicos presentes em uma TBox e´ o que determina
a especializac¸a˜o ou generalizac¸a˜o de um conceito, mais conhecido como relacionamento
“e´ um” (is-a). Por este relacionamento e´ poss´ıvel estabelecer hierarquias de conceitos e
propriedades.
Exemplo: Vamos supor que deseja-se inserir o seguinte axioma em uma determinada
TBox : “gato e´ um felino”, onde felino e´ um conceito mais amplo que gato. Em DL, tal
axioma seria escrito da seguinte forma:
gato v felino
Existindo o conceito de gato, pode-se incluir na ABox a assertiva que define Garfield
como uma instaˆncia de gato. Assim, a partir da assertiva e do axioma pode-se inferir que
Garfield e´ um felino.
3.4 Mecanismos de Infereˆncia
A descric¸a˜o do conhecimento a cerca de um domı´nio em uma ontologia com os formalis-
mos da lo´gica descritiva permite a realizac¸a˜o de certos tipos de infereˆncia. Os mecanismos
de infereˆncia teˆm como objetivo obter informac¸o˜es que na˜o esta˜o expl´ıcitas na base de
conhecimento.
Os principais mecanismos de infereˆncia relacionados aos conceitos de uma TBox T sa˜o
[1]:
• Satisfatibilidade: Um conceito C e´ satisfat´ıvel com respeito a T se existe um modelo
I de T tal que CI e´ na˜o vazio, ou seja, se I e´ um modelo de C.
• Subsumption: Um conceito C e´ um subconjunto (subsumes) de um conceito D com
respeito a T se CI ⊆ DI para cada modelo I de T .
• Equivaleˆncia: Dois conceitos C e D sa˜o equivalentes com respeito a T se CI = DI
para cada modelo I de T . Neste caso, escreve-se C ≡T D ou T |= C ≡ D.
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• Disjunc¸a˜o: Dois conceitos C e D sa˜o disjuntos com respeito a T se CI ∩ DI = ∅
para cada modelo I de T .
Descobrir que o TBox e´ satisfat´ıvel significa dizer que na˜o ha´ contradic¸o˜es lo´gicas
nesse conjunto. Subsumption refere-se ao mecanismo utilizado para saber se um dado
conjunto e´ subconjunto de outro. A equivaleˆncia permite que conceitos semanticamente
equivalentes possam ser tratados dessa forma. Por fim, a disjunc¸a˜o restringe a forma com
as instaˆncias relacionam-se com os conceitos de uma TBox.
Com relac¸a˜o aos axiomas de uma ABox o principal mecanismo de infereˆncia diz res-
peito a` consisteˆncia das assertivas.
• Consisteˆncia das assertivas: Uma ABox A e´ consistente com respeito a uma TBox
T se existe uma interpretac¸a˜o que e´ tanto um modelo para A quanto para T .
Baseando-se neste mecanismo, nota-se que caso dois conceitos sejam disjuntos enta˜o
na˜o e´ consistente a assertiva que indica que um mesmo indiv´ıduo seja uma instaˆncia de
ambos os conceitos. Por exemplo, a combinac¸a˜o das assertivas “Joana e´ pai de Paulo”
e “Joana e´ ma˜e de Paulo”, resultaria em uma inconsisteˆncia lo´gica e semaˆntica, conside-
rando que o conjunto formado pelos pais seja disjunto do formado pelas ma˜es.
3.4.1 Reasoners
Um reasoner e´ uma ferramenta capaz de realizar consultas e inferir informac¸o˜es de
uma ontologia, de acordo com mecanismos de infereˆncia. Os reasoners podem adotar
metodologias distintas para infereˆncia em ontologias. Dentre elas, destacam-se as baseadas
em ca´lculo de tableaux 1 e as que se baseiam em te´cnicas de resoluc¸a˜o lo´gica. A Tabela 3.1
apresenta algumas das principais implementac¸o˜es de reasoners para a linguagem OWL.
Reasoner Interface Co´digo aberto Te´cnica
Pellet [48] Java Sim Tableau
KAON2 [45] Java Na˜o Resolution & Datalog
Fact++ [63] C++ Sim Tableau
HermiT [58] Java Sim Hypertableau
RacerPro [24] XML Na˜o Tableau
Tabela 3.1: Reasoners para a linguagem OWL.
Como pode ser visualizado na Tabela 3.1, existem atualmente poucos reasoners com
interface para a linguagem Java, entre eles destacam-se Pellet[48] e HermiT[58], por im-
plementarem a interface OWLReasoner, definida pela OWL API, e terem co´digo aberto.
3.5 Ontologias para smart spaces
O uso de ontologias em ambientes sens´ıveis ao contexto tem como motivac¸a˜o a pos-
sibilidade de modelar a semaˆntica do contexto de forma independente da linguagem de
1Procedimento de prova usado para determinar a satisfatibilidade de um conjunto de fo´rmulas lo´gicas.
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programac¸a˜o, sistema operacional e/ou middleware utilizado. Neste cap´ıtulo sa˜o apresen-
tadas algumas ontologias encontradas na literatura para modelagem do conhecimento em
ambientes sens´ıveis ao contexto.
3.5.1 CoBrA
O projeto CoBrA (Context Broker Architecture) utiliza as ontologias COBRA-ONT
[10] e SOUPA [11] para representar informac¸o˜es de contexto em ambientes pervasivos. As
principais contribuic¸o˜es esta˜o relacionadas aos casos de uso modelados, juntamente com
a separac¸a˜o de conceitos chave como localizac¸a˜o, lugares, atividade e agentes. Contudo,
no modelo apresentado em [10] na˜o ha´ divisa˜o entre os conceitos relacionados ao domı´nio,
como Campus, e conceitos mais gerais e aplica´veis a va´rios domı´nios, como Place, pois
ambas as classes sa˜o listadas em um mesmo bloco, conforme mostrado na Figura 3.1.
Figura 3.1: Classes e propriedades da ontologia de contexto do projeto CoBrA [10].
Em [11], e´ apresentado um conjunto de ontologias, desenvolvido a partir da combinac¸a˜o
de outras ontologias, a fim de buscar um consenso sobre a forma de representar certos tipos
de conceitos. Assim, desenvolvedores com pouco conhecimento sobre ontologia poderiam
criar aplicac¸o˜es que utilizassem conceitos modelados de forma padra˜o. O projeto divide a
ontologia SOUPA em duas partes: Soupa Core e Soupa Extension. A Soupa Core define
conceitos considerados comuns a va´rias aplicac¸o˜es sens´ıveis ao contexto, como: pessoa,
pol´ıtica/ac¸a˜o, agente, tempo, espac¸o e evento. Enquanto a Soupa Extension modela
conceitos relacionados a domı´nios espec´ıficos, pore´m, comumente encontrados em va´rias
aplicac¸o˜es sens´ıveis ao contexto, como: encontros envolvendo agendas de participantes,
documentos, captura de imagens, relac¸o˜es de espac¸o e localizac¸a˜o.
3.5.2 SOCAM
O SOCAM (Service-Oriented Context Aware Middleware) apresenta um modelo de
duas camadas baseado em ontologia [22]. Nesse modelo, a camada superior possui con-
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ceitos de alto n´ıvel e independentes de domı´nio. Ja´ a camada inferior conte´m a ontologia
espec´ıfica de domı´nio, por exemplo o contexto do escrito´rio, carro, etc. Essa divisa˜o em
camadas, ilustrada na Figura 3.2, permite que a camada inferior seja ligada a camada su-
perior de forma dinaˆmica, diminuindo o escopo de ana´lise do contexto. Considerando-se
que os dispositivos mo´veis possuem recursos limitados, a abordagem mostra-se pertinente
pois tem como objetivo reduzir o custo de processamento das infereˆncias e consultas rea-
lizadas a` ontologia.
Figura 3.2: Divisa˜o em duas camadas do projeto SOCAM [22].
Em [23] os autores do projeto SOCAM classificam as informac¸o˜es de contexto coleta-
das do ambiente em diretas e indiretas. As informac¸o˜es diretas sa˜o aquelas capturadas
por sensores, podendo estes sensores serem f´ısicos (ex. sensor de presenc¸a) ou virtuais
(ex. web services). Tambe´m sa˜o classificadas como diretas as informac¸o˜es definidas pelos
usua´rios ou pelas aplicac¸o˜es. Enquanto que o contexto indireto refere-se ao que pode
ser inferido por meio de te´cnicas de reasoning e agregac¸a˜o de informac¸o˜es. Essa clas-
sificac¸a˜o e´ utilizada para resoluc¸a˜o de conflitos, em que uma informac¸a˜o definida pelo
usua´rio e´ considerada mais confia´vel do que uma informac¸a˜o sentida [23]. Uma outra
propriedade definida pelo modelo e´ a de dependeˆncia. A relac¸a˜o de dependeˆncia indica
quais informac¸o˜es sa˜o utilizadas para determinar a situac¸a˜o de uma entidade. Por exem-
plo, a informac¸a˜o de localizac¸a˜o de uma pessoa mostrando que ela esta´ na sala somada a
informac¸a˜o de que a televisa˜o esta´ ligada indica que ela esta´ assistindo a televisa˜o.
3.5.3 ONTO-MoCA
MoCA (Mobile Collaboration Architecture) e´ um middleware desenvolvido para prover
suporte a aplicac¸o˜es colaborativas e sens´ıveis ao contexto [56]. Em [54] e´ apresentada a
ONTO-MoCA, uma extensa˜o desse middleware que utiliza uma ontologia para represen-
tar informac¸o˜es de contexto. De acordo com os autores, essa ontologia descreve conceitos
e propriedades do modelo de contexto do projeto MoCA, com excec¸a˜o a`s propriedades re-
lacionadas ao comportamento em tempo de execuc¸a˜o [54]. A representac¸a˜o em ontologia
tem como objetivo permitir o compartilhamento de informac¸o˜es com outras arquitetu-
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ras, possibilitar a modelagem de atributos complexos e prover suporte a` verificac¸a˜o de
consisteˆncia e mecanismos de infereˆncia.
Figura 3.3: Estrutura do modelo de contexto do projeto ONTO-MoCA [54].
A Figura 3.3 apresenta a estrutura do modelo de contexto do projeto. A ONTO-MoCA
conte´m conceitos de alto n´ıvel que possam interessar aos desenvolvedores de aplicac¸o˜es
sens´ıveis ao contexto. As principais abstrac¸o˜es do modelo sa˜o: eventos, atributos de
contexto e consultas. Adicionalmente, o modelo inclui os conceitos acura´cia e precisa˜o
como atributos de qualidade.
3.5.4 CANDEL
O projeto CANDEL (Context As dyNamic proDuct Line) apresenta uma forma de mo-
delagem de contexto independente de domı´nio baseada em modelos de caracter´ısticas [34].
O gerenciamento do contexto e´ realizado por componentes denominados CPCs (Context
Proxy Components), que atuam como proxies das informac¸o˜es de contexto. Por exemplo,
o CPC de lugar proveˆ a localizac¸a˜o com a caracter´ıstica de coordenadas (ex: latitude
e longitude) ou blocos (ex: sala, andar, pre´dio, etc). Como podem haver va´rias carac-
ter´ısticas acerca de uma mesma informac¸a˜o de contexto, cabe aos servic¸os selecionar as
caracter´ısticas a serem utilizadas para prover informac¸o˜es adequadas a`s aplicac¸o˜es. Dessa
forma, o modelo trata os diferentes n´ıveis de abstrac¸a˜o das informac¸o˜es de contexto. A
Figura 3.4 ilustra a arquitetura do projeto, organizada em aplicac¸o˜es, servic¸os e os CPCs.
Adicionalmente, o trabalho identifica alguns requisitos relacionados a modelos para o
gerenciamento do contexto [34]. Entre esses requisitos pode-se citar: (1) a necessidade
de uma infra-estrutura para o desenvolvimento de aplicac¸o˜es; (2) a abordagem deve ser
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(a) Relac¸a˜o entre componentes de contexto, os
servic¸os e as aplicac¸o˜es.
(b) Exemplos de componentes descrevendo informac¸o˜es de con-
texto.
Figura 3.4: Arquitetura do projeto CANDEL para o gerenciamento de contexto [34].
gene´rica o suficiente para abranger aplicac¸o˜es de va´rios tipos de domı´nios; (3) a modelagem
de contexto deve seguir padro˜es conhecidos; e (4) o modelo deve ser dinaˆmico e permitir
que as alterac¸o˜es do ambiente sejam refletidas no sistema. Estes requisitos asseguram
que a soluc¸a˜o desenvolvida seja flex´ıvel, podendo suportar va´rios tipos de aplicac¸o˜es;
compartilhe informac¸o˜es com outros sistemas e seja adapta´vel a`s alterac¸o˜es do ambiente.
3.5.5 Smart-M3 Framework
Em [40] e´ apresentado um framework voltado para o desenvolvimento de aplicac¸o˜es
sens´ıveis ao contexto em smart spaces. O trabalho foi implementado de acordo com
a arquitetura Smart-M3 da Nokia [28] e apresenta um modelo para representac¸a˜o de
informac¸o˜es de contexto baseado em ontologia. A Figura 3.5 ilustra o modelo, que assim
como o SOCAM [22] faz diviso˜es entre conceitos independentes de domı´nio e relacionados
ao domı´nio da aplicac¸a˜o.
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De forma semelhante a` classificac¸a˜o apresentada em [22], o trabalho faz uma distinc¸a˜o
entre contexto atoˆmico, captado diretamente de componentes provedores de contexto; e
contexto inferido, que e´ composto de informac¸o˜es extra´ıdas a partir do conjunto de dados
preexistente na ontologia. O contexto e´ inferido por meio de regras, as quais sa˜o expressas
em Python e processadas por uma engine do sistema.
Figura 3.5: Modelo de infomac¸o˜es de contexto baseado em ontologia do projeto Smart-M3
Framework [40].
As regras de infereˆncia sa˜o baseadas em treˆs cla´usulas: (i) with, (ii) when, (iii) then.
As cla´usulas with conte´m afirmac¸o˜es, enquanto que as do tipo when indicam os eventos
em que a regra deve ser usada. Por fim, as cla´usulas then conte´m as ac¸o˜es do sistema
de acordo com informac¸o˜es obtidas a partir dos elementos with e when. Desse modo, em
[40] e´ apresentado um modelo focado na implementac¸a˜o de uma engine de processamento
de informac¸o˜es de contexto a partir de cla´usulas definidas em Python. Essa abordagem
traz como vantagem maior facilidade no desenvolvimento das aplicac¸o˜es, uma vez que o
desenvolvedor na˜o necessita de conhecimentos sobre ontologias para utilizar o modelo.
3.6 Considerac¸o˜es
Dentre as formas de representac¸a˜o de conhecimento encontradas na literatura, as on-
tologias teˆm sido amplamente utilizadas por possibilitarem alto grau de expressividade
semaˆntica, que permite descric¸o˜es detalhadas dos domı´nios modelados. Desse modo, este
cap´ıtulo apresenta to´picos considerados relevantes para a definic¸a˜o do modelo baseado
em ontologias proposto, tais como conceitos ba´sicos, processo evolutivo, linguagens e fer-
ramentas. Adicionalmente, foram abordados alguns pontos referentes a` lo´gica descritiva,
a qual representa a base formal lo´gica das ontologias. Na Sec¸a˜o 3.2, foi apresentada a
linguagem OWL, utilizada neste trabalho, com seus perfis e mecanismos de infereˆncia,
que permitem a extrac¸a˜o de informac¸o˜es na˜o expl´ıcitas da ontologia.
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A Sec¸a˜o 3.5 apresenta modelos espec´ıficos para gerenciamento de informac¸o˜es de con-
texto em ambientes ub´ıquos. A partir da ana´lise dos trabalhos encontrados na literatura,
constata-se que a utilizac¸a˜o de ontologias para modelagem de informac¸o˜es de contexto
em ambientes inteligentes vem recebendo crescente atenc¸a˜o e interesse da comunidade
cient´ıfica. No entanto, foi observado que o uso espec´ıfico de ontologias nestes trabalhos
possui algumas diferenc¸as. Alguns modelos utilizam ontologias com foco na representac¸a˜o
de atributos das informac¸o˜es, consultas e modelagem de eventos [54, 34]. Outros trabalhos
teˆm por objetivo estabelecer a melhor forma de organizar o contexto, visando encontrar
um denominador comum para a criac¸a˜o de um padra˜o [11]. Em [22, 40] os conceitos
sa˜o divididos em camadas, dependendo do n´ıvel de generalidade (ou especificidade) da
informac¸o˜es. Embora muitos dos trabalhos analisados adotem ontologias para represen-
tar o contexto, mecanismos para o gerenciamento e evoluc¸a˜o de ontologias em ambientes
inteligentes permanecem como foco de pesquisa.
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Cap´ıtulo 4
Middlewares em smart spaces
Um dos principais objetivos de um middleware em ambientes distribu´ıdos e´ prover
uma camada interopera´vel1, capaz de encapsular a heterogeneidade dos dispositivos.
Ale´m de prover interoperabilidade, os middlewares em smart spaces devem coletar in-
formac¸o˜es como localizac¸a˜o de usua´rios e dispositivos, estado dos dispositivos, prefereˆncias
dos usua´rios e caracter´ısticas dos dispositivos. Na Sec¸a˜o 4.1, sa˜o apresentadas algumas
estrate´gias utilizadas por middlewares para auxiliar as aplicac¸o˜es na obtenc¸a˜o, repre-
sentac¸a˜o, processamento e entrega das informac¸o˜es de contexto. A Sec¸a˜o 4.2 descreve o
middleware uOS, adotado na implementac¸a˜o deste trabalho.
4.1 Supporte de middleware
Conforme visto na Sec¸a˜o 2.2, existem diversos desafios relacionados ao contexto a
serem tratados pelas aplicac¸o˜es. No entanto, certos desafios independem do domı´nio
das aplicac¸o˜es e podem ser realizados por middlewares. Em [16] sa˜o listados alguns
servic¸os que podem ser providos por middlewares para dar suporte ao desenvolvimento
de aplicac¸o˜es sens´ıveis ao contexto:
• Servic¸o de inscric¸a˜o e entrega de informac¸o˜es;
• Consulta e compartilhamento das informac¸o˜es de contexto;
• Servic¸o de processamento das informac¸o˜es;
• Servic¸o de verificac¸a˜o das informac¸o˜es de contexto;
• Descoberta e gerenciamento de servic¸os.
As pro´ximas subsec¸o˜es apresentam como alguns middlewares gerenciam as informac¸o˜es
de contexto de acordo com os servic¸os listados em [16].
1Uma camada interopera´vel e´ uma camada em que os dispositivos conseguem comunicar-se de forma
transparente, sejam semelhantes ou na˜o.
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4.1.1 Servic¸o de inscric¸a˜o e entrega de informac¸o˜es
O Servic¸o de inscric¸a˜o e entrega de informac¸o˜es e´ um servic¸o em que as aplicac¸o˜es
podem inscrever-se e receber informac¸o˜es no momento em que um evento esperado ocor-
rer. No projeto Gaia [55], o servic¸o de inscric¸a˜o e entrega de informac¸o˜es e´ realizado
por meio de um gerenciador de eventos, que possui consumidores, fornecedores e canais
para controle de eventos. Em [59], o middleware captura informac¸a˜o em tempo real de
sensores que enviam mensagens de eventos em uma rede ad hoc mo´vel. O projeto utiliza
o modelo Publish-Subscribe para prover a comunicac¸a˜o entre os objetos e os eventos sa˜o
roteados de quem publica a informac¸a˜o para os inscritos via protocolos multicast. Em
CARMEN (Context-Aware Middleware for Resource Management in the Wireless Inter-
net) [4] e´ apresentado um gerenciador de eventos utilizado para controlar um u´nico tipo de
informac¸a˜o de contexto: a mobilidade dos dispositivos. O gerenciador de eventos indica a
movimentac¸a˜o de um determinado dispositivo no ambiente e, baseando-se nesses eventos,
o middleware realiza o redirecionamento do servic¸o que o recurso proveˆ de acordo com
pol´ıticas pre´-definidas.
4.1.2 Consulta e compartilhamento das informac¸o˜es
O Servic¸o de consulta e compartilhamento das informac¸o˜es permite a`s aplicac¸o˜es con-
sultar o contexto atual do usua´rio, ambiente ou da pro´pria aplicac¸a˜o. Adicionalmente,
pode-se definir uma estrate´gia de compartilhamento das informac¸o˜es. O projeto MoCA
(MObile Collaboration Architecture) [56] conte´m um servic¸o chamado Monitor, que co-
leta informac¸a˜o do dispositivo em que esta´ sendo executado e envia para o CIS (Context
Information Service). O CIS e´ um servic¸o distribu´ıdo, em que cada servidor recebe as
informac¸o˜es de contexto do servic¸o Monitor dos dispositivos. Assim, as informac¸o˜es de
contexto sa˜o distribu´ıdas entre os no´s da rede e podem ser consultadas pelas aplicac¸o˜es.
No projeto SALES (Scalable context-Aware middleware for mobiLe EnvironmentS ) [13]
adota-se o princ´ıpio da localidade para proativamente disseminar informac¸o˜es de contexto.
Os dispositivos fazem cache das informac¸o˜es nos vizinhos (lo´gicos ou f´ısicos), de modo a
reduzir a massa de informac¸o˜es a ser compartilhada.
4.1.3 Servic¸o de processamento das informac¸o˜es
O Servic¸o de processamento das informac¸o˜es transforma os dados primitivos em in-
formac¸o˜es u´teis a`s aplicac¸o˜es. Por exemplo, as coordenadas de localizac¸a˜o de um usua´rio
podem ser transformadas em uma localizac¸a˜o baseada em blocos (ex. usua´rio X esta´
na sala 1.) ou terem conotac¸a˜o de proximidade (ex. usua´rio X esta´ pro´ximo de uma
impressora.). O projeto CAPNET (Context-Aware Pervasive NETworking) [14] utiliza
componentes de contexto para agregar servic¸os que da˜o suporte a outros componentes e
aplicac¸o˜es no ambiente distribu´ıdo. O componente recebe, processa e proveˆ as informac¸o˜es
de contexto, atuando como um moderador entre os sensores e as aplicac¸o˜es. A conexa˜o
pode ser trocada no meio da comunicac¸a˜o sem que os componentes percebam. Em [67]
as informac¸o˜es de contexto chegam ao mo´dulo de processamento de contexto e sa˜o mape-
adas para um modelo baseado em ontologia. Este mo´dulo de processamento fica em um
dispositivo remoto, que transmite as informac¸o˜es processadas para dispositivos mo´veis.
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4.1.4 Servic¸o de verificac¸a˜o das informac¸o˜es
O Servic¸o de verificac¸a˜o das informac¸o˜es do contexto e´ um servic¸o que verifica os da-
dos que sera˜o utilizados pelas aplicac¸o˜es para tomada de decisa˜o. Em [53] e´ definido um
servidor de ontologias, que controla as alterac¸o˜es e evita que informac¸o˜es inconsistentes
sejam adicionadas na base de conhecimento. No projeto MIDSEN (Middleware for Wire-
less Sensor Network) [49] sa˜o definidos atributos para verificar a validade das informac¸o˜es
de contexto capturadas por sensores. Ao armazenar atributos como o hora´rio em que foi
feita a leitura pelo sensor pode-se determinar o tempo de vida desse dado no middleware.
Por exemplo, uma temperatura medida a`s 2 p.m. na˜o sera´ mais va´lida a` noite.
4.1.5 Descoberta e gerenciamento de servic¸os
A descoberta e gerenciamento de servic¸os permite que as aplicac¸o˜es localizem e obte-
nham em tempo real o conjunto de servic¸os dispon´ıveis no ambiente. Gaia apresenta um
Servic¸o de Presenc¸a, que detecta as entidades presentes no Active Space [55]. As entidades
podem ser f´ısicas, isto e´, pessoas e dispositivos (localizac¸a˜o), ou digitais, como aplicac¸o˜es
e servic¸os. De forma semelhante, o projeto MoCA [56] conte´m um servic¸o para desco-
berta de dispositivos que armazena informac¸o˜es como nome, propriedades, enderec¸os, etc,
sobre qualquer aplicac¸a˜o ou servic¸o registrado no middleware. Ale´m disso, um servic¸o
de configurac¸a˜o captura a configurac¸a˜o dos dispositivos mo´veis e grava os dados em uma
tabela hash persistente para facilitar a descoberta de servic¸os. Em [49] e´ apresentado
um algoritmo que realiza matching de servic¸os, retornando a similaridade entre o servic¸o
requisitado e os dispon´ıveis.
Conforme visto nesta sec¸a˜o, foram publicadas na literatura algumas soluc¸o˜es para tra-
tar dos desafios relacionados ao gerenciamento das informac¸o˜es de contexto. A Sec¸a˜o 4.2,
a seguir, descreve o middleware uOS [9] e como estes desafios sa˜o abordados pelos autores.
4.2 Middleware uOS
O middleware uOS foi concebido com o objetivo de promover a adaptabilidade de
servic¸os em um ambiente de computac¸a˜o ub´ıqua [9], de modo que os servic¸os dos dispo-
sitivos presentes no ambiente possam ser oferecidos e compartilhados. Conforme apre-
sentado na Figura 4.1, o uOS atua como uma camada entre as aplicac¸o˜es e os drivers.
Um driver e´ uma especificac¸a˜o do conjunto de servic¸os providos por um dispositivo no
ambiente. Para viabilizar a comunicac¸a˜o entre os dispositivos, existem os plugins de rede,
que sa˜o implementac¸o˜es dedicadas a tecnologias de rede espec´ıficas, como 3G, Bluetooth
e Ethernet.
O uOS adota a arquitetura DSOA (Device Service Oriented Architecture). Seguindo
a arquitetura SOA (Service Oriented Architecture) a DSOA tambe´m possui os pape´is
de consumidor, provedor e registro; com a diferenc¸a de que na DSOA quem assume
esses pape´is sa˜o os dispositivos e na˜o os Web Services. Assim como em [55, 59, 4], o
gerenciamento de eventos segue o modelo Publish-Subscribe.
A Figura 4.2 mostra as treˆs camadas do middleware uOS :
1. Camada de Rede: responsa´vel por gerenciar as interfaces de rede do dispositivo;
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Figura 4.1: Middleware uOS
2. Camada de Conectividade: responsa´vel por gerenciar conexo˜es entre dispositivos
que se comunicam por diferentes tecnologias, como Bluetooth e Ethernet ;
3. Camada de Adaptabilidade: responsa´vel por gerenciar os servic¸os dispon´ıveis e o
acesso aos mesmos.
A camada de Rede conte´m os mo´dulos: RADAR e Connection Manager. O RADAR
descobre os dispositivos do ambiente por meio de varreduras e o Connection Manager
gerencia conexo˜es entre dispositivos com a mesma tecnologia de comunicac¸a˜o. Na camada
de Conectividade, a comunicac¸a˜o entre dispositivos com diferentes tecnologias e´ obtida
com a utilizac¸a˜o de um Proxy. Por fim, a camada de Adaptabilidade conte´m um mo´dulo
chamado Adaptability Engine, que faz a intermediac¸a˜o entre as aplicac¸o˜es e os drivers
com o objetivo de selecionar o servic¸o mais apropriado para determinada aplicac¸a˜o. A
camada de Adaptabilidade tambe´m conte´m o mo´dulo Application Deployer, que permite
a inclusa˜o e exclusa˜o de aplicac¸o˜es no uOS por meio das operac¸o˜es de Deploy e Undeploy.
4.3 Considerac¸o˜es
Neste cap´ıtulo foram apresentados alguns servic¸os que podem ser providos por mid-
dlewares para tratar desafios comuns a`s aplicac¸o˜es e controlar o fluxo das informac¸o˜es
de contexto em smart spaces. Estes servic¸os listados em [16]: (i) determinam para quais
dispositivos as informac¸o˜es precisam ser enviadas; (ii) possibilitam a comunicac¸a˜o dos
dispositivos; (iii) auxiliam no processamento; (iv) s´ıntese das informac¸o˜es de contexto; e
ainda (v) descobrem dinamicamente os servic¸os dispon´ıveis.
O middleware uOS suporta os servic¸os (i), (ii) e (v). O servic¸o (i) e´ provido por meio
do gerenciamento de eventos, segundo o modelo Publish-Subscribe. O servic¸o (ii) e´ con-
templado pelos plugins de rede e por proxies na camada de conectividade. A descoberta
de dispositivos e servic¸os (v) e´ gerenciada na camada de adaptabilidade utilizando dos
mo´dulos Device Manager e Driver Manager.
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Figura 4.2: Camadas do middleware uOS.
A proposta deste trabalho suporta os servic¸os (iii) e (iv) e complementa o servic¸o
(ii), disponibilizando consultas a ontologias locais e remotas para compartilhamento das
informac¸o˜es de contexto. O servic¸o (iii) e´ obtido por meio da representac¸a˜o em forma
de ontologia, que permite consultas utilizando mecanismos de infereˆncia. O servic¸o (iv)





Neste cap´ıtulo e´ apresentada a proposta do trabalho, que consiste em um modelo para
o gerenciamento de informac¸o˜es de contexto e sua implementac¸a˜o no middleware uOS. A
Sec¸a˜o 5.1 descreve os componentes do modelo proposto e a Sec¸a˜o 5.2 traz alguns detalhes
de implementac¸a˜o.
5.1 Modelo para gerenciamento do contexto
O gerenciamento do contexto requer o controle do fluxo de informac¸o˜es que passam
pelo sistema, incluindo a propagac¸a˜o dos dados aos dispositivos do ambiente. Para inserir
e remover informac¸o˜es na ontologia, e´ deseja´vel o uso de uma API, capaz de encapsular
operac¸o˜es especificamente relacionadas a` persisteˆncia. Adicionalmente, e´ preciso coorde-
nar as alterac¸o˜es realizadas na ontologia, de modo a preservar a consisteˆncia dos dados.
Esta sec¸a˜o descreve o modelo para o gerenciamento de informac¸o˜es de contexto baseado
em ontologias proposto neste trabalho. O modelo conte´m treˆs componentes principais: (i)
Gerenciador de Contexto, (ii) Context API e (iii) Gerenciador de Alterac¸o˜es. A Figura
5.1 ilustra os componentes responsa´veis por gerenciar as alterac¸o˜es de contexto realizadas
pelas aplicac¸o˜es. As operac¸o˜es de Deploy e Undeploy que aparecem na figura referem-se
a` inserc¸a˜o e remoc¸a˜o de aplicac¸o˜es no modelo (conforme apresentado na Sec¸a˜o 4.2).
Figura 5.1: Modelo baseado em ontologia para o gerenciamento de contexto.
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Basicamente, as informac¸o˜es chegam ao Gerenciador de Contexto, o qual e´ responsa´vel
por entregar informac¸o˜es de contexto atualizadas a`s aplicac¸o˜es que esta˜o registradas para
recebeˆ-las. O mecanismo de registro segue o modelo Publish-Subscribe e a disseminac¸a˜o
de informac¸o˜es ocorre por meio de eventos, com a entrada e sa´ıda de dispositivos no smart
space de forma dinaˆmica. Usando a Context API, as aplicac¸o˜es podem alterar a ontologia e
evoluir as informac¸o˜es de contexto. Antes de serem salvas, estas alterac¸o˜es passam por um
processo de verificac¸a˜o realizado pelo Gerenciador de Alterac¸o˜es. A linguagem utilizada
para a ontologia e´ a OWL (Web Ontology Language), por possibilitar um alto grau de
expressividade semaˆntica e ser recomendada pela W3C (World Wide Web Consortium).
As Subsec¸o˜es 5.1.1, 5.1.2 e 5.1.3 a seguir detalham os componentes envolvidos no modelo
proposto.
5.1.1 Gerenciador de Contexto
O Gerenciador de Contexto e´ o componente responsa´vel por controlar o fluxo das
informac¸o˜es de contexto, as quais sa˜o essencialmente obtidas por meio de sensores e
representadas na ontologia. O Gerenciador de Contexto verifica as atualizac¸o˜es na onto-
logia e notifica as aplicac¸o˜es que esta˜o registradas para recebeˆ-las. Durante a execuc¸a˜o
das aplicac¸o˜es, consultas a` ontologia podem feitas com a utilizac¸a˜o de mecanismos de
infereˆncia.
Conforme ilustrado na Figura 5.2, o Gerenciador de Contexto conte´m, por padra˜o, uma
ontologia de alto n´ıvel. As informac¸o˜es pre´-definidas compo˜em um conjunto de conceitos
independentes de domı´nio, formando uma camada superior. Esta camada serve de base
para que as aplicac¸o˜es incorporem informac¸o˜es espec´ıficas aos domı´nios modelados. A
adoc¸a˜o dessa ontologia serve para padronizar a forma como e´ tratado cada tipo de conceito
relacionado ao contexto. As ontologias de domı´nio, as quais extendem a ontologia de
alto n´ıvel, sa˜o constru´ıdas e evolu´ıdas a partir das aplicac¸o˜es por meio da Context API,
detalhada na Sec¸a˜o 5.1.2.
Figura 5.2: Ontologia de alto n´ıvel de abstrac¸a˜o das informac¸o˜es de contexto. (Figura
gerada pela ferramenta Prote´ge´ [46].)
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A ontologia apresentada pela Figura 5.2 pode ser dividida em duas categorias: hie-
rarquia para entidades e hierarquia para localizac¸a˜o, as quais sa˜o descritas nas Subsec¸o˜es
5.1.1 e 5.1.1, a seguir.
Hierarquia para entidades
A Figura 5.3 apresenta a hierarquia independente de domı´nio para entidades. O
segundo n´ıvel divide a entidade em f´ısica e lo´gica. Uma entidade f´ısica pode ser um
usua´rio ou um recurso do ambiente, como uma caˆmera ou um monitor, por exemplo. Por
outro lado, a entidade lo´gica representa conceitos como drivers de dispositivos, aplicac¸o˜es
e ontologias.
Figura 5.3: Hierarquia independente de domı´nio para entidades. (Figura gerada usando
Prote´ge´ [46])
Hierarquia para localizac¸a˜o
A Figura 5.4 apresenta a hierarquia independente de domı´nio para localizac¸a˜o. Como
pode ser observado, as classes podem dividir-se em locais abertos ou fechados, como em
[22, 40, 22]. Para locais fechados, a divisa˜o e´ feita por salas, corredores, andares e pre´dios,
conforme em [19].
Figura 5.4: Hierarquia independente de domı´nio para localizac¸a˜o. (Figura gerada usando
Prote´ge´ [46])
Com base na hierarquia apresentada na Figura 5.4 as seguintes propriedades de objetos
foram definidas:
• isLocatedIn (Transitive) - e.g., se a sala 1 esta´ no primeiro andar do pre´dio X enta˜o





• isLocationOf (Inverse of isLocatedIn)
A propriedade isEntityInLocation serve para estabelecer uma relac¸a˜o entre uma enti-
dade da ontologia, pessoa, dispositivo, entre outros, e um local. Por exemplo, suponha
que Lucas e´ uma instaˆncia da classe user, definida na hierarquia de entidades (Figura
5.3), e sala 1 e´ uma instaˆncia da classe room, contida na hierarquia de localizac¸a˜o (Figura
5.4). Enta˜o, a informac¸a˜o de que “Lucas esta´ na sala 1”, poderia ser representada na
ontologia pela inclusa˜o de uma afirmac¸a˜o da forma “isEntityInLocation( Lucas, sala 1 )”.
Outras questo˜es poderiam ser extra´ıdas da ontologia como por exemplo “Quem esta´
na sala 1?”, que neste caso receberia como resposta “Lucas”. Esta informac¸a˜o pode
ser derivada por meio da propriedade de objetos isLocationOf, definida como inversa da
propriedade isLocatedIn. Ao definir a propriedade isLocatedIn como transitiva pode-se
derivar que se A esta´ localizado dentro da regia˜o de B, que por sua vez esta´ dentro de C,
enta˜o A esta´ dentro de C. Por exemplo, se definirmos que a “sala 1” esta´ no “piso 1” enta˜o
tambe´m poder´ıamos inferir que “Lucas esta´ no piso 1”. Mais detalhes sa˜o apresentados
no Apeˆndice A.3.
5.1.2 Context API
Dependendo do domı´nio, as aplicac¸o˜es sens´ıveis ao contexto podem requerer que dife-
rentes conceitos, com suas propriedades e relacionamentos, estejam presentes na ontologia.
Portanto, o modelo deve permitir que tais conceitos sejam refletidos na ontologia. A uti-
lizac¸a˜o de uma API tem como vantagem o desacoplamento das alterac¸o˜es realizadas em
relac¸a˜o a` forma de persisteˆncia da ontologia. Ale´m disso permite que tais alterac¸o˜es
ocorram de forma padronizada e controlada pelo Gerenciador de Alterac¸o˜es.
Constru´ıda sobre a OWL API [29], a Context API consiste em um conjunto de in-
terfaces de programac¸a˜o que tem como objetivo viabilizar a manipulac¸a˜o estrutural e
semaˆntica da ontologia de contexto. Dessa forma, a construc¸a˜o da ontologia torna-se
dinaˆmica e capaz de evoluir de acordo com as necessidades do ambiente.
Conforme descrito em [32], um conjunto de transformac¸o˜es e´ completo se para cada
entidade existe uma transformac¸a˜o correspondente de adic¸a˜o e remoc¸a˜o. Desse modo, a
Tabela 5.1 apresenta o conjunto completo de operac¸o˜es com respeito a`s entidades envol-
vidas em uma ontologia constru´ıda com a linguagem OWL 2. Cada operac¸a˜o representa
uma alterac¸a˜o minimal na ontologia e pode ser realizada por meio da Context API.
A Tabela 5.2 mostra as principais operac¸o˜es de consulta e infereˆncia que podem ser
realizadas na ontologia. Dessa forma, a Context API disponibiliza tanto operac¸o˜es de
inserc¸a˜o e remoc¸a˜o de axiomas quanto consultas a` ontologia.
Analisando o conjunto apresentado na Tabela 5.1, pode-se perceber que para realizar
algumas tarefas o desenvolvedor teria que divid´ı-la em va´rios passos.
Exemplo: Suponha que uma determinada aplicac¸a˜o tenha uma classe X com instaˆncias
{x1, x2, x3, ..., xn}. Caso o desenvolvedor quisesse remover todas as instaˆncias da classe X





















Tabela 5.1: Entidades da ontologia e operac¸o˜es ba´sicas de adic¸a˜o e remoc¸a˜o.
1. remova a instaˆncia x1 da classe X;
2. remova a instaˆncia x2 da classe X;
3. ...
4. remova a instaˆncia xn da classe X;
A fim de diminuir o nu´mero de operac¸o˜es necessa´rias para executar uma alterac¸a˜o
na ontologia, foi inclu´ıdo na API um conjunto de operac¸o˜es formado por composic¸o˜es
das operac¸o˜es ba´sicas. Este conjunto na˜o agrega nenhuma funcionalidade em relac¸a˜o a`s
operac¸o˜es mostradas anteriormente, sendo introduzido apenas com o intuito de diminuir o
esforc¸o de programac¸a˜o dos desenvolvedores que utilizarem a API. A Tabela 5.3 apresenta
o conjunto de operac¸o˜es compostas da Context API.
5.1.3 Gerenciador de Alterac¸o˜es
O Gerenciador de alterac¸o˜es abrange a etapa de verificac¸a˜o e implementac¸a˜o de al-
terac¸o˜es do processo de evoluc¸a˜o da ontologia, descrito na Sec¸a˜o 3.1. Ao permitir que
as aplicac¸o˜es alterem a base de conhecimento representada por uma ontologia, facilita-se
o compartilhamento de informac¸o˜es, uma vez que as aplicac¸o˜es podem consultar a base
de forma conjunta. Contudo, traz como desvantagem o surgimento de poss´ıveis incon-
sisteˆncias, como por exemplo, a inclusa˜o de classe disjunta de si mesma. Para evitar que
certas alterac¸o˜es tornem a base inconsistente, o Gerenciador de Alterac¸o˜es realiza um pro-





















Tabela 5.2: Operac¸o˜es de consulta e infereˆncia na ontologia.
sa˜o controladas antes de serem salvas, de modo a na˜o permitir que a base fique em um
estado inconsistente.
Processo de verificac¸a˜o
O processo de verificac¸a˜o do Gerenciador de Alterac¸o˜es utiliza um conjunto de regras
que precisam ser va´lidas para que uma alterac¸a˜o seja aprovada. Em [61] [33], sa˜o apresen-
tadas algumas regras para garantir a consisteˆncia e concisa˜o da ontologia. O processo de
verificac¸a˜o adota algumas destas regras (1-4) e inclui uma quinta regra de protec¸a˜o (5),
para garantir que axiomas inseridos por uma aplicac¸a˜o na˜o sejam removidos por outra.
1. As classes, propriedades e instaˆncias possuem um identificador u´nico1.
2. As hierarquias de classes, propriedades de dados e objetos sa˜o grafos ac´ıclicos dire-
cionados.
3. Uma classe na˜o pode ser declarada disjunta dela mesma.
4. As hierarquias de classes, propriedades de dados e objetos na˜o sa˜o redundantes.
5. Axiomas inseridos por uma aplicac¸a˜o na˜o podem ser removidos por outra.
1Em conformidade com a OWL 2, entidades distintas (ex: classe e instaˆncia) podem ter o mesmo














Tabela 5.3: Entidades da ontologia e operac¸o˜es compostas.
A regra 1 garante que em um dado instante, a ontologia pode abrigar apenas uma
classe, propriedade ou instaˆncia com o mesmo identificador. Ao incluir um axioma, uma
anotac¸a˜o e´ gravada na ontologia indicando qual aplicac¸a˜o realizou a inclusa˜o. A segunda
regra diz respeito a` estrutura da hierarquia. Apesar de na˜o causar uma inconsisteˆncia
lo´gica na ontologia, a formac¸a˜o de ciclos geralmente traz como consequeˆncia inconsisteˆncia
semaˆntica. Um ciclo indica que os conceitos envolvidos sa˜o equivalentes. No entanto, caso
os conceitos fossem equivalentes eles deveriam ser declarados dessa forma. Uma classe
disjunta de si mesma seria insatisfat´ıvel, portanto, a regra 3 evita uma inconsisteˆncia
lo´gica. A regra 4 trata da concisa˜o da ontologia, evitando redundaˆncias. Por fim a regra
5 impede que os axiomas sejam removidos arbitrariamente da ontologia, protegendo as
alterac¸o˜es realizadas pelas aplicac¸o˜es.
5.2 Implementac¸a˜o
O modelo proposto foi implementado e integrado ao middleware uOS [9]. Esta sec¸a˜o
descreve alguns detalhes da implementac¸a˜o do modelo e da integrac¸a˜o com o middleware
adotado. Os detalhes de implementac¸a˜o incluem validadores para as regras do Geren-
ciador de Alterac¸o˜es, o desenvolvimento de um driver para a ontologia e o controle de
concorreˆncia sobre o acesso a` ontologia.
5.2.1 Integrac¸a˜o com o middleware uOS
Esta sec¸a˜o descreve os principais pontos relacionados a incorporac¸a˜o do modelo ao
middleware uOS. A Figura 5.5 apresenta o modelo proposto, denominado Context Engine,
na camada de adaptabilidade do diagrama do uOS.
A Context Engine funciona como uma extensa˜o do uOS, fornecendo suporte ao ge-
renciamento das informac¸o˜es de contexto representadas em ontologias. As func¸o˜es do
modelo podem ser desabilitadas do middleware sem nenhuma alterac¸a˜o em sua estrutura,
conforme descrito no Apeˆndice A.1.3.
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Figura 5.5: Integrac¸a˜o do modelo no middleware uOS.
Interface das aplicac¸o˜es com o uOS
Para serem integradas ao uOS, as aplicac¸o˜es precisam seguir uma interface chamada
UosApplication. Esta interface, descrita em [8], define o ciclo de vida da aplicac¸a˜o em
apenas in´ıcio e te´rmino de execuc¸a˜o. As aplicac¸o˜es na˜o armazenam nenhuma informac¸a˜o
para consultas posteriores e todos os dados produzidos sa˜o consumidos quase simulta-
neamente. Apesar de eficaz, esta definic¸a˜o na˜o e´ compat´ıvel com a ide´ia da construc¸a˜o
de uma base de conhecimento, capaz de agregar informac¸o˜es necessa´rias a`s aplicac¸o˜es
sens´ıveis ao contexto. Assim propo˜e-se a adic¸a˜o dos seguintes me´todos a` interface:
• void init(OntologyDeploy ontology) : Me´todo invocado para a inclusa˜o de concei-
tos, propriedades e restric¸o˜es na ontologia de contexto. A inclusa˜o desses elementos
e´ feita com o uso da Context API. O me´todo e´ chamado apenas no momento de
Deploy da aplicac¸a˜o e tem a capacidade de alterar estruturalmente a ontologia de
contexto.
• void tearDown(OntologyUndeploy ontology): Me´todo invocado para a remoc¸a˜o de
conceitos, propriedades e restric¸o˜es inclu´ıdos no Deploy da aplicac¸a˜o.O me´todo tear-
Down e´ chamado apenas no momento de Undeploy da aplicac¸a˜o e tem a capacidade
de alterar estruturalmente a ontologia de contexto.
Tambe´m propo˜e-se a alterac¸a˜o do me´todo start da interface UosApplication de modo
enviar como paraˆmetro um objeto que permita consultas e a inserc¸a˜o e remoc¸a˜o de in-
formac¸o˜es na ontologia.
36
• void start(Gateway gateway, OntologyStart ontology) : Me´todo invocado para a ini-
ciar a execuc¸a˜o de uma aplicac¸a˜o no middleware. O paraˆmetro ontology permite a
inclusa˜o e remoc¸a˜o de instaˆncias na ontologia, assim como a realizac¸a˜o de consultas.
Ciclo de vida das aplicac¸o˜es no uOS
O ciclo de vida das aplicac¸o˜es abrange desde o momento em que a aplicac¸a˜o e´ inserida
no sistema ate´ o ponto em que e´ removida. A Figura 5.6 ilustra o ciclo de vida proposto
para aplicac¸o˜es no uOS, o qual e´ composto por treˆs fases: deploy, execution e undeploy.
Figura 5.6: Ciclo de vida da aplicac¸a˜o no middleware uOS.
Durante a fase de deploy, a aplicac¸a˜o inicializa a ontologia com conceitos e propriedades
predefinidos, os quais sera˜o utilizados na pro´xima fase, execution. Na fase execution, as
aplicac¸o˜es usualmente inserem instaˆncias na ontologia, iniciando (start) e interrompendo
(stop) a execuc¸a˜o sem a necessidade de inserirem novamente na ontologia os axiomas
definidos na fase deploy. Por fim, na fase undeploy, a aplicac¸a˜o pode remover conceitos,
propriedades e instaˆncias, chamando operac¸o˜es de remoc¸a˜o providas pela Context API.
Concorreˆncia
Cada instaˆncia de uma aplicac¸a˜o em execuc¸a˜o no uOS corresponde a uma Thread.
Conforme descrito em [29], a OWL API na˜o e´ Thread Safe. Portanto faz-se necessa´ria a
utilizac¸a˜o de mecanismos de sincronizac¸a˜o entre as Threads que podem acessar a ontologia.
A implementac¸a˜o conte´m locks de leitura e de escrita. Os locks de leitura sa˜o utilizados
nas consultas. Enquanto os locks de escrita foram introduzidos nos pontos onde sa˜o
gravadas as alterac¸o˜es na ontologia.
Figura 5.7: Aplicac¸o˜es executando no uOS e seus buffers de alterac¸o˜es na ontologia.
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A OWL API permite que as alterac¸o˜es sejam armazenadas em um buffer ao inve´s
de serem imediatamente executadas. Deste modo, as alterac¸o˜es podem ser gravadas na
ontologia em um momento oportuno, determinado pela aplicac¸a˜o. A implementac¸a˜o da
Context API segue este mesmo princ´ıpio, o que permite aumentar a concorreˆncia das
aplicac¸o˜es, uma vez que cada aplicac¸a˜o possui seu pro´prio buffer (Figura 5.7). Desta
forma, as alterac¸o˜es podem ocorrer em paralelo, sendo necessa´ria a exclusa˜o mu´tua so-
mente no momento de gravac¸a˜o.
5.2.2 Gerenciador de Contexto
O Gerenciador de Contexto controla o fluxo das informac¸o˜es de contexto, que podem
ser obtidas por meio de servic¸os e acessadas pelas aplicac¸o˜es. Conforme a arquitetura
DSOA [9], qualquer recurso no smart space possui um driver. Isso permite que aplicac¸o˜es
executando em outros dispositivos acessem os servic¸os providos pelo recurso. O recurso
pode ser tanto f´ısico (ex: impressora, teclado, etc.) como lo´gico. Considerando a on-
tologia como um recurso lo´gico, um driver para a ontologia de contexto presente no
middleware uOS foi implementado. Esse driver permite que uma aplicac¸a˜o consulte onto-
logias existentes em dispositivos remotos, possibilitando que as informac¸o˜es de contexto
sejam compartilhadas entre os dispositivos (Figura 5.8).
Figura 5.8: Dispositivos compartilhando informac¸o˜es de contexto utilizando o Ontology
Driver.
Conforme descrito em [8], a forma de interac¸a˜o entre os dispositivos pode ser s´ıncrona
ou ass´ıncrona. Nos servic¸os providos de forma s´ıncrona a requisic¸a˜o do servic¸o e´ seguida
de uma resposta. Esta forma de interac¸a˜o e´ adequada para solicitac¸o˜es de informac¸a˜o
que sirvam para apoiar alguma decisa˜o imediata de uma aplicac¸a˜o. Por exemplo, uma
aplicac¸a˜o que imprime documentos com base na localizac¸a˜o do usua´rio pode requerer a
informac¸a˜o de qual impressora esta´ mais pro´xima do usua´rio em determinado no momento.
Assim, a aplicac¸a˜o tera´ que aguardar, de forma s´ıncrona, a resposta dos servic¸os de
localizac¸a˜o para decidir qual impressora sera´ escolhida para o envio do documento. Por
outro lado, a forma ass´ıncrona e´ indicada para os casos em que a aplicac¸a˜o deseja aguardar
a ocorreˆncia de certos eventos para que a ac¸a˜o seja tomada.
No caso do driver para a ontologia os servic¸os s´ıncronos sa˜o consultas a` ontologia,
representadas na Figura 5.9. A ferramenta utilizada para consultar e realizar infereˆncias
sobre a ontologia e´ a HermiT [58]. No entanto, uma outra ferramenta que implementasse
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a interface de Reasoner da OWL API, como Pellet [48], por exemplo, tambe´m poderia
ser utilizada.
Figura 5.9: Servic¸os providos pelo driver da ontologia.
A forma de interac¸a˜o ass´ıncrona segue o modelo Publish-Subscribe, descrito em [8]. Os
eventos sa˜o divididos em treˆs categorias:
• InstanceOf : o evento e´ lanc¸ado quando uma aplicac¸a˜o insere na ontologia uma nova
instaˆncia.
• DataProperty : o evento e´ lanc¸ado quando uma aplicac¸a˜o insere na ontologia uma
declarac¸a˜o de data property, ou seja, associa uma instaˆncia a uma propriedade de
dados.
• ObjectProperty : o evento e´ lanc¸ado quando uma aplicac¸a˜o insere na ontologia uma
declarac¸a˜o de object property, ou seja, associa uma instaˆncia a uma propriedade de
objetos.
Desse modo, ale´m do compartilhamento de informac¸o˜es de contexto entre as aplicac¸o˜es
de um dispositivo, e´ poss´ıvel consultar as bases de conhecimento de dispositivos remotos.
Para maiores detalhes em relac¸a˜o a forma de utilizar os servic¸os providos pelo driver da
ontologia consulte a Sec¸a˜o A.4.
5.2.3 Context API
A Context API conte´m me´todos que realizam as operac¸o˜es de adic¸a˜o e remoc¸a˜o de
axiomas na ontologia. A implementac¸a˜o das operac¸o˜es ba´sicas e compostas foi dividida
em quatro mo´dulos, um para cada entidade representada: classe, instaˆncia, propriedade
de dados e propriedade de objetos. Ale´m dessas operac¸o˜es, foi implementado um mo´dulo
dedicado a`s consultas, que comunica-se com uma ferramenta de reasoning 2.
A Figura 5.10 ilustra a organizac¸a˜o em mo´dulos da Context API, mostrando tambe´m
as operac¸o˜es save e initialize, que servem para salvar as alterac¸o˜es na ontologia e gravar
informac¸o˜es definidas por padra˜o na ontologia. Os proto´tipos dos me´todos implementados
2Experimentos foram feitos com a ferramenta HermiT [58]
39
Figura 5.10: Organizac¸a˜o dos mo´dulos da Context API.
sa˜o apresentados nas Figuras 5.11, 5.12, 5.13 e 5.14. As entidades da ontologia foram
divididas em mo´dulos que implementam as interfaces utilizadas para deploy e undeploy
de informac¸o˜es na ontologia. Os tipos de dados suportados para definic¸a˜o das propriedades
de dados sa˜o: String, Boolean, Float e Integer.
Figura 5.11: Me´todos da API envolvendo classes.
No Apeˆndice A.3 foram apresentados exemplos de consultas utilizando o reasoner.
A Figura 5.15 descreve me´todos relacionados a consultas que podem ser realizadas na
ontologia por meio desta implementac¸a˜o. Detalhes relacionados a` utilizac¸a˜o dos me´todos
providos pela Context API em aplicac¸o˜es esta˜o no Apeˆndice A.2.
5.2.4 Gerenciador de Alterac¸o˜es
A proposta deste trabalho inclui um processo de verificac¸a˜o das alterac¸o˜es (Sec¸a˜o
5.1.3), que conte´m regras a serem validadas para a manutenc¸a˜o da consisteˆncia da ontolo-
gia. As subsec¸o˜es a seguir mostram a implementac¸a˜o das regras utilizadas na verificac¸a˜o.
Identificador U´nico
Quando uma aplicac¸a˜o tenta gravar uma entidade (classe, propriedade de dados, pro-
priedade de objetos ou instaˆncia) ideˆntica na ontologia, o comportamento padra˜o da OWL
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Figura 5.12: Me´todos da API envolvendo instaˆncias.
API3 e´ permitir a existeˆncia duplicada da entidade em arquivo. Isso pode levar a um des-
perd´ıcio do espac¸o em disco, uma vez que apenas uma declarac¸a˜o e´ necessa´ria para incluir
uma mesma entidade. Portanto, foi implementado um validador que e´ chamado a cada
solicitac¸a˜o de inclusa˜o de entidade, com o propo´sito de verificar se a entidade ja´ na˜o esta´
presente na ontologia. Caso ja´ esteja presente, o gerenciador de alterac¸o˜es na˜o aceita essa
inclusa˜o e garante a regra 1, definida pelo modelo.
Grafo Ac´ıclico Direcionado
O resultado de um ciclo na hierarquia e´ a equivaleˆncia das entidades envolvidas. No
entanto, a OWL possui um construtor espec´ıfico para a definic¸a˜o de equivaleˆncia. Por-
tanto, a formac¸a˜o de ciclos na hierarquia em geral decorre de anomalias na estrutura das
classes. Para evitar a ocorreˆncia de ciclos e garantir a regra 2 do modelo, foi implementado
um validador que e´ chamado a cada solicitac¸a˜o de inclusa˜o de subclasse, subpropriedade
de dados e subpropriedade de objetos.
Algoritmo 1: Verifica se a inclusa˜o do axioma que diz que γ e´ subclasse de δ
formara´ um ciclo.
Entrada: γ: subclasse; δ: classe.
Sa´ıda: Valor booleano indicando se a inclusa˜o do axioma forma um ciclo.
Π← superclasses(δ);1
Π inclui superclasses diretas e indiretas de δ;2
forall α ∈ Π do3





3OWL API Versa˜o 3.2.4 - lanc¸ada em 22 junho de 2011.
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Figura 5.13: Me´todos da API envolvendo propriedades de dados.
A Figura 5.16 ilustra a formac¸a˜o de um ciclo na hierarquia de classes. O validador
implementa o Algoritmo 1, que recebe o nome da classe e da subclasse envolvidas na
inclusa˜o e detecta a formac¸a˜o de ciclo na inclusa˜o de uma subclasse. O mesmo algoritmo
tambe´m se aplica para a detecc¸a˜o de ciclo nas hierarquias de propriedades.
Disjunc¸a˜o de classes
A disjunc¸a˜o de classes e´ um axioma que diz que se α e β sa˜o classes disjuntas enta˜o na˜o
podem haver indiv´ıduos que sejam instaˆncias de α e β simultaneamente. Entretanto, a
OWL API permite a inclusa˜o do axioma que diz que uma classe seja disjunta dela mesma.
Esse tipo de axioma levaria a uma inconsisteˆncia na ontologia, uma vez que, conforme
a definic¸a˜o de disjunc¸a˜o, na˜o seria poss´ıvel criar instaˆncia para esse tipo de classe. A
fim de evitar anomalias dessa natureza, foi implementado um validador que e´ chamado a
cada inclusa˜o do construtor disjointWith da linguagem OWL. Desse modo, o validador
verifica se as classes sa˜o distintas e garante a regra 3 do modelo. O mesmo procedimento
vale para a disjunc¸a˜o de propriedades de dados e objetos.
Redundaˆncia de subclasses
Ao incluir na ontologia os axiomas de subclasse, subpropriedade de dados e subpro-
priedade de objetos, na˜o ha´ garantias de que a informac¸a˜o ja´ na˜o esteja presente de forma
indireta. A redundaˆncia na˜o causa uma inconsisteˆncia na ontologia mas pode ser in-
deseja´vel na medida em que na˜o agrega nenhuma informac¸a˜o na base de conhecimento,
ocupando espac¸o em memo´ria de maneira desnecessa´ria. Para evitar esse tipo de anoma-
lia, foi implementado um validador que e´ chamado a cada inclusa˜o de subclasse.
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Figura 5.14: Me´todos da API envolvendo propriedades de objetos.
Figura 5.15: Me´todos da API envolvendo consultas a` ontologia.
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Figura 5.16: Exemplo de formac¸a˜o de ciclo na hierarquia de classes.
Figura 5.17: Exemplo de redundaˆncia na hierarquia de classes.
Algoritmo 2: Verifica se a inclusa˜o do axioma que diz que γ e´ subclasse de δ gera
redundaˆncia.
Entrada: γ: subclasse; δ: classe.
Sa´ıda: Valor booleano indicando se a inclusa˜o do axioma gera redundaˆncia.
Π← superclasses diretas e indiretas(δ);1
Γ← superclasses diretas e indiretas(γ);2
Λ← superclasses diretas(γ);3
forall β ∈ Γ do4
if β = δ then5
return true ;6
end7
if β ∈ Λ then8
forall α ∈ Π do9







A Figura 5.17 ilustra a redundaˆncia na hierarquia de classes. Observe que existem dois
caminhos indicando que a Classe3 e´ subconjunto da Classe2. O validador implementa o
Algoritmo 2, que recebe o nome da classe e da subclasse envolvidas na inclusa˜o e detecta
a redundaˆncia na inclusa˜o de uma subclasse. Como todas as classes sa˜o conceitualmente
subclasses da classe Thing e´ preciso ajustar o algoritmo para na˜o considerar esse caso.
O mesmo algoritmo tambe´m se aplica para a detecc¸a˜o de redundaˆncia nas hierarquias de
propriedades.
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Protec¸a˜o de alterac¸o˜es realizadas pelas aplicac¸o˜es
Foi criado um mecanismo de protec¸a˜o para as alterac¸o˜es realizadas pelas aplicac¸o˜es.
Esse mecanismo tem como objetivo impedir que os axiomas inseridos por uma aplicac¸a˜o
possam ser removidos por outra. Para isso foi acionada a` ontologia uma Annotation
chamada createdBy. Essa Annotation e´ acrescentada a cada inserc¸a˜o de axioma na onto-
logia e serve para identificar a aplicac¸a˜o que criou o axioma. Por meio dessa Annotation
pode-se controlar as remoc¸o˜es de axiomas e permitir que apenas a aplicac¸a˜o que inseriu o
axioma, ou o pro´prio middleware (ex. em caso de redundaˆncia), possam removeˆ-lo. Caso
mais de uma aplicac¸a˜o tente inserir uma informac¸a˜o sa˜o adicionadas va´rias Annotations.
Quando uma aplicac¸a˜o pede para remover o axioma, remove-se primeiro a sua respectiva
Annotation. Caso na˜o exista outra aplicac¸a˜o que esteja utilizando a informac¸a˜o enta˜o na˜o
havera´ mais Annotations e o axioma podera´ ser removido da ontologia.
5.3 Considerac¸o˜es
Neste cap´ıtulo foram detalhados os componentes envolvidos no modelo de gerencia-
mento de contexto. Foi apresentada uma ontologia independente de domı´nio contendo
conceitos ba´sicos para a determinac¸a˜o do contexto em ambientes ub´ıquos, como entidades
envolvidas e suas localizac¸o˜es. O modelo busca satisfazer os requisitos de flexibilidade,
simplicidade e compartilhamento de informac¸o˜es. Essas caracter´ısticas sa˜o contempladas
com (i) um Gerenciador de Contexto, que controla a propagac¸a˜o de informac¸o˜es; (ii) uma
API, que encapsula a persisteˆncia das operac¸o˜es; e (iii) um Gerenciador de Alterac¸o˜es,
que proveˆ suporte a` evoluc¸a˜o de ontologias.
Na Sec¸a˜o 5.2 foram descritos os principais detalhes de implementac¸a˜o da proposta.
Entre eles esta˜o a forma de integrac¸a˜o com o middleware uOS e os componentes do
modelo. Com relac¸a˜o a` forma de integrac¸a˜o, foram propostos mais dois estados ao ciclo
de vida das aplicac¸o˜es, deploy e undeploy. Os estados adicionais servem para que as
aplicac¸o˜es possam incluir e remover dados que dificilmente seriam modificados durante a
fase execuc¸a˜o, como hierarquias de conceitos e propriedades. A interface do middleware
com as aplicac¸o˜es tambe´m teve que ser adaptada para permitir a comunicac¸a˜o com a
ontologia armazenada localmente no dispositivo.
A implementac¸a˜o do modelo definido na proposta foi apresentada em seguida. O Ge-
renciador de Contexto e´ o componente responsa´vel pelo compartilhamento das informac¸o˜es
de contexto. Sendo assim, comunica-se com o driver da ontologia para prover informac¸o˜es
aos servic¸os prestados de forma s´ıncrona e ass´ıncrona, conforme a arquitetura DSOA [9].
Ale´m disso, realiza consultas a` ontologia local, que podem ser solicitadas diretamente pela
aplicac¸a˜o. O segundo componente da proposta e´ a Context API, que conte´m me´todos para
as alterac¸o˜es nas classes, instaˆncias e propriedades de dados e objetos da ontologia. Por
fim, foram especificadas as regras do processo de verificac¸a˜o, com indicac¸o˜es do momento
de utilizac¸a˜o e respectivos algoritmos quando necessa´rio.
O driver da ontologia foi desenvolvido segundo os protocolos de comunicac¸a˜o uP [9].
Para que a Context Engine fosse adaptada a outras arquiteturas seria preciso alterar o





Este trabalho envolve a definic¸a˜o de um modelo para o gerenciamento do contexto uti-
lizando ontologias. Neste cap´ıtulo, a avaliac¸a˜o do modelo e sua implementac¸a˜o e´ realizada
de forma quantitativa e por meio de casos de uso. Os casos de uso descrevem situac¸o˜es
em que os componentes do modelo sa˜o utilizados, com aplicac¸o˜es e cena´rios envolvendo
o modelo proposto. Na avaliac¸a˜o quantitativa, sa˜o mostrados os resultados obtidos em
termos de tempo de processamento das operac¸o˜es na ontologia.
6.1 Aplicac¸o˜es para o modelo proposto
O uso de ontologias para o gerenciamento de informac¸o˜es de contexto em ambientes
ub´ıquos permite que a criac¸a˜o que aplicac¸o˜es capazes de inferir quais informac¸o˜es e servic¸os
sa˜o u´teis para o usua´rio em determinado momento. Como forma de avaliac¸a˜o qualitativa,
sa˜o apresentadas aplicac¸o˜es e cena´rios de utilizac¸a˜o para o modelo proposto. Os cena´rios
incluem infereˆncia de localizac¸a˜o e dos servic¸os dispon´ıveis no ambiente inteligente.
6.1.1 Infereˆncia na Localizac¸a˜o
A localizac¸a˜o e´ uma das informac¸o˜es mais utilizadas por aplicac¸o˜es sens´ıveis ao con-
texto [38]. Esta informac¸a˜o pode ser obtida de va´rias formas e com n´ıveis de abstrac¸a˜o
distintos. Por exemplo, se uma pessoa estiver no Departamento de Cieˆncia da Com-
putac¸a˜o da Universidade de Bras´ılia certamente estara´ na Universidade de Bras´ılia. Do
mesmo modo, se a pessoa estiver nas coordenadas (X, Y) de um laborato´rio contido no
Departamento ela ainda estara´ no Departamento e na Universidade. Isto mostra que a
localizac¸a˜o pode ser apresentada de formas distintas para as aplicac¸o˜es.
O trabalho publicado em [20], apresenta uma aplicac¸a˜o chamada Nita (Notes in the
Air). Esta aplicac¸a˜o posta mensagens para uma determinada regia˜o. Enta˜o qualquer
usua´rio autorizado que “estiver” naquela regia˜o estara´ apto para receber as mensagens.
Conforme descrito no trabalho a aplicac¸a˜o comunica-se com um sistema de localizac¸a˜o
quando e´ necessa´rio enviar as mensagens aos usua´rios presentes em uma determinada
regia˜o geogra´fica.
No modelo proposto, uma aplicac¸a˜o semelhante poderia ser implementada, com a
diferenc¸a que uma vez obtida a regia˜o geogra´fica, a informac¸a˜o de localizac¸a˜o poderia ser
inferida de informac¸o˜es geogra´ficas organizadas de forma ontolo´gica.
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Figura 6.1: Cena´rio para infereˆncia da localizac¸a˜o.
Cena´rio
1. Um sensor de localizac¸a˜o indoor captura as coordenadas de usua´rio em um labo-
rato´rio X contido no Departamento de Cieˆncia da Computac¸a˜o da Universidade de
Bras´ılia.
2. Um outro sensor captura a localizac¸a˜o de um segundo usua´rio na sala de reunio˜es
Y tambe´m no Departamento de Cieˆncia da Computac¸a˜o.
3. Um funciona´rio do Departamento deseja informar a`s pessoas presentes no local que
havera´ limpeza no Departamento e, portanto, as salas devera˜o ser desocupadas.
4. O funciona´rio envia a mensagem destinada a toda a regia˜o do Departamento.
5. Consultando uma ontologia, os dispositivos dos usua´rios autorizados recebem a men-
sagem e inferem que suas localizac¸o˜es (laborato´rio e sala de reunio˜es) encontram-se
dentro da regia˜o de abrangeˆncia da mensagem.
6. Depois de realizar o processo de infereˆncia, a aplicac¸a˜o entrega para o usua´rio a
mensagem do funciona´rio.
Por meio do cena´rio descrito e´ poss´ıvel observar que a utilizac¸a˜o de uma ontologia
permite que informac¸o˜es sejam organizadas de forma que uma aplicac¸a˜o abstraia a in-
formac¸a˜o adequada no momento de tomar uma decisa˜o. A Figura 6.1 ilustra o cena´rio
apresentado.
Durante o processo de infereˆncia da localizac¸a˜o, classes que especificassem um deter-
minado ambiente como sendo indoor ou outdoor poderiam ser definidas como disjuntas.
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Utilizando a regra 3 do processo de verificac¸a˜o apresentado na Sec¸a˜o 5.1.3, seria poss´ıvel
identificar caso uma aplicac¸a˜o tentasse inserir um local como sendo instaˆncia de ambiente
indoor e outdoor ao mesmo tempo, o que resultaria em uma inconsisteˆncia.
6.1.2 Infereˆncia sobre a Proximidade
A ana´lise das informac¸o˜es de contexto extra´ıdas a partir de um smart space pode
tornar-se dif´ıcil dependendo do contexto no qual essa informac¸a˜o e´ utilizada. Por exemplo,
dados que descrevem a distaˆncia entre objetos podem ser insuficientes para que uma
aplicac¸a˜o tome deciso˜es. Goiaˆnia, estando a 200 km de Bras´ılia, pode ser considerada
uma cidade pro´xima a` capital. Por outro lado, essa mesma medida de distaˆncia na˜o
poderia ser utilizada para avaliar a proximidade de objetos em um ambiente fechado. Isto
deve-se ao fato de que o conceito de proximidade e´ relativo ao contexto avaliado. Para
evitar distorc¸o˜es entre a distaˆncia percebida por um sensor e a noc¸a˜o de proximidade, as
seguintes regras poderiam ser adotadas para infereˆncia da proximidade de usua´rios:
• Talking distance: uma distaˆncia em que os usua´rios esta˜o pro´ximos, tipicamente em
uma mesma sala.
• Walking distance: os usua´rios esta˜o separados por uma distaˆncia que pode ser per-
corrida a` pe´, por exemplo no mesmo pre´dio ou em edif´ıcios pro´ximos.
• Travelling distance: e´ o caso contra´rio, os usua´rios esta˜o a uma distaˆncia que precisa
de um meio de transporte para ser percorrida.
Essas regras, combinadas com informac¸o˜es relacionadas a` localizac¸a˜o do usua´rio, per-
mitem que uma aplicac¸a˜o tome algumas deciso˜es. A aplicac¸a˜o poderia, por exemplo,
iniciar a projec¸a˜o da pauta de uma reunia˜o quando os participantes entrassem na sala
de reunia˜o (talking distance). A segunda regra poderia ser usada para apresentar dispo-
sitivos possivelmente fora do alcance visual do usua´rio, pore´m a uma walking distance,
como impressoras, telas de projec¸a˜o, entre outros. Por fim, a terceira regra poderia ser
utilizada para sugerir um meio de transporte a um usua´rio que estivesse a uma travelling
distance de seu destino. A Figura 6.2 ilustra poss´ıveis cena´rios envolvendo as treˆs regras.
(a) Talking Distance. (b) Walking Distance. (c) Travelling Distance.
Figura 6.2: Cena´rios com as regras de proximidade Talking, Walking e Travelling.
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6.1.3 Infereˆncia nos Servic¸os
Conforme descrito em 4.2, na arquitetura DSOA, os servic¸os providos pelos recursos
do smart space sa˜o disponibilizados por meio de drivers e utilizados pelas aplicac¸o˜es.
Para que uma aplicac¸a˜o utilize um servic¸o ela precisa informar o nome do driver que
disponibiliza o servic¸o. O recurso que possuir o driver envia para a aplicac¸a˜o os servic¸os
que ele oferece e a forma de utilizac¸a˜o desses servic¸os.
Uma determinada aplicac¸a˜o pode, por exemplo, requerer a utilizac¸a˜o de um pointer,
interface que permite o usua´rio apontar objetos em um display. Suponha que existam
va´rios mouses no ambiente, cada um com suas peculiaridades, como nu´mero de boto˜es,
scroll, etc. Ale´m de tipos diferentes de mouse, o ambiente tambe´m dispo˜e de outros
recursos que servem de pointer tais como canetas digitais e uma caˆmera conectada a` um
sistema de reconhecimento de gestos.
Apesar do conjunto de servic¸os oferecido por cada recurso apresentar diferenc¸as (ex.
a caneta digital pode na˜o ter o equivalente ao scroll do mouse), existe em comum a
funcionalidade pointer, que e´ a funcionalidade requerida pela aplicac¸a˜o.
Figura 6.3: Exemplo de hierarquia de servic¸os baseada na funcionalidade do recurso.
(Figura gerada usando Prote´ge´ [46])
No modelo proposto, uma hierarquia de dispositivos poderia ser representada em uma
ontologia. A Figura 6.3 mostra um exemplo de uma modelagem desse tipo de hierar-
quia. A organizac¸a˜o dos dispositivos em uma hierarquia possibilita inferir, por exemplo,
que dada a necessidade de um pointer, um mouse, uma caneta digital ou uma caˆmera
conectada a` um sistema de reconhecimento de gestos poderiam ser utilizados. Assim a
aplicac¸a˜o solicitaria um pointer e uma consulta na ontologia, realizada de forma conjunta
a uma pesquisa dos servic¸os presentes no smart space, retornaria as possibilidades que a
aplicac¸a˜o poderia utilizar no momento.
Cena´rio
1. Uma aplicac¸a˜o requer um pointer para que o usua´rio possa apontar dados contidos
em uma apresentac¸a˜o em slides.
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2. A aplicac¸a˜o consulta na ontologia poss´ıveis dispositivos que oferec¸am a funcionali-
dade pointer, depois faz um cruzamento entre essas informac¸o˜es e a lista de drivers
que o smart space dispo˜e no momento.
3. Os poss´ıveis pointers encontrados sa˜o caneta digital, reconhecimento de gestos (com
o servic¸o de hand tracking) e mouse.
4. A aplicac¸a˜o consulta as prefereˆncias de interface do usua´rio e verifica que o reco-
nhecimento de gestos e´ utilizado com frequeˆncia pelo usua´rio.
5. A aplicac¸a˜o seleciona o sistema de reconhecimento de gestos e apresenta um sinal
aviso.
6. O usua´rio aponta os dados da apresentac¸a˜o em slides utilizando o servic¸o de hand
tracking.
Por meio do cena´rio descrito e´ poss´ıvel observar que a organizac¸a˜o das informac¸o˜es
em uma ontologia permite a existeˆncia de uma camada de abstrac¸a˜o entre os recursos
dispon´ıveis e a funcionalidade (entrada de texto, pointer, etc.) que estes recursos repre-
sentam para o usua´rio.
Considerando que os dispositivos entram e saem do smart space de forma dinaˆmica,
uma hierarquia de recursos poderia ser criada em tempo real, com cada recurso informando
qual/quais classes ele pertence e quais sa˜o suas superclasses. No momento em que o
dispositivo (ex. mouse) fosse descoberto no ambiente, as suas respectivas classes (ex.
pointer) e superclasses (ex. resource) seriam indicadas para inserc¸a˜o na ontologia. A
regra 1 do processo de verificac¸a˜o apresentado na Sec¸a˜o 5.1.3 checaria se ja´ na˜o existe
uma outra classe com o mesmo identificador. Caso a classe referente ao recurso ja´ estivesse
presente, enta˜o na˜o seria necessa´rio inserir novamente. A regra 2 verifica se a inclusa˜o
da subclasse(recurso filho, recurso pai) na˜o gera ciclo e a regra 4 verifica a ocorreˆncia
de redundaˆncia. Por fim, uma instaˆncia para cada recurso seria inserida na ontologia.
Utilizando a regra 5, as classes dessa hierarquia seriam removidas apenas quando na˜o
houvesse instaˆncia que as representassem, ou seja, quando o smart space na˜o tivesse mais
nenhum dispositivo que contendo a funcionalidade representada pela classe.
6.1.4 Um Proto´tipo de Aplicac¸a˜o
Foi implementado um proto´tipo de uma aplicac¸a˜o para mostrar o funcionamento da
infereˆncia dos servic¸os. Os conceitos da ontologia de servic¸os sa˜o os ilustrados pela Figura
6.3. Ale´m desses conceitos, foram acrescentadas na ontologia duas propriedades de dados:
• Link da imagem: caminho ate´ o arquivo de imagem.
• Nome do driver : nome do driver do recurso.
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O nome do driver e´ usado para verificar se o recurso encontra-se dispon´ıvel. Para
obter esta informac¸a˜o a aplicac¸a˜o consulta a lista de drivers que o middleware dispo˜e
no momento. Se estiver presente, marca o campo dispon´ıvel como verdadeiro; falso caso
contra´rio. A Figura 6.4 apresenta a interface de busca implementada. Observe que o
usua´rio busca pela funcionalidade de apontamento (pointer) e a aplicac¸a˜o retorna, reali-
zando uma consulta na ontologia, os poss´ıveis recursos que atenderiam essa funcionalidade.
Figura 6.4: Busca por funcionalidade.
Os principais mecanismos de infereˆncia que sa˜o utilizados nesta aplicac¸a˜o sa˜o:
• Subsumption: Dada uma ontologia O e duas classes A e B, verifica se A e´ um
subconjunto de B em todos os modelos1 de O.
• Checagem de instaˆncia: Dada uma ontologia, uma instaˆncia a e uma classe A,
verifica se a e´ uma instaˆncia de A em todos os modelos de O.
O mecanismo de Subsumption pode ser utilizado para identificar quais funcionalidades
esta˜o presentes no ambiente. O resultado de uma consulta a` resource incluiria as funcio-
nalidades pointer, output text e input text. Ja´ a Checagem de Instaˆncia e´ utilizada, por
exemplo, no caso em que o usua´rio informa a funcionalidade pointer, ilustrado na Figura
6.4, e obte´m como retorno as instaˆncias desta classe na ontologia, mouse, digital pen e
hand tracking.
6.2 Custo de processamento
Para avaliar o impacto da introduc¸a˜o de ontologias no middleware uOS foi conduzido
um conjunto de experimentos envolvendo as seguintes operac¸o˜es: (1) consultas a` ontologia
e (2) inserc¸a˜o de instaˆncias. Esses experimentos forneceram a oportunidade de medir
o overhead computacional que o processamento de ontologias causa ao uOS. Todos os
experimentos foram conduzidos em um notebook Lenovo (3Gb RAM com um Dual-Core
T4300 2.10GHz). O sistema operacional utilizado foi o Ubuntu 11.4 com Ma´quina Virtual
Java versa˜o 1.6.
1Um modelo de O e´ uma atribuic¸a˜o de valores (interpretac¸a˜o) em O que assume valor verdadeiro.
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6.2.1 Consultas
As informac¸o˜es que, especificamente, ira˜o determinar a ontologia de contexto sa˜o im-
previs´ıveis, posto que dependem das aplicac¸o˜es sens´ıveis ao contexto. Desse modo, foi
criado um cena´rio de contexto com o escopo de um smart space. O cena´rio e´ um labo-
rato´rio contendo os seguintes dispositivos:
• 1 impressora;
• 1 monitor grande;
• 1 caˆmera;
• 1 ar condicionado;
• 1 controlador de luminosidade;
• 10 computadores desktop.
Adicionalmente,este laborato´rio possui 15 usua´rios. Organizando essas informac¸o˜es
de contexto em uma ontologia semelhante a` mostrada na Figura 6.5, e´ poss´ıvel estimar
o nu´mero de entidades que representariam o cena´rio e assim, medir o tempo de proces-
samento das consultas a` ontologia. Por simplicidade, apenas classes e instaˆncias sera˜o
consideradas.
Figura 6.5: Hierarquia de classe organizada pela funcionalidade do recurso. (Figura gerada
usando Prote´ge´ [46]).
Considerando que computadores desktop fornecem instaˆncias de output video, input
text e pointer, os dispositivos presentes no laborato´rio resultariam em aproximadamente
50 instaˆncias. Ale´m disso, a classe driver tem, pelo menos, uma instaˆncia para cada
tipo de recurso, adicionando 8 instaˆncias. O tempo medido para inserir as 77 entidades
mostradas na Tabela 6.1 usando a Context API foi de 0.26 segundos.
A Tabela 6.2 mostra o tempo me´dio de processamento de cinco tipos de consultas a`
ontologia utilizada no experimento. Nas 3 primeiras consultas de classe, a me´dia calculada





Tabela 6.1: Nu´mero estimado de classes e instaˆncias de uma ontologia para um laborato´rio
inteligente.
ms para trazer as instaˆncias de uma classe, 1.4 ms para consultar as subclasses e 1.8 ms
para as superclasses. A quarta consulta verifica a relac¸a˜o de hierarquia entre as classes
(subsumption). Sem perda de generalidade, foi selecionada uma classe para ser consultada
em relac¸a˜o a`s demais, tendo 1.2 ms como resultado em me´dia. Para a entidade instaˆncia,
sem perda de generalidade, uma entidade foi selecionada e consultada sobre as outras 19
classes, resultando na me´dia de 3.3 ms.
Entidade Operac¸a˜o Tempo de processamento




Instaˆncia isInstanceOf 3.285 ms
Tabela 6.2: Tempo me´dio de processamento das consultas na ontologia.
6.2.2 Inserc¸a˜o de instaˆncias
Para avaliar o impacto da inserc¸a˜o de instaˆncias na ontologia, primeiramente mediu-se
o tempo que o middleware leva para iniciar uma aplicac¸a˜o, sem que houvesse qualquer
operac¸a˜o na ontologia. Depois foi medido o tempo que a aplicac¸a˜o leva para inserir 100
instaˆncias em uma ontologia. A Tabela 6.3 mostra os resultados obtidos. Tmiddleware
representa o tempo que o middleware leva desde o in´ıcio da sua execuc¸a˜o ate´ o inicio da
execuc¸a˜o de uma aplicac¸a˜o. Ttotal representa o tempo gasto entre o in´ıcio da execuc¸a˜o do
middleware ate´ o te´rmino de 100 operac¸o˜es de inserc¸a˜o de instaˆncia na ontologia. Por
fim, Tontologia e´ o tempo necessa´rio para realizar as 100 operac¸o˜es de inserc¸a˜o de instaˆncia
na ontologia. O tempo para a inserc¸a˜o de apenas 1 instaˆncia na ontologia foi de 19 ms.
Tmiddleware(ms) Ttotal(ms) Tontologia(ms)
2020 2125 108
Tabela 6.3: Tempo de processamento de uma aplicac¸a˜o no middleware uOS.
A Figura 6.6 mostra o crescimento do tempo de processamento de acordo com o
nu´mero de operac¸o˜es de adic¸a˜o de instaˆncia na ontologia. Os dados mostram o nu´mero
de instaˆncias sendo incrementado de 10 em 10 ate´ chegar a 100. Observou-se que o
tempo me´dio para inserc¸a˜o de instaˆncias e´ minimizado quando sa˜o inseridas mu´ltiplas
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instaˆncias em uma mesma operac¸a˜o de gravac¸a˜o. O custo para inserc¸a˜o das 77 entidades
mostradas na Tabela 6.1 foi de 0.26 s, bastante superior ao tempo de inserc¸a˜o de instaˆncias
apresentado na Tabela 6.3. Essa diferenc¸a ocorre pois no experimento descrito em 6.2.1
existem relac¸o˜es de hierarquia entre as classes e as instaˆncias sa˜o atribu´ıdas a classes
distintas, conforme o ambiente modelado.
Figura 6.6: Custo de inserc¸a˜o de instaˆncias na ontologia.
6.3 Considerac¸o˜es
Neste cap´ıtulo foram apresentados casos de uso para a infra-estrutura de gerenciamento
de informac¸o˜es de contexto apresentada neste trabalho. Os casos de uso foram constru´ıdos
para prover uma avaliac¸a˜o emp´ırica das vantagens de usar ontologias para representar
contexto, como a realizac¸a˜o de infereˆncias sobre a localizac¸a˜o, proximidade e servic¸os
dispon´ıveis no ambiente. O proto´tipo apresentado conte´m infereˆncia de servic¸os e tem
como objetivo a traduc¸a˜o da funcionalidade requerida pelo usua´rio em recursos dispon´ıveis
no ambiente. A implementac¸a˜o utiliza uma ontologia de servic¸os, que retorna informac¸o˜es
para uma aplicac¸a˜o executando no middleware uOS.
Ale´m de prover mecanismos de infereˆncia, o modelo permite que as informac¸o˜es cole-
tadas do ambiente possam ser compartilhadas pelas aplicac¸o˜es que estiverem executando
em um mesmo dispositivo. Por exemplo, a localizac¸a˜o utilizada para a infereˆncia do des-
tinata´rio de uma mensagem (cena´rio descrito em 6.1.1) tambe´m poderia ser usada para
determinac¸a˜o da proximidade. Do mesmo modo, os servic¸os dispon´ıveis no smart space
poderiam ser filtrados de acordo com a localizac¸a˜o e a proximidade. No modelo, os dados
buscados do ambiente por uma aplicac¸a˜o podem ser reutilizados por outra por meio de
consultas a` ontologia providas pela Context API. Isso contribui para que as aplicac¸o˜es
tenham acesso a um conjunto maior de informac¸o˜es de contexto, sem a necessidade de
buscar os dados do ambiente novamente.
Para avaliac¸a˜o quantitativa da implementac¸a˜o do modelo foram realizados experimen-
tos com o objetivo de estimar o impacto da introduc¸a˜o de ontologias no middleware uOS.
Experimentos mediram o tempo de processamento me´dio de consultas a` ontologia. Foi
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constru´ıdo um cena´rio para estimar o nu´mero de classes e instaˆncias envolvidas. Os re-
sultados mostraram que as consultas levaram menos de 4 milisegundos. Isto representa
um overhead de 8% em relac¸a˜o a` 50 ms, que e´ considerado o limite de tempo em que
o ser humano na˜o percebe que houve atraso [43]. Os resultados relacionados a` inserc¸a˜o
de instaˆncia mostraram um crescimento linear do custo de inserc¸a˜o de instaˆncias na on-
tologia. Considerando um cena´rio em que a inclusa˜o de informac¸o˜es ocorre de maneira
esparsa, a medida que novos eventos acontecem no smart space, temos que a utilizac¸a˜o
de uma ontologia para armazenamento dessas informac¸o˜es mostra-se como uma soluc¸a˜o




Um ambiente ub´ıquo e´ formado por va´rias aplicac¸o˜es sens´ıveis ao contexto, as quais
necessitam de informac¸o˜es para a tomada de decisa˜o. A fim de possibilitar o compartilha-
mento e reu´so dessas informac¸o˜es, e´ necessa´rio armazena´-las, para que possam ser recupe-
radas quando necessa´rio. Dentre as formas de armazenamento de contexto, destacam-se as
ontologias, por permitirem o uso de te´cnicas de infereˆncia e a verificac¸a˜o da consisteˆncia,
o que contribui para a diminuic¸a˜o da ocorreˆncia de erros nas deciso˜es tomadas pelas
aplicac¸o˜es.
O desenvolvimento de aplicac¸o˜es sens´ıveis ao contexto traz grandes desafios, como os
relatados na Sec¸a˜o 2.2. Conforme visto nos trabalhos correlatos, algumas iniciativas de
utilizac¸a˜o de ontologias em ambientes sens´ıveis ao contexto foram realizadas. Contudo,
a maneira como os middlewares em ambientes ub´ıquos gerenciam essas ontologias ainda
apresenta-se como potencial foco de investigac¸a˜o. Neste trabalho foi apresentado um
modelo para o gerenciamento das informac¸o˜es de contexto, abrangendo todo o fluxo pelo
qual as informac¸o˜es atravessam ate´ serem propagadas ao n´ıvel da aplicac¸a˜o.
Conforme visto no Cap´ıtulo 5, o trabalho propo˜e um modelo contendo treˆs componen-
tes ba´sicos: (i) um Gerenciador de Contexto; (ii) a definic¸a˜o da Context API e (iii) um
Gerenciador de Alterac¸o˜es. O Gerenciador de Contexto controla o fluxo das informac¸o˜es
de contexto durante a execuc¸a˜o das aplicac¸o˜es. Ale´m disso, permite o compartilhamento
de informac¸o˜es entre aplicac¸o˜es sens´ıveis ao contexto. A Context API foi definida para
viabilizar as alterac¸o˜es e padronizar o formato das operac¸o˜es realizadas. Deixar a cargo
dos desenvolvedores a responsabilidade de lidar com a persisteˆncia da ontologia, assim
como aspectos relacionados a dependeˆncia de informac¸o˜es e consisteˆncia, tornaria muito
complexa a tarefa de evoluir uma ontologia. O desenvolvedor da aplicac¸a˜o na˜o deve pre-
cisar conhecer o nome da ontologia nem onde esta´ armazenada. Por fim, o Gerenciador
de Alterac¸o˜es e´ o componente responsa´vel por verificar a consisteˆncia da ontologia, uti-
lizando o processo de verificac¸a˜o definido na Sec¸a˜o 5.1.3. Essa verificac¸a˜o deve ser feita
pelo middleware, de modo a evitar que a inclusa˜o de alterac¸o˜es na ontologia afete outras
aplicac¸o˜es. Portanto, faz-se necessa´rio agregar func¸o˜es de gerenciamento ao middleware,
o qual encarrega-se de controlar alterac¸o˜es na ontologia.
A implementac¸a˜o do modelo, apresentada no Cap´ıtulo 5.2, incorpora gerenciamento de
contexto ao middleware uOS por meio da utilizac¸a˜o de ontologias. A Tabela 7.1 apresenta
os servic¸os para suporte a`s aplicac¸o˜es sens´ıveis ao contexto oferecidos pelo middleware uOS
e o que foi inclu´ıdo neste trabalho com a implementac¸a˜o da Context Engine.
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Servic¸os de suporte a`s aplicac¸o˜es uOS Context Engine
Servic¸o de inscric¸a˜o e entrega de informac¸o˜es (SIE) x
Consulta e compartilhamento das informac¸o˜es (CCI) x x
Servic¸o de processamento das informac¸o˜es (SPI) x
Servic¸o de verificac¸a˜o das informac¸o˜es de contexto (SVI) x
Descoberta e gerenciamento de servic¸os (DGS) x
Tabela 7.1: Servic¸os de suporte a`s aplicac¸o˜es.
Modelos SIE CCI SPI SVI DGS
CoBrA [10] - - x x -
SOCAM [23, 22] x x x - x
ONTO-MoCA [56, 54] x - x x x
CANDEL [34] - x x - x
Smart M3 [40] - x x - x
uOS [9] com Context Engine x x x x x
Tabela 7.2: Modelos para o gerenciamento de informac¸o˜es de contexto e servic¸os providos
a`s aplicac¸o˜es.
O middleware uOS suporta o gerenciamento de eventos, realiza a descoberta de dis-
positivos e servic¸os e proveˆ plugins de rede e por proxies para a comunicac¸a˜o entre os no´s.
Este trabalho complementa o servic¸o de consulta e compartilhamento das informac¸o˜es,
disponibilizando consultas a ontologias locais e remotas. O servic¸o de processamento
das informac¸o˜es e´ obtido por meio da representac¸a˜o em forma de ontologia, que per-
mite consultas utilizando mecanismos de infereˆncia. Por fim, o servic¸o de verificac¸a˜o
das informac¸o˜es de contexto e´ provido pelo Gerenciador de Alterac¸o˜es, que verifica as
solicitac¸o˜es de mudanc¸a na ontologia.
A Tabela 7.2 mostra o comparativo entre os modelos para o gerenciamento de in-
formac¸o˜es de contexto citados e os servic¸os que eles oferecem a`s aplicac¸o˜es. Nesta tabela
esta˜o marcados com ‘x’ as caracter´ısticas encontradas na refereˆncia de cada modelo de
gerenciamento de contexto, significando apenas que os valores em branco tratam-se de ca-
racter´ısticas na˜o tratadas nestas refereˆncias. Conforme visto na Tabela 7.2, o middleware
uOS juntamente com o modelo apresentado, contempla os servic¸os listados em [16].
Este trabalho aborda dois desafios relacionados ao contexto: heterogeneidade das in-
formac¸o˜es e compartilhamento. A utilizac¸a˜o de ontologias permite que informac¸o˜es he-
terogeˆneas sejam representadas nas hierarquias de classes e propriedades. O comparti-
lhamento e´ obtido de acordo com a arquitetura DSOA [9], que proveˆ a forma ass´ıncrona,
por meio de eventos, e a forma s´ıncrona, utilizando chamadas de servic¸o. A avaliac¸a˜o
foi realizada de duas formas: (1) utilizando casos de uso envolvendo os componentes da
proposta e (2) quantitativamente, com estimativas do tempo me´dio de processamento de
consultas e inserc¸a˜o de instaˆncias.
Baseando-se no modelo apresentado e em sua implementac¸a˜o temos que este trabalho
possui as seguintes caracter´ısticas:
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1. ontologias sa˜o consideradas recursos do smart space;
2. dispositivos com baixa capacidade de memo´ria e processamento podem realizar con-
sultas em dispositivos remotos, capazes de armazenar bases de conhecimento repre-
sentadas em ontologias;
3. a comunicac¸a˜o entre dispositivos para compartilhamento de informac¸o˜es de contexto
pode ser s´ıncrona ou ass´ıncrona;
4. alterac¸o˜es na ontologia sa˜o controladas pelo middleware, o qual proveˆ suporte e
coordena as aplicac¸o˜es sens´ıveis ao contexto;
5. informac¸o˜es de contexto (como localizac¸a˜o) armazenadas na ontologia podem ser
utilizadas por mu´ltiplas aplicac¸o˜es executando no mesmo dispositivo, sem a neces-
sidade de replicar a informac¸a˜o entre as aplicac¸o˜es.
Em [34] cada CPC (Context Proxy Component) conte´m uma pequena ontologia, que
descreve uma informac¸a˜o de contexto. Para consultar uma informac¸a˜o descrita na onto-
logia, a aplicac¸a˜o utiliza um servic¸o, que por sua vez chama um ou mais CPCs. Conforme
descrito no item 1, neste trabalho a ontologia e´ um recurso do ambiente e pode ser
consultada pelas aplicac¸o˜es diretamente. Esta simplificac¸a˜o da arquitetura flexibiliza a
forma como as aplicac¸o˜es acessam as informac¸o˜es de contexto representadas na ontologia
e permite que sejam realizadas infereˆncias abrangendo todo o conjunto de informac¸o˜es
de contexto contido em um dispositivo, ao inve´s de limitar-se a` ontologia contida em um
CPC.
Em relac¸a˜o aos itens 2 e 3, o trabalho difere-se da estrate´gia apresentada em [67] no
sentido de que as informac¸o˜es em [67] chegam a dispositivos remotos apenas por meio
de eventos, enquanto esta soluc¸a˜o permite consultas s´ıncronas e ass´ıncronas, utilizando o
driver da ontologia. Conforme o item 4, a soluc¸a˜o apresentada controla as alterac¸o˜es na
ontologia e inclui uma regra que guarda na ontologia qual aplicac¸a˜o inseriu determinada
informac¸a˜o. Isto evita que uma aplicac¸a˜o remova dados previamente inseridos por outra
aplicac¸a˜o. Na˜o foi encontrado nos trabalhos correlatos nenhuma abordagem neste sentido.
Conforme exposto no item 5, nesta soluc¸a˜o as aplicac¸o˜es contidas em um mesmo dis-
positivo podem inserir e remover dados na ontologia de forma conjunta. A principal
vantagem e´ que os dados inseridos por uma aplicac¸a˜o (ex. localizac¸a˜o, prefereˆncias, etc)
sa˜o compartilhados por todas as aplicac¸o˜es do dispositivo. Pore´m, isso traz como des-
vantagem a necessidade da criac¸a˜o de mecanismos para controle das alterac¸o˜es realizadas
pelas aplicac¸o˜es. Ale´m disso, o compartilhamento de informac¸o˜es entre as aplicac¸o˜es
pode na˜o ser deseja´vel. Caso as aplicac¸o˜es na˜o tenham informac¸o˜es em comum, consultar
uma base conjunta pode aumentar o tempo de processamento das consultas de forma
desnecessa´ria, uma vez que a consulta seria feita sobre toda a base de informac¸o˜es.
7.1 Limitac¸o˜es do trabalho
A implementac¸a˜o do modelo proposto para o gerenciamento de contexto baseado em
ontologias possui algumas limitac¸o˜es. Embora haja mecanismos para consultar dispositi-
vos remotos na comunicac¸a˜o s´ıncrona, a forma de interac¸a˜o ass´ıncrona e´ limitada a treˆs
tipos de eventos (InstanceOf, DataProperty e ObjectProperty), conforme descrito na Sec¸a˜o
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5.2.2. Os eventos que podem ser monitorados pelas aplicac¸o˜es sa˜o aqueles relacionados a
instaˆncias, pois, em geral, as instaˆncias sa˜o mais suscet´ıveis a alterac¸o˜es de contexto do
que as hierarquias de conceitos e propriedades.
Outra limitac¸a˜o e´ que neste trabalho adotamos uma abordagem procedural para a
fase de alterac¸a˜o do processo de evoluc¸a˜o da ontologia. Conforme discutido em [61],
nesta abordagem um desenvolvedor de aplicac¸a˜o precisa especificar a maioria dos passos
relacionados a` estrate´gia de evoluc¸a˜o, isto e´, operac¸o˜es como addSubClass e removeObject-
Property devem ser definidas explicitamente. Por outro lado, uma abordagem declarativa
permite que as solicitac¸o˜es de alterac¸a˜o na ontologia sejam especificadas em um maior
n´ıvel de abstrac¸a˜o.
7.2 Trabalhos futuros
O trabalho apresentado pode ser estendido em va´rios aspectos, os quais incluem o
desenvolvimento de aplicac¸o˜es que utilizem a representac¸a˜o do contexto em ontologias
e a construc¸a˜o de mecanismos que permitam maior controle do middleware sobre o ge-
renciamento da ontologia. As aplicac¸o˜es podem utilizar os mecanismos de infereˆncia da
ontologia, realizando infereˆncias sobre a localizac¸a˜o de usua´rios e dispositivos, servic¸os
dispon´ıveis, proximidade de objetos, entre outros; conforme visto nos casos de uso apre-
sentados na Sec¸a˜o 6.1. Com relac¸a˜o ao gerenciamento da ontologia, os seguintes pontos
poderiam ser explorados em trabalhos futuros:
• versionamento das alterac¸o˜es na ontologia;
• importac¸a˜o de ontologias ja´ padronizadas, como a desenvolvida no projeto SOUPA
[11];
• inclusa˜o de novos me´todos na API, que permitam operac¸o˜es envolvendo diversas
alterac¸o˜es na ontologia, de forma conjunta;
• ana´lise de novas regras de consisteˆncia para as solicitac¸o˜es de alterac¸a˜o na ontologia.
A definic¸a˜o de formas de mapeamento e merge de ontologias e a implementac¸a˜o de
eventos que indiquem com maior detalhe as condic¸o˜es para que a informac¸a˜o seja trans-
mitida para outro dispositivo, tambe´m sa˜o to´picos que poderiam ser considerados como
formas de extensa˜o do trabalho apresentado.
Ale´m disso, este trabalho na˜o trata aspectos relacionados a seguranc¸a e privacidade
das informac¸o˜es de contexto. Conforme relatado na Sec¸a˜o 2.2, as aplicac¸o˜es sens´ıveis ao
contexto necessitam de diversos tipos de informac¸o˜es, que podem incluir prefereˆncias dos
usua´rios, localizac¸a˜o e outros dados que precisam ser protegidos.
7.3 Publicac¸o˜es
Parte deste trabalho foi publicada no seguinte artigo:
• “Um modelo para o gerenciamento de ontologias em ambientes ub´ıquos” - publi-
cado no SBCUP (Simpo´sio Brasileiro de Computac¸a˜o Ub´ıqua), evento do CSBC




A.1 Propriedades da Context Engine
Esta sec¸a˜o apresenta as propriedades do arquivo “ubiquitous.properties” relacionadas
a` implementac¸a˜o do modelo proposto.
A.1.1 Caminho para o arquivo de ontologias
O caminho para o arquivo de ontologias pode ser definido pelo arquivo de propriedade
do middleware uOS. A propriedade utilizada para definic¸a˜o desse caminho e´ chamada
“ubiquitos.ontology.path”. Observe na Listagem A.1 um exemplo de como esta proprie-
dade pode ser definida.
ub iqu i t o s . onto logy . path=r e s o u r c e s /owl/ uoscontext . owl
Listagem A.1: Exemplo de definic¸a˜o do caminho para o arquivo da ontologia.
A.1.2 Instaˆnciando a ferramenta Reasoner
A implementac¸a˜o da Context Engine permite que as ferramentas de infereˆncia, tambe´m
conhecidas como reasoners, possam ser utilizadas de forma customiza´vel. Ou seja, pode-se
utilizar qualquer implementac¸a˜o de reasoner que implemente a interface especificada pela
OWL API. Para isso, foi definida a propriedade “ubiquitos.ontology.reasonerFactory”,
usada para definir qual classe Java conte´m o me´todo ReasonerFactory, que cria uma
instaˆncia do reasoner. Observe na Listagem A.2 um exemplo de como esta propriedade
pode ser definida.
ub iqu i t o s . onto logy . reasonerFactory=
br . unb . unbiqu i tous . ub iqu i t o s . onto logy . OntologyReasoner
Listagem A.2: Exemplo de definic¸a˜o do reasoner da ontologia.
A Listagem A.3 apresenta um exemplo de como o me´todo pode ser implementado,
sendo que a classe OntologyReasoner, especificada no arquivo de propriedades, deve ser o
nome da classe que conte´m o me´todo ReasonerFactory().
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public stat ic OWLReasonerFactory ReasonerFactory ( ){
return new org . semanticweb . HermiT . Reasoner . ReasonerFactory ( ) ;
}
Listagem A.3: Exemplo de definic¸a˜o do me´todo ReasonerFactory que especifica a ferra-
menta de infereˆncia utilizada, a Hermit.
A.1.3 Desabilitando a Context Engine
Devido a limitac¸o˜es de hardware, e´ poss´ıvel perceber que nem todos os dispositi-
vos sa˜o capazes de suportar o armazenamento de informac¸o˜es de contexto. A fim que
manter a flexibilidade do middleware uOS, a Context Engine foi implementada de modo
a tornar poss´ıvel que suas funcionalidades fossem desabilitadas. Para isso, basta que
o arquivo de propriedades “ubiquitous.properties” na˜o contenha a propriedade “ubiqui-
tos.ontology.reasonerFactory”, que indica o me´todo a ser chamado para instanciar o rea-
soner.
A.2 Criando e removendo entidades na ontologia
A criac¸a˜o e remoc¸a˜o de classes, propriedades e instaˆncias na ontologia guardada pelo
uOS e´ realizada por meio de chamadas aos me´todos definidos pela Context API. O co´digo
mostrado na Listagem A.4 gera o OWL ilustrado pela Listagem A.5.
public void i n i t ( OntologyDeploy onto logy ) {
onto logy . getOntologyDeployClass ( ) .
addClass ( ‘ ‘ Gato ’ ’ ) ;
onto logy . getOntologyDeployClass ( ) .
addSubClass ( ‘ ‘ Gato ’ ’ , ‘ ‘ Fe l ino ’ ’ ) ;
onto logy . getOntologyDeployInstance ( ) .
addInstanceOf ( ‘ ‘ G a r f i e l d ’ ’ , ‘ ‘ Gato ’ ’ ) ;
onto logy . getOntologyDeployObjectProperty ( ) .
addObjectProperty ( ‘ ‘ hasOwner ’ ’ ) ;
onto logy . getOntologyDeployDataProperty ( ) .
addDataProperty ( ‘ ‘ hasAge ’ ’ ) ;
}
Listagem A.4: Exemplo de criac¸a˜o de classes, propriedades e instaˆncias no me´todo init().
. . .
<Declarat ion>




<ObjectProperty IRI=‘‘#hasOwner ’ ’/>
</Dec larat ion>
<Declarat ion>
<DataProperty IRI=‘‘#hasAge ’ ’/>
</Dec larat ion>
<SubClassOf>
<Class IRI=‘‘#Gato ’ ’/>
<Class IRI=‘‘# Fe l ino ’ ’/>
</SubClassOf>
<Clas sAsse r t ion>
<Class IRI=‘‘#Gato ’ ’/>
<NamedIndividual IRI=‘‘# G a r f i e l d ’ ’/>
</Clas sAsse r t i on>
. . .
Listagem A.5: OWL gerado pelo me´todo init() da Listagem.
A Listagem A.6 remove da ontologia as entidades criadas no me´todo init() mostrado
na Listagem A.4.
public void tearDown ( OntologyUndeploy onto logy )
throws Exception {
onto logy . getOntologyUndeployClass ( ) .
removeClass ( ‘ ‘ Gato ’ ’ ) ;
onto logy . getOntologyUndeployClass ( ) .
removeSubClass ( ‘ ‘ Gato ’ ’ , ‘ ‘ Fe l ino ’ ’ ) ;
onto logy . getOntologyUndeployInstance ( ) .
removeInstanceOf ( ‘ ‘ G a r f i e l d ’ ’ , ‘ ‘ Gato ’ ’ ) ;
onto logy . getOntologyUndeployObjectProperty ( ) .
removeObjectProperty ( ‘ ‘ hasOwner ’ ’ ) ;
onto logy . getOntologyUndeployDataProperty ( ) .
removeDataProperty ( ‘ ‘ hasAge ’ ’ ) ;
}
Listagem A.6: Exemplo da remoc¸a˜o de classes, propriedades e instaˆncias no me´todo
tearDown().
A.3 Realizando consultas com o Reasoner
Esta sec¸a˜o mostra alguns exemplos de consultas realizadas sobre a ontologia pelo
reasoner. A Listagem A.7 mostra algumas informac¸o˜es sendo salvas na ontologia.
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onto logy . getOnto logyInstance ( )
. addInstanceOf ( ‘ ‘ s a l a 1 ’ ’ , ‘ ‘ room ’ ’ ) ;
onto logy . getOnto logyInstance ( )
. addInstanceOf ( ‘ ‘ Lucas ’ ’ , ‘ ‘ u se r ’ ’ ) ;
onto logy . getOnto logyInstance ( )
. addObjectPropertyAssert ion ( ‘ ‘ Lucas ’ ’ ,
‘ ‘ i sEnt i t y InLoca t i on ’ ’ , ‘ ‘ s a l a 1 ’ ’ ) ;
onto logy . getOnto logyInstance ( )
. addInstanceOf ( ‘ ‘ p i s o 1 ’ ’ , ‘ ‘ f l o o r ’ ’ ) ;
onto logy . getOnto logyInstance ( )
. addObjectPropertyAssert ion ( ‘ ‘ s a l a 1 ’ ’ ,
‘ ‘ isRoomInFloor ’ ’ , ‘ ‘ p i s o 1 ’ ’ ) ;
onto logy . getOnto logyInstance ( )
. addObjectPropertyAssert ion ( ‘ ‘ p i s o 1 ’ ’ ,
‘ ‘ i s F l o o r I n B u i l d i n g ’ ’ , ‘ ‘ p r ed i o 1 ’ ’ ) ;
onto logy . saveChanges ( ) ;
Listagem A.7: Salvando informac¸o˜es na ontologia.
As Listagens A.8, A.9, A.10, A.11, A.12, A.13, A.14, apresentam alguns exemplos
de como certas informac¸o˜es poderiam ser extra´ıdas da ontologia com base no que foi
informado pela Listagem A.7.
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. hasObjectProperty ( ‘ ‘ Lucas ’ ’ , ‘ ‘ i sLocatedIn ’ ’ , ‘ ‘ s a l a 1 ’ ’ ) ;
Console : true
Listagem A.8: Pergunta: “Lucas esta´ na sala 1?” .
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. hasObjectProperty ( ‘ ‘ s a l a 1 ’ ’ , ‘ ‘ isRoomInFloor ’ ’ ,
‘ ‘ p i s o 1 ’ ’ ) ;
Console : true
Listagem A.9: Pergunta: “Sala 1 esta´ no piso 1?” .
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. hasObjectProperty ( ‘ ‘ s a l a 1 ’ ’ , ‘ ‘ i sLocated In ’ ’ ,
‘ ‘ p r ed i o 1 ’ ’ ) ;
Console : true
Listagem A.10: Pergunta: “Sala 1 esta´ no pre´dio 1?” .
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Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. hasObjectProperty ( ‘ ‘ Lucas ’ ’ , ‘ ‘ i sLocatedIn ’ ’ ,
‘ ‘ p i s o 1 ’ ’ ) ;
Console : true
Listagem A.11: Pergunta: “Lucas esta´ no piso 1?” .
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. hasObjectProperty ( ‘ ‘ Lucas ’ ’ , ‘ ‘ i sLocatedIn ’ ’ ,
‘ ‘ p r ed i o 1 ’ ’ ) ;
Console : true
Listagem A.12: Pergunta: “Lucas esta´ no predio 1?” .
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. getObjectPropertyValues ( ‘ ‘ Lucas ’ ’ , ‘ ‘ i sLocated In ’ ’ ) ;
Console : [ s a l a 1 , p i so 1 , p r ed i o 1 ]
Listagem A.13: Pergunta: “Onde esta´ Lucas?” .
Consulta no s i s tema : onto logy . getOntologyReasoner ( )
. getObjectPropertyValues ( ‘ ‘ s a l a 1 ’ ’ , ‘ ‘ i sLocat ionOf ’ ’ ) ;
Console : Lucas
Listagem A.14: Pergunta: “Quem esta´ na sala 1?” .
A.4 Driver da ontologia
Esta sec¸a˜o apresenta exemplos de utilizac¸a˜o do driver da ontologia. A Listagem A.15
ilustra um trecho de co´digo que chama um dos servic¸os dispon´ıveis pelo driver da ontologia
de forma s´ıncrona.
public void s t a r t ( Gateway gateway , OntologyStart onto logy ) {
try {
Map<Str ing , Str ing> parameters =
new HashMap<Str ing , Str ing >() ;
parameters . put ( ‘ ‘ instanceName ’ ’ , ‘ ‘ G a r f i e l d ’ ’ ) ;
parameters . put ( ‘ ‘ className ’ ’ , ‘ ‘ Gato ’ ’ ) ;
Serv iceResponse re sponse =
gateway . c a l l S e r v i c e ( null , ‘ ‘ i s I n s t anc eOf ’ ’ ,
‘ ‘ br . unb . unbiqu i tous . uos . d r i v e r . OntologyDriver ’ ’ ,
‘ ‘ My onto logy dr iver ’ ’ , null , parameters ) ;
JSONObject i s I n s t anc eO f =
new JSONObject ( re sponse . getResponseData ( )
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. get ( ” i s I n s t anceOf ” ) ) ;
System . out . p r i n t l n ( ‘ ‘ G a r f i e l d i s i n s t anc e o f Gato : ’ ’
+ i s In s t anceO f . get ( ‘ ‘ queryResult ’ ’ ) ) ;
} catch ( Exception e ) {
e . pr intStackTrace ( ) ;
}
}
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