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INTRODUCTION OBJEI' DE L 'EIWE 
.MEMJ-PRCX;ES [F__5] est une méthode de prCX]ramna.tion 
mcxiulaire se voulant adaptée à l'informatique 
administrative . 
Elle est actuellement conçue et utilisée pour 
l ' exploitation en temps différé . L'objet de la 
présente étude est de proposer une adaptation de 
la méthode à certaines modalités du temps réel . 
1. 
2 . 
Pre-ni.ère partie : 
La méthode MEM'J-PRCGES 
Chap . 1 . Introduction 
Chap . 2. La dynamique des programnes dans MEM'J-PRCGES . 
Chapitre 1 . . Introduction 
l .A. Principes de MEM)-PROGES . 
A. MEf\0-PROGES est tout d ' abord une rnéthcrle modulaire. 
De ce pJint de vue , sa particularité réside dans la banalisation 
stricte des interfaces . 
La rnéthcrle définit cet interface banalisé canme un fichier dit 
"virtuel"; chaque appel de rrodule ou "fonction élémentaire" trans-
met en guise d'unique argument un article de fichier , le fichier 
virtuel est l'ensemble des articles transmis par les exécutions 
successives d'un tel appel . 
La rnéthcrle implique l ' existence de rrodules spécialisés d ' accès 
aux fichiers réels (lecture , écriture), appelés fonctions terminales 
tous les autres rrodules sont des fonctions intermédiaires exclusive-
ment définies sur des fichiers virtuels. 
B. Le second principe de MEMJ-PROSES est l e traitement déclaratif de 
la dynamique répétitive des progranmes . 
3. 
A cette fin , la rnéthcrle distingue le "processus" (occurrence d ' action) 
et la "session d ' activité" (ensemble constitué d~ la répétition d'un 
processus. ) 
L ' ordonnancement dynamique d 'une sessi on d ' activité est assuré implici-
tement par des algorithmes préprCXJramnés contrôlant l ' itération dans 
chaque rrodule . 
Quant aux processus , ils sont "quantifiés" par la déclaration de la 
quantité d ' information d ' entrée qu'ils doivent traiter lX>ur prcrluire 
un résultat . 
C. Coordination rrodulaire et contrôle de l' itération reposent sur l ' analyse 
de paramètres globaux banàlisés , (appelés paramètres d'orientation) 
fournis par l'instruction d ' appel normalisée. Cette dernière est de la 
forme CALL 'rrodule ' USING paramètres , argument . 
. .. / ... 
l.B. Les outils de MEMJ-PROGES . 
A. Le système objet de la méthode . 
Le système objet de la méthode est un système préprogramné prenant 
en charge la concrétisation des concepts opératoires de la méthode, 
soit 
- le contrôle dynamique des modules et leur coordination. 
- le contrôle dynamique global de l 'unité de traitement. 
- les fonctions terminales de gestion des entrées/sorties . 
B. Les langages . 
4. 
Pour l ' expression de la structure logique des traitements , MEMJ-PROGES 
utilise un langage de description des fonctions intermédiaires (c .à.d ., 
les fonctions définies sur des fichiers virtuels) . 
Ce langage (LDF) permet principalement : 
- la spécification des interfaces , c'est-à-dire la définition des fichiers 
virtuels e t l ' accès à ces fichiers . 
- l a quantification des processus de traitement. 
MEMJ-PROGES propose en outre un langage de manipulation des mécanismes 
de contrôle (LCM) , permettant la coordination de toutes espèces de 
modules , fonctions intermédiaires et autres . 
C. Objet de l ' étude d ' adaptation. 
Les hypothèses de travail que nous avons retenues pour notre étude 
d ' adaptation de la méthode au temps réel sont les suivantes : 
"L' introduct ion du temps réel , ne doit pas modifier les lois de la 
modularité : la nécessité et les propriétés d ' un interface banalisé , 
les critères d'hanogénéité des fonctions él§nentaires, les règles 
d ' enchaînement des modules . 
Elle est susceptible de modifier la gestion dynamique des prograrrrnes ". 
L ' objet de cette étude est de proposer une extension des langages 
existants et d' adapter en conséquence le syst~e objet qui les 
supporte . 
. .. / ... 
2. 1A DYNAMIQUE DES PR.OGRAW1ES DANS .MEMJ-PROGES . 
2.A . Principe . 
1. Concepts . 
Pour étudier la dynamique des prograrrmes dans MEM)-PROGES , il nous 
faut expliciter les concepts suivants : 
a . le "processus" : le processus est une occurrence d ' action ; action 
produite par la rencontre effective à un i nstant t d 'un vecteur 
d ' argurœnts et d ' un opérateur actif. 
b . La "session" la session est l ' ensemble constitué par la répéti-
tion d 'un ou plusieurs processus . 
L 'utilité de distinguer la "session" s ' expl i<JUe par la nécessité 
d ' initialiser et clôturer la session d ' activi té de certaines opéra-
tions (qualifiées d ' itératives) par l ' exécution de processus spécifi-
ques. (ex . : OPEN/CLOSE) . 
2 . Itérativité des fonctions . 
Le souci d 'unifonniser les propriétés dynamiques des fonctions mène 
à considerer que : 
5 . 
"Toute fonction est susceptible de contenir des opérations itératives ." 
Ainsi seront prévues dans toute fonction , trois sections distinctes 
(certaines pouvant être vides ) pour la programmation des différents 
processus susceptibles d 'être exécutés : 
- initialisation de l a session d ' activité (INIT) . 
- processus normaux de l Jitération (CORPUS). 
- tenninaison de la session d ' activité (TERM). 
En outre, tout module itératif peut contenir les sections suivantes : 
- C0NSTANI': traitement particulier à la oremière itération de l ' unité 
de traitement. 
-:- PARAM réception des paramètres . 
L ' algoritruœ de choix peut être préprograrrmé une fois pour toutes . 
. . . / ... 
3. Contrôle dynamique de l'unité de traitement . Mcx:1ule directeur . 
Tout appel d'une fonction B prograrrmé dans une fonction A est répété 
en phases d'initialisation et de terminaison de la fonction A. 
De la sorte, initialisation et terminaison se répercutent au même 
m::::ment de fonction à fonction. On distingue donc globalement trois 
moments (INIT, CORPUS, TERM) dans une unité de traitement. 
6. 
Pour traiter sur le node déclaratif la dynamique répétitive des 
programmes, la méthode conçoit l'opérateur programmé de toute fonction 
sous la fome d'un nodule appelé ; auquel sont ccmnuniquées, par le 
biais des indicateurs banalisés véhiculés par l'instruction d'apr,el, 
les décisions relatives à cette dynamique. Il faut donc dans toute 
unité de traitement un nodule racine, à l'origine de tous les appels, 
à qui est déléguée la seule tâche d'instaurer la dynamique en déter-
minant la valeur des indicateurs de contrôle. 
A ce nodule , nous donnons le nom de nodule directeur de l'unité de 
traitement. La figure ci-dessous schématise l'organisation dynamique 




• 1 l 
fonction A 
fonction B 
2.B. Mécanismes du contrôle dynamique. 
1. Les indicateurs globaux banalisés . 
Les indicateurs banalisés pennettant le contrôle dynamique de l'unité 
de traitement sont contenus dans l'article U-EXT transmis à tout nodule 
par l'instruction d'appel normalisée. 
. .. / ... 




indicateur de retour . 
Les valeurs principales de ces indicateurs sont 
- indicateur d'appel (SWl) 
-1 = param 
1 init 
2 ... 6 =corpus+ constant 
9 •.• 99= term 
- indicateur de retour (SW2 ) 
au mcment de l'appel (valeurs nulles ) : canrœ SWl 
au manent du retour: 7 = end-of-group; 
Note 
fin du traitement d'un groupe de données. 
8 error; erreur 
fin du processus en cours. 
9 end; 
fin norrnale de la session d'activité. 
16 = fin anormale de la session . 
Ces paramètres globaux sont manipulés par les instructions 
des langages associés à la méthode. 
2. Algorithme de choix du processus à exécuter dans un mcxlule itératif. 
Tout module itératif cc:mporte d'office un certain nanbre de sections 
de traitements spécialisées : 
- CDRPUS SECTION: traitement normal d'itération; 
- CONSTANT SECTION traitement particulier à la première itération 
de l'unité de traitement . 
- INIT SECTION initialisation des opérations itératives internes . 
- TERM SECTION terminaison des opérations itératives internes. 
- PARAM SECI'ION: réception des paramètres. 
Le retour de chacune de ces sections au système de contrôle est impli-
cite. 
L'algorithme banalisé, pré-progranmé , U-LDF ou U-I.CM,du contrôle de 
l'itération dans un mcxlule sera incorporé par le ccmpilateur en guise 
de première section exécutable dans le texte objet de ce mcxlule, 
7. 
... / ... 
il enchainera implicitement les processus programnés . 
Cet algorithme se base sur les valeurs des i ndicateurs SWl, SW2 et 
les valeurs de certains indicateurs locaux. Les indicateurs locaux 
sont contenus dans l'article U-INI', incorporé par le ccrnpilateur en 
WORKING-STORZ\.GE-SECTION des modules appelés . 
Le schéma d'un rrodule itératif traduit en C'OOOL se présente de la 
façon ~uivante: 
(a) PROGRAM-ID. module. 
WORKING-STORA.GE SECTION. 
(b) C'OPY U-INI'. 
LINKAGE SECTION. 
(c) COPY U-ElIT. 
(d) PROCEDURE DIVISION USING U-E)IT liste-d-arguments. 
DECIARATIVES. 
END DECLA.AATIVES . 
(e) COPY U-LDF. 
(f) U-cDNSI'ANT SECTION. ( ...... ) 
(g) U-LAST SECTION. ( ...... ) 
(h) U-INIT SECTION. ( .•.•.. ) 
(i) U-TERM SECTION. ( ...... ) 
(j) U-PARA.M SECTION. ( ...... ) 
(k) U-ICAIL SECTION. ( •..•.• ) 
(a) nom du rrodule. 
traitements rédigés dans le 
le progra:rmne source. 
(b) copie des indicateurs de contrôle internes. 
(c) copie des indicateurs de contrôle globaux transmis par l'appel. 
(d) définition du point d'entrée. 
(e) copie de l'algorithme pré-programné du contrôle de l'itération. 
(k) initialisation et terminnison implicites des instructions d'appel 
itératives. 
8. 
. .. / ... 
9. 
3 . Module directeur. 
Le module directeur ou module racine de l 'unité de traitement s'occupe 
seulement du contrôle dynamique de cette dernière ; c ' est-à-dire qu'il 
n ' effectue aucune transfonnation des données. 
Pour pouvoir effectuer ce contrôle, le module directeur prend en canp--
te les valeurs des indicateurs banalisés SWl, SW2. 
Après chaque "ordre" donné par le module directeur à l'aide de l ' indi-
cateur d ' appel (SWl) , l'indicateur de retour (SW2) rend carpte au module 
directeur de la manière dont cet "ordre" a été exécuté par le ou les 
modules de l'unité de traitement . 
Les modules de l'unité de traitement constituent essentiellement deux 
ensembles; l'ensemble des modules d'acquisition des données d'entrée et 
l'ensemble des modules de production des résultats . 
Le module directeur se superpose à ces deux ensembles et réalise la 
coordination entre eux . La position hiérarchique du module directeur 
explique le fait que ce dernier ne réalise que deux appels; d ' une part 
un appel se propageant à travers l' ensemble des modules d'acquisition 
de données (CALL RFAD) et d 'autre part un appel se propageant à travers 
l ' ensemble des modules de production des résultats (CALL WRITE) . 
Voici le sch§na de fonctionnement du module directeur . 





u-swl = 5 














Adaptation au temps réel. 
Chap. 1. flbdalités du temps réel 
Chap. 2. Extension des langages 
Chap. 3. Adaptation du systèrœ objet 
11. 
Chapitre 1. rvbdalités du temps réel 
l.A. Introouction 
Lorsque nous parlons de "rrodalités du temps réel", nous considérons 
ces rrodalités dans le cadre de l ' adaptation de la méthooe MEMJ-PROGES 
et non dans le cadre de développement d 'un système temps réel canplet . 
C' est la raison pourquoi nous n ' envisagerons pas , parmi d'autres, les 
problèmes de sécurité (check-point/restart ) ou d 'urgence. 
Nous allons plutôt étudier les problèmes de l'interaction et de la 
multiplicité des utilisateurs, car il nous semble que ces problèmes 
ont un impact plus important sur la conception des prograrrmes d ' appli-
cation. 
Une des caractéristiques de MEMJ- PROGES est de prcrluire des descriptions 
prograrrmées indépendantes de la considération des ressources matérielles 
allouées à la réalisation des programnes. Notre point de vue respectera 
cette optique. 
l .B. Aspect interactif 
1 . Segmentation du dialogue . 
12. 
Nous étudierons l ' interaction dans le cadre des prograrrmes conversation-
nels. 
L'initiative du dialogue -après le choix initial du progranme par 
l ' utilisateur- appartient à ce programne , qui enregistre et traite les 
réponses de l'utilisateur, réponses canalisées par les demandes émanant 
du prograrrme lui-même. 
Le dialogue , l ' échange d'information entre la machine et un utilisateur 
sera structuré en "pas'.' successifs . 
Un "pas" de dialogue peut être schématisé de la façon suivante 
... / ... 
SEti[) 
Demande d ' introduction 
autorisation d ' éiœttre 
RECEIVE 
Réception de la rér,onse 
interdiction d'éiœttre 
Analyse et traitement du 
message reçu 
pas suivant 
a . le prograrrme envoie d ' abord une demande à l ' utilisateur . 
Le tenninal reçoit en plus du message , une autorisation 
d'émettre qui doit lui permettre de répondre . 
b . la deuxième étape consiste à recevoir la réponse de 
l ' utilisateur . Dès la réception de la réponse le prograrrme 
interdit au tenninal d ' émettre , ceci pour éviter toute 
initiative de l 'utilisateur . 
c. la troisième étape canporte l ' analyse et le traitement 
du message reçu : des opérations de contrôle , le traite-
ment proprement dit en vue de l ' élaboration du message 




Le choix du "dialo:JU-e dirigé par la machine" nous permet d ' introduire 
quelques simplifications non négligeables sur le plan pratique . 
D' une part , l 'utilisateur ne doit pas connaître de procédures , ni de 
rnnérroniques pour se servir du terminal : chacune de ses interventions 
est la réponse à une question précise du progranme . 
D' autre part; en limitant le nombre d ' actions valides que peut entre-
prendre l ' utilisateur , on limite en même temps les contrôles à effec-
tuer par le programœ . 
. .. / ... 
14. 
2. Correction irrmédiate des données . 
La possibilité d ' interaction, pe.nnet de corriger imnédiatement toute 
donnée reçue . C'est là , nous semble-t- tl, la différence peut-être la 
plus sensible entre une procédure en temps réel et une procédure en 
t6Tlps différé. 
Remarquons la généralisation des formats variables dans l ' introduction 
des données en temps réel; ceci nécessite des contrôles de forma.t sou-
vent inexistants en temps différé, ma.is qui présentent l ' avantage 




d ' émettre 
REX::EIVE 
interdiction 
d ' émettre 








. .. / ... 
15. 
3. Progressivité d'acquisition des données. 
La p:>ssibilité de la correction irrrrnédi ate suggère de ne pas attendre 
l'introduction de l ' ensemble canolet des données sur lequel le traite-
ment doit opérer, avant de procéder au contrôle et à la correction 
éventuelle des éléments. 
Nous allons donc introduire l ' ensemble de façon progressive . 
Carme on p:>urra le voir sur l'ordinogranme qui suit, chaque élément est 
d'abord contrôlé individuellement. 
Après constituti on de l'ensemble de données en ménoire, cet ensemble 
est, s ' il y a lieu, soumis à un contrôle de cohérence. Ce contrôle 
de cohérence peut remettre en question certaines valeurs d ' éléments 
introduites. Lorsque l'utilisateur ré-introduit des valeurs d'éléments 
suite aux résultats du contrôle de cohérence , l ' introduction n 'est plus 
une création mais une correction (m:x:lification) d 'un ensemble de données 
et le progranme devra travailler sur l ' image de l' ensemble de données 
qu ' il vient de constituer en mérroire . 
. . . / ... 







d ' un élément 
contrôle de 




de_l ' élément 
( empilement) 
identi:ficat . 















l.C. La multiplicité des utilisateurs. 
1. Concepts. 
A l'exploitation en tenps réel est généralement associée la multipli-
cité des utilisateurs: un même prograrrme est actif simultanément 
pour plusieurs utilisateurs. 
Dans un tel prograrrme , chaque processus (occurrence d'action) est un 
processus "individuel" effectué pour carpte d 'un utilisateur. Dans 
un prograrrme conversationnel, il convient en outre de faire l'hypothè-
se qu'il n'y a à aucun :rocment plus d'un processus actif pour un même 
utilisateur . 
Un ensemble de processus successifs entrepris pour un même utilisateur 
constituera ce que nous appellerons une session-utilisateur ou un dia-
logue; à priori, une session-utilisateur, à l'instar de la session-
prograrrme globale (ensemble des processus successifs exécutés pendant 
l' exécution du programne), est susceptible de contenir des opérations 
itératives devant être initialisées et/ou clôturées par des processus 
spéciaux . 
2. Interruption du dialogue. 
En cas de concurrence de plusieurs utilisateurs, on ne peut admettre 
qu'un utilisateur rronopolise le programne pendant toute la durée de 
son dialogue. La contrainte sur la durée du temps d'attente des divers 
utilisateurs oblige à segmenter le dialogue . 
Plus précisement, il s'agit de segmenter chaque processus individuel, 
c'est-à.-d.ire d' en permettre l'interruption et la poursuite. 
Le problèrœ qui se pose alors est de garder la trace des données 
mérrorisées par un processus individuel et de l'état de ce processus. 
A cet effet toute unité de traitement conduisant un dialogue devra 
gérer: - a. une table des utilisateurs, contenant un vecteur d'état 
par processus individuel en cours. 
- b. une "pile" (* ) des données mérrorisées, pour carpte de 
chaque utilisateur. 
(* ) Voir page suivante. 
. .. / ... 
18 . 
a . Un vecteur d ' état de la table des utilisteurs canporte l ' identifica-
tion d ' un utilisateur et un qualificatif d ' état ; un processus 
individuel doit être vu carme un ensemble ordonné de pas de dialogue , 
le qualificatif d ' état peut être simplement un indice d 'ordre dans 
cet ensemble . 
Un utilisateur n'existe pour le rrodule de dialogue que s ' il est 
référencé dans la table . 
Un traitement spécial est nécessaire à l ' initialisation d 'un dialogue 
(ou session-utilisateur) afin d ' initialiser le vecteur d ' état de cet 
utilisateur . Un utilisateur qui déclare son dialogue tenniné devra 
ré-initialiser son vecteur d ' état avant d ' arrorcer un nouveau dialogue . 
b . En ce qui concerne l a pile des données mémorisées , nous distinguerons 
plus loin •différentes possibilités suivant la nature de l ' ensemble de 
données à constituer . 
Voir schéma page suivante . 
(:11E ) N . B . En réalité , il ne s 'agit pas proprement d 'une pile , mais d 'une 
file d ' attente gérée selon le principe "first in , first out" 
(FIED) . Nous utiliserons néanmoins -improprement- le terme 
pile, dans le souci d ' éviter toute confusion, toute assimilation 
avec les files d 'attente d ' entrée et de sortie gérées par le 
moniteur du télétraitement et non pas -carme ici- par le pro-
grarrme d'application. 
. .. / ... 
Le schéma suivant rrontre l'enchaînement des opérations lors du 
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l 'utilis. 'J'. 
valide 
actions entreprises sui-
vant la valeur de l'état 





l.D. Synthèse . 
1. Etapes d'un processus. 
Tout processus entrepris pour un utilisateur se déc01p0se en trois 
grandes étapes . 
a) ~~~~~t~~ de l'ensemble à traiter : 
pour chaque élément de l'ensemble: 
- acquisition proprement dite (opération REX:'.EIVE), 
- contrôle de validité individuel (format et valeur) 
et correction (réintroduction) éventuelle, 
- mise en forme 
et insertion dans la pile des données m§rorisées. 
b) correction de l'ensemble constitué: 
- extraction de l ' ensemble constitué pour un utilisateur dans la 
pile des données m§rorisées , 
- vérification de cohérence, 
- correction (réintroduction) éventuelle de certains éléments~ 
c) traitanent proprEffient dit de l ' ensemble constitué. 
Remarques : 
20. 
L'interaction n'intervient qu'au cours des deux premières étapes ; 
l'utilisateur n'a plus aucune initiative pendant le traitement propre-
ment_ dit des données qu'il a fournies. 
Les deux prEmières étapes -création et correction- se différencient 
principalement par rapport à la m§rorisation des données. A l'étape 
de création, les données fournies par l'utilisateur sont insérées 
dans la pile de m§rorisation . A l'étape de correction, les of)érations 
sur cette même pile sont des opérations de remplacement . 
. .. / ... 
2. Structure du vecteur d ' état . 
Toute décision prise par le prograrrme au cours d 'un processus , repose 
sur l'analyse du vecteur d ' état de l 'utilisateur pour lequel le 
processus est exécuté . 
Le vecteur d ' état d 'un utilisateur fournit au prograrrme : 
a. l'identification de l'utilisateur à l ' aide de la zone USER, 
contenant le nan de l 'utilisateur. 
b . des indicateurs de l ' état d'avancement du processus, soit 
- l ' indicateur STATE , identifiant l ' étape du processus et pouvant 
prendre les valeurs O inactif 
1 création } rrcde interactif 
2 correction 
3 traitement 
- l ' indicateur STEP , identifiant le "pas" du dialogue ; les valeurs 
de l ' indicateur STEP ne sont significatives que lorsque l ' indi-
cateur STATE possède les valeurs 1 ou 2. L ' indicateur STEP est 
canp:>sé de : STEl?l , indiquant le numéro de type de l ' élément 
introduit . 
21. 
STEP2 , indiquant le numéro d'occurrence de l ' élément 
introduit panni les éléments de même type. 
ExeITEle_d ' utilisation_des_indicateurs_STEPl_et_srEP2 . 
Soit un rrouvement de mise à jour d ' un fichier signalétique dont les 
données canp:>santes sont introduites une à une . 
STEPl STEP2 
1 1 matricule 
2 -1 nan 
3 1 prénan 
4 1 adresse 
5 1 état civil 
6 1 nanbres d'enfants 
... / ... 
Soit un bon de carrnande dont les lignes sont introduites une à une. 
STEPl STEP2 
l 1 ligne d 'entête 
2 1 ligne de corps de la carrnande 
2 2 li~e de corps de la cœmande 
2 3 ligne de corps de la carrnande 
Rappel Les vecteurs d'état des différents utilisateurs sont 
ménorisés dans la table des utilisateurs . 
. .. / ... 
22 . 
Chapitre 2. Extension des langages 
Pour permettre la réalisation de prograrrmes en temps réel, nous pro-
p:::)SOns d'étendre les langages associés à la rnéthcde MEM)-PROGES et 
d ' adapter en conséquence le système objet qui en supp:::)rte _la réalisa-
tion . 
2 .A . Paramètres globaux banalisés (I.CM). 
1. Adaptation du système objet. 
Dans un prograrrme en temps réel , tout processus est exécuté p:::)ur le 
canpte d 'un utilisateur et peut , par ailleurs, être interranpu . A 
tout processus cœmencé est associé un vecteur d ' état canportant 
l ' identification de l 'utilisateur propriétaire et des indicateurs 
de l ' état d'avancement du processus . 
Ce vecteur d ' état sera incorp:::)ré à l ' article U-EXT des paramètres 
globaux transmis à tout module par l'instruction d ' appel normalisée . 
De cette manière, _ses élanents seront imnédiatement accessibles à 
tout module , sans qu ' il soit plus nécessaire de consulter la table 
des utilisateurs . · 
La fonction terminale d ' acquisition des messages d'entrée (fonction 
REX:EIVE) doit naturellement être dotée des moyens d ' identifier l 'uti-
lisateur dont émane chaque message qu 'elle reçoit . A la réception 
de cette identification , le module directeur extraira dans la table 
des utilisateurs le vecteur d ' état concernant l ' utilisateur identifié 
et en transfèrera le contenu dans l'article carrnun U-EXT . 
A la fin de chaque itération du traitement, lors du retour au module 
directeur de l 'unité de traitenent , ce dernier réinsèrera dans la 
table des utilisateurs le vecteur d'état éventuellement rncdifié par 
le prograrrme. 
23. 
. .. / .. . 
2. Langage et programnation. 
Les éléments du vecteur d'état incorporés à l 'article U-EXT sont des 
variables globales implicitement declarées , accessibles à tout module 
sous les nans suivants : 
- identification de l'utilisateur 
@USER nan de l'utilisateur (12 caractères alphanumériques) 
(0) 
- état d'avancement du processus 
@STATE état du processus , mode d'opération du prograrrme 
~STEP 
valeurs : OFF = utilisateur inactif 
CRFATE = merle "création" } mode 
MJDIFY = mode "correction" "interactif" 
USE = merle "traitement" 
identification' du "pas" de dialogue , identification 
de la donnée reçue et à traiter (n' est significatif 
que lorsque @ STATE = CRFATE ou MJDIFY) • 
@STEP est canposé des éléments suivants 
(l STEPl numéro de type de la donnée reçue 
(valeurs possibles : de 00 à 99). 
fi STEP2 numéro d'occurrence de la donnée reçue 
(valeurs possibles : de 00 à 99). 
Traduction (COOOL). 
01 U-EXT 
..... (paramètres définis antérieurement). 
02 U-USER PICTIJRE X(l2). 
02 U-STATE PICTIJRE 9. 
02 U-STEP. 
03 U-STEPl PICTIJRE 99. 




) Le format retenu pour cette donnée est celui que définit la norme 
COOOL pour les opérations du télétraitement. Cf. annexe . 
. .. / ... 
Les variableseUSER, @STEP, esTEPl, ~STEP2 sont accessibles à 
toute instruction de tout rr.c<lule. 
, 
Les instructions é; SEI' STATE et é;>RESEI' STATE permettent de manipuler 
1' indicateur @ STATE : 
<instr set-state > : : = @ SEI' STATE = < val set-state > 
<,val set-stat~ : = CRFATE/M:)DIFY/USE 
25 . 
<,instr r eset state>: : = @RESEI' STATE (place la valeur OFF dans@STATE) 
Le test @srATE permet de connaître la position actuelle de cet indi-
cateur 
<test state) : := @STATE = <val state> 
<. val state > : : = OFF/CRFATE/M:)DIFY/INI'ERACTNE/USE 
@ STATE = INI'ERACTNE est synonyme de ( @ STATE = CREA.TE OR 
@ STATE = M'.)DIFY) . 
2.B. Gestion des piles (LDF). 
1 . Table des utilisateurs. 
a) adaptation du système objet. 
La table des utilisateurs est un fichier contenant un enregistrEIDent 
(vecteur d ' état) pour chaque utilisateur . Les accès à ce fichier , carme à 
tout autre , seront assurés par une fonction terminale . 
@USER (identification de l'utilisateur) est la clé primaire de ce 
fichier . 
Deux possibilités de réalisation peuvent être envisagées, ou bien la 
table contient un vecteur d'état pour chaque utilisateur potentiel du 
prograrrme, même inactif; ou bien elle contient les vecteurs d'état 
des seuls utilisateurs actifs . 
. .. / ... 
T 
26 . 
b ) langage et prograrrmation . 
Dans toute fonction devant ccmnuniquer avec la table des utilisateurs , 
cette dernière est traitée cœme un fichier virtuel qui sera déclaré 
de la manière suivante : 
@FJLE <id-fichier~ TYPE USER-TABLE 
USER-TABLE est un type de fichier prédéfini; la structure de ce fichier 
est la suivante : 
@USER identification de l ' utilisateur. 
~ STATE état du dialogue . 
@ STEPl valeur de l ' indicateur STEPl . 
@STEP2 valeur de l ' indicateur STEP2 . 
2 . Pile des données mémorisées . (I.DF) 
a ) adaptation du système objet . 
L ' ensemble des données progressivement acquises pour un utilisateur 
en mode "interactif" et devant être traité ensuite est mémorisé dans 
un fichier . Les accès à ce fichier , cœme à tout autre, seront assu-
rés par une fonction terminale . 
L ' ensemble mémorisé pour un utilisateur peut être un article (ex . : un 
mouvement de mise à jour d 'une fiche signalétique). Dans ce cas , la 
c lé primaire de chaque enregistrement est @ USER (identification de 
l 'utilisateur). 
L ' ensemble mémorisé pour un utilisateur peut être un groupe d ' articles 
(ex . : l'ensemble des ld..gnes constituant un bon de carmande). 
@USER (identification de l 'utilisateur) est alors la clé du groupe 
d ' articles; la clé primaire de chaque enregistrement est canposée de 
@USER (identification de l 'utilisateur) et @ STEP (identification 
de 1' él§nent dans 1 ' ensemble) . 
. .. / ... 
27 . 
b ) langage et prograrrrnation 
Dans toute fonction devant cœmuniquer avec la pile des données 
rnÉffiOrisées , cette dernière est traitée carme un fichier virtuel , 
déclaré d ' une des manières suivantes en fonction du format adopté 
pour les enregistrements mémorisés : (:~E) 
@ FILE <id-fichier > <syst-enreg> TYPE <type-fichier > 
FDR RFAL-TIME . 
< syst-enreg > : : = SHORI'/I.DN:; 
Le système d ' enregistrement signifie que chaque article est (IDNG) ou 
n ' est pas (SHORI') précédé d 'un préfixe d ' article contenant le nan de 
type (e TYPE) de cet article . 
L ' indication FDR RFAL- TIME associe à chaque article les indicateurs 
pennettant de gérer la pile , à savoir e usER., @STEP. 
(Remarque : Si la déclaration @ FILE ne mentionne pas de système d ' en-
registrement, le système retenu sera celui qui est indiqué par défaut 
dans la description cataloguée sous le nan <type-fichier > . ) 
sans préfixe d 'articles. (JO SHORI' 
IDNG avec préfixe standardisé ; le contenu du préfixe permet au 
programne de gérer l ' article du fichier . 
Les opérations possibles sur la pile des données sont toutes à accès 
sélectif . 
En ce qui concerne l ' article nous distinguons les opérations suivantes 
OBI'AJN RffDRD (IŒY =@ USER) 
EXTRACT RffDRD (IŒY = @USER) 
INSERI' (IŒY = ~ USER) 
REPIACE (KEY = @USER) 
DELEI'E (KEY =@USER) 
Dans le cas de rnfuorisation d 'un groupe d ' articles la gestion de la 
pil e est possible grâce aux opérations suivantes : 
Voir page suivante . 
. .. / ... 
OBI'AIN REXX)RD (KEY =@USER, @S'I'EP) 
OBI'AIN GROUP (KEY =@USER) 
EXTRACT GROUP (KEY = @USER) 
INSERT (KEY =@USER, @STEP) 
REPIACE (KEY =@USER, ~STEP) 
DELETE (KEY =@USER, ~STEP) 
R6TlaI'que: 
L'opération EXTRACT est une opération OBI'AIN (consultation) doublée 
d'une opération DELETE. Elle sera utilisée lorsque, la mémorisation 
des données acquises r:our un utilisateur étant achevée, cet ensemble 
de données doit être transmis aux fonctions de traitement proprement 
dit. 
. .. / ... 
28. 
7 
2.C . Déclaration des interfaces . (IDF) 
1. Adaptation du système objet . 
L ' acquisition et la production des messages sont réalisés par les 
fonctions tenninaies SEND et RECEIVE . Ces fonctions opèrent la 
conversion de support entre un fichier réel et un fichier virtuel ; 
ce dernier servira , carme tout autre fichier virtuel, d'interface 
aux fonctions programmées. 
29. 
Les messages transmis et constituant le fichier sont des chaînes de 
caractères non structurées . Carme la longueur de la chaîne est souvent 
variable , le fait d ' indiquer cette longueur pourra faciliter la gestion 
de la chaîne . En plus, nous associerons au message un indicateur de 
fin; cet indicateur est nécêssité par le fait qu 'un ensanble de données 
peut-être constitué de plusieurs messages et il informera le progranme 
du fait que l'ensanble de données est canplet ou non . 
ex . soit un bon de cœrnande 
chaîne de caract. indicateur 
ligne d ' entête fin de ligne 
ligne de corps fin de ligne 
ligne de corps fin de ligne 
ligne de corps fin de cœrnande 
la valeur de "fin de canrnande" signale que l ' ensanble de données 
'bon de canrnande ' est canplet . 
2. Langage et programmation. 
La déclaration d'un fichier virtuel (et celle d 'une zone de mémorisation 
en mémoire interne) doit faire apparaître la structure particulière du 
message . 
. .. / ... 
30. 
A cette fin, on déclarera un système d'enregistrement RFAL-TIME; cette 
déclaration aura p:mr effet de générer un préfixe standardisé de messa-
ge. Ce préfixe est canposé du nan du propriétaire du message (OWNER) 
de 1 ' indication de longueur (LENGrH) et de l'indicateur de fin (END-INDIC) . 
Le seul attribut variable, et donc à déclarer, de la chaîne de carac-
tères est sa longueur maximum. 
La déclaration aura alors la forme suivante 
{:::RD} < id~ RFAL-TIME LENGTH = < longueur maximum)'-
Toute instruction de tout module peut faire référence aux éléments du 
message, ces éléments sont accessibles sous les nans : 
@OWNER OF <id'> 
@ LENGHI' OF <. id > 
@ END-INDIC OF < id> 
@ DATA OF <,id> 
Traduction (COBJL). 
01 <id> 
11 F--OWNER PIC 
11 F-LENGHT PIC 
X(l2). 
999 CCMP. 
11 F-END-INDIC PIC X. 
11 F-DATA 
12 F-CHAR PIC X OCCURS ' &LENGI'H ' • 
11 F-X PIC 999 CCMP. 
2 .D. Opérations d'accès (LDF) . 
1. Adaptation du système objet. 
Rappelons que les fichiers d'entrée et de sortie d'un programne peu-
vent avoir différents statuts; à chaque statut de fichier correspon-
dent des opérations d'accès spécifiques. 
. .. / ... 





M (mas ter file) 
RFAD 
A (alternate input) 
OBI'AIN 
statue de sortie 
N (new file) 
WRITE 




Les fichiers de messages ne sont utilisés qu'en accès exhaustif et ne 
peuvent donc posséder que les statuts Met N; les opérations d'accès 
à ces fichiers étant RFAD et WRITE. 
2. Langage et programmation. 
31. 
Les instructions permettant l'exécution de ces opérations d'accès 
devront désigner le fichier auquel elles accèdent et localiser la chaîne 
de caractères faisant l'objet du transfert. 
Canpte tenu de la multiplicité des utilisateurs, une instruction d'accès 
en temps réel devra égalanent identifier l'émetteur ou le destinataire 
du message; cette identification n'est prise en canpte qu'au niveau des 
fonctions terminales SEND et R:Ex:::EIVE. 






options propres au 
système d'enregistre-
ment du fichier 
< id. fichier.> [usING < id argument>] 
... / ... 
32. 
Par défaut, l'argument de l'opération (donnée tranférée) est le contenu 
de la zone de stockage implicitement associée au fichier et qui est 
elle-même désignée par <id.fichier > . 
L'option USING permet de spécifier en guise d'argu:nent le contenu d'une 
autre zone de m~oire ; <id.argument > doit désigner soit la zone de stocka-
ge associée à un autre fichier (zone définie par une déclaration FILE), 
soit un article constitué en mémoire interne du rnoo.ule (zone définie par 
une déclaration ROCORD). Cet argument doit avoir le même système 
d'enregistrement que le fichier concerné par l'opération d'accès. 
Opérations_READ_(REAL-TIME). 
- identification du message (option USING) 
L'argument cité éventuellsnent par l'option USING doit posséder l'at-
tribut "REAL-TIME" . 
- description du contenu (préfixe d'enregistrsnent) 
Les indicateurs de longueur et de fin sont garnis au cours de 
l'exécution de l'instruction READ, c'est-à-dire soit par le moo.ule 
terminal ROCEIVE (réception du message par le programne), soit par 
l'opération WRITE progranmée dans la fonction couplée par l'inter-
face en cause. 
- identification de l' émetteur 
Le terminal émetteur du message est identifié par le contenu de la 
zone USER incorporée à l'article U-EXT. 
Le schéma canolet d'une instruction READ aura alors la forme 
.L • 
suivante: 
@ READ < id.fichier> ( USING <id. argument>] 
... / ... 
33. 
Opération WRITE _ (REAL-TIME) . 
- identification du message (option USING) 
L'option USING peut être utilisée carme pour l'opération READ. 
Nous proposons en outre une facilité syntaxique permettant l'envoi 
de messages constants: à cette fin, l'option USING pourra être 
remplacée par l'option = 'littéral ' 
- description du contenu (préfixe d'enregistrement, option ENABI.E). 
Sauf si l'argt.nnent désigné est le contenu de la zone associée au 
fichier maître de la fonction -auquel cas l'indicateur de longueur 
est déjà garni-, l'indicateur de longueur de message est calculé par 
une routine appelée par l'opération WRITE. 
L'option ENABI.E positionne l'indicateur de fin à la valeur "fin de 
message". Si cette option n'est pas retenue, l'indicateur est posi-
tionné à la valeur "fin de segment". Cet indicateur n'est décodé 
que par la fonction terminale SEND. 
La valeur "fin de segment" provoque l'envoi du texte au terminal 
destinataire; la valeur "fin de message" provoque l'envoi du texte 
et d'une autorisation d'émettre. 
- identification du destinataire (option USER=) 
Par défaut, le destinataire du message est celui qu'identifie 
l'indicateur USER de l'article U-EXT. 
L'option USER de l'instruction WRITE permet d'envoyer le message à 
un autre utilisateur qu'elle désigne. 
Le schéma canplet de l'instruction WRITE est le suivant 
e WRITE < id. fichier> 
n{ USING <id. argt.nnent >}~ Ü = ' littéral ' ~ 
[, USER = <iden>] 
[, ENABI.E] 
... / ... 
34. 
2.E. Structure des mcxiules de traitement (IDF). 
1. Rappel 
En IDF, la structure des traitements est définie par la déclaration 
de. boucles quantifiées. Le corps d'une boucle est encadré par les 
titres@f)oR ... ~ENDf\OR et est exécuté sur chaque occurrence de la 
quantité d'information du fichier maître de la fonction (fichier lu 
par l'instruction @READ) désignée par le titre ou quantificateur 
@f\OR. 
Les quantificateurs prévus pJur une exploitation en temps différé sont 
- @ f\OR FJLE pJur un traitement défini sur l'ensemble du fichier 
d'entrée. 
- @f\OR FACH < indicatif> pJur un trai terne.nt défini sur chaque groupe 
d'articles identifié par chaque valeur d'un indicatif. 
- ef\OR EACH RECORD pour un traitement défini sur chaque article. 
Ainsi le :mcdule de traitement apparaitra carme canposé d'un certain 
nanbre de blocs de traitement quantifiés, inclus les uns dans les 
autres, lui donnant une structure hiérarchisée. 
Voir exemple page suivante. 























@ READ <f ichier> 
@~R FILE 
<Séquence début niveau 0> 
e~R FA.CH < indicatif - l '> 
<séquence début niveau - l> 
@~R FA.CH <indicatif - 2 > 





<séquence début niveau - 2> 
!@_FOR FA.CH REC0RD ( Séquence niveau - 3> @END$ 
<séquence fin niveau - 2'> 
(;)END~R 
< séquence fin ni veau - 1) 
@END~R 
< séquence fin ni veau - 0 > 
@END$ 
Le passage d'une occurrence à l'occurrence suivante d'un groupe 
d'articles désigné par le titre ~ F0R FA.CH <indicatif> s 'effectue 
à chaque rupture sur l'indicatif. 
Une rupture se prcx:luit lorsque la valeur actuelle de l'indicatif est 
différente de sa valeur à l'itération précédente. 
Un groupe d'articles identifié par une valeur particulière d'un 
indicatif "majeur" (indicatif - 1) peut être lui-même partitionné 
35. 
en différents sous-groupes correspondant aux différentes valeurs d'un 
indicatif "mineur" (indicatif - 2), et ainsi de suite. Une rupture sur 
un indicatif majeur entraîne une rupture simultanée sur tous les indica-
tifs mineurs. 
. .. / ... 
2. En tBTips réel, tout sous-ensemble significatif dans le fichier de 
messages lu par une fonction appartient à un utilisateur particulier. 
Au premier niveau de décanposition, ce fichier est donc partitionné 
en "groupes d'articles" correspondant aux différents nans d'utilisa-
teurs. 
Pour définir un traitement sur un tel groupe d'articles, on utilisera 
un quantificateur @ f'0R EACH USER. 




.------- @f'0R FACH USER 
< séquence début > 
.------@f'0R EACH ~indicatif - l> 
{Séquence début) 
.-----@f'0R EACH <indicatif - 2> 
< séquence début;i, 
[







< séquence fin> 
@END:f'0R 
< séquence fin> 
eENDf'0R 
... / ... 
36. 
37. 
3. Pour l'initialisation/la clôture ( ,c:séquence début)/ <séquence fin>) 
d'un bloc F0R FACH USER, le programme ne peut attendre le mcrnent aléa-
toire où un nouvel utilisateur se manifestera en provoquant une rupture 
sur le nan d'utilisateur. 
Nous devrons donc initialiser/clôturer explicitement ce bloc F0R EACH 
USER; à cette fin le mcdule appelant le module de traitement contiendra 
deux instructions, c'est-à-dire: 
* 1' instruction (!. OPEN <.fichier> F0R USER 
qui provoquera l'initialisation du bloc F0R FACH USER 
* 
et 1 'instruction @ CIDSE < fichier > F0R USER 
qui provoquera la clôture du bloc F0R FACH USER 
* < fichier> désigne la fonction de traitement. 
Le schéna suivant-·met-·en évidence de quelle façon le module appelant 
déclenche les traitements programmés dans le module de traitement: 
a._appelant 
@ OPEN F f'0R USER 
!?.:._~p~!~ 
@ f'0R FILE ------------. 
~r0R USER-------------. 
~------- { <séquence début> 
@F0R EACH <indicatif)' -
@ OBI'AIN GROUP <id.pile> ,KEY:€.USER 
@ FOR FACH RECORD @ f'0R FACH RECORD 
@WRITE ----------{ 
@ ENDf'0R @ ENDF0R 
@ CIDSE F f'0R USER 
@ENDF0R---------
--------P[ <Séquence fin> 
@ENDf'0R----------' 
@-ENDF0R------------
... / ... 






OP @ EN carmandes F0R USER 
eo BI'AIN GROUP <id. pile> , KEY = @ USER 
@ F0R FACH Ra:0RI) 
@ WRITE canmandes USING <id. pile > 
@ENDF0R 






F0R FILE @ 
@ 
@..OBI'AIN dernier - n° - facture 
F0R FACH USER 
total - facture:= O 
dernier - n° - facture:= dernier - n° - facture+ 1 
@F°0R FACH REqoRD IF TYPE= en-tête 
n° - facture:= dernier - n° - facture 
(9..0BI'AIN IDX:0RD client, 
@_ 
KEY= n° - client FRG1 canmandes 
@.WRITE factures, TYPE = adresse 
ENDF0R 
@..F0R FACH Rff:0RD IF TYPE= corps 
@. OBI'AIN IDX:0RD produit, 
KEY = n ° - produit FRCM carmandes 
prix:= prix-unitaire ~ quantité 
@-WRITE factures, TYPE = ligne 




~WRITE factures USING total - facture 
@ENDF0R 
@REPIACE dernier - n° - facture 
... / ... 
38. 
39· 
Chapitre 3. Adaptation du système objet (*) 
3.A• Adaptation du mcdule directeur. 
Du point de vue de l'adaptation du mcdule directeur nous avons relevé 
deux problèmes. 
Les problèmes concernent 
l'identification du propriétaire des données reçues à chaque 
itération. 
- l'initialisation et la tenninaison de la session d'activité de 
l'unité de traitement. 
a. Identification de l'utilisateur. 
A chaque itération le mcdule directeur appelle le mc:rlule REX:EIVE qui, 
au retour , lui transmet le message reçu de la file d'attente; message 
préfixé par le nom (@ OWNER) du terminal émetteur. 
· Le rncdule directeur doit, avant tout, identifier l 'utilisateur propri-
étaire de ces données pour pouvoir individualiser l'itération. 
A cette fin; le mcdule directeur accède à la table des utilisateurs et 
extrait de cette table le vecteur d'état de l'utilisateur en question, 
possédant ainsi toutes les infonna.tions pour la mise à jour de l'article 
U-EXT des paramètres globaux transmis à tout mc:rlule. 
A la fin de l'itération pour un utilisateur, le rncdule directeur accède 
de nouveau à la table des utilisateurs et met à jour le vecteur d'état 
de l'utilisateur avec les valeurs renvoyées dans l'article U-EXT par 
le rncdule appelé. 
La fonction d'identification du nodule directeur est illustrée par le 
schéma suivant. 
Ce schéma illustre les opérations effectuées lors d'une itération. 
Voir page suivante pour schéma. 
afin que le lecteur puisse mieux ccmprendre les 
progranmes, nous lui conseillons de lire l'annexe 
traitant de la gestion du télétraitement en COBOL . 
. . . / ... 
40. 
CALI, REX:EIVE 
/ RECEPI'ION DES OONNEES DE 1A / FILE D'A'ITENI'E 
OBI'AIN 
TABLE DES UI'ILISATEURS 
GARNISSAGE DE U-EXT AVFr, LES 
VALEURS DU VFr,TEUR D'ETAT 
APPEL DU PREMIER M)DULE 
REPIACE 
TABLE DES UI'ILISATEURS 
1 
b. Initialisation et terminaison de la session d'activité. 
Il existe deux possibilités pour initialiser et terminer la session 
d'activité. 
41. 
1) L'initiative de chargement peut venir d'un utilisateur; l'initia-
lisation de l'unité de traitement s'effectuera alors du chargement 
de celle-ci. 
Le module directeur devra détecter lui-même l'instant où il peut 
terminer la session; cet instant se présente lorsque tous les 
dialogues sont terminés et que le module REX:EI\B signale au module 
directeur que la file d'attente d'entrée est vide, en renvoyant 
@STAWS = · END. 
Le module directeur peut connaître l'état de tous les dialogues en 
consultant la table des utilisateurs qui contient les vecteurs 
d'état de tous les utilisateurs. 
2) Dans le cas où l'initiative du chargement émane du centre de 
traitement, la tenninaison de l'unité de traitement sera norma-
lement égalerœnt décidée par les responsables du centre de trai-
tement. Dans le cadre du langage COBOL, le seul ITOyen satisfaisant 
pour détecter et traiter correctement cette demande est que ces 
responsables envoient un message ad hoc au programne; il faut pour 
cela effectuer un tenninal au centre de traiterœnt et relier ce 
tenninal aux files d'attente d'entrée du programœ. 
Dans ce cas-ci le module RECEIVE ne peut lui-même signaler la fin 
de la session d'activité. 
Ceci nous oblige à spécifier deux modes de travail pour le module 
RECEIVE, soit le mode "WAIT" et le mode "TERM". 
WAIT: lorsque la file d'attente des messages d'entrée est vide, 
RECEIVÈ provoqcre une mise en attente du programne 
TERM 
("WAIT STAWS"); ce rnode sera utilisé lorsque l'unité de 
traiterœnt a été chargée à partir du CTI. 
lorsque la file d'attente des rressages d'entrée est vide, 
RECEIVE renvoie au rnodule directeur un signal de fin pour 
clotûrer irrmédiatement l'exécution (à condition que plus 
aucun utilisateur ne soit actif); ce mode sera utilisé 
lorsque l'unité de traiterœnt a été chargée à la demande 
d'un utilisateur . 
. .. / ... 
N 
Schéma de fonctionnement du rrodule directeur 
CTI 
SEND 
envoi du rres· 







































de la sessio 
d'activité 
S'I'OP 
Programmation du module directeur (MAIN) 
Lors de la prograrrmation du rrodule directeur nous avons utilisé les 
langages "LDF" et "LCM" afin de faciliter la compréhension du programme. 
Normalement l'utilisation de ces langages n'est pas permise dans les 
rrodules qui, corrme c'est le cas ici, ne sont pas des modules appelés . 
. . . / ... 
43. 
PROGRAMMATION DU MODULE DIRECTEUR (MAIN), 
@PARAMS &LENGTH,&OUT,&SYS,&END-MESS 
* & LEN G ï" H ~ l on~=.\ 1 •.1 c:-i u r· ma:-: :i. mu m de 1 1 a r t :i. c 1 c-::1 d u f i c h :i. i·:-i r v :i. r t u 01 1 
* &OUT: nom du module aPPele Pa r MAIN Pou r le traitement 
* des messases recues, 
>:< &SYS/: nDm du tc-irm:i.nal dc,-i contr·cilc01 (CTI), 
* &END-MESS: texte du messase indi8uant la fin de l a sess i Dn 






* definit:i.an de la table des utilisateurs. 
@FILE STATE-VECTOR TYPE USER-TABLE. 
* definition du fichier contenant les messases de cCJntrole 
* envases vers taus les ut:i.lisateurs actifs, 
(ii r:· J 1... E F~ E F' 1.. . Y F: E (:11... ···· T I ME LEN G TH :::: & 1... EN G TH • 
WORKING-STORAGE SECTION. 
* def:i.n:i.tion de l 'articl e corltenant les :i.ndicateurs Slobaux de 





EXEC-MCJDE: zone Permettant de SPec:i.f:i.er le mDde de 
t1·ava:i.l (klt,IT/TEF:M) ...-.tu mudul,-:-i F:[CEJ l.JE ,. 
EXEC-MODE PIC X(4), 
* defirit:i.un du f:i.cl1ier contenant les messases recus/envo~es 
* de/vers les ut:i.lis~Leurs. 
@FILE ART-MESS REAL-TIME LENGTH = &LENGTH, 
COMMUNICATION SECTION. 
CD ENTREE FOR INITIAL INPUT 
SOURCE IS EMETTEUR. 
PROCEDUR E DIVISION. 
U····ENT[ F;: ::;ECTION , 
i:-.,···ENTEF: ,. 
MCJVE SPACES TD U-EXT. 
>:--: 1,,. :- , C' c :i. f :i. c a t. :i. D n ci u n-: D c, f..:• d E• t. ravi:'- :i. J du m o ci u J. e F< E CE I VE • 
IF EMETTEUR~ SPACES OR "&SYS" MOVE "WA IT" TO EXEC-MODE 
ELSE MCJVE "TERM" TO EXEC-MODE. 
E!PF:EP(iF;:E F:E:C IVE ( EXEC-··i'iCJDE) ,. 
l.J····INIT SECTION ❖ 
G····INIT,. 
@OPEN RECIVE @CJPEN &OUT . 
@OPEN STATE-VECTOR @OPEN REP LY, 
44 . 
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46. 
3.B. Fonctions tenninales. 
a. Intrcx:luction. 
Les règles d'haro<:Jénéïté des fonctions prograrrmées amènent à distinguer 
une classe de fonctions tenninales. 
La seule opération de ces fonctions tenninales consiste à exécuter des 
transferts de données entre support périphérique et mémoire centrale. 
Vu que ces fonctions ne traitent en aucune façon le contenu des données 
elles sont aisément pré-programnables. 
En terrps réel nous distinguerons les fonctions tenninales SEND et 
REX::EIVE. 
b. Fonction SEND 
Lorsqu'elle est appelée, la fonction SEND reçoit en guise d'argument un 
article de format REAL-TIME. 
La fonction SEND exécute deux opérations. La première consiste dans 
le transfert des données du progranme vers les files d'attente de sortie; 
les données transfér ées contiennent les infonnations objet du traite-
ment et des paramètres d'identification du destinataire. 
Cette opération est exécutée grâce à l'instruction COBOL "SEND". 
La seconde opération exécutée par la fonction SEND est acccrnplie 
par l'instruction "ENA.BLE INPur TERMINAL" et elle consiste à auto-
riser le tenninal à émettre une réponse. 
Dans l'ordre on rencontre d'abord l'instruction SEND, qui envoie des 
segments de message. Un segment correspond à une ligne d'impression 
obéissant à certains critères de mise en page spécifiés dans l'ins-
truction. 
Le message ccrnplet constitue l'unité logique de transfert et peut être 
ccrnposé d'un ou plusieurs segments. 
Quant à l'instruction ENA.BLE, elle est seulement exécutée après l'envoi 
du message ccrnplet, c'est-à-dire lorsqu'on rencontre l'indicateur de 
fin de message . (Thil) 
Les paramètres et arguments nécessaires aux instructions sont repris 
dans le tableau page suivante: 
... / ... 
APPEL RETOUR 
Error key Texte du message à transmettre 
(@ DATA) (a). = '00' si réussi 
= "_O" si non 
. Indicateur de quantité 
(@ END-INDIC 'option ENABLE') (a) 
SEND . Critère de mise en page (b) 
ENABLE 
Destination 
( @OWNER option USER) (a) 
. Nombre de destinations 
. Longueur du texte 
( 6 LENGI'H) (a) 
. Identification du terminal source (a). 





contenu dans le préfixe de l'article reçu à l'ëppel. 
n'est considéré que pour l'édition. 
obtenu par le module par consultation d'une table ou par 
calcul. 
- l'indicateur de quantité peut prendre la valeur 'l' quand il 
s'agit d'un segment et '2' quand il s'agit d'un message. 
- dans le mode conversationnel le nanbre de destinations est 
toujours égal à 'l'. 
. .. / ... 
47. 
PROGRAMMATION DU MODULE SEND. 
@PARAMS &PGM,&LENGTH 
* 8PGM: nom du module. 
* &LENGTH: lonsueur maximum de l'article du fichier virtuel. 
IDENTIFICATION DIVISION. 
(:i I EN T r:: Y & 1=· G M ( t1 r:: T .... ME:;; i:; ) •. 
E~VIRONMENT DIVISION. 
D (1 T (1 D I l) I ::; I ON ,. 
WORKlNG-STORAGE SECTION. 
)}( ITI D t. d c-~ F•' i3 ~::. ~=; f.\ t-
01 PASSWD PIC XC10). 
1.. . l Nl<i~C-)E '.3ECT ION,. 
* definitian du fichier virtuel contenant les messages 
* envases vers les utilisateurs. 
@FILE ART-MESS REAI...-TIME LENGTH = &LENGTH, 
COMMUNICATION SECTION. 
CD SORTIE FOR OUTPUT 
DESTINATION COUNT IS NB-DESTIN 
TEXT-LENGTH IS I...ONG-TXT. 
DESTINATION IS DESTINATAIRE. 
CD ENTREE FOR INPUT 
SOU RCE lS EME.fTEUR. 
PROCEDURE DIVISION. 
@CONS TANT SECTION, 
* le nombre de destinataires est touJours esal a 1. 
MOVE 1 TOND-DESTIN, 
fr! ·::: 0 F: PU r; '.;'.: E C T I Cl N • 




MOVE @OWNER TO DESTINATAIRE 
i·iDl)[ (::•!...ENGT H · TU 1...UNG····TXT 
envoi du message vers l'utilisateur. 
SEND SORTIE FROM @DATA OF ART-MESS WITH @END-INDIC. 
l detecti • n de 12 fin du mess2Se (END OF MESS AGE). 
IF @END-INDIC= 2 
* aPPel d'un module Pour l'obtention du mot de Passe 
* de l 'utilisateur. 
~ICALL OBTPWD (ART-MESS PASSWD> 
* Sarnissase du bloc de centrale d'entree. 
MOVE @OWNER TO EMETTEUR 
auto risation d'emettre. 
ENABI...E INPUT TERMINAI... ENTREE WITH KEY PASSWD. 
48 . 
49. 
c. Fonction REX:EIVE. 
La fonction REX:EIVE exécute deux opérations. La prenière opération 
consiste dans l'acquisition de l'infonnation émise par un terminal. 
L'autre opération a pour but d'interdire toute émission de la part 
du terminal. 
L'opération d'acquisition est assurée par l'exécution de l'instruction 
"REX:EIVE", qui effectue le transfert d'infonnation de la file d'attente 
d'entrée vers le progranme d'application. 
L'opération de déconnexion logique du terminal est garantie par l'exé-
cution de l'instruction "DISABLE INPUT TERMINAL". 
Au tenne de son intervention, la fonction transmet au mooule appelant 
le prenier message disponible de la file d'attente désignée. 
Le tableau suivant indique les paramètres nécessaires à l'appel et les 




• File d'attente à explorer (a) 
Identification du terminal 
source {b) 
. Mot de passe (c) 
Texte du message (e,.DATA) 
. Date du jour (d) 
. L'heure d'envoi (d) 
. Identification du terminal 
source ( @ OWNER) ( e) 
. Longueur du texte transmis 
(@LENGI'H) (e) 
. Nanbre de messages dans la 
file (d) 
. Indicateur de '1Uantité {f) 
- 1 Status ke~~END-INDIC) 
cas possible : '00' (réussj 
... / ... 
Ranarques: 
- (a) : paramètre constant du prograrrme en cours, ce paramètre est 






obtenu au retour de l'instruction RECEIVE. 
obtenu par le mcdule :par consul tation d'une table ou par 
calcul. 
sans intérêt pour l es program:nes envisagés ici. 
à retourner au programme appelant. 
égal à '2' (message) par hY[X)thèse. 
ou à '3' (fin de groupe) . 
lorsque le message est le dernier d'un groupe de 
messages reçus. 
50. 
. .. / ... 
PROGRAMMATION DU MODULE RECIVE. 
@PARAMS &PGM,& LENGTH,&QUEUE 
* &f'UM :: r:um d1 . .1 mud u l c-:-;, ,. 
* &LENGTH: lon~ueur maximum de l 'article du fichier virtuel, 
* &QUEUE: specificat ion du nom de s -files d'attente 
* d'entree, 
IDENTIFICATION DIVISION. 
PIENTRY &PGM (ART·-MESS). 
ENVIRONMENT DIVISION. 
Dt: T ( 1 lr I V I 13 I ON • 
WOR KING-STORAGE SECTION . 
:;'. [ X E C ... h U DE : :;-: o n ("! F·· (? r' lf1 e t t a n t d C-) :,; F·· c-:·) c 1 l' 1 E· r 1 (·:·) lï1 o r:.' e d e 
~ travail CWAI T/TERM) du module RECEIVE. 
01 EXEC-MO DE PIC X( 4). 
t mut de Pas se de l'utilisateur. 
01 PASSWD PIC X(1O). 
* def inition du fichier vir tuel contenant les messa~es 
,,, 
re cus d e s utilisateurs. 
G~ ILE AR T-MESS REAL-TIME LENGTH = &LENGTH. 
COMM0NICATION SECT ION. 
CD ENTREE FOR INPUT 
SdURCE IS EMETTEUR 
TEXT LENGHT IS LONG-TXT 
EN D-K EY IS FIN-TXT. 
* redef initi on du bloc de controle d'entre . 
01 BLOC-CONTROLE. 
02 QUEUE-ID PIC X(48). 
02 FILLER PIC X(39 ), 
PROCEDURE DIVISION. 
r?CDF:PU::; SFCTJCJN. 
* 2PPel d'un modu l e P • ur l'obtention du mot de Passe. 
@IC ALL OBTPWD (ART - MESS PASSWD). 
* garnissase d u bloc de controle avec la structure des 
t files d'attente d 'en tree . 
MOVE "&QUEUEµ TO QUEUE-ID 
* de term ination d u mode de travail (WAIT/TERM). 
IF EXEC-MODE = "WAIT" 
RECEIVE EN TREE MESSAGE INTO @DA TA OF ART-MESS 
ELSE RECEIVE ENTREE MESSAGE INf• @DATA OF ART-MESS 
NU DATA @SET STATUS = EN D @EXIT, 
* interdiction d ' emettre. 
DISABLE INPUT TERMINAL ENTREE WITH KEY PASSWD, 
* ~arnissa~e du prefixe de l'article du fichier virtuel , 
M• VE EMETTEUR TD @OWNER 
J.• 
-•1'. 
MJVE LCJNG-TXT TO @LENGTH 
MOVE FIN-TXT TO @END- IND IC. 
recePtion du Parame tre specifiant le 
@PA RAM SECTION LJSING EXEC-MODE, 




Exemple: Traitement d'un bon de ccmnande 
1. Introduction 
2. Iescription des modules spécifiques 
53. 
1 . Introduction 
a . le problème 
Plusieurs utilisateurs peuvent introduire un ou plusieurs bors de 
cnmnande. Ces rons de commande seront cxmtrôlés par le programne et 
éventuellement corrigés et/ou modifiés par les utilisateurs , après quoi 
le programne créera les factures correspondant aux rons de cx:mnande~ 
Le ronde cc:mnande introduit par les utilisateurs est de la forme suivante 
entête : - NCM 
ADRESSE 
- NUMERO-FûSTAL LOCALITE 
corps : - NUMERO DE PRODUITl QUANTITE-1 
- NUMERO DE PRODUIT2 QUANTITE-2 
Les lignes d'entête et du corps de la commande seront introduites une à 
une par l'utilisateur . Lorsqu 'une ligne contient plus d 'un é l ément , 
ex . dans l'entête 
dans le corps 
NUMERO-FDSTAL IDCALITE 
NUMERO DE PRODUIT-n QUANTITE-n 
les différents éléments de cette ligne seront introduits séparés par une 
virgule . 
En ce qui concerne les corrections des données introduites nous donnerons 
à l ' utilisateur deux niveaux de cnrrections possibles : 
à l'introduction l'utilisateur aura la possibilité de corriger les erreurs 
détectées par le prograrrme . Il s'agit ici soit d'erreurs syntaxiques 
(longueur de l'élément introduit), soit d ' incorrpatibilités (quantité 
en stock insuffisante.pour satisfaire la demande en produit de l'utilisa-
teur ou produit inexistant) . 
- après l'introduction cx:rnplète du ronde comnande l'utilisateur aura la 
possibilité de modifier son ronde comnande; c'est-à--0.ire qu'il pourra 
ajouter, rrodifier ou supprirœr des lignes au/du l:x:>n de cnmnande . 
Afin que l'utilisateur puisse sélectionner une ligne de la cnrrmande les 
différentes lignes du ronde comnande seront précédées par des numéros 
attribués par le programne . 
Lorsque l 'utilisateur désire modifier une l igne il devra faire précéder 
la modification du .numéro de la ligne et d'un code indiquant l'opération 
(ajoute, rrodification, suppression) à effectuer. 
. .. / .. . 
Exemple 
AAAA:B:CŒCCŒ , cœœ ... 
AAAA numéro de ligne à modifier 
B opération à effectuer 
CCC ••• 
soit ajoute : "A" 
modification "M" 
suppression "S" 
élément de la nouvelle ligne 
b. le prOÇJrarrme 
54. 
' 
I.e prOÇJramœ· contient trois niveaux d'appel de modules. Au premier 
niveau se situe la fonction ORLONN qui est appelée par le module direc-
teur (MAIN) . · 
La fonction ORIDNN teste la valeur de l'état du dialCx;:JUe et transrœt le 
rœssage reçu du rrodule directeur (MAIN) à la fonction CREATION ou MJDI-
FICATION, suivant la valeur de l'état du dialCx;:JUe • . 
Au deuxième niveau se situent les fonctions CREATION, MJDIFICATION et 
TRAITEMENT. 
La fonction CREATIOO est appelée par la foncti"on OROONN lors de l'intro-
duction du oon de commande et s'occupe de la gestion des indicateurs 
e STEP et e ·sTATE. Elle appelle la fonction CDNTROLE. La fonction 
MJDIFICATION est appelée par la fonction OROONN lors de la modification 
(ajoute, modification, suppression) d'une ligne du oon de cmmande et 
s 'occupe de la gestion des indicateurs BSTEP et @STATE. Elle appelle la 
fonction CDNTROLE. Enfin la fonction TRAITEMENI' est appelée par la fonc-
tion ORIDNN lorsque le oon de corrrnande est complèterœnt corrigé et modifié. 
Elle s'occupe de la gestion de l'indicateur global@ STATE et transmet le 
l:xm de comnande complet à la fonction EDIFACT . 
Au troisième niveau se trouvent les fonctions CDNTROLE et EDIFACT. 
La fonction CDNTROLE est appel ée soit par la fonction CREATION soit par 
la fonction MJDIFICATION. Elle effectue divers contrôles, dont nous 
parlerons plus loin, sur le mntenu du rœssage reçu et gère la pile des 
données mémorisées . 
La fonction EDIFACT est appelée par la fonction TRAITEMENT et crée la 
facture correspondant au bon decorrmande transmis par la fonction 
TRAITEMENT. 
Voir schéma page suivante. 
. .. / ... 
55. 




CREATION M=>DIFICATION TRAITEMENT 
NIVEAU 3 
Œ)NTROLE EDIFACT 
c. schéma d'enchainement des modules 
La page suivante montre le schéma d 'enchainement des modules dans 
l'unité de traitement . 
Signification des symboles utilisés 
D rrodule standardisé 
rrodule spécifique au traitement 
0 fichier virtuel 
Cl terminal 
fichier réel 










RAND PILE 1 SEND 
N:)TE: 


















Ces rrodules ne sont pas repris dans le schéma pour la clarté de celui-ci. 
2. Description des fonctions spécifiques 
a. fonction ORDJNN 
La fonction d'ordonnancerœnt (ORIONN) teste la valeur de l'état du 
dialogue (@STA'IE) et, suivant la valeur trouvée, appelle soit la 
fonction M=>DIFICATION soit la fonction TRAITEMENT . 
58. 
la. fonction d'ordonnancement ne manipule pas la valeur de l'indicateur 
@ SI'EP, sauf dans le cas où la valeur de 1 ' état du dialogue est à "OFF" 
p:>ur l'initialiser à O. 
fichier virtuel d'entrée 
fichiers virtuels de sortie 
MESS-IN (3é) 
CREATION ( 3{) 
MJDIFICATION (:lE) 
TRAITEMENT (:lE) 
(*) ces fichiers contiennent le rœss?ge tel qu'il a été envoyé par 
l'utilisateur 
TRAITEMENT est un fichier déclaré uniquerœnt p:>ur satisfaire aux règles 
de syntaxe de 1 'opération @WRITE. 
. .. / ... 
STATE: = 
CREATE 















la transiti on d'un état à un 
autre peut être provoquée par la · 
fonction appelée, ainsi nous 
devons tester après l'appel si 
l'état du dialogue a été modifié. 
PROGRAMMATION DU MODULE ORDONN. 
I DEN TIFICATION DIVISION. 
0FUNC TION ORDO NN . 
ENVIRON ME NT DIV I SI ON. 
DATA DIVISION . 
~I NTE RFACE SECTION. 
@FI LE MESS-IN REAL-TIME LENGTH = 47. 
@F ILE CREATION REAL-TIME LENGTH = 4 7 . 
@FILE MODIFICATION REAL-TIME LENGTH - 47. 
@FILE TRAITEMENT REAL-TIME LENGTH = 1, 
PROC EDURE DIVISION. 
@CORPUS SECTION, 
@READ MESS- I N. 
@F OR EACH RECORD. 
BOUCLE. 
* utilisateur non-actif? 
IF @STATE = OFF @SET STATE = CREATE 
MOVE O TO @STEP1 @STEP2. 
* st a de de creation du bon de commande? 
IF @STATE = CREATE 
@WRITE CREATION USING MESS-IN. 
* stade de modification du bon de com1nande? 
IF @STATE = MDDIFY 
@WRITE MODIFICATION USING MESS-IN. 
* s tade de traitement du bon de comm a nde? 
IF @STATE = USE 
@WRITE TRAITEMENT 




b . fonction CREATION 
La fonction CREATION est appelée par la fonction OROONN lorsque l 'uti-
lisateur est au stade d'introduction du bon de corrrnande (@. STATE = CREATE) . 
Elle manipule les indicateurs ~STATE et eSI'EP . 
La fonction CREATION appelle à son tour la fonction· CDNTROLE . Si la 
fonction CDNTROLE détecte une erreur, la fonction CREATICN demandera 
la réintroduction de la ligne sinon elle demandera l'introduction de la 
ligne suivante ; dans les deux cas elle envoie d'abord au terminal le 
numéro identifiant la ligne, en prévision des mrrections ultérieures . 
A la réception du message "FIN" , la fonction provoque une transition 
d' état (@- STATE) : passage au rrode MJDIFY ( fin de ccmnande) ou OFF 
(fin de session-utilisateur) . 
fichier virtuel d'entrée : -MESS-IN contenant le message de l'utilisateur . 
fichiers virtuels de sortie : -MESS-Our CDntenant le message pour la fonction 
SEND. 
-CDNTROLE contenant le message de l'utilisateur . 
. . . / .. . 
OPERATION : = 


















STATE : = OFF STEP := 0' 
STATE :=M'.)DIFY 
REI'URN 






@FILE MESS-IN REAL-TIME LENGTH = 47, 
@FILE MESS-OUT REAL-TIME LENG '(H - 80. 




definition des valeurs maximales 
slab2ux @STEP1 et @STEP2. 
des indicateurs 
·* 
01 DESCR-CDE VALUE "0299". 




@FOR EACH RECORD, 
detection de la fir ) de creation du bon de commande. 
IF @DATA OF MESS-IN= "FIN" 
IF' @STEP1 NOT> 1 @SET STATE = OFF @EXIT 
ELSE @SET STATE = MODIFY 
MOVE O TO @STEPl MOVE O TO @STEP2 @EXIT, 
debut d'introduction d'un bon de commande. 
IF @STEP1 = 0 MOVE 1 TO @STEPl MOVE 1 TO @STEP2 
@WRITE MESS-OUT= "INTRODUISEZ UNE COMMANDE OU FIN" 
GO TO DEMANDE. 
k ~arnissase du code • Peratio n , 
STRING "A" @DATA OF MESS-IN DELIMITED BY SIZE 
INTO 0DATA OF CONTROLE. 
t aPPel du module CONTROLE. 
@WRITE CONTROLE. 
IF @STATUS = ERR OR @RESET STATLJS 
@WRITE MESS-OUT= "REINTRODUISEZ LA LIGNE" 
GO TD DEMANDE. 
~ calcul de 12 valeur de l'indicateur· ~lobal @S1EP. 
IF @STEP2 < MAX-STEP C@STEPl) ADD 1 TO @STEP2 
ELSE ADD 1 TO @STEP1 MOVE 1 TO @STEP2. 
DEMANDE. 




c . fonction M'.)DIFICATION 
ta fonction M'.)DIFICATION est appelée par la fonction OROONN lorsque 
l'utilisateur est ·au stade de modification du ronde ccmnande introduit 
(@ STATE = M'.)DIFY) . 
L'utilisateur introduit le numér o de la ligne , suivi du code d'opér ation 
(filoute , l'-bd.ification ou S1ppression) et de valeurs de données (dans les 
cas "A" et "M") . La fonction devra ainsi obtenir la valeur de l'indica-
teur @ STEP à partir du numéro de ligne introduit ainsi que le code d' opé-
ration sur l esquels elle effectuera un contrôle de validité . 
La fonction appelle ensuite la fonction CDNTROLE ; lorsque la fonction 
CDNTROLE détecte une erreur, la fonction M'.)DIFICATION demande la réin-
troduction de la ligne (dans les cas "A" ou "M" ) sinon elle demande l'in-
traduction de l a rrodification/ajoute/suppression suivante . Lors de la 
détection du message "FIN" envoyé par l 'utilisateur , la fonction M)DIFI-
CATION met l' état du dialogue (~ STATE) à la valeur USE . 
fichier virtuel d'entrée : - MESS-IN contenant le rœssage envoyé par 
l'utilisateur . 
, 
fichiers virtuels de sortie :- MESS-Our contenant le rœssage pour l a fane-
tian SEND 
-CDNTROLE contenant le message envoyé par 
l 'utilisateur . 
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STATE := USE 
REI'lJRN 
·99 
• :::1 D .::1 (I ,,4 J ,J 
• J I X J iil 3 ·-1 :J V N J 
. NI J no N• IlVJI JID OW JNn ZJSina• J1NI" - ..t.n• -SSJW JlIUM 0 
., J iJ N')~-,IJ(I 
'lIXJ0 3-avNJ . JJ N•d~J N• IlVJIJiaow. = Jn• -SSJW JJ.I~ Mci 
sn1v1s 11s1u0 ~o~~J = sn1v1s0 J I 
:::1··1 D :::I.J. NOJ J JI :::/M,:D 
"JlO~lNOJ JO VlV0ci OlNI 
JZIS AH ŒJlIWilJQ JlXJl JO VlVŒci NOilV~JdO QNi dlS 
'JlO~lNOJ arnpow np IBdde * 
.JŒilV~NI JN8Il Ja O~JWnN . = 1no-SSJW JlI~Mci 
dJlS-lVA < dJ1S0 JI 
., l I XJ,':J 
Jl8VNJ .JQilVA NI NOi lV ~JdO. = ln• -SSJW JlIUM 0 
.s. ŒNV .w. ŒNV .v. = lON NOilVUJd• JI 
1 Jl• UlNOJ JO Hl8NJ70 
NI lNnOJ JlXJl JO VlVŒ0 
N C) I J. l:) :::13 ,: :! U 
d J ..l. i:; ii ) 0 ..1.. N I 
NOlOJ AH 0J..I..IWI7J0 NI-S SJW JO v..1..vam 8N ldl SNn 
'J0NVWJ0 Dl 08 JSlJ 
lI XJci JSn = JlVlS lJSci O < dJ!Sci JI 
.N IJ . = NI-SSJW JO VlV00 JI 
·au• JJ~ HJVJ UO J 0 
' N D I ..1.. :J J f;; \:; r1 d ~:/ D J iD 




., ot, :::: H ..l: DN3-l Jl_.._i I J ···· "lVJ :::I J ..l. XJ l 0: :::ICJ'.JJ;;.I ël 
'8NidlSNrl / GNIUJ.S suo11onJ1sur sar * 
JWIJ.-lVJU TJ2A2J1 a p auoz aun,p uor1rurJap 
' X JUrllJi d NOIJ.VUJdO ~L 
1 (U OJ SSaJddl"'I S'U0f120 TJ TP• w,a1no r v, UGT12JG dO apoo 
1
. 66~0. JnlVA 6666 JUn..l.JIJ dJlS-lVA /' ,/ * 
• ,::j ] J r; i:J T E' q D "[ r; ,.l n ,•:-) '.]. 2 ;:i 'F p 1..1 T 1 '[ i-:-l p ,:-::i l: i:i l.1.1 T :< E! 1.1.J ,.l I"! i·) Ï: /,' ,": * 
·.:. Jn7VA X J~n! Jld N0701 !t 
'8NI~..l.SNn uoi:1anJ1sur,T Jn • 0 Jna 1 i: w1 1: ~P t 
"NOI ..l.:JJS JOVUO J. S-QN I ~d• M 
• t ~ = H18 NJ7 JWil-lVJ~ JlO~ lNO :J JlIJ~ 
·os = Hl8NJ7 JWI..l.- l VJ~ ..tn• -SSJW JlIJID 
•1~ = Hl8 NJ 7 JWI..l.-lVJ~ NI-SSJW JlIJ0 
"NOI..l.JJS JJVJ ~J..l.NIID 
., N D I f;; I (', I (I ~:-1 .J.. l) 0: 
'NOI SI~I 0 .J..NJWNO~ I~N J 
1 NOilVJIJI00W NOI.J..JNrlJci 
"NOISI~IQ NOI..l.VJ I JilNJQI 
1 NDI..l. VJ IJIŒOW Jlnao w na NOI ..l. VWWV~80dd 
67. 
d. fonction mNTROLE 
La fonction CDNTROLE est ap_p2lée par la fonction CREATION et la fonction 
MJDIFICATION. 
La fonction O)NTROLE examine d'abord le code d'opération contenu dans le 
fichier CTRL-IN; si le code est égal à 11 S11 (suppression) la fonction ex-
trait la ligne corresp:)ndant à la valeur de la clé (@ USER0STEP) de la 
pile de mémorisation des données (PILE), sinon elle procède au contrôle 
des données reçues. 
Le tableau suivant donne une vue d'ensemble sur les contrôles effectués 




















existence du numéro de produit 
quantité suffisante IX)ur satisfaire 
la demande 
A chaque comnande de produit acceptée la fonction met à jour le fichier 
S'IDO<S contenant les quantités disp:)nibles. lorsqu'il s'agit d'une 
bjoute la fonction insère la donnée concernée dans la pile, s'il s'agit 
d'une M:>dification la fonction recherche la ligne concernée dans la pile 
et la remplace avec les nouvelles valeurs de données. 
fichier virtuel d'entrée: -CTRL-IN contenant le message envoyé par 
l'utilisateur. 
fichier virtuel d'entrée-sortie : 
- PILE contenant les articles 
-TE'TE-CDE : NCM, ADRESSE, LOCALITE 
-CDRPS-CDE: NR-PRODUIT, QUANTITE 
_ SIDCKS contenant l'article 
-F-SIDO<: NR-PRODUIT, QUANTITE 
- 1'1ESS-OUT contenant les mesaages p:)ur la 
fonction SEND. 
. .. / .. . 
PROGRAMMATION DU MODULE CONTROLE. 
lüENTIFIC()lIDN DIVI!JIOi'-i. 
@F UNCTION CDNTROLE. 
ENVJRDNME NT DIVISION • 
. D(i l t; I)JlJI!:iION ,. 
@I NTERFACE SECTION. 
@FILE CTRL-IN REAL-TIME LENGTH - 41. 
@FILE CTRL-01 REAL-TIME LENGTH - 41. 
@FILE CTRL-02 REAL-TIME LENGTH - 41. 
PROCEDURE DIVISION, 
(i! C ü F< F' l..l !:i \:; F C TI D j,/ • 
f!f<FA:O CTF:L.-.. ·IN. 
@FOR EACH RECORD. 
I F U:1 !:i TF F· :J. .... :1. (:~ kl F< I TF ' C T F: L .... 0 1 l.J !:; I N G C T r:: L .... J N (• 
J F U! S TF F' 1 .... 2 fr! t,J F: I TE C TF< L .... 0 2 • U i:; J N G C TF< L .... I N • 
U!FNDFCJF<. 
Le module CONTROLE appelle les modules : 
- CTRL-01 Pour controler une ligne d ' entete d'un 
b ci, .. , d <? c c1 ll'I man d <:,' • 
CTRL-02 Pour controle r une ligne de corps d'un 
bon de commande-:-!. 
68 . 






@FILE c·rL1-IN REAL-TIME LENGTH = 41. 
@FILE PILE TYPE COMMANDES FOR REAL-TIME. 
@FILE MESS-OUT REAL-TIME LENGTH = 80, 
WORKING-STORAGE SEC TION, 
* zone de travail Pour l'jnstruction UNSTRING, 
77 LONG PICTURE 99. 
* zone de sauvet2~e Pour l'indicateur slobal @STEP2. 
77 S-STEP2 PICTURE 99, 
* zone de travail contenant le code • Peration CAJoute, 
~ Modification,SuPPression), 
77 OPERATION PICTURE X. 
* definition d'une zone REAL-TIME utilisee Par l'instruction 
* UNSTRING, 
* 
@RECORD TEXTE REAL-TIME LËNGTH = 40, 
01 
definition des lonsueurs maximales 
du bon de commande. 
V-MAX-L VALUE "204031". 




des li~nes d ' entete 
K @FOR EACH RECORD. 
UNSTRING @DATA or CTL1-IN 
INTO OPERATION 
@DAl'A OF TEXTE COUNT IN LONG. 
* controle de la lonsueur de la li~ne d'entete introduite. 
IF LONG> MAX-L (@STEP2) 
@WRI'fE MESS-OUT= "DONNEE TROP LONGUE" 
@SET STATUS = ERROR @ExI·r. 
* sauveta~e de la valeur de l ' indicateur ~lobal @STEP2, 
MOVE @STEP2 TO S-STEP2 MOVE O TO @STEP2, 
* recherche de la li~ne dans la Pile des donnees 
* memorisees. 
@OBTAIN RECORD PILE KEY= @USER @STEP, 
IF S-STEP2 - 1 MOVE @DATA OF lEXTE TU NOM. 
IF S-STEP2 - 2 MOVE @DATA OF TEXTE TO ADR ESSE. 
::r S-STEP2 - 3 MOVE @DA TA or TEXTE TO LOCALITE. 
* lorsGue la li~ne n'ex iste Pas encore dans la Pile (ERROR) 
* ---> insertion de la li~ne 
* sinon---> remplacement de la li~ne, 
IF @STATLJS = ERROR @RESET STATUS 
@INSERT PILE KEY= @USER @STEP 
ELSE @REPLACE PILE KEY= @USER @STE P. 
* restauration de la valeur de l'indicateur ~lobal @STEP2, 
MOVE S-STEP2 TO @STEP2. 
@ENDFOR. 
69 . 
PROGRAMMATION DU MODULE CTRl...-02. 
IDENTIFICATION DIVISION. 
@FUNC TION CTRl...-02. 
ENV IRONMENT DIVISION, 
D1~T 1A.i DilJJ/:;JON. 
@INTERFACE SECTION. 
@FI LE CTl...2-IN REAI...-TIME 1...ENGTH = 41. 
Œ1 F I 1 ... E ME l:l \:; ···· 0 l.J T F< E () I._ ···· T I /--i E 1... EN C TH "'' U O , 
@FILE PILE TYPE COMMANDES FOR REAL-TIME. 
@FILE STOCKS TYPE STOCK. 
WORKIN G-STORAGE SECTION, 
t 7 • ne de travail contenant le code • Peration (AJoute, 
* Modification,SuPPression), 
77 OPERATION PICTURE 99, 
* definition d'une zone de travail P • ur 
* l ' instruction l.JNSTRING. 
@R ECORD LIGNE-PROPOSEE TYPE CORPS-CDE, 
PROCEDURE DIVISION, 
fr! C Cl F;: r:· l.J f~; ::; E C T I Cl N • 
G-! i:;: Er-) D C T 1... 2 ···· I N • 
@FOR EACH RECORD, 
* controle de la lonsueur. 
IF @LENGTH OF CTl...2-IN > 15 
@WRITE MESS-OUT= "LIGNE TROP LONGUE" 
@SET STATUS = ERROR @EXIT. 
UNSTRING @DATA OF CTL2-IN 
I N T D O r:· E I'.< () T I O N 
1 ... IGNE ··-P!'.<OPOSEE ,. 
* Suppression de la lisne? 
IF OPERATION= "S" MOVE O TO LIGNE-PROPOSEE 
EL.SE @OBTAIN RECORD STOCKS KEY= NR-PRODUIT FROM 
LI GNE-F"F<CJPO\:;EE 
IF @STATUS = ERROR 
@WRITE MESS-OUT= "PRODUIT INEXISTANT" @EXIT, 
:,:< obtc-,.1nt:i.on df-:• la l:i.!'.ine dan::; li:i P:i.le dc-:-i'::- donnE·0.1 s 1r11::imorii;;c-,1es-i, 
t si ERROR ---> operation d'AJoute, 
''( ,,. 
@OBTA IN RECORD PILE KEY= @USER @STEP 
IF @STATUS = ERRDR @RESET STATUS 
MOVE O TCJ QUANTITE OF PILE 
EL. SE IF NR-PRODUIT OF PILE NOT = NR-PRODLJIT OF LIGNE-
PROPOSEE PERF DRM ADD-STOCK, 
calcul de la nuantite residuelle en stock, 
COMPUTE QUANTITE OF STOCKS= QUANTITE OF STOCKS+ 
QUANTITE OF PILE - QUANTITE OF LIGNE-PROPOSEE. 
70 . 
* centrale de la Guantite residuelle en stock. 
IF QUANTITE OF STOCKS< 0 
@WRITE MESS-OUT= "STOCK INSUFFISANT" 
@SET STATUS = ERROR @EXIT. 
* mise a Jour du stock. 
@REPLACE STOCKS KEY= NR-PRODUIT FROM LIGNE -PROPOSEE+ 
* n1ise a Jour de la Pile des donnees memorisees (A ou M). 
IF OPERATION= "A" 
@INSERT PILE USING LIGNE-PROPOSEE KEY= @USER @STEP 
ELSE @REPLACE PILE USING LIGNE- PROPOSEE 
KEY= @USER @STEP. 
@ENDFOR. 
@SUBPAR·rs SECTION. 
* retablissement du niveau de stock ava nt toute aut re 
* modification. 
ADD-STOCK. 
@OBTAIN RECORD STOCKS KEY= NR-PRODUIT OF PILE. 
COMPUTE QUANTITE OF STOCKS= QUANTITE OF STOCKS 
t QUANTITE OF PILE. 
@REPLACE RECORD STOCKS KEY= NR-PRODLJIT OF PILE. 
IF OPERATION= "M" 
MOVE O TO QUANTITE OF PILE 
@OBTAIN RECORD STOCKS KEY= NR-PRODLJIT 
FROM LIGNE-PROPOSEE 
ELSE . @DELETE PILE KEY= @USER @STEP 
@EXIT. 
TI . 
e . foncti on TRAITEMENT 
La fonction 'IRAITEMENT est appel ée par la fonction ORIXNN lorsque la 
valeur de l 'état du dialogue (~ STATE) est égale à USE . 
Cette fonction extrait toutes les lignes du bon de cornnande de la pile 
72 . 
de mérrorisation des données et les passe à la fonction EDIFACT qui éditera 
l a facture correspondant_ au bon de conmnande . 
fi chiers virtuel s d 'entrée . 
- ENTREE CK) 
- PILE contenant les articles 
- TETE- CDE : NOM, ADRESSE , IDCALITE 
- ffiRPS-CDE : NR-PRODUIT, QUANTITE 
fichier virtuel de sortie : 
- EDIFACT contenant l es articles 
- TETE- CDE : NOM, ADRESSE, IDCALITE 
- ffiRPS- CDE : NR-PRODUIT, QUA.1\JTITE 
(*) fichier déclaré uniquerœnt pour satisfaire aux règles de 
syntaxe de l 'opération @READ . 









LIGNES W roN 
DE ffiMMANDE 








STATE : = OFF 
1 
RETURN 
PROGRAMMATION DU MODULE TRAITEMENT, 





@FILE ENTREE REAL-TIME LE NGTH = 1. 
@FILE PILE TYPE COMMANDES FOR REAL-TIME. 




@FOR EACH RECORD. 
@OPEN EDIFACT FOR USER, 
@EXTRACT ALL PILE. 
@FOR EACH RECORD, 
@WRITE EDIFACT USING PILE. 
@ENDFOR. 





f. fonction EDIFACT 
La fonction EDIFACT est appelée par la fonction TRAITflvŒNT . 
La fonction écrit l'entête de la cammande dans le fichier FACI'URES et 
calcule ensuite le prix, à l'aide du fichier TARIF, pour chaque ligne du 
corps de la cx::mnande . Après le calcµl du prix la· ligne du corps de la 
corrmande est écrite dans le fichier FACTURES . 
A la fin du traitement de la carmande la fonction ajoute une ligne conte-
nant le total de la facture dans le fichier FACTURES. 
fichiers virtuels d'entrée: 
- ffiES contenant les articles 
-TETE-CDE: Na.1, ADRESSE, IDCALITE 
-ffiRPS- ffiE : NR-PRODUIT, QUANTITE 
~ TARIF contenant un prix pour chaque numéro de produ~t 
NR-PRODUIT, PRIX-UN 
- DERN-NO-FACT contenant un ·numéro de facture 
fichier virtuel de sortie: 
- FACT contenant les articles 
-TETE-FACT : NR-FTR, NOM, ADRESSE, IDCALITE 
-ffiRPS-FACT: NR-PRODUIT, QUANTITE, PRIX-FACT 
-FINALE: 'IOTAL-FACT 
-DERN-NO-FACT contenant un numéro ·de facture 
... / ... 
OOUCLE FDR FILE 
IDUCLE FDR USER 





















TOTAL DE 1A 
FACTURE 
1 
MISE A JOUR 
W FIŒIIER 















TOTAL DE 1A 
FAcrum; 
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@FILE CDES TYPE COMMANDES FOR REAL-TIME. 
@FILE FACT TYPE FACTURFS, 
@FILE TARI F TY PE 'fARIFS . 
@FILE DERN-NO-FACT TYPE NR-FACT. 
PROCEDURE DIVISION. 
@READ CDES. 
0FOR FI LE. 
@OBTAIN DERN-N• -FACT. 
@FOR EACH USER. 
MOVE O TO PRIX-TOTAL. 
ADD 1 TU DERN-ND-FACT. 
@FOR EAC H RE COR D IF TYPE = TETE- CDE, 
@WRITE FACT TYPE= TETE-FACT. 
@ENDF• R. 
@FOR EACH RECORD IF TYPE= CORPS-CDE. 
@OBTAIN RECORD TARIF KEY= NO-PROD FROM CDES. 
COMPUTE PRIX-FACT =PRIX- UN * QTE-CDE. 
@WRIT E FAc ·r TYPE= CORPS-FACT. 
ADD PRIX-FACT TO TOTAL-FACT. 
@ENDFOR. 






IA GESTION DU TELEI'RAITEMENI' EN COOOL. 
A.l. Princi:pes de la réalisation COOOL. 
Le m:dule "télétraitement" du langage COOOL fournit plusieurs 
instructions nécessaires au programne d'application pour pouvoir 
travailler en temps réel. 
78. 
L'exécution de ces instructions supp:ise l'existence d'un moniteur 
de télétraitement qui s'occupe de la gestion du réseau de télé-
traitement. 
Ce moniteur doit fournir au prograrrme d'application: 
- une image logique du réseau de télétraitement, quelle que soit 
l'organisation réelle de ce réseau. 
- une structuration des données transitant dans le réseau. 
Le moniteur et les prograrrmes d'application carmuniquent par le biais 
de copies de blocs de contrôle définies dans le prograrrme d'applica-
tion. 
A.2. Les concepts du télétraitement en COOOL. 
a. la structure logique du réseau. 
La structure logique du réseau est canposée de deux sous-structures 
indépendantes: la sous-structure des files d'attent e d'entrée et la 
sous-structure des files d'attente de sortie. Un message se trouve 
soit dans la structure d'entrée, soit en mémoire int erne du programne 
d'application, soit dans la structure de sortie. 
Les files d'attente d'entrée sont hiérarchisées en "queues" et 
"subqueues". A une file d'attente d'entrée, définie par "queue" et 
"subqueue", sont reliés un ou plusieurs terminaux. Le progranme 
d'application doit au moins identifier la "queue" qui l'intéresse, il 
peut en outre préciser jusqu'à trois niveaux de "subqueues". 
Le prograrrme d'application ne désigne pas explicitenent les files 
d'attente de sortie ma.is bien les terminaux destinataires connus par 
leur nan symbolique. C'est au moniteur d'organiser ces files d'at-
tente en fonction des destinations visées. 
. .. / ... 
79 . 
b . la structure des données . 
GROUPE 
L ' ensemble des données transitant dans le réseau de télétraitement 
est hiérarchisé en trois niveaux, à savoir : les niveaux de groupe , 
de message et de segment . 
Pour que le rroniteur de télétraitement puisse identifier à quel 
niveau un texte (::lE ) appartient , des "des indicateurs de fin" accan-
pagnent le texte transmis. 
Ainsi des caractères de contrôle identifiant le niveau hiérarchique 
sont canpris dans les données transmises entre les terminaux et les 
files d ' attente. Par contre ces caractères n ' existent pas dans les 
textes transitant entre le rroniteur et le programme d ' application 
ma..is leur équivalent logique est repris dans la copi e du bloc de 
contrôle sous forme d 'un indicateur prenant les valeurs suivantes 
O = pas d ' indication (portion de message non clôturée). 
1 = fin de segment (~d of §_egment _!ndicator). 
2 = fin de message (~d of ~essage _!ndicator). 
3 fin de groupe (End of §_roup _!ndicator) . 
Exemple de structuration des données 
E E 
SEGMENr s SEGMENr s SE01ENI' I I 
E 











Un indicateur de fin de message sert également de fin du dernier 
segment dans le message; un indicateur de fin de groupe sert égal ement 
d ' indicateur de fin du dernier message et du dernier segment dans le 
groupe . 
(:l) texte sous- ensemble de l ' ensemble des données transitant dans le 
réseau de télétraitement . 
. . . / . .. 
80. 
Enfin voici la signification de chaque niveau 
- SEQ1ENI' le segment est l'unité physique de transfert entre une 
file d ' attente et un terminal (ex . : dans le cas d 'un 
terminal à écran un segment correspond à une ligne de 
cet écran). 
- MESSAGE un message est la quantité d ' information dont le trans-
fert est synchronisé; aucune donnée n'est extraite d 'une 
file d ' attente , que ce soit une file d'attente d ' entrée 
ou de sortie , tant que le message n ' est point canplet , le 
message est le seul niveau obligatoire . 
- GROUPE le groupe est un ensenble de messages défini en vue de 
l ' ordonnancement des traitements . 
L ' exemple suivant fera mieux canprendre l a signification de chaque 
ni veau: 
Enregistrement de bons de cœmande 
A ) 10 ligne d ' en- tête -ESI-
20 ligne d ' en- tête -EMI-
ligne de cc:mnande -EMI-
ligne de cc:mnande -EMI-
ligne de cc:mnande -EGI-
B) 1° ligne d ' en-~ête -ESI-
La s·tructure adoptée ci -dessus pour les bons de cœmande permettra 
de les traiter de la façon sui vante . L ' en- tête d ' une cœmande étant 
canplète (signal EMI), le prograrrrne peut en vérifier la validité . 
Chaque ligne de la carrnande peut-être successivement vérifiée , ce 
gui permettra de signaler les erreurs et d ' en faire donner la cor-
rection aussitôt, sans que l ' opérateur du terminal ne soit obligé de 
rédiger canplètanent sa cc:mnande avant de pouvoir corriger une erreur 
à la pranière ligne . 
. .. / ... 
81. 
Lorsque la fin du groupe (fin de la cœrnande) est atteinte, le 
prograrrme pourra renvoyer au terminal un accusé de réception, une 
facture, •.. ; ces derniers seront, eux, contitués d'un seul message. 
c. les blocs de contrôle. 
Pour la gestion du réseau, le moniteur de télétraitement a besoin d'une 
série d'indicateurs. Certains de ces indicateurs doivent être accessi-
bles au prograrrme d'application qui dispose à cet effet de la copie 
d'une partie des blocs de contrôle du moniteur. 
Les zones de mérroire nécessaires aux copies des blocs de contrôle sont 
déclarées dans la DATA DIVISION et plus précisEment sous la rubrique 
CD en CŒ1MUNICATION SECTION. 
Voici un aperçu des zones des blocs de contrôle 

























Zone destinée à recevoir les nans 
symboliques identifiant un sous-
ensemble des files d'attente d'entrée. 
Date de réception du message par le 
moniteur. 
Heure de réception d message par le 
moniteur. 
Nan symbolique des terminaux d'entrée. 
Ncrnbre de caractères constituant le 
texte transmis au prograrrme d'application. 
Borne du texte transmis au prograrrme 
d'application: 0, 1~ 2 ou 3 
Code d'erreur si l'opération sur la struc-
ture d'entrée n'a pas réussi. 
Nanbre de messages canplets présents dans 
le sous-enss:nble des files d'attente 
désigné. 
. .. / ... 
ies zones marquées m sont garnies par le rroniteur au tenne de ses 
interventions. Les zones marquées~' qui servent à identifier la 
~tructure d'entrée concernée, sont garnies par le prograrrrne d'appli-
cation préalablenent à l'exécution des instructions adressées au 
rroniteur et ce dernier en précise s'il y a lieu le contenu au terme 
de ses interventions. 
Exemples de désignation d'un sous-ensemble de la structure d'entrée 









Alll All2 Al21 Al22 
B 
82. 
Si l'on veut s'adresser au sous-ensemble Al2, on devra garnir les zones 
du bloc de contrôle de la façon suivante: 
QUEUE = 'A' , SUB-QUEUE-1 = 'Al' , SUB-QUEUE-2 = 'Al2 ' , 
SUB-QUEUE-3 = SPACES. 










OCCURS n TIMFS 
ERROR KEY 
CONI'ENU 
Nanbre de destinations visées par l'ins-
truction réferençant le bloc de contrôle. 
Nanbre de caractères constituant le texte 
transmis au (x) terminal (-aux) . 
Ccde d'erreur si l'opération sur la struc-
ture de sortie n'a pas réussi. 
Table reprenant~ couples (ERROR KEY, SYr1-
IDLIC DESTINATION). 
Si = 'O' 
Si= 'l' 
opération réussie . 
erreur; la destination syml:x:üi - · 
que associée est inconnue du rroniteur. 
p SYMEDLIC DESTINATION nan symbolique des terminaux destinataires. 
... / ... 
Les zones marquées~ sont garnies par le moniteur au tenne de ses 
interventions; les zones marquées E sont garnies par le programne 




Le programne d'application devra contenir un bloc de contrôle d'entrée 
(unique) déclaré F0R INITIAL INPur, qui sera utilisé pour initialiser 
le prograrrrne d'application . 
.. Lorsque . le prograrrme d'application est initialisé par un ordre du 
"Job Control Language", ce bloc des garni de valeurs nulles. 
Lorsque le prograrrme est appelé par un tenninal (ayant -à cette fin envoyé 
un message au superviseur), le contenu du bloc identifie l'origine du 
message. 
A.3. Description des instructions de télétraitement. 
a. instruction ROCEIVE 
format 
RECEIVE nan-de--co{ =} INI12i identificateur 
(N0 DATA instruction impérative] 
Cette instruction ôte le premier message ou segment disponible des files 
d'attente de la sous-structure d'entrée désignée et elle le transfère 
dans la zone. interne au programme désignée par 'identificateur' . 
La structure d'entrée est définie dans le bloc de contrôle réferencé 
sous nan-de-cD. 
Les zones SYMEOLIC QUEUE et SYMEOLIC SUE-QUEUE doivent être garnies 
avant l'exécution de l'instruction RECEIVE . Les zones SYMEOLIC SUB-
QUEUE peuvent éventuellement être garnies de blancs. 
·s'il n'y a pas de message canplet disponible dans la file d'attente et 
si l'incise N0 DATA n~est pas prograrnnée le -programne est mis en attente 
jusqu'à ce que le moniteur µlisse satisfaire la demande de transfert. 
Par contre, si l'incise N0 DATA est prograrrmée, l'instruction impérative 
est exécutée . 
. .. / ... 
b. instruction SEND 
format: 













L'instruction SEND déclenche le transfert des données contenues dans 
la zone identificateur-1, qui est interne au prograrrme d'application, 
vers les files d'attente de sortie. Un identificateur de fin de 
segment (ESI), de message (EMI), ou de groupe (EGI) désigné par l'in-
cise WITI:I est transféré en mâne tanps que les données . La valeur · 
correspondante de ces indicateurs, c'est-à-dire dans l'ordre les valeurs 
'l', '2', ou '3', peut également être mémorisée dans la zone identifi-
cateur-2 du prograrrme. 
Dans le cas où l'on désire une mise en page on utilisera l'incise 
BEF0RE/AFTER ADVAJ.\CING. Cette incise est sans effet si le terminal visé 
par l'instruction SEND ignore le concept de "page". 
Les zones du bloc de contrôle de sortie, réferencé sous nan-de-cD, qui 
doivent être garnies préalablement à l ' exécution de l'instruction sont 
DESTINATION _COîJNI', TEXT LENGTH et SYMBJLIC DESTINATION. 
c. instruction ENABLE. 
format: 
ENABLE {INPUT [ TERMINAL J} nan-de-cD 
OUTPUI' 
L'instruction ENABLE autorise la carmunication avec les terminaux spéci-
fiés dans le bloc de contrôle (nan-de-cD). L'instruction donne l 'auto-
risation aux terminaux, soit d'émettre un message (INPur), soit de 
recevoir un message (OUI'PUI'). 
. .. / -.. 
Les zones de bloc de contrôle à garnir sont: 
- dans le cas d'un bloc de contrôle d'entrée; pour l'option INPUI' 
TERMINAL, la zone SYMOOLIC SOURCE et pour l'option INPUI' simple; 
au moins la zone SYMOOLIC QUEUE et si nécessaire les zones 
SUB--QUEUE (dans ce cas tous les terminaux reliés aux files d'atten-
te désignés sont concernés :par l'instruction). 
dans le cas d'un bloc de contrôle de sortie (option OurPur) 
les zones DESTINATION COUNI' et SYMOOLIC DESTINATION. 




INPur [TERMINNJ1 nan-de-0) 
OUTPur J 
L'instruction DISABLE interdit la cmmunication avec les terminaux 
spécifiés dans le bloc de contrôle (nan-de-0)). 
L'instruction donne l'interdiction aux terminaux, soit d'émettre un 
message (INPUI'), soit de recevoir un message (OurPur). Les zones 
de blocs de contrôle à garnir sont les mêmes que celles décrites 
pour l'instruction ENABLE. 
e. instruction ACCEPI' MESSAGE COUNI' 
format : · 
ACCEPI' MESSAGE COUNI' FOR nan-de-0) 
85. 
Cette instruction a pour but d'analyser les files d'attente d'entrée. 
Le nan-de-CD doit désigner un bloc de contrôle d'entrée, dont les zones 
SYMOOLIC QUEUE et SUB--QUEUE sont garnies. L'analyse des files d'atten-
te aura pour effet de mettre à jour la zone QUEUE DEPTH du bloc de 
contrôle en y indiquant le nanbre de messages canplets que contiennent 
les files d'attente désignées. 
. .. / ... 
86. 
CDNCLUSION 
1. Etendue de l'étude 
L'étude présentée ici est une proposition limitée à expérimenter. 
Nous avons pris des restrictions, d'une part en ne prenant en o::,mpte qu'une 
partie des modalités de l'exploitation en temps réel, d'autre part en ne 
considérant leur aspect qu'au niveau des programnes d'application. 
En ce qui concerne les modalités d'exploitation, nous n'avons pas, par exem-
ple, envisagé les problèmes d ' édition ni du "multitasking". Nous ~v-::ns étudié le 
problème strictement du point de vue des programnes d'application sans oon-
sidérer les problèmes, telle la sécurité (checkpoint/restart) , . qui nous 
apparaissent plutôt devoir être résolus au niveau du moniteur de télétrai-
tement. 
2 . . ldées maitresses de la réalisation 
Premièrerœment, la réalisation proposée respecte le concept d'interface 
banalisé voulu par la méthode MEM)-PRc:x:;ES: les messages manipulés par 
l'unité de traitement constituent des fichiers virtuels non structurés 
(chaines de caractères). 
Ieuxièmement, nous avons voulu garantir, au niveau des rrodules prograrrmés, 
la "transparence" de la multiplicité des utilisateurs en incluant le vecteur 
d' état de l'utilisateur pris en compte dans l'ensemble des paramètres banalisés 
contrôlant l'itération dans le module. Ces modules sont programnés came 
s'il n'y avait qu'un seul utilisateur actif. 
Troisièmement, nous avons banalisé le vecteur d' état CXllTl!œ tous les para-
rrètres de contrôle dans le système MEMJ-PRcx:;ES. Ce vecteur permet le con-
trôle de l'itération pour un utilisateur USER), de l'interaction SI'ATE) 
et de la progressivité d'açquisition des données ( STEP). 
Q.latriÈmement, pour la manipulation de ces paramètres ccmne pour œlle des 
entrées-sorties en temps réel, nous avons suggéré quelques extensions aux 
langages de programnation définis dans le système MEl'-0-PRc:x:;ES 
N'.)TE 
Dans la présente étude nous avons choisi le langage CDIDL came langage de 
programnation, pour deux raisons : 
Le langage CDIDL comporte un module de télétraitement assurant notamœnt 
l'indépendance physique par rapport aux terminaux. 
D'autre part, le système actuel est déjà réalisé en CDOOL. 
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