Abstract-The evolution of the Internet during the last years, has lead to a dramatic increase in the size of its representation as a graph at the Autonomous System (AS) level. Reproducing a smaller size snapshot of the AS graph is important for studying protocols in realistic settings. The objective of our work, is to create a generator that accurately emulates and reproduces the distinctive properties of the Internet graph. Our approach is based on (a) the incorporation of the jellyfish-like structure of the Internet and (b) the consideration of the peer-to-peer and customer-provider relations between ASs. We are the first to capture the distinctive structure of the Internet graph together with utilizing the information provided by the AS relationships in order to create a tool for generating a realistic representation.
I. INT RODUCTION
The growing importance, usage and size of the Internet has generally increased research interest towards understanding its topological properties; numerous research ventures have focused on the study of the Internet graph. A thorough un derstanding of the topology at the AS level can contribute significantly to the improvement at a fundamental level and in applications (such as routing and information diffusion). In particular, accurate topology information is necessary for nu merous reasons; (a) simulating real networks requires a network topology, (b) network management decisions are guided by topology knowledge (e.g. finding network bottlenecks, deciding about the placement of new routers etc), and (c) topology aware protocols can significantly improve the overall performance enjoyed from the perspective of end users (e.g. QoS).
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As part of the general effort to effectively describe the Inter net, various graph metrics have been introduced [1] . Applying graph mining techniques to evaluate representative metrics that capture and describe the various properties of the Internet can provide us with valuable information for reproducing the topology, as well as for evaluating the similarity between the original and the generated graph. An accurate generator would have numerous applications, including (i) the generation of graphs for simulations when real data are not available, (ii) the examination of "what-if' scenarios, (iii) extrapolation on the evolution of the graph structure, as well as (iv) the cre ation of representative miniature graphs in order to reduce the computational cost of simulations and graph based procedures. Furthermore, the generation process can provide us with useful insights on the graph evolution over time and the latent factors that affect and drive this evolution [2] .
Our objective in this work, is to design and implement an accurate graph generation process that can reproduce the real Internet AS level topology. Our main contributions can be summarized in the following:
• We identify and study the jellyfish structure of the AS level Internet topology, using one of the largest and most detailed snapshots of the Internet available in the literature [3] .
• We design a graph generation process based on the con ceptual jellyfish model and AS relations.
• We implement and evaluate our generator using indepen dent graph metrics that capture the structural properties of a graph.
Scope of our work: There are various graph generators proposed in the literature thus far. Our work follows a different approach from these previous efforts. In particular, the novelty of our generative scheme, is mainly in the exploitation of the conceptual model of the real graph. Even though we are focused on the Internet AS graph (and its jellyfish -like conceptual model [4] ), we would like to emphasize that our approach is generic and can be applied to any other graph. A conceptual model that represents the original graph to be reproduced is only required.
The rest of the paper is organized as follows. In the next section we provide background on graph theory and refer to previous studies on graph generators. In section III we present the jellyfish model which forms the basis for our approach. Section IV provides our measurement results on the real Internet graph at the AS level. In section V we describe our graph generator. In section VI we present our evaluations. Finally, we conclude and provide directions for future work in section VII.
II. BACKGROUNG AND RELATED ST UDIES
In this section we provide brief background on graph theo retic concepts and related work in the literatrure.
A. Graph Metrics
A network can be represented by a graph G = (V, E). The set V of the vertices, can represent various network entities, depending on the abstraction level for the graph. For example, if one were to consider the Internet, each vertex might represent a terminal station, a router or even an AS. For the purposes of our study each vertex represents an AS. The set E of the edges, represents the links between the nodes. The graph can be directed or undirected. For the case of the AS graph, the direction of an edge reflects the business relation between the two ASs (customer-provider, p2p). Metrics used in order to describe a graph include:
Node Degree: The degree of a node v, deg ( v) , is the number of edges incident on the corresponding vertex representing the node. The maximum degree of a graph, �(G), is:
while the minimum degree of a graph, 8(G), is given by: For directed graphs, we can further define the in-degree and out-degree of the node, depending on whether the edge is terminating at or originating from the node, respectively.
Node Degree Distribution P(k): The degree distribution, is the probability distribution of the node degree over the entire network/graph. If we assume that there are nk nodes with degree k, then the degree distribution, P(k), is simply:
In a similar way, for directed graphs, we can define the in degree and out-degree distributions.
Diameter : If we denote with d(u, v), the distance between nodes u and v, i.e., the number of edges on the shortest path connecting vertices u and v, then, the diameter D(G) of the graph G, is given by:
From the above definition it is evident that for every con nected pair (u, v) of nodes, we have that:
The effective diameter, Deff(G), is defined as the maximum distance within which 90% of all connected pairs of nodes can reach each other. It is easy to see that Deff(G) ::; D(G) .
B. Static and Temporal Graph Generators
A significant number of graph generators have been pro posed. Some of them, including our own, are focused on the Internet topology [5] [6] while others view the generation process as a general graph problem [2] . Based on the generative approach followed we can further separate graph generators into two groups:
• Generators that accept as input, a static snapshot of a graph and attempt to create a second graph with identical properties. The most common static patterns considered for matching are the degree distribution and the diameter.
A lot of work has been done on the study of static patterns for various types of graphs. As examples, the authors in [7] [8] [9] [10] [11] study the degree distribution of a large variety of graphs that span a huge spectrum ranging from Internet and Web graphs to citation and online social networks' graphs. [12] and [13] take a close look on the diameter of the Internet and Web graphs as well as that of social networks' graphs.
• Generators that study the evolution of a given graph and attempt to emulate it. The underlying laws that dictate this evolution are to be identified. The work in [2] is a representative example of an evolution-based generator that considers temporal properties such as the densification power law and the shrinking diameter.
Generators based on temporal evolution try to track and emulate the gradual development of a graph, which constitutes a rather upredictable and unstable process. Clearly, this can have a negative effect on the accuracy of the generation process. Moreover, for the Internet graph, the lack of information with regards to its past states and the evolution of the topology constitute an additional significant obstacle towards adopting an evolution-based AS level generator. Our approach belongs to the first family of generators, and is thus unaffected by these problems.
A process closely related to graph generation, is that of graph shrinking. The challenge here is to create a smaller graph, while maintaining the important properties and dominant structure of the original. As a result, simulations that were too expensive to run on the large, original graph can instead be applied on the miniature representation. Clearly, generators belonging to the first category -like ours -can be potentially used for graph shrinking. On the other hand, evolution-based approaches, will create smaller snapshots with properties differ ent from that of the real current topology. Capturing evolution properties, these generators will reproduce the graph (smaller in size) as it was in the past, when having this smaller size. Clearly this is not what we seek, since many graph properties change with time.
c. Graph Generating Models
The simplest model for a graph generator is the Random Graph Model (RGM), proposed by Erdos and Renyi [14] ; in troduced in the early '60s it was the first graph generator. With this approach, each pair of nodes has the same, independent probability of being connected with an edge. There is clearly a tradeoff between simplicity and accuracy with RGM, since the above procedure is not able to generate graphs that match the properties observed in most of the real networks.
Recent graph generation models are based on preferential attachement (PA ) [15] [12] [8] [16] [17] . The intuition behind this approach is that nodes with high degrees will attract even more nodes, and thus, the rich gets richer. Simply put, in these models, the new nodes that are added to the graph in each iteration of the algorithm, prefer to connect to nodes with a high degree. This approach can create graphs with degree distributions similar to the ones noticed in real graphs 1• Finally, graphs generated with PA, tend to exhibit slowly increasing diameters with the cardinality of set V.
Briefly, other approaches that have been proposed for graph generation include, the small-world generator [18] and the Waxman generator [19] . Finally, Fabrikant et al [5] have studied the general problem of creating a graph when resource constraints exist.
Most of the above proposed schemes try to match a limited set of properties and thus fail to capture the general conceptual model behind the graph structure. To the best of our knowledge, we are the first that try to exploit the conceptual model of the original topology (in our case that of the Internet AS graph) towards implementing an accurate graph generator.
III. THE JELLYFISH MODEL
In this section we will present the conceptual model for the Internet topology that we considered.
Understanding the conceptual underlying structure of com plex networks is important towards creating a generation tool. Measuring and acquiring metric values (e.g. degree distribution, diameter etc.) can only formally describe a network graph. Nevertheless, as a further step, it is important to attain a model that can capture more visual information about the network.
Siganos et al [4] have proposed a conceptual model for the Internet graph at the AS level. The model can be easily understood and depicted. The authors show that their model captures the most significant topological properties of the inter domain level of the Internet. In the following paragraphs we provide a brief description of the jellyfish model.
The jellyfish model defines a hierarchy of the graph nodes (ASs). First, the core of the graph is identified. This core is essentially a clique of high degree nodes, all connected to I This is clearly related to the filet that real world graphs follow power laws [7] ; there are a few vertices with high node degrees and many vertices with low node degrees.
each other through peer-to-peer (P2P) links. Once the core is identified, the rest of the nodes can be easily classified. Thinking of the core as the head of the jellyfish, the rest of the nodes are distributed in shells that surround the head. The first shell contains all the nodes that are adjacent to the core, except the one degree nodes. Recursively, every shell contains all the nodes (except the one degree nodes) that are connected through an edge to some node that belongs to the previous shell. The one degree nodes are represented as hangers, hanging from the shell of the other end of their single edge. A visualization of this model can be found in [4] .
By using this conceptual model, the authors in [4] identified six layers in the Internet topology, counting the core as layer O. Their observations can be summarized in the following:
• Approximately 80-90% of nodes are in the first 3 layers.
• The network grows "horizontally", which means that the evolution of the graph doesn't result in more layers but in larger-denser layers.
• The topological importance of a shell decreases as we move away from the core.
• Most of the connectivity is towards the center. This means that nodes in outer shells need to route through inner shells for most of their path connections.
• The nodes in the first three layers are within 5 hops from each other.
This simple model, captures many important properties of the AS Internet topology. In particular, it can accurately express the following:
• The network is compact, as 99% of the nodes are within 6 hops; the jellyfish model exhibits the same diameter.
• There exists a highly connected center in the Internet. This center corresponds to the clique of the high degree nodes, defined by the jellyfish model as the core.
• There exists a loose hierarchy in the internet; nodes far from center are less important.
• One-degree nodes are scattered everywhere; hangers hang from all of the jellyfish's shells.
• The network has the tendency to be one large connected component (core).
Furthermore, the jellyfish model forms a benchmark that can be used to evaluate the performance of various graph genera tors. The extent to which a generated graph demonstrates the above structure can be a testament of how well the generation process used captures the actual Internet characteristics.
In this work, we focus on the design of a generator for the Internet AS topology, that is able to produce graphs that are faithful to the jellyfish model. We start by identifying the jellyfish structure in our dataset and its properties in the next section. We then study the extracted structure and use the obtained information to generate the new graph (Section V).
IV. THE REAL INTERNET GRAPH
In this section we present the dataset used and the informa tion obtained from the real Internet topology. 
TABLE I T HE DISTRIBUTION OF THE NODES AND TYPES OF EDGES AMONG THE VARIOUS RINGS OF THE JELLYFISH MODEL.
In order to drive the implementation and test the accuracy of our graph generator we need a detailed snapshot of the real Internet topology. This will help us (i) extract the jellyfish related parameters of our model (e.g. number of shells, size of shells, nodes distributions etc.) and (ii) to compare the topology created from our generator with the actual one. For the needs of our work, we used the snapshot collected by He et al [3] .
We find that approximately 87-90% of the total number of nodes, belong either to the core (we will also refer to the core as ring 0) or to the first 2 rings (shells), or are hangers originating from rings 0-2. Later, during the presentation of our graph generator, it will be clear as to why this information is important. In addition, the core includes only 9 nodes. Tables I -III contain important information for the implemen tation of our graph generator. In particular, these tables include values for the input parameters needed from our model. In brief, we are interested in:
• The percentage of nodes that belong to a specific ring.
• The percentages of the nodes that are hangers originating from specific rings.
• The percentages of P2P and CP (customer-provider) edges that exist within each ring.
• The percentages of P2P and CP edges that belong to each bridge. A bridge XY is defined as the set of edges connecting nodes from ring X with nodes from ring Y.
We will see in the following that our model requires a lim ited number of simple parameters to capture and reproduce the conceptual model of the Internet topology.
V. THE MODEL OF OUR GRAPH GENERATOR
We follow a simple, deterministic approach. The hierarchical structure of our model has three distinct components: (i) rings, (ii) bridges and (iii) hangers. In the following, a brief explana tion is given on how we dealt with each of these components in our generator.
Rings: These are essentially the shells of the jellyfish. We start by identifying the core (clique), which we call ring O. After that, we populate the remaining rings based on the jellyfish model. For each ring, we calculate the number of nodes (as a percentage of the total) and also the percentages of P2P and CP edges that exist within the ring.
Bridges: These are the parts that connect the shells of the jellyfish. A bridge contains no nodes, but only the edges connecting the nodes of two specific rings. For each bridge, we calculate the percentages of P2P and CP edges that belong to it. It is also possible for a bridge between two specific rings to contain zero edges.
Hangers: These are the hangers of the jellyfish model. Each ring is paired with a set of hangers. For example hanger-set i belongs to ring-i and contains the i-degree nodes that stem from ring i. For each hanger-set we calculate the number of nodes (as a percentage of the total) belonging into it.
After creating the jellyfish and populating its various parts, based on the real Internet topology, the next step is to study the rings in more detail and start building our own graph. After processing the given snapshot, it was clear that the P2P edges within each ring follow a power law with a diff erent coefficient fo r each ring.
The study of CP edges is more complicated, since there are constraints that need to be taken into account.
1) Loops need to be considered. A customer of a specific
node cannot be at the same time, its provider (or recur sively, a provider of its providers). 2) In order to conform with the hierarchical jellyfish struc ture, some nodes have to be moved up in the ring hierarchy so as to ensure that a node's provider only exists either in a higher ring or in the same ring as the node. 3) Connectivity needs to be assured. Even though this turns out to be trivial after the application of our strategy and the above mentioned constraints, there could be cases where some extra edges need to be added to ensure that the connectivity of the structure is maintained.
With the above constraints in mind, we implement a rich gets richer approach that accurately characterizes the actual graph. Note here that for each ring the pace at which the rich gets richer is different (power law coefficient). Finally, a bias is introduced to increase the number of nodes with exactly 2 providers, which is the common case in the actual snapshot.
With the exception of nodes with 2 providers, that constitute the vast majority of the nodes, the rich gets richer strategy manages to match the provider distribution without further interference.
A final constraint (constraint 4) is used to control our generation technique. In particular, for each ring, an upper bound on the maximum and minimum number of CP and P2P edges for a single node is placed. These bounds are determined based on the data obtained from the actual rings. In terms of implementation, this means that nodes with numbers of edges currently below the minimum are generally preferred, while nodes that reach the upper bound are excluded after they reach this maximum.
Generation Process: Having all the above parameters and constraints in mind, we build our graph by creating the core and the corresponding clique using P2P links. We then populate the rings by simply adding the respective number of nodes to each ring. After the nodes have been added, we add the P2P �dges within the rings using the calculated power law coefficIents. The rich gets richer approach is then applied to the resulting structure in order to populate the bridges with P2P edges. The next step is the addition of the CP edges. A similar strategy as above is used; the rings are first filled and then the bridges are populated. One edge is added at a time, as long as it does not violate any of the above constraints (1) (2) (3) . If a constraint is not satisfied, we choose another provider or customer, depending on the violation, and try again.
The process is completed with the addition of the hangers. The rich get richer technique is also used here, keeping the upper and lower bounds in mind (constraint 4).
In the following section we evaluate the performance of our generation proccess.
VI. EVALUATION OF OUR MODEL
As mentioned earlier, some of the popular metrics that are used for describing properties of graphs are the node degree distribution, the maximin/average node degree, the (effective) diameter of the graph as well as the clustering coefficient [1] .
Using existing tools [20], we calculate a set of graph metrics for both the actual snapshot of the Internet [3] , as well as the graph generated from the process described in the previous section. Table IV presents the results obtained.
Both graphs are directed. The direction of each edge is based on the definition of the ASs relationships. P2P edges can be considered bidirectional, while the direction of CP edges can be defined based on whether we view the edge as a citation from a customer to its provider or a service offer from a provider to a customer. However, for our evaluations in this section, we consider the undirected version of each graph. Consequently, (since the metrics do not consider direction) we only obtain structural information about the graphs. The direction of an edge represents the type of the corresponding link (P 2P/CP). Even though the undirected metrics cannot be used for evaluating the quality of the reproduction of this information, the nature of our strategy guarantees an accurate generation of the directed edges, at least in terms of quantity and distribution. Our evaluations presented in Table IV , reveal that the cal culated metrics for the two graphs have very similar values. As a result, the graph that our generator created exhibits the same structural properties as that of the input Internet snapshot. Furthermore, the following proposition can be shown.
The effective diameter of our graph is the same with the one reported by empirical studies of the Internet AS topology [21] .
Proof As mentioned in [4] there is an upper bound on the distance between any node u of layer ku and any node w of layer kw. This upper bound is:
Furthermore, we have seen that almost 90% of the nodes belong to layer 0 through 2. Thus, 90% of the nodes are within 5 hops away from each other. Recall that the above is the definition for the effective diameter. The graphs generated from our generator are therefore guaranteed2 to exhibit an effective diameter of 5, which is also the effective diameter observed for the Internet AS level topology [21] .
• Finally, Figures 1 and 2 present our results for the node degree distribution and the node degree CCDF -Complemen tary Cumulative Distribution Function -for both our graph and the original AS topology used. The node degree distribution is the plot of the number of nodes with a specific degree versus their degree (i.e. a histogram of the node degree), while the node degree CCDF represents the probability that the degree of a randomly picked node is greater than a certain value. Our results indicate, that both metrics provide a close match in the sense that the general trend in both graphs is the same. This further supports the fact that our graph generator accurately captures the structural properties of the Internet graph at the AS level topology.
VII. CONCLUSIONS AND FUTURE WORK
The main goal of our work is to provide a tool that is able to reproduce with high accuracy the Internet topology at the AS level. Unlike previous efforts, we focus on a conceptual model for the Internet topology, which can effectively capture the various properties of the real AS level graph. Such a model offers simplicity and yet provides a high degree of accuracy. The outcome of our initial efforts is very promising. The graph that our generator produces exhibits all the important features of the conceptual model. Some interesting issues still to be considered include the following:
• Up to this point we have only taken into account, metrics for undirected graphs. It will be of great interest to use metrics for directed graphs in order to further evaluate and improve our generation strategy.
• More sophisticated statistical methods can possibly be applied in order to further enhance the accuracy and performance of our generator.
2This has also been verified from our evaluations.
• As mentioned in Section II-B, graph shrinking, is of great importance for the research community (e.g. minimizing the simulation cost). In the future, we seek to examine the capabilities of our generator to form an accurate graph shrinking tool as well.
Finally, as a step further, we are interested into applying our generic conceptual approach to different types of graphs that follow different conceptual models.
