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1 JOHDANTO 
Ohjelmistotestaus on yksi tärkeimpiä osioita koko ohjelmistotuotannossa. 
Testaus on tähän päivään mennessä ollut myös kallein osio ohjelmistotes-
tausta, mutta ilman perusteellista testausta, ohjelmistotuotanto hyvin har-
voin vastaisi toivottua lopputulosta. Testaustarpeen vähätteleminen saat-
taa johtaa keskeneräisen ohjelmiston käyttämiseen, mikä usein huonontaa 
käyttäjäkokemusta ja vähentää halua työskennellä vastaavan ohjelmiston 
parissa tulevaisuudessa. 
 
Ohjelmistotuotanto on kehittynyt vuosikymmenten saatossa yksinkertai-
sesta binääriohjelmoinnista monien eri ohjelmointikielien integraatioksi. 
Ohjelmointikielet jo itsessään pyrkivät nykyisin korjaamaan itse itseään ja 
kertomaan virheistä, joita ohjelmoija on saattanut tehdä ohjelmointityö-
hönsä. Vaikka virheitä saadaankin jo paljon kiinni ohjelmointityön aikana, 
lopputuloksen testauksen päävastuu tulisi olla ohjelmointityön tilaajalla. 
 
Jotta sekä ohjelmointityö että testaus olisivat mahdollisimman kustannus-
tehokkaita prosesseja, ne kannattaa pyrkiä automatisoimaan mahdollisim-
man pitkälle. Näin ollen myös ohjelmointitestausta on alettu automatisoi-
maan etenkin tilanteissa, joissa on tietyt standardin mukaiset vaatimukset. 
Esimerkiksi erilaiset ohjelmistopäivitykset ja uudet ohjelmistoversiot tar-
vitsevat ennen julkaisua hyvän testauksen.  
 
Ohjelmistopäivitysten testauksessa ajatusmallin tulisi lähteä siitä, että uu-
den version tulisi suoriutua ohjelmiston edellistä versiota paremmin kai-
kissa ohjelmiston oleellisissa funktioissa. Näin ollen uuden version toimin-
nallisuudet ovat määriteltävissä helpommin kuin kokonaan uuden ohjel-
miston. (Perry 2006.) Näin ollen ohjelmistoversion päivityksen testaami-
nen erityisesti edellisten vaadittavien toimintojen osalta kannattaa auto-
matisoida mahdollisimman pitkälle. 
 
Opinnäytetyö tehtiin eräälle teollisuusalan yritykselle. Tiedustelin yrityk-
sen ohjelmistopuolelta aiheita ja löysin itseäni kiinnostavan ohjelmistopäi-
vitysten testaukseen liittyvän aiheen. Yrityksellä oli selvä tarve erään lait-
teiston ohjelmistopäivitysten testauksen automatisoinnille. Tämän toteut-
tamiseen tultaisiin käyttämään pääasiassa Pythonia ja Bashia ohjelmointi-
kielinä. Ohjelmistoja, joita käytettäisiin ovat Jenkins, Git, Jfog Artifactory. 
Ohjelma tulee pyörimään Linux-pohjaisella Ubuntu-alustalla. 
 
Nämä kaikki edellä mainitut komponentit ovat itselleni erittäin mielenkiin-
toisia aiheita.  Erityisesti Ubuntu-alusta ja Python-ohjelmointikieli ovat ol-
leet mielenkiintoni kohteina jo pidempään niiden monikäyttöisyyden ja 
yleisen suosion myötä. Python on opinnäytetyötä tehdessä maailman vii-
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den suosituimman ohjelmointikielen joukossa, mikä tekee sen ohjelmoin-
nista erittäin hyödyllistä kokemusta. Ubuntu ja sen sisällä oleva Linux-ydin 
ovat myös vapaan lähdekoodin takia erittäin yleisessä käytössä. 
 
Opinnäytetyö käsittelee vahvasti automaatiota. Automaation merkitys 
kasvaa lähitulevaisuuden ohjelmistotuotannossa ja ohjelmistotestauk-
sessa, koska jos verrataan ihmistä ja tietokonetta, niin tietokoneen kyky 
tarkkuudessa ja muussa tehokkuudessa ovat jo nyt ihmiseen verrattuna 
huipputasoa monessa tehtävässä. Tulevaisuudessa tämä on varmasti mah-
dollista myös ohjelmistotestauksessa, jolloin myös sen kustannuksia saa-
daan painettua huomattavasti alaspäin. 
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2 OHJELMISTOTUOTANTO 
 
Ohjelmistotekniikkaa käytetään osana jokapäiväistä elämäämme. Toimivia 
ohjelmistoja nyky-yhteiskunnassa käytetään erilaisissa koneissa ja lait-
teissa, kuten televisiot, matkapuhelimet ja tuotannonohjaus suurissa lai-
toksissa. Suomessa asiantuntijatehtävissä Informaatio- ja tietoliikennetek-
nologian alalla työskenteli vuonna 2016 yli 22 000 suomalaista. (Stata 
tietokanta 2017.)  Tämän lisäksi alalla toimii paljon yritysjohdossa työsken-
televiä henkilöitä sekä erilaisissa asiantuntijarooleissa, joita ei erikseen ole 
Suomen tilastokeskuksen tietokannoissa määrittely.  
 
Ohjelmistotuotannon päämäärää on usein jonkin tehtävän tai osa-alueen 
automatisointi. Tyypillisiä perustason ohjelmistoja ovat mm. käyttöjärjes-
telmät, tietokannat ja niiden käsittelyyn liittyvät ohjelmistot ja erilaiset 
avustavat ohjelmistot kuten taulukkolaskenta tai erilaiset kääntäjät. Näitä 
kutsutaan varus- ja työkaluohjelmistoiksi. (Haikala & Märijärvi 2004, 17.) 
 
Erityisesti kaupallis-hallinnolliset ja prosessinohjaus- ja prosessiautomaa-
tiojärjestelmät ovat sulautuneet osaksi yritysmaailmaa ja niiden työn te-
hostamiseen liittyviä prosesseja kehitetään jatkuvasti eteenpäin. Monita-
soiset organisaatio-ohjelmat ovat tulleet yhä tärkeämmiksi yrityksille. Yksi 
ohjelmisto voi hoitaa yrityksessä myynnin raportoinnin, mikä avustaa myy-
jää erilaisten tarjousten laskennassa ja lisäksi jopa asiakkaat voivat käyttää 
sitä tilaamiseen. Tieto asiakkaan tilauksesta valuu samaa ohjelmistoa pit-
kin alihankintaan ja erilaisille tilausyksiköille. Tilausten saavuttua ohjel-
misto antaa tiedon tuotannolle, että tuote on nyt valmistettavissa. (Scheer 
& Nüttgens 2000, 376-377.) Eräs tunnettu suuri prosessinohjausjärjes-
telmä on SAP-ohjelmisto. 
 
Eräs ohjelmiston tärkeimmistä ominaisuuksista etenkin, jos ohjelmistoa 
käytetään suuressa mittakaavassa, on sen luotettavuus. Luotettavuudeksi 
voidaan määritellä ohjelmiston virheettömyys ja sen kyky reagoida ulkoisia 
uhkia vastaan. (Haikala & Märijärvi 2004, 19.) Erityisesti näitä uhkia vas-
taan tarvitaan ohjelmistotestausta ennen ohjelmistoversion julkaisua.  
 
Ohjelmistotuotannon yksi suurista ongelmista on ohjelmointityöhön ja 
testaukseen kuluva aika. Näitä ei läheskään tarpeeksi usein osata arvioida 
projektiin lähdettäessä realistisesti. Näin ollen liian suuren ja vaativien oh-
jelmistoprojektien kustannukset saattavat olla liian suuret jopa pitkällä ta-
kaisinmaksuajalla mitattuna. Lisäksi ohjelmistoa tulee ylläpitää ja kehittää 
jatkuvasti, koska siihen kohdistuvat ulkoiset uhkatekijätkin kehittyvät. Li-
säksi ohjelmistokäyttäjän tarpeet muuttuvat usein jo muutamassa vuo-
dessa niin paljon, että alkuperäinen versio saattaa tarvita useita lisäomi-
naisuuksia. (Haikala & Märijärvi 2004, 25-26.)    
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Erilaisia ohjelmistotuotannon malleja vertaillaan laajasti artikkelissa ”A 
Comparison Between Five Models of Software Engineering”. Edellä maini-
tussa artikkelissa käydään läpi kattavasti Vesiputousmalli, iterointimalli, V-
malli, spiraalimalli ja extreme-malli. Nykyisin yksi suosituimmista malleista 
on kevyt extreme-ohjelmointi, jossa ohjelmistoa tehdään pienissä paloissa 
ja eri vaiheita sekoittaen perinteiseen ohjelmistotuotantoon nähden. 
Tämä malli sopii parhaiten, kun suunnittelu- ja toteutustyön tekee yksi ja 
sama henkilö. Tällainen kevyt ohjelmiston toteutus ei kuitenkaan sovellu 
suurempien ohjelmistohankkeiden suunnitteluun ja toteutukseen kovin 
hyvin.  
2.1 Koodin selitys 
 
Muuttujiin voidaan tallentaa tietoa, niin että sitä voidaan käyttää myö-
hemmin uudestaan. Jos samaa tietoa tarvitaan useassa paikassa, on käte-
vämpää kirjoittaa pelkkä muuttujan nimi kuin vaikka koko laskutoimitus tai 
henkilön nimi useaan kertaan. 
 
summa = 5 + 4 
 
If-lauseella voidaan suorittaa tietty osa koodista, vain jos ehtolauseessa 
oleva väite toteutuu. 
 
if summa = 9: 
    print 'Totta' 
 
If-lauseisiin voidaan myös liittää else-lauseita, jotka toteutuvat vain, jos if-
lauseen ehto ei toteudu. 
 
if summa = 10: 
    print 'Totta' 
else: 
    print 'Epätosi' 
 
Taulukoihin voidaan tallettaa iso määrä numeroita tai tekstejä, niin että ne 
ovat helposti saatavilla, kun niitä tarvitaan myöhemmin koodissa. 
 
taulu = [4, 7, 3, 1, 9] 
 
 
For-lauseella voidaan suorittaa tietty pätkä koodia niin monta kertaa kuin 
ehtolauseeseen on määritetty.  
 
numero = 0 
for numero < 10: 
    print numero 
    numero = numero + 1 
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For-lausetta voidaan käyttää myös taulujen tietojen lukemiseen niin, että 
for-lauseessa oleva koodi suoritetaan niin monta kertaa kuin taulussa on 
tietueita. 
 
nimitaulu = ['Ville','Matti','Esko','Pekka'] 
for nimi in nimitaulu: 
    print nimi 
 
2.2 Kehittämistyön tietoperusta 
Ohjelmointitaustaa löytyy entuudestaan lähinnä web-puolelta, mutta 
useimmissa ohjelmointikielissä perusperiaatteet pysyvät samoina. Tieto-
tekniikan koulutusohjelmassa käytiin läpi Python-kielen lisäksi useita 
muita kieliä perusteiden osalta. 
 
Opinnäytetyötä varten kertasin jo tehtyjä harjoituksia, sekä kävin läpi 
useita web-pohjaisia koulutuksia saadakseni paremman ymmärryksen Pyt-
hon-ohjelmoinnista. Yrityksen puolelta sain myös tarvittaessa apua ym-
märtääkseni päivitettävän laitteiston toimintalogiikkaa. 
 
 
2.3 Python 
 
Python on laajalti käytetty ohjelmointikieli, jonka pääpaino on koodin sel-
keydessä ja luettavuudessa.  Muihin kieliin verrattuna suurimmat eroavai-
suudet ovat niin kutsuttujen valkotilojen (”whitespace”) käyttö, millä tar-
koitetaan tyhjää, valkoista tilaa, joka muodostuu välilyönneistä ja rivin-
vaihdoista. Käyttämällä selkeitä rivinvaihtoja ja sisennyksiä Pythonissa voi-
daan jättää aaltosulkujen käyttö kokonaan pois, mikä selkeyttää koodin lu-
kemista huomattavasti. 
 
Koodin helppokäyttöisyys ilmenee jo perinteisessä ”Terve Maailma” tai 
”Hello World” -harjoitteessa, jossa tulostetaan kyseinen teksti käyttäjälle. 
Alla olevissa esimerkeissä nähdään Python-kielen yksinkertaisuus verrat-
tuna laajalti käytettyyn Java-kieleen. 
 
Javalla tehty Terve Maailma. 
 
public class HelloWorld 
{ 
    public static void main (String[] args) 
    { 
        System.out.println("Hello World!"); 
    } 
} 
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Pythonilla tehty Terve Maailma. 
 
print 'Hello World!' 
 
Javassa jo yksinkertainenkin koodi tarvitsee luokan perustamisen ja eri-
näisten parametrien julistamisen, ennen kuin voidaan syöttää itse tekstin 
tulostuskoodi. 
 
Pythonissa ei taas vaadita muuta kuin komento print, joka tulostaa komen-
non jälkeisen lainausmerkkien sisällä olevan osan. Python 3 -versiossa tar-
vittaisiin lainausmerkkien ympärille myös sulkeet, mutta esimerkki on 
tehty Pythonin versiota 2 käyttäen. 
 
Python-ohjelmointikielen luoja Guido van Rossum loi kielen 1990-luvun 
alussa Stichting Mathematisch Centrumissa. Syyksi kielen luomiselle, hän 
on kertonut käyttäneensä pitkään ohjelmointikieltä ABC ja koki sen käytön 
turhan monimutkaiseksi ja epäselkeäksi. ABC-kielestä puuttui myös Gui-
don mielestä olennaisia ominaisuuksia ja funktioita, joita hän tykkäsi käyt-
tää kielessä Amoeba. 
 
Guido suunnitteli kielten yhdistämistä, mutta totesi kielestä tulevan tur-
han rajattu, mikäli hän käyttäisi vain ABC:ta, joten hän aloitti kokonaan 
oman kielen kirjoittamisen vuoden 1989 jouluvapailla ja julkaisi sen ensim-
mäisen kerran vuoden 1991 helmikuussa USENET nimiseen keskusteluryh-
mään. (Python Software Foundation 2017.) 
 
 
 
2.4 Jenkins 
 
Jenkins on alusta, jota voidaan käyttää määriteltyjen ohjelmien tai tehtä-
vien ajoon. Jenkinsille voidaan määrittää lisäresursseja toisista tietoko-
neista, jolloin Jenkins osaa jakaa tehtävät tasapuolisesti. 
 
Jenkinsiä käytettiin tässä työssä kahdella eri tasolla. Master-taso lukee an-
netun tiedoston ja jakaa sen useampaan osaan eri virtuaalikoneille suori-
tettavaksi. Tämä mahdollistaa suhteellisen helpon tavan ajaa ohjelmaa rin-
nakkain. 
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2.5 GIT 
 
Git on yksin maailman laajalti käytetyimmistä versionhallintajärjestel-
mistä, jonka toiminta perustuu nopeaan ja laajalti saatavilla olevaan versi-
onhallintaan. Git sai alkunsa vuonna 2005 ja sen perustaja on suomalainen 
Linus Torvalds, joka loi myös muun muassa Linux-käyttöjärjestelmän yti-
men. 
 
Gitin ansiosta voidaan välttyä tilanteilta, joissa lähetellään erinäisiä kes-
keneräisiä koodeja sähköpostitse usealle henkilölle. Näissä tilanteissa ajau-
dutaan helposti siihen, että useat heistä saattavat tehdä omia muokkauk-
sia tai ehdotuksiaan koodiin, jolloin koodi pitää rakentaa usean henkilön 
sähköposteista manuaalisesti. 
 
Git mahdollistaa koodin muokkaamisen lennossa. Keskitetylle palvelimelle 
tallentaminen mahdollistaa koodin päivityksien tallentamisen ja niiden 
testaamisen siten, että on aina mahdollista palata vanhaan versioon, jos ei 
ole tyytyväinen uuteen versioon. 
 
Uusien versioiden tallentamisen yhteydessä on mahdollista liittää mukaan 
omia kommentteja muokatusta koodista, joko itselle tai mahdollisille 
muille koodin käyttäjille. 
 
Git on myös erittäin tehokas hajautumisensa ansiosta. Kun kaikki versio-
hallinta ei tapahdu yhdessä paikassa, vaan monessa eri paikassa pieninä 
osina, voidaan käyttää prosessointiresursseja paljon tehokkaammin, mikä 
helpottaa rasitusta laitteistopuolella. 
 
Gitin tärkein ominaisuus on lähdekoodin eheyden turvaaminen. Niin tie-
dostojen kuin tiedostojen välisten suhteiden, kommenttien, versioiden ja 
tallennusten turvaaminen tapahtuu käyttämällä SHA1-nimistä algoritmia. 
Algoritmi estää lähdekoodin vahingollisen ja haittamielisen muokkaamisen 
ja pitää huolen, että lähdekoodin koko versiohistoria on jäljitettävissä. 
(atlassian.com 2017.) 
2.6 JFrog Artifactory 
 
JFrog Artifactory on ainut markkinoilla oleva universaali pakettivarasto, 
jonka suurin etu on sen joustavuus. Artifactory tukee millä tahansa kielellä 
tai teknologialla tehtyjä ohjelmistopaketteja.  
 
Artifactory on luotettava sekä turvallinen vaihtoehto, joka takaa myös no-
pean toiminnallisuuden ryhmitettyjen laitteistojen avulla.  
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2.7 Linux ja Ubuntu 
 
Linux on käytetyin palvelukäyttöjärjestelmä, jota käyttää muun muassa 
tällä hetkellä tehokkaimmat superkoneet. Linuxilla tarkoitetaan ydintä, 
jota käytetään Unix käyttöjärjestelmissä. Ytimen kehittäjä on myös GIT-
ohjelmistosta tuttu Linus Torvalds, joka oli mukana luomassa Linuxia 
vuonna 1991. 
 
Linuxin ja Unixin suurin eroavaisuus Windows-puolen käyttöjärjestelmistä 
on, että ne ovat täysin vapaata lähdekoodia, joka on jaossa internetissä 
maksutta. 
 
Ubuntu on Debian Linux-jakeluun perustuva laajassa käytössä oleva käyt-
töjärjestelmä. Ubuntu on suuressa suosiossa LTS-jakeluiden (pitkäaikaisen 
tuen julkaisu, engl. Long Time Support) takia. LTS-jakeluita julkaistaan huh-
tikuussa joka toinen vuosi.  
 
 
2.8 Vesiputousmalli ohjelmistokehityksessä 
 
Ohjelmistokehityksen perusmallina voidaan käyttää niin kutsuttua vesipu-
tousmallia (Munassar & Govardhan 2010). Vesiputousmallissa liikkeelle 
lähdetään ohjelmiston vaatimuksista. Miksi ohjelmisto tai järjestelmä-
hanke tulisi ylipäätään toteuttaa? Tämän jälkeen määritellään ratkaistavat 
ongelmat, niiden kustannukset ja mahdolliset reunaehdot ajankäytössä ja 
resursseissa. Tästä edetään suunnittelutyöhön, jonka lopputulema on tek-
ninen määrittely, jossa toteutettavat palaset tai moduulit on määritelty 
omiksi pieniksi kokonaisuuksiksi. Seuraavaksi ohjelmointityö toteutetaan 
ja pyritään saattamaan mahdollisimman pitkälle, niin että ohjelmistoa pää-
sisi testaamaan. Testaus on usein vaativa ja kaikkein eniten kustannuksia 
vievä osio. On arvioitu, että jopa 80 % ohjelmistotuotannon kustannuksista 
saattaa kulua testaukseen. Lopuksi päästään ohjelmiston käyttöön ottoon 
loppukäyttäjän kanssa. Tämä sisältää loppukäyttäjänkoulutuksen ja ylläpi-
dosta sopimisen. (Haikala & Märijärvi 2004, 36-41.) Vesiputousmalli on ku-
vattuna kuvassa 1. 
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Vesiputousmalli ohjelmistotuotannossa (Haikala & Märijärvi 2004, 36). 
 
Kuva 1. 
 
Ohjelmistotuotanto 
Jokaisella ohjelmalla on olemassa elämänkaari ja jokainen ohjelma käy läpi 
tämän elinkaaren kahdeksan vaihetta: 
 
 Mielikuva 
 Vaatimusten kerääminen 
 Suunnittelu 
 Ohjelmointi ja virheiden korjaaminen 
 Testaus 
 Julkaisu 
 Ylläpito 
 Eläköityminen 
 
 
2.9 Ketterä ohjelmistokehitys eli Agile  
 
Ketterä kehitys sai alkunsa vuonna 2001 kun Yhdysvaltojen Utahissa ko-
koontui 17 ohjelmistokehittäjää, joilla oli jokaisella oma näkemyksensä oh-
jelmistokehityksestä. Nämä asiantuntijat edustivat tällöin suurimpia 
menetelmiä kuten Scrum, Adaptive Software Development, Extreme Pro-
gramming, Feature-Driven Development, Dynamic Systems Development 
sekä Crystal. Näistä kaikista kerättiin parhaat puolet ja ne yhdistettiin ket-
teräksi kehitykseksi (eng. Agile).  
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Agile Alliance on ketterän kehityksien luojien perustama liitto, joka loi ket-
terälle kehitykselle 12 kohtaa sisältävän Manifeston, joka kuvaa Agilen 
ajattelutapaa, sekä neljä ydinarvoa. Nämä ydinarvot ovat: 
 
 Yksilöt ja vuorovaikutus yli prosessien ja työkalujen. 
 Toimiva ohjelmisto yli kattavan dokumentaation. 
 Asiakkaan kanssa yhteistyö yli sopimusten neuvottelujen. 
 Muutoksiin reagoiminen yli suunnitelman noudattamisen. 
 
Vaikka jokaisessa lauseessa kumpikin puoli on tärkeä, on Agilen periaattei-
den mukaan vasemmanpuoleinen vaihtoehto jokaisessa lauseessa tärke-
ämpi. 
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3 OHJELMISTOTESTAUSKEN TEORIAA 
Jo vuonna 1979 osattiin sanoa, että ohjelmointiprojekteissa noin 50 pro-
senttia käytetystä ajasta ja yli 50 prosenttia kokonaiskustannuksista, tulee 
kehitettävän ohjelmiston tai järjestelmän testauksesta. Nyt yli 30 vuotta 
myöhemmin, sama pitää edelleen paikkansa. Vaikka ohjelmointikielet ja 
alustat ovat kehittyneet huomattavasti tässä ajassa, ohjelmistotestaus on 
edelleen yhtä tärkeässä roolissa ohjelmiston laadun kannalta. (Myers ym. 
2004.) 
 
Ennalta-arvattavuus on hyvä asia, kun puhutaan ohjelmistotestauksesta. 
Kun ohjelmistoa testataan, on toivottavaa, että ohjelmisto toimii ennalta-
arvattavasti niin kuin sen on määritelty toimivan. Ohjelmistoa käyttävän 
henkilön ei haluta joutuvan yllättäviin tilanteisiin, vaan käyttökokemuksen 
tulisi olla johdonmukainen ja yllätyksetön. (Myers ym. 2004, 2.) 
 
Täydellisessä maailmassa, kun ohjelmistoa testattaisiin, käytäisiin läpi 
kaikki mahdolliset eri syötteet ja ulostulot. Tämä muodostuu kuitenkin 
usein lähes mahdottomaksi, kun erilaisia syötteitä ja ulostuloja voi olla sa-
doista tuhansiin. Tästä syystä täydellinen testaaminen veisi liikaa aikaa ja 
resursseja ollakseen millään tavalla kustannustehokasta. (Myers ym. 2004, 
5.) 
 
3.1 Ohjelmistotestauksen psykologiaa 
 
Ohjelmistotestaus mielletään yleensä prosessina, jossa todetaan, että oh-
jelmisto toimii. Tämä on kuitenkin väärä mentaliteetti, sillä oikea tapa aja-
tella ohjelmistoa ja sen testausta on, että ohjelmisto sisältää virheitä ja oh-
jelmistotestauksen tavoite on löytää ja poistaa mahdollisimman monta 
niistä. Tästä syystä ohjelmistotestauksen parempi määritelmä voisi olla, 
että testaus on prosessi, jonka päämääränä on löytää ohjelmistosta vir-
heitä. 
 
Tällä ajatusmallin muutoksella on valtava ero, kun ryhdytään testaamaan 
ohjelmistoa. Ihmismieli on halukas pääsemään päämääräänsä. Jos pää-
määränä on testata ohjelmistoa, sillä asenteella, että ohjelma toimii. Tulos 
hyvin usein kuvastaa sitä, mutta jos testaukseen lähdetään asenteella, että 
ohjelmistossa on virheitä ja päämääränä on löytää mahdollisimman monta 
niistä, saadaan testauksesta paljon isompi hyöty irti. (Myers ym. 2004, 6.) 
 
Onnistuneeksi testaukseksi voidaan kutsua tapahtumaa, jossa löydettiin 
virheitä ohjelmistosta ja joiden korjaamisella saadaan ohjelmiston lopul-
lista laatua parannettua. Loppujen lopuksi tietysti pitää käyttää testaa-
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mista myös pohjatason perustamiseen, millä määritellään, onko tuote jul-
kaisukelpoinen, mutta lähtökohtaisesti testaamista tulisi käyttää ohjelmis-
ton parantamiseen. (Myers ym. 2004, 8.)  
 
3.2 Toiminnallinen testaus 
 
Toiminnallista testausta kutsutaan myös musta laatikko -testaukseksi, 
millä pyritään mieltämään ohjelmisto ”mustana laatikkona”, eli ohjelmis-
ton sisältö on käyttäjälle tuntematon. Tällä tarkoitetaan, että kun käyttäjä 
syöttää ohjelmalle tietoa, hän ei näe eikä ole kiinnostunut mitä ohjelman 
sisällä tapahtuu.  
 
Toiminnallisella testauksella halutaan löytää tapauksia, joissa ohjelma ei 
toimi ennalta määriteltyjen toimintatapojen mukaan. Koska kaikkien mah-
dollisten syötteiden testaaminen on yleisesti mahdotonta, on toiminnalli-
sen testauksen tavoite löytää mahdollisimman monta virhettä rajatulla 
määrällä eri syöte yhdistelmiä. (Myers ym. 2004, 9 - 11.) 
3.2.1 Valkoinen laatikko -testaus 
Toisin kuin toiminnallisessa testauksessa, järjestelmätestauksessa tai ”val-
koinen laatikko -testauksessa” käyttäjällä on olemassa tietämys ohjelman 
logiikasta ja tarvittava dokumentaatio ohjelman käyttöä varten. Järjestel-
mätestauksessa on mahdollista käyttää ohjelman jokaista osaa ja löytää 
niistä mahdollisia virheitä, mutta myös järjestelmätestauksessa tullaan sa-
maan ongelmaan kuin toiminnallisessa testauksessa, resurssit. Vaikka 
käyttäjä tietäisikin koko ohjelman mahdollisuudet, on silti todennäköisesti 
mahdotonta testata jokaista mahdollista ohjelman polkua. (Myers ym. 
2004, 11 - 14.) 
3.2.2 Kuka testaa 
On yleisesti hyväksytty, että ihmismieli ei halua löytää virheitä omasta te-
oksestaan, oli kyseessä mikä tahansa ala. Tämä pätee varsin hyvin ohjel-
moijiin ja testaamiseen. Ohjelman kirjoittaja tietää päässään, miten ohjel-
man kuuluisi toimia ja mitä koodissa tarkoitetaan, mutta on sokea virheille 
sen seassa. Tästä syystä ohjelmistotestaaja ei saisi olla ohjelman kirjoittaja, 
vaan ulkopuolinen henkilö, jolla on objektiivinen asenne ohjelmaa koh-
taan. 
 
Ihmistentestauksella tarkoitetaan testausvaihetta, jossa ihmiset katsovat 
ohjelman rakennetta läpi, ennen kuin ohjelman toimintaa testataan. Ih-
mistestaus on varsin toimivaksi todettu menetelmä löytää virheitä ohjel-
masta, minkä takia menetelmää suositellaan käytettäväksi jokaisen ohjel-
man testauksen jossain vaiheessa. (Myers ym. 2004, 21.) 
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3.2.3 Koodikatselmointi ja koodiläpikäynti 
Koska on todettu, että oman ohjelman omatoiminen testaus ei tuota yhtä 
hyviä tuloksia, kuin ulkopuolisten suorittama testaus, on suotavaa suorit-
taa joko koodin katselmointi tai koodin läpikäynti.  
 
Koodin läpikäynnissä kutsutaan ryhmä henkilöitä katsomaan ohjelman 
koodi läpi. Yleensä ryhmässä on kolmesta neljään henkilöä, joista yksi on 
itse koodin kirjoittaja. Näin saadaan suurempi ulkopuolinen näkemys koo-
diin, jonka ansiosta saadaan parempi todennäköisyys löytää itse koodin se-
asta virheitä, jotka ovat jääneet itse koodin kirjoittajalta huomaamatta. 
Kun ohjelmaa käydään läpi kooditasolla, on suuri todennäköisyys löytää 
virhe, joka toistuu myöhemmin koodissa ja on täten helpompi korjata suu-
rissa määrin kerralla. Jos testaaminen suoritetaan ohjelmaa käyttäen, löy-
detty virhe voi olla vain seuraus kooditasolla olevasta ongelmasta, jotka 
täytyy korjata yksittäin. 
 
Koodin katselmoinnissa käytetään myös noin neljän henkilön ryhmää, 
jotka käyttävät ennalta määriteltyjä tapoja ja tekniikoita virheiden löytä-
miseen. Ryhmä koostuu testisession vetäjästä, koodaajasta ja ohjelman 
suunnittelijoista.  
 
 
3.3 Ohjelmistotestauksen prosessi 
 
 
Ohjelmistotestaus mielletään useissa malleissa nelivaiheiseksi prosessiksi. 
Nämä vaiheet käsittävät suunnittelun, testiympäristön toteutuksen, itse 
testin ja analyysin testistä (Haikala & Märijärvi 2004, 283.)  
 
Prosessin ensimmäinen vaihe on testauksen suunnittelu. Suunnitteluvaihe 
on erittäin tärkeä, koska jo siinä pystytään arvioimaan testauksesta aiheu-
tuvia riskejä. Näin ollen riskeihin voidaan puuttua jo paljon ennen toteu-
tusta ja näin olleen välttää pahimmat riskit joita testaus saattaa aiheuttaa. 
Suunnitteluvaiheessa nähdään usein myös testauksen resursoinnin tarve. 
Myös testaukseen käytetty aika saadaan arvioitua ja määritettyä sille tietyt 
rajat.  Ohjelmistotestauksen suunnittelussa on hyvä miettiä seuraavia ky-
symyksiä: Kuinka hyvin ohjelmisto vastaa käyttäjän odotuksia? Mikä ai-
heuttaa käyttäjässä suurimman turhautumisen, mikäli ohjelmistossa ilme-
nee virheitä? (Rubin & Chisnell 2008, 65 - 69.) 
 
Suunnittelutyön jälkeen tulisi löytää paras tapa luoda testiympäristö. Tes-
tiympäristön tulisi olla mahdollisemman samankaltainen todellisen käytet-
tävyysympäristön kanssa, jotta juuri käyttäjien kohtaamat virheet saatai-
siin tunnistettua ohjelmistosta. Suurimpia virheitä testiympäristön raken-
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tamisessa ovat testiolosuhteet, jotka ovat hyvin laboratoriomaiset. Tällai-
sissa olosuhteissa kiinni saatetaan saada virheitä, joita todellinen käyttäjä 
ei ikinä kohtaa. Testaaminen on muutenkin prosessin yksi kalleimmista osi-
oista, niin turhien virheiden havaitsemista olisi syytä välttää ja keskittyä 
loppukäyttäjä kokemukseen. Erityisesti ohjelmistotestauksen loppuvai-
heessa käyttäjien tekemät testit ovat arvokkain informaationlähde, jotta 
korjauksia saadaan tehtyä juuri oikeaan osaan ohjelmistoa. (Rubin & 
Chisnell 2008, 93 – 98.)     
 
Testin suorittaminen tulisi pyrkiä tekemään mahdollisimman tarkkaan 
suunnitelman mukaan ja mahdollisimman todenmukaisessa käyttäjäym-
päristössä. Ohjelmistotestauksessa on tärkeää, että tiedetään mitä loppu-
tuotteen tulisi olla, sekä käsitys syöte- ja tulosteavaruudesta. Näin ollen 
testiä tulee valvoa hyvin ohjelmistosta perillä olevan henkilön. (Haikala & 
Märijärvi 2004, 285.)  
 
Ohjelmiston testaamiseksi voidaan määritellä kaikki vaiheet, joilla saadaan 
mitattua tai parannettua ohjelman laatua. Kuitenkin vain pieni osa kaikista 
mahdollisilta tilanteista saadaan testattua. Näin ollen lopputuloksen vir-
heettömyyteen ei täysin tule luottaa ja testattavien kohteiden tarkan mää-
rittelyn tärkeyttä ei voi liiaksi korostaa (Haikala & Märijärvi, 
Ohjelmistotuotanto 2004, 287).        
                                                                                                                                                                                                                                                                
Testauksen raportointi ja analysointi on hyvä suorittaa kerralla kunnolla, 
jotta testissä löydetyt virheet saadaan analysoitua tarkkaan ja arvioitua nii-
den korjaustarve. Virhe tulisi kuvailla mahdollisimman tarkasti. Milloin ja 
miten se on löydetty? Olisiko virheen voinut estää ja mitä tämä olisi vaati-
nut? (Haikala & Märijärvi , 300) 
 
 
3.4 Ohjelmistotestauksen V-malli 
 
Eräs yleisimmin käytössä olevista ohjelmistotestauksen mallia kutsutaan 
nimellä V-malli.  Testaus tasoja perinteisessä V-mallissa on 3. Ensimmäinen 
tasoista on moduulitestaus, jota kutsutaan myös yksikkötestaukseksi tai 
komponenttitestaukseksi. Toinen taso mallissa on integrointitestaus. Kol-
matta tasoa kutsutaan järjestelmätestaukseksi. V-mallista on myös kehi-
tetty edistyneempiä muotoja, joissa viimeiseksi, neljänneksi tasoksi on 
määritelty käyttöönottotestaus. (Malik & Mathur 2010.) Tässä tutkiel-
massa keskitymme kuitenkin kolmitasoiseen malliin. 
 
Moduulitestauksessa pyritään testaamaan yksittäistä luokkaa ohjelmointi-
kokonaisuudesta.  Luokalla tarkoitetaan taas noin 100-1000 rivin ohjelma-
osiota. Moduulitestauksessa yleisiä työkaluja ovat niin kutsutut testipedit 
ja testiajurit. Näillä saadaan imitoitua ohjelmassa olevia muita luokkia, 
joita kyseinen moduuli tarvitsee toimiakseen. (Haikala & Mikkonen, 2011.) 
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Integrointitestaus käsittelee suurempaa kokonaisuutta ja integrointi mo-
duuleista laajan osajärjestelmän. Pääpainopiste liittyy rajapintojen tes-
taukseen, jossa yhdistettyjen moduulien toimivuutta varmennetaan. In-
tegrointitestaus aloitetaan yleisesti alimman tason moduuleista ja pyritään 
korvaamaan ylemmän tason moduulit testiajureilla. Tätä tekniikka kutsu-
taan bottom up- menetelmäksi. Myös top down -menetelmä on nykyisin 
yleisesti käytössä erityisesti, jos ohjelmistotestaukselle on jäänyt toivottua 
lyhyempi aika ja resurssit. Tässä mallissa etenemissuunta on päinvastainen 
bottom up -menetelmän kanssa. (Malik & Mathur 2010.) 
 
Järjestelmätestauksessa testikohteena on koko järjestelmä. Tässä vai-
heessa testiä, testin tuloksia verrataan ohjelmiston vaativuusmäärittelyyn. 
Yleisiä yksittäisiä testaustapoja tässä vaiheessa testausta ovat kenttätes-
taus, hyväksymistestaus, kuormitustestaus, luotettavuustestaus, asennus-
testaus ja erilaiset käytettävyystestit. Usein komponentit voivat toimia oi-
kein, kun ne toimivat yksin, mutta väärin kun ne kootaan yhdeksi kokonai-
suudeksi. Järjestelmätestaus edellyttää, että kaikki järjestelmän toimijat 
tai komponentit toimivat yhdessä suunnitellulla tavalla. Erityisesti on tes-
tattava komponenttien väliset vuorovaikutussuhteet todellisessa käyt-
töympäristössä. Testauksen tulisi olla mahdollisimman loppukäyttäjäpai-
notteista. Tässä vaiheessa kuitenkin tarvitaan järjestelmällistä ja tehokasta 
testausohjausta myös ohjelmiston suunnittelijan taholta. (Haikala & 
Mikkonen 2011.) 
 
Ennen käyttöönottoa V-mallissa suoritetaan hyväksymistestaus, joka on 
samalla luovutus ohjelmiston käyttäjälle, jonka hyväksymisen jälkeen oh-
jelmiston on todettu totuttavan ne vaatimukset, jotka sille on asetettu. 
Toisin sanoen, tässä vaiheessa myös yleensä testataan, että asiakas mak-
saa työstä jonka hän on tilannut. Hyväksymistestaus tulisi suorittaa vain 
asiakkaan tai loppukäyttäjäntoimesta. (Luck & Padgham 2007.) 
 
Mitä korkeammalle V-maalitestauksessa päästään, sen kalliimmaksi muut-
tuu myös virheiden korjaus. V-malli on esitelty kuvassa 2. Jos järjestelmä-
testauksessa havaitaan virhe, joka korjataan, niin V-mallin testaus ainakin 
tiettyjen komponenttien osalta tulee aloittaa alusta komponenttitestauk-
sesta ja edetä uudestaan integrointitestauksesta jälleen järjestelmätes-
taukseen. Yhden pienen virheen korjaus suuressa kokonaisuudessa saattaa 
aiheuttaa paljon muita virheitä muissa komponenteissa, niin korjaustarve 
erityisesti pitkälle testatussa järjestelmässä on hyvä arvioida tarkoin. 
(Haikala & Mikkonen 2011.) 
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Kuva 2.  
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4 TESTAUSOHJELMISTO 
 
 
4.1 Tarkoituksen määrittely ja alkuperäinen sisältö 
 
Keskustelu opinnäytetyön aiheesta lähti yrityksen tarpeesta saada testat-
tua eri versioita heidän kehittämästä ohjelmistosta tietynlaiselle laitteelle, 
jolla voidaan valvoa rakennuksen liikennemekanismien käyttöä. Laite, joka 
käyttää ohjelmistoja on erillään muusta internetistä, joten päivitykset 
asennetaan manuaalisesti tarpeen mukaan. 
 
Ongelma muodostuu siinä kohtaa, kun päivitetään usean vuoden vanhaa 
ohjelmistoa täysin tuoreeseen ohjelmistoon, jota ei välttämättä ole tes-
tattu niin vanhan version kanssa. Kun mennään erittäin vanhasta upouu-
teen voi tulla yhteensopivuusongelmia, mikä voi pahimmassa tapauksessa 
tehdä koko laitteistosta käyttökelvottoman. 
 
Yrityksellä oli siis tarve saada testattua kaikki vanhat versiot, joita on maa-
ilmalla, sekä tarpeen tullen myös testata päivitysten käyttäytyminen, kun 
mennään uudesta versiosta takaisin vanhempaan. Tämä on taas niin suuri 
työ, varsinkin kun uusia ohjelmistoversioita tulee hyvin usein, ettei ole käy-
tännöllistä käyttää miestyötunteja pelkkään testaamiseen vanhojen versi-
oiden kanssa. 
 
Opinnäytetyön aiheena on tuottaa ohjelma, jolla voidaan automatisoida 
laitteiston eri versioiden välisien päivitysten testausta. Testaamiseen käy-
tettävää rautaa ei opinnäytetyötä tehdessä ollut saatavilla, joten raken-
simme alustavan rungon, jonka ympärille itse testaus prosessi voitaisiin ra-
kentaa tulevaisuudessa. 
 
Nykyprosessissa käytetään JFROG Artifactorya, jossa säilötään kaikki ver-
siot laitteiston ohjelmistoista. Itse kehitystyö tehdään GIT-ohjelmistoa 
apuna käyttäen enimmäkseen Python-kielellä. Yritys ei ole vielä päättänyt 
tehdä siirtoa Pythonin versioon 3, joten kaikki työ tehtiin versiolla 2.7.0. 
Käyttöjärjestelmänä toimii Debian Linux-jakeluun perustuva Ubuntu-versi-
olla 16.04 LTS. 
 
Kun lähdimme suunnittelemaan itse opinnäytetyön ohjelmaa, päädyimme 
ratkaisuun, jossa ohjelma aluksi käy läpi käyttäjän määrittelemän taulu-
kon, jossa määritetään halutut testitapaukset. Ohjelma luo lähtötiedoista 
oman taulunsa, jota se käyttää tarvittavien tiedostojen lataamiseen. Oh-
jelmalle on tallennettu tietokantaan jokaiselle päivitykselle osoite, jolla oh-
jelma saa ladattua päivitykset Artifactorysta. 
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Kun ohjelmalla on tiedossa halutut päivitykset, sekä tarvittavat tiedostot, 
se varaa vapaana olevan testilaitteiston testauskannasta ja aloittaa päivit-
tämisen. Ohjelma tuottaa huomautuksen, mikäli tapahtuu virhe, joka es-
tää päivittämisen tai testaamisen. 
 
Jokaisen päivityksen yhteydessä ajetaan opinnäytetyötä tehdessä ping-ko-
mento, jolla tarkistetaan, että laitteisto on toiminnassa. Laajempaa tes-
tausta laitteiston toimivuudesta ei tässä vaiheessa suoriteta. 
 
Mikäli päivitys saadaan asennettua onnistuneesti, aloittaa ohjelma seuraa-
van päivityksen ajamisen vanhan version päälle ja suorittaa ping-komen-
non uudelle versiolle. Tätä kiertoa jatketaan niin kauan, että alussa määri-
tellyn testikierroksen kaikki päivitykset tulee testattua. 
 
Itse ohjelma ajetaan Jenkins-nimisen työkalun kautta, jota käytetään eri-
näisten komentojen automatisointiin. Jenkinsillä voidaan antaa ohjelmalle 
aloitusparametrit, joilla määritellään mitä lähdetiedostoa käytetään ja mil-
loin halutaan itse testaaminen suorittaa. 
 
Kun testisessio on suoritettu, ohjelma loisi loppuraportin, missä näytetään 
koko testauksen kesto, eri vaiheiden kesto, mahdollisten virheiden määrä 
ja aiheuttaja, sekä versiot, jotka testattiin. Tämän toteutus myöhemmin 
siirrettiin kuitenkin Jenkinsin puolelle. 
 
4.2 Suunnittelutyö 
 
Aluksi suunniteltiin, miten lähtötiedot halutaan antaa ohjelmalle, jotta oh-
jelma voisi suorittaa testaamisen mahdollisimman automaattisesti. Vaih-
toehtoja oli käsin syöttäminen käyttäjäystävälliseen käyttöliittymään, joka 
kyselisi tiedot järjestyksessä. Tämä kuitenkin todettiin tarpeettomaksi ja 
turhan työlääksi. Ohjelmalle suunniteltiin alun perin muutakin käyttöliitty-
mää, mutta tämän päätettiin olevan tämän opinnäytetyön alueen ulko-
puolella. 
 
Toinen vaihtoehto oli manuaalisesti syöttää jokainen versio komentorivin 
kautta, mutta tässä tuli ongelmaksi mahdolliset virhenäppäilyt, sekä yli-
määräinen työ käyttäjälle. 
 
Lopuksi päädyttiin ratkaisuun, joka vähentäisi vastuuta käyttäjällä ja olisi 
mahdollista automatisoida. Tarkoitus olisi luoda eräänlainen matriisi, jossa 
olisi kaikki versioyhdistelmät saatavilla. 
 
Matriisi, jolla lähtötiedot syötetään, päätettiin tehdä CSV-formaatin tie-
dostolla, johon on syötetty halutut lähtöversiot ja versiot, johon halutaan 
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laitteiston päivittyvän. CSV-tiedosto on tehty siten, että taulukossa vasem-
malla korkeussuunnassa on lähtöversiot ja ylhäällä vaakasuunnassa on ha-
luttu versio (Kuva 3). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Kuva 3. 
 
Kuvan CSV-taulukkoa muokataan Microsoft Excelin tapaisella taulukko-oh-
jelmalla käyttäjäystävällisyyden takia. Oikea CSV tiedosto näyttää tiheäm-
mältä ja epäselkeämmältä, kuten näkyy kuvassa 4. 
 
Kuva 4. 
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Taulukkoon merkataan x kirjain halutun yhdistelmän kohdalle. Jolloin oh-
jelma osaa luoda halutunlaisen testaus session, joka näkyy kuvassa 6. Tau-
lukon lukuun käytetty koodi näkyy kuvassa 5. 
 
 
Kuva 5. 
 
 
 
 
 
 
Kuva 6. 
 
Kun ohjelmalla on tiedossa tarkalleen ne versiot, joita tullaan testisessiossa 
käyttämään, se hakee tarvittavat tiedostot erillisen CSV tiedoston avulla, 
johon on syötetty URL-osoitteet, joista tarpeelliset tiedostot löytyvät (Kuva 
7).  
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Kuva 7. 
 
Kun tiedostot ovat saatavilla voidaan aloittaa itse päivittäminen, mikä ta-
pahtuu samaan tapaan kuin tiedostojen lataaminen. Pyöritetään for-sil-
mukkaa niin kauan, että saadaan testisession kaikki versiot asennettua ja 
testattua. Silmukka aloittaa kierroksen ensimmäisestä versiosta, joka tulee 
vastaan lähtötietotaulukosta. Kun asennus on suoritettu loppuun onnistu-
neesti, asennetaan vanhan version päälle haluttu versio kyseiselle testi-
keikalle. 
 
Asentamiseen käytetään jo olemassa olevaan koodia, joka on todettu toi-
mivaksi, eikä koettu tarvetta lähteä keksimään pyörää uudestaan. Lisä-
hyöty jo olemassa olevan koodin käyttämisestä on, että jos asennus koodia 
tarvitsee päivittää, niin koko testauskoodia ei tarvitse lähteä päivittämään, 
vaan päivitetään ohjelmassa käytettyä asennuskoodin linkkiä. 
 
Testisession automatisointiin käytetään Jenkins Pipelineä, jonka avulla voi-
daan aikatauluttaa testisessiot vähemmän ruuhkaisiin ajankohtiin, sekä 
luoda omat raportit Jenkinsin valmiilla rajapinnalla. 
 
Työn edetessä pidettiin välipalavereita ja keskusteltiin työn jatkokehityk-
sestä yrityksen omilla resursseilla. Huomattiin tarve mahdollisuudelle suo-
rittaa ohjelma niin, että siitä ajetaan pelkästään config-tiedoston luku osa. 
Näin on mahdollista syöttää komentorivillä esimerkiksi ”python main.py 
config_file.csv -k”, jossa config_file.csv sisältää taulukkomuodossa halutut 
testisessiot. Kun taas -k suorittaisi koodia ainoastaan taulukon lukuun asti. 
 
Kun config-tiedosto tehtiin mahdolliseksi syöttää ulkopuolelta, lisättiin 
myös ohjelmaan funktio, joka tekee siitä pakollisen. Jos ohjelmaa yritetään 
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ajaa ilman, että sille annetaan config-tiedosto, ohjelma sulkee itsensä vä-
littömästi sys.exit -funktiolla ja antaa käyttäjälle virheilmoituksen puuttu-
vasta config-tiedostosta. 
 
Koodin osittainen suorittaminen toteutettiin lisäämällä if-lause, joka tar-
kistaa onko ohjelmaa suoritettaessa annettu lisäparametri ”-k”, mikäli pa-
rametria ei ole annettu, koodi jatkaa suorittamista normaalisti. Mikäli pa-
rametri on annettu, niin ohjelma suorittaa funktion ”sys.exit”, joka kes-
keyttää ohjelman siihen pisteeseen ja antaa halutunlaisen viestin käyttä-
jälle. 
 
Koodin osittainen ajo auttaa käyttäjää nopeasti tarkistamaan mitä eri con-
fig-tiedostot on laitettu testaamaan. Tämä helpottaa Jenkinsissä rinnak-
kaisajoa. 
 
Kun suunniteltiin ohjelman luovuttamista yritykselle, keskusteltiin myös 
mahdollisesta rinnakkaisajon implementoinnista. Kävimme läpi mahdolli-
sia tapoja toteuttaa rinnakkaisajo. Yksi mahdollisista tavoista olisi ollut Pyt-
honilla ohjelmoitu rinnakkaissuorittaminen, mikä mahdollistaisi prosesso-
rin eri säikeiden hyödyntämistä. Tämä on kuitenkin turhan raskas tapa suo-
rittaa näin yksinkertaista ohjelmaa, sillä yleisesti Pythonin rinnakkaisajoa 
käytetään, kun tarvitaan erittäin tehokasta laskentatehoa, kuten isojen tie-
tokantojen läpikäynnissä. 
 
Potentiaalisin vaihtoehto kuitenkin oli Jenkinsillä suoritettava rinnak-
kaisajo käyttäen yhtä Jenkins virtuaalikonetta ylläpitämään useampaa ali-
prosessia erillisissä virtuaalikoneissa. Yläkoneelle annettaisiin config-tie-
dosto, jonka se käy läpi ja jakaa aliprosesseille sopiviksi testikeisseiksi. 
 
Ohjelmaan lisättiin myös mahdollisuus lukea kohteen IP-osoite ohjelman 
ulkopuolisesta tiedostosta. Tälle tuli tarve, sillä yrityksellä on käytössä 
eräänlainen laitteistokanta, josta on mahdollisuus varata itselle käyttöön 
testilaitteisto. Tämän testilaitteiston IP-osoite tulee erilliselle tiedostolle 
talteen. 
 
Ulkopuolisen tiedoston lukemisessa tuli ongelmia ylimääräisten rivinvaih-
tojen takia, mutta tästä päästiin yli rstrip()-funktiolla, joka riisuu tekstin pe-
rästä ylimääräiset rivinvaihdot ja välilyönnit. Lopputuloksena saatiin tallen-
nettua ohjelman muuttujaan IP-osoite sellaisenaan, niin että se ei riko 
muita komentoja ohjelmassa turhilla merkeillä. 
 
Ohjelman alkuun lisättiin komento ” #!/usr/bin/python”. 
 
Tämä komento pakottaa Unix-ympäristössä suoritetun skriptin käyttä-
mään Python-kieltä. Pakottamisella on se hyöty, ettei ohjelmaa ajettaessa 
ole enää tarvetta erikseen kertoa käyttöjärjestelmälle, että ohjelma jota 
ollaan ajamassa käyttää Python-kieltä vrt. kuvat 8 ja 9. 
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Kuva 8.  
Tällä komennolla kerrotaan, että ohjelma tulee suorittaa Pythonilla. 
 
 
Kuva 9.  
Tässä ajetaan ./ komennolla. Eli suoraan Shelliä käyttäen. 
 
 
4.3 PEP 8 python 
 
PEP 8 on Python-kielelle tarkoitettu tyyliohje, jonka on luonut myös itse 
Python-kielen luoja Guido van Rossum. Guido loi tyyliohjeen ylläpitääk-
seen Python -kielen yhtä suurimmista hyödyistä, helppolukuisuutta. Ohjel-
mistojen lähdekoodissa yksi aliarvostettu piirre on, että koodia luetaan 
useammin kuin kirjoitetaan. 
 
Sisennykset ovat tärkeä osa Pythonin helppolukuisuutta. Versiossa 2 on 
vielä mahdollista käyttää tabulaattoreita ja välilyöntejä sekaisin, kun taas 
versiossa 3 käytetään enää pelkästään välilyöntejä. Normaali sisennystaso 
on 4 välilyöntiä, mikä vastaa yhtä tabulaattoria (Kuva 10). 
 
 
Kuva 10. 
 
Koodissa olevien funktioiden jatkuvuudesta on myös oma linjauksensa, 
jossa on määritelty funktion sisällölle oma sääntö. Jos funktion sisältö jat-
kuu useammalle riville, tulee sisällön kaikkien rivien alkaa samasta kohtaa. 
Kuvassa 11 näkyy, miten DictReader-funktion sulkeiden sisällä oleva teksti 
menisi oikealla näkyvän viivan yli aiheuttaen virheen Pylint-ohjelmaa ajet-
taessa. Kun funktion sisältö jaetaan kahdelle riville, pitää sen alkaa samasta 
kohtaa molemmilla riveillä (Kuva 11). 
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Kuva 11. 
 
Koodin leveydeksi on määritelty maksimissaan yhteensä 79 merkkiä, 
mutta, jos kyseessä on kommentti tai ohjeistus, niin suositeltu leveys on 
72 merkkiä per rivi. Koodin leveyden rajoittaminen mahdollistaa kahden 
kooditiedoston avaamisen rinnakkain tehden vertailusta helpompaa. Ku-
vassa 12 näkyy esimerkki tilanteesta, jossa ohjelmaa on ollut tarve kom-
mentoida enemmän, jolloin se on pitänyt jakaa useammalle riville. 
 
 
Kuva 12. 
 
Laskennassa käytettävien operaattoreiden paikka tyyliohjeen mukaan 
olisi jokaisen rivin alussa ennen seuraavaa muuttujaa / arvoa. Tämän an-
siosta saadaan operaattorit pysymään samassa kohtaa ja koodi näyttä-
mään paremmalta. 
netto_tulo = (brutto_tulot + 
              pääomatulot + 
              palkkavero - 
              osinkovero) 
 
Yllä olevassa esimerkissä operaattorit ovat muuttujien perässä, mikä saa 
ne näyttämään epäselkeiltä verrattuna seuraavaan esimerkkiin, jossa 
operaattorit on siirretty aina rivin alkuun. 
netto_tulo = (brutto_tulot 
              + pääomatulot 
              - palkkavero 
              - osinkovero) 
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Nimeämiskäytännöistä suositeltuja ovat joko 
- pienilläkirjaimilla 
- pienillä_kirjaimilla_ja_alaviivoilla 
- ISOILLAKIRJAIMILLA 
- ISOILLAKIRJAIMILLA_JA_ALAVIIVOILLA 
- EnsimmäinenKirjainIsolla 
Näistä viimeisintä kutsutaan myös CamelCaseksi isojen kirjainten luomista 
”kyttyröistä” johtuen. 
Tärkeimpiä esimerkkejä näiden käytöstä ovat funktiot, jotka kirjoitetaan 
pienillä kirjaimilla yhteen; vakiot, jotka kirjoitetaan isoilla kirjaimilla ja ala-
viivoilla; sekä muuttujat, jotka kirjoitetaan yleensä alaviiva edessä ja pie-
nillä kirjaimilla. 
 
 
4.4 Pylint 
 
Pylint on Python-kielelle tehty tarkistustyökalu, joka tarkistaa koodin muo-
toilun PEP 8 -tyyliohjetta vastaan. Pylint on käytännöllinen tapa tarkistaa 
koodi erinäisten virheiden varalta. Pylint kertoo virheistä, joita koodi saat-
taa sisältää, sekä erinäisistä tyylivirheistä.  
 
Pylint osaa tarkistaa koodin PEP 8 -ohjeistuksen mukaan katsomalla: 
- ettei koodin leveys ylitä missään kohtaa sallittua leveyttä,  
- että käytössä olevat muuttujat ja vakiot ovat nimetty yhdenmukai-
sesti, sekä ohjeistuksen mukaan. 
- että käytössä olevat moduulit ovat oikein implementoitu.  
 
Yrityksen toiveena oli myös ennen ohjelman luovutusta, että se ajettaisiin 
läpi Pylint-ohjelmasta. Opinnäytetyöstä saatu Pylint-raportti on jaettu ku-
viin 14 – 18. 
 
Kuvassa 13 näkyy Pylint-ohjelman luoma raportti, jossa on vielä virheitä. 
Nämä virheet on kuitenkin korjattu lopulliseen versioon. Raportti näyttää 
hyvin tarkkaan missä virhe on ja minkä tyylinen virhe on. Kuvan esimer-
kissä on vielä koodissa käytetty liian laajaa virheentunnistusta, jonka 
käyttö ei ole suositeltua, ellei sitä käytetä virheiden raportointiin. 
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Kuva 13. 
 
Kuvassa 14. näkyy lopullisen ohjelman raportti, jossa näkyy käytettyjen 
moduulien, luokkien, metodien ja funktioiden määrä. PEP 8 vastaisia vir-
heitä ei koodista enää löydy. 
 
 
  
Kuva 14. 
 
Kuvassa 15. näkyy koodin eri osien tyyppi ja määrä. 
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Kuva 15. 
 
  
Kuva 16. 
Kuvassa 16. näkyy raportin osa, jossa kerrotaan tuplariveistä. Tässä ohjel-
massa niitä ei ole. 
 
  
Kuva 17. 
 
 
Kuva 18. 
 
Kuvissa 17 ja 18 näkyvät vielä eri virheiden määrät, sekä lopullinen arvo-
sana, joka ohjelmalle on annettu. Ohjelma on tehty PEP 8 -tyyliohjeen 
mukaisesti. 
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4.5 Miksi tämä tehtiin 
 
Ohjelmistotestaus on tärkeää yrityksille monesta syystä. Yksi syy testata 
ohjelmistoja on kustannussäästöt.  
 
Laitteet eivät ole kytkettyjä internetiin, mikä aiheuttaa sen, että kaikki päi-
vitykset mitä laitteille halutaan tehdä, pitää tehdä paikan päällä käsityönä. 
Kun huoltomies menee paikan päälle päivittämään ohjelmistoa, mutta päi-
vitystä ei ole testattu ja päivitys menee pieleen, voi pahimmassa tapauk-
sessa koko laite mennä käyttökelvottomaksi. Uuden laitteen hankkiminen 
voi kestää päivistä viikkoihin, jos varaosapuolella ei ole valmiiksi saatavilla 
uutta laitetta. 
 
Ohjelmistotestauksella voidaan välttää vastaavanlaiset tilanteet pitämällä 
huoli, että uusi ohjelmistopäivitys voidaan ajaa mille tahansa vanhalle ver-
siolle, ilman että siitä aiheutuu mitään ongelmia. Ohjelmistotestausta var-
ten voi yrityksellä olla omissa tiloissa useita laitteita eri ohjelmistoversi-
oissa ja ajaa niille päivityksiä tai palauttaa uudemmista versioista takaisin 
vanhoihin tarpeen mukaan. Näin saadaan testattua laaja spektri, eikä auk-
koja jää. 
 
 
 
4.6 Testauksen automatisoinnin taloudelliset hyödyt 
 
Kuten jo monessa aiemmassa osuudessa teorian osalta jo todetaankin, 
että testauksen osuus ohjelmointityön kustannuksissa on todella merkit-
tävä. Jopa yli puolet kustannuksista saattaa muodostua testauskuluista. 
Otetaan laskennallinen esimerkki testauksesta, joka tämä opinnäytetyön 
avulla on automatisoitu. 
 
4.6.1 Laskema hyödyistä 
Tämän opinnäytetyön ohjelmointi osuuden toteuttamiseen meni aikaa 
noin 30 tuntia. Tähän päälle aikaa Python-ohjelmointikielen opiskeluun ja 
muiden tarvittavien sovellusten ja ohjelmointitekniikoiden tutkimiseen. 
Myös vanhan ohjelmistokoodin ymmärtäminen vaati useita tunteja tutki-
mista. 
 
Jos ohjelmistopäivitystä lähdettäisiin testaamaan käsin ihmisen tekemänä 
työnä, niin tämä vaatisi aikaa noin 18 tuntia vuodessa, koska ohjelmisto-
päivityksiä otetaan käyttöön 3 kertaa kuukaudessa ja yhden päivityksen 
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testaus vie työaikaa noin 30 min. Testiohjelmiston arvioitu käyttöikä on 
noin 5 vuotta. Tästä syystä säästöt ovat laskettu 5 vuoden säästöllä.  
 
Tilastokeskuksen stat PX-web tietokannasta saatu mediaaniansio tietokan-
tojen- verkkojen ja järjestelmäohjelmistojen erityisasiantuntijat-ryhmälle 
vuonna 2016 yksityisellä sektorilla oli 4620 €/kuukaudessa (Tilastokeskuk-
sen PX-web tietokanta, 2017). Miehillä mediaani ansio on jonkin verran 
korkeampi kuin naisilla. Tämä eroavaisuus on kuvassa 21. Keskimääräinen 
työpäivien määrä kuukaudessa on 21,5 työpäivää sekä näistä jokaisen teh-
dään työtä 7,5 tuntia päivässä. Näin ollen tuntityölle hintaa jää pelkällä 
palkkasummalla laskettuna 28,65 €. Tämän lisäksi työnantajalle koituu ku-
luja työntekijän erilaisista eläkevakuutus-, ja työttömyysvakuutusmak-
susta sekä pakollisesta työtapaturmavakuutuksesta noin 25 % palkkasum-
man päälle. Summa vaihtelee jonkin verran ala ja työtekijä kohtaisesti, 
mutta tässä esimerkissä 25 % on riittävän tarkka luku kuvaamaan todellista 
tilannetta.   
 
      
 
  
 Kuva 19. 
 
4.6.2 Kritiikki ja huomiot hyödyn laskennasta 
Laskelmissa ei ole huomioitu palkkatason nousua seuraavan 5 vuoden ai-
kana, eli todellinen säästösumma olisi hieman kuvan 27 laskemaa vielä 
suurempi.  
 
Lisäksi henkilö, jolla olisi useiden vuosien ohjelmointi kokemus pythonista, 
olisi varmasti saanut automatisoinnin ohjelmointityön tehtyä jonkin verran 
lyhyemmässä ajassa. Jos myös tämän ottaa huomioon, olisi säästö ollut 
vielä hieman suurempi.  
 
Suuri teollisuusalan yritys, jolle opinnäytetyön tein ei todellisuudessa mak-
sanut työn suorittamisesta, joten tämän pohjalta tuon keskipalkan käyttä-
minen 30 tunnin ohjelmointityössä on hieman kyseenalaista. Toisaalta oh-
jelmointityö olisi jouduttu teetättämään henkilöstöllä, jos se ei olisi ollut 
sopiva kohde opennäytetyöksi. Olisiko koko Suomen mediaani palkka ky-
seiseltä alalta vastannut teollisuus alan yrityksen mediaani ansiota vastaa-
valla työn suorittajalla?  
Käytetyt 
työtunnit 
automati-
sointiin
Ohjelmisto-
päivitykset 
vuodessa, 
määrä
Ohjelmistotes-
taukseen 
käytettävä 
henkilötyöaika
Sukupuoli Kuukausi-
palkat
Tunti-
kustannus 
mediaani
Tuntikustan-
nus sis. 
Työnantaja-
maksut
Säästö 5 
vuodessa 
€
30 36 0,5 Mies 4691 29,09 36,36 2181,86
30 36 0,5 Nainen 4418 27,40 34,25 2054,88
30 36 0,5 Yhteensä 4620 28,65 35,81 2148,84
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PÄÄTELMÄT 
Tavoitteena oli tuottaa yritykselle ohjelma, jolla mahdollistetaan erään 
laitteiston ohjelmistopäivitysten testauksen automatisointi. 
Yrityksen toiveina oli, että ohjelma luotaisiin Python-kielellä, sekä tarpeen 
mukaan Linuxin Bash -skriptillä. 
 
Opinnäytetyöhön jäi vielä kehitettävää yritykselle. Luovutushetkellä oh-
jelma pystyy ajamaan testikeikkoja vain jonossa, mutta keskustelimme eri 
mahdollisuuksista toteuttaa rinnakkaisajoa. Python koettiin turhan järe-
äksi näin yksinkertaisin ohjelman rinnakkaisajoon, joten keskustelimme 
mahdollisuudesta toteuttaa rinnakkaisajo Jenkinsin avulla, käyttäen virtu-
aalikoneita. 
 
Jenkinsin kautta on käytännöllisempää luoda aliprosesseja, jotka taas suo-
rittavat testikeissejä jonossa käyttäen luotua ohjelmaa. Ideana oli luoda 
yksi pääprosessi, joka osaisi jakaa tarvittavat testikeikat tarpeeksi monelle 
aliprosesseille testiajon suuruudesta riippuen. 
 
Raportointi oli toinen asia, mikä todettiin käytännöllisemmäksi toteuttaa 
yrityksen puolesta Jenkinsin avulla, sillä Jenkinsissä on valmiina mahdolli-
suuksia luoda raportteja, jotka mittaavat kulunutta aikaa ja mahdollisesti 
epäonnistuneiden ajojen määrää. 
 
Opinnäytetyötä aloitettaessa oli puhetta, miten testaaminen suoritetaan 
päivitysten yhteydessä. Yrityksellä oli tarkoituksena hankkia erillinen testi-
laitteisto tähän tarkoitukseen, joten ohjelmaan jätettiin yksinkertainen 
ping-komento, joka on mahdollista korvata myöhemmin tehokkaammalla 
testausprosessilla. 
 
Mahdollista hyötyä opinnäytetyöstä ei ehditty tutkia projektin aikana, sillä 
jatkokehitettävää jäi vielä ja puuttuvaa laitteistoa ei ollut vielä hankittu. 
Mutta teoreettisesti ohjelmasta tulee olemaan hyötyä, sillä jos verrataan 
esimerkiksi, kuinka monta päivitettyä laitteistoa yksi henkilö pystyy testaa-
maan päivässä ja kuinka monta testiä voidaan ajaa Jenkinsin ja ohjelman 
avulla esimerkiksi yön aikana, kun ei ole ruuhkaa palvelimella. 
 
Haasteita opinnäytetyötä tehdessä tuli vastaan, kun oli tarve ajaa python 
skriptin sisällä komentoja Linuxin Shellillä. Tämä tuli vastaan esimerkiksi 
tiedostojen lataukseen käytettävän funktion ensimmäisissä versioissa, 
sekä kun ajettiin yrityksen luomaa olemassa olevaa skriptiä. Tiedostojen 
lataus funktio muuttui kuitenkin lopuksi python painotteiseksi ja olemassa 
olevan koodin ajo saatiin lopuksi toimimaan moitteetta. 
 
Jälkikäteen ajateltuna ylimääräistä työtä koodiin tuli tehtyä tiedostojen la-
taamisosuudessa, koska opinnäytetyötä tehtiin muualla kuin yrityksen ti-
loissa, piti tiedostojen lataamiseen käyttää VPN-yhteyttä, joka toisinaan ei 
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ollut tarvittavan vakaa tiedostojen lataamiseen. Tästä syystä koodiin ra-
kennettiin ylimääräisiä varmistuksia tiedostojen vastaanottamisen varmis-
tamiseksi. Nämä ovat kuitenkin laajemmalla mittakaavalla turhia, sillä oh-
jelmaa tuskin tullaan käyttämään muualla kuin yrityksen omissa tiloissa. 
Yrityksen omissa tiloissa olevat yhteydet takaavat huomattavasti vakaam-
mat tiedostojen latausmahdollisuudet, kuin ulkopuolisesta verkosta. 
 
Opinnäytetyö oli mahtava mahdollisuus tutustua ohjelmistotuotantoon, 
testaukseen ja testauksen automaatioon, sekä erittäin hyödyllinen keino 
tutustua Python-kielen mahdollisuuksiin. 
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