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Napjainkban az információ áramlása meglehetősen felgyorsult az elmúlt 
időszakokhoz képest. A tendencia nem lassuló, épp ellenkezőleg, tovább gyorsuló 
mintát mutat a jövőre nézve, éppen ezért fontosnak tartom, hogy ezzel a 
tendenciával tudjunk és akarjunk is lépést tartani. 
Míg  száz  évvel  ezelőtt  az  emberek  számára  kielégítő  volt  a  hírek  és  történések 
lokális megismerése szájról-szájra terjedő módon, addig ma mindenki tudni 
szeretne lehetőleg mindenről, a világ minden táján, minél kevesebb késleltetéssel. 
Manapság  ha  valaki  egy  fontos  eseményről  akár  csak  napokkal  később  értesül, 
már  lemaradottnak  van  titulálva.  Az  akciók  és  leértékelések  hatására  a  vásárlási 
láz olyan mértékeket öltött, hogy az emberek képesek letargiába esni, ha 
lemaradnak  egy-egy  nagy  kuponnapról  –  ezt,  és  sok  más  problémát  persze  a 
megfelelő és gyors információ áramlás könnyedén kiküszöbölheti. 
A  technikai  háttér,  valamint  a  mérnökök  próbáltak  lépést  tartani  ezzel  az  egyre 
növekedő igénnyel, több-kevesebb sikerrel az évek során. Igazi áttörést az 
informatika  kommersz  piacra  való  berobbanása  jelentett,  hiszen  ezzel  minden 
eddiginél  hatékonyabb,  hosszú  távon  olcsóbb,  valamint  gyorsabb  hírközlés  vált 
lehetővé. Az információ forrása azelőtt szinte kizárólag meglehetősen informális (a 
már  említett  szájról  szájra  terjedő)  vagy  éppen  túlságosan  is  cenzúrázott  és 
kontrollált  média  lehetett  (pl.:  televízió,  újság).  Átmenet  nem  volt  a  két  véglet 
között, az emberek nem rendelkeztek azzal a luxussal, amivel a mai modern kor 
gyermeke igen: hogy megválaszthatja, kijelölheti, mi érdekli, és azzal kapcsolatban 
kap információkat szerte a világból. Az informatikai szféra és médium 
megjelenésével és elérhetőségével, elterjedésével azonban egy új világ 
bontakozott ki, melyben effektív kevés befektetéssel - kis túlzással - bárki 
alapíthatott egy információforrást. 
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Kezdetben rendkívüli népszerűségnek örvendtek a levelezőlisták, melyek 
tulajdonképpen egy csoportos, lényegében egyszerre egyirányú, de a valóságban 
bidirekcionális távközlést jelentettek. Általában egy érdeklődési kör, vagy egy téma 
köré csoportosult emberek alkottak egy ilyen listát, mely keretein belül egymásnak 
próbáltak  hírközlést  és  tájékoztatást  megoldani.  Valószínűleg  a  dolog  szépsége 
lett  a  veszte  is:  bárki,  bármikor  indíthatott  egy  válaszlevelet,  így  meglehetősen 
gyakori volt, hogy egy időben többen is indítottak választ, emiatt tulajdonképpen 
szétágazott  az  addig  -  ugyan  nehézkesen  -  visszakövethető  tudástár.  Könnyen 
látható, hogy az elágazások aztán további bonyolódást tettek lehetővé, ami aztán 
belátható  időn  belül  teljesen  átláthatatlanná  tette  az  információhalmazt,  így  sok 
információ el is veszett. 
Ezzel egyidőben egyre csak nőtt a népszerűsége a különféle hírportáloknak vagy 
akár  személyesebb,  lokálisabb  fórumoknak,  de  nem  szabad  megfeledkeznünk  a 
webshopokról és úgy általában az egyéb felhasználói oldalakról sem. Technikailag 
és gyakorlatilag tulajdonképpen nem jelentett újdonságot az igény, hogy az előbb 
említett, bizonyos körökben formálisnak tekinthető “központok” hírt tudjanak 
közölni felhasználói bázisukkal. Elég volt a levelező listák mintájára megalkotni a 
saját listájukat, egy különbséggel. Itt a hírközlést egyetlen forrás látja el (szemben 
az összes felhasználóval), maga a központ, vagyis a portál.  
El is érkeztünk témaválasztásom margójára, hiszen ezek az  úgynevezett 
hírlevelek. A mai napig rendkívüli népszerűségnek örvendenek, hiszen egy 
meglehetősen egyszerű és hatékony módja ez az információközlésnek egy adott 
célcsoport irányába. Meglehetősen irányított és kontrollált, hiszen pl. a televízióval 
szemben  itt  feliratkozók  vannak,  azaz  aki  egy  adott  téma  hírlevelére  feliratkozik, 
szinte biztosan a célcsoportba tartozik, így a hírlevél hatékonysága 
nagyságrendekkel nagyobb. 
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Az általam készített program, jobban mondva programszerkezet célja, hogy példát 
állítson,  valamint  bemutassa,  hogy  még  ez  az  alapvetően  hatékony  módszer  is 
mennyire  megkönnyíthető  és  egyszerűsíthető  mintaillesztéssel  és  előre  definiált 
sémákkal illetve  - a felhasználóbázisra szabott - automatikus egyedire 
formálással. 
Természetesen  a  hírlevélhez  hír  is  kell,  amit  közöl,  így  a  programszerkezetem 
inkább  amolyan  technikai  bemutató,  mely  alapján  (akár  a  kód  és  alkalmazott 




A megoldandó feladat ismertetése felhasználói szempontok szerint, beleértve az 
elméleti  hátteret  is.  Az  alkalmazás  használatának  részletes  bemutatója  bemenő 
adatokkal és elvárt eredményekkel. 
A megoldott feladat 
A bevezetésben ismertetett, egyirányú, centralizált és kontrollált információközlés 
egy  mintaillesztésre  és  célcsoporton  belül  is  felhasználókra  egyedileg  formált 
módon. 
A feladat több részegységre bontható, melyekről a későbbiekben tárgyalunk. 
Adatbázis 
Az  adatbázisban  tároljuk  a  felhasználók  (vagy  más  néven  feliratkozók)  adatait. 
Mivel  egy  teljesen  publikus,  egyirányú  adatközlésről  van  szó,  így  különösebb 
titkosításra nincs szükség: a felhasználóról csak az abszolút szükséges 
információkat tároljuk (pl. e-mail cím, név és születési dátum).  
Ezen felül természetesen az adatbázisban tároljuk az   úgynevezett   templateket 
(más néven sémákat) és a hozzájuk tartozó, kontextust leíró specifikációt is, ami 
alapján a behelyettesítés történik. 
Backend 
Az applikáció jól rétegelt felépítésének köszönhetően teljes egészében 
használható  egy  API-ként  is,  frontend  nélkül,  azaz  a  backend  önmagában  is 
teljesen működőképes részegység. Minden feladatot tökéletesen ellát és 
használható egy teljesen más felhasználói felülettel is. 
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A  backend  tartalmazza  a  köztes  réteget  is,  ami  összeköti  az  applikációt  az 
adatbázissal (erről később a fejlesztői dokumentációban részletesen is lesz szó). 
Itt  történik  a  modellek  specifikációja,  a  modellekhez  tartozó  szerializáló  illetve 
deszerializáló sémák definiálása és természetesen minden számítási feladat is. 
Kommunikálni a webes technoligákból jól ismert GET, POST, PUT, PATCH 
metódusokkal tudunk a számítási réteggel és a válasz is ily módon fog érkezni. 
Minden számítás magától értetődő módon itt megy végbe, beleértve a feliratkozók 
kezelését, templatek/sémák kezelését és a levelek küldését is. 
Nem  emelhető  ki  külön  rétegként,  hiszen  a  backend  részét  képezi,  de  említésre 
méltó az aszinkron feladatkezelés, amit a kész levelek küldésére alkalmazhatunk, 
így megterhelő mennyiségű levél küldése esetén sem várakoztatjuk a felhasználót. 
A parancsot regisztráljuk, majd aszinkron módon a háttérben a lehető 
leghamarabb végrehajtjuk. 
Frontend 
A legfelső réteg a felhasználói felület. A feladat megoldásához szükség volt egy, a 
modern  webes  közegbe  jól  illeszkedő,  könnyen  kezelhető  és  érthető,  egyszerű 
felületre, kihasználva a backend által nyújtott lehetőségek összességét. Míg egy-
egy,  az  operációs  rendszer  felületét  használó  program  esetében  elnézhető  némi 
tanulási görbe, a webes közegben ez ma már nem megengedett. Mindenki a jól 
érthető és felhasználóbarát, minimalista megközelítést keresi, mely a 
produktivitást segíti elő. Az, hogy ezt miképpen próbáltuk megközelíteni és 




Applikációm konkrét működése során nem bonyolódik túlságosan memóriát vagy 
cpu-t terhelő számításokba, azonban sokrétűsége miatt mégis legalább az alábbi 
konfigurációt ajánlom: 
A fejlesztés során a modern technológiák mellett a modern felhasználást vettem 
célba, így min. 1080p (1920 x 1080) felbontás ajánlott. Természetesen ez csak a 
felhasználói felület (frontend) esetében lényeges. 
Megnevezés Ajánlott min. követelmény
CPU Intel x64 2 magos (core i3), virtualizációt támogató
RAM 4GB DDR3
Háttértár 5GB SSD
VGA Bármilyen min. 1080p renderelésre képes
OS Bármilyen UNIX alapú OS, friss kernellel / Windows 10




Összetett, különböző technológiákra támaszkodó applikáció révén (többek között) 
a telepítés és disztribúció megkönnyítése végett is a Docker konténerizálás mellett 
döntöttem, így a telepítés első lépése a Docker egy friss verziójának a telepítése. 
A https://www.docker.com/get-started webcímen elérhető az összes platformra a 
telepítő, ami regisztráció után letölthető, telepíthető. Installálásához segédletet is 
az említett címen találunk. 
Konténer előkészítése 
A kész konténer egy .tar -ba csomagolt verzióját ugyan szállítjuk, mely egyetlen 
Docker  load  paranccsal  betölthető  és  használható,  azonban  erősen  ajánlott  a 
friss, helyben “fordítás”, vagy buildelés. Tehát a következő két alpont közül egyet 
kell választanunk csak! 
Kész konténer betöltése 
Adjuk ki a következő parancsot az operációs rendszerünknek megfelelő 
parancssorból, a mailservice.tar -t tartalmazó könyvtárban állva: 
Konténer friss buildelése 
A repo gyökérkönyvtárában állva, adjuk ki a következő parancsot: 
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docker load --input mailservice.tar
docker-compose build
A  buildelés  menetét  látni  fogjuk,  ám  legyünk  türelemmel,  főleg  korlátozottabb 
erőforrású rendszerek esetén, hiszen viszonylag sok forrást kell fordítani és futtatni 
a konténer létrehozásáig. 
Konténer konfigurálása 
Az applikáció futtatásához szükséges különböző konfigurációk beállítása, mint pl. 
a küldő smtp szerver. 
Környezeti változók, .env fájl 
A konténer környezeti változókat használ, ezeket a gyökérkönyvtár .env fájljában 
tudjuk módosítani. Mindössze a MAIL_ prefix-szel kezdődőeket kell 
módosítanunk, melyek: 
Változó neve Leírás Példa
MAIL_SERVER SMTP szerver címe smtp.googlemail.com
MAIL_PORT SMTP szerver port 587
MAIL_USERNAME SMTP felhasználó markv9401@gmail.com
MAIL_PASSWORD SMTP jelszó ******
MAIL_DEFAULT_SENDER Hírlevél feladója mail@service.com
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Konténer futtató konfigurációs fájl, docker-compose.yml 
A  konténer  futtatásához  kapcsolódó  beállításokat  a  gyökérkönyvtárban  található 
docker-compose.yml fájl írja le. Alapvetően mindösszesen kettő beállítást 
érdemes megváltoztatnunk: 
A konfigurációk változtatása után a konténer újraindítása szükséges! 
Adatbázis inicializálása 
Helyezzünk el egy üres fájlt - megfelelő írási jogosultságokkal - a docker-
compose.yml fájlban megadott elérési útvonalon a host gépen, pl.:  
Majd futtassuk a következő parancsot az adatbázis inicializálásához:
Ez létrehoz egy üres adatbázist, előkészíti a táblákat és a relációkat. 
Természetesen  később  is  bármikor  futtathatjuk  ezt  a  parancsot,  de  a  megadott 
elérési útvonalon lévő fájlba egy üres adatbázist fog kreálni minden alkalommal! 
Változó elérése az yml fában Leírás Példa
Services.mailservice.volumes[0
].source
Abszolut elérési útvonal, ahol 
a z a d a t b á z i s t t á r o l n i 




Services.mailservice.ports[0] Port-mapping, melynek első 
tagja a hoszt gép portja, 






docker-compose exec mailservice flask initdb
Konténer futtatása 
Az  applikáció  csomag,  vagy  konténer  futtatásához  a  Docker  Compose  nevű 
segédletre  fogunk  hagyatkozni.  Amennyiben  a  telepített  Docker  verziónk  nem 
tartalmazza magában ezt, telepítsük utólag a https://docs.docker.com/compose/
install/ webcímen található segédlet és letöltés alapján! 
Futtatáshoz a docker-compose.yml fájl könyvtárában (alap esetben a 
gyökérkönyvtár) állva elegendő kiadnunk egyetlen parancsot:
A  “--force-recreate”  argumentum  nem  kötelező,  ám  erősen  ajánlott,  ilyenkor  a 
Docker  mindenképpen  leállít  minden  előzetesen  esetlegesen  futó  folyamatot  és 
nulláról építi fel újra a rétegeket. 
Lehetőségünk  van  daemonizált  üzemmódban  (háttérfolyamat)  futtatni  is,  ehhez 
csak a 
parancsot kell kiadnunk. 
Az  említett  parancsok  kiadása  után  rövidesen  felépülnek  a  rétegek,  és  minden 
szükséges  funkció  azonnal  elérhető  lesz  a  docker-compose.yml  -ben  beállított 
porton. 
Konténer leállítása 
A konténer leállításához a következőt használjuk: 
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docker-compose up --force-recreate
docker-compose up -d --force-recreate
docker-compose down
Hibaelhárítás 
Ha  az  applikáció  nem-,  vagy  nem  az  elvártak  szerint  működik,  ellenőrizzük  a 
következőket: 
● Tűzfalon átengedtük-e a docker-compose.yml -ben konfigurált portot? 
● Megfelelően szerkesztettük-e meg a docker-compose.yml futtatási 
konfigurációt? 
● Megfelelően szerkesztettük-e meg a .env környezeti változókat tartalmazó 
konfigurációt? 
Bemenet 
Webes applikáció révén bemenetről, mint olyan, nem beszélhetünk, de 
összegyűjtöttem az ennek megfeleltethető interakciókat. 
Templatek / hírlevél minták 
A hírlevél minták (későbbiekben templatek) azok a részegységek, amiknek tartalma 
mellett kontextusa is van, mely alapján később a mintaillesztés történik. 
Létrehozás 
Az  applikációban először is kellenek hírlevél minták. Elkészítésükhöz, kattintsunk 
az “add new” gombra a bal felső sarokban, majd a felugró ablakban adjuk meg a 
kívánt “key” és “name” párost. Előbbi egy egyedi azonosító speciális karakterek 














● Utils valósítja meg az $ajax service -t, ami segítségével a backend API -val 
kommunikálunk 
● App tartalmazza a fő ui-view modult 
● Templates a fő nézet a hírlevélszerkesztő felületen. Bal oldalán a template-
nav, jobb oldalán a template-detail komponenst foglalja magába 
● Template-detail komponens felelős a content, context és send illetve 
preview felületekért 
● Template-nav a kereső/szűrő illetve a new template gomb 
● Template-new a modal / dialog, amellyel új templatet hozhatunk létre 
● Subscriber-new a templates szintjén áll, fő ui-view komponens, itt 
iratkozhatnak fel új felhasználók 
Adatszerkezet 
A  továbbiakban  az  adatszerkezeteket,  modelleket,  osztályokat  és  függvényeket 
fogjuk tárgyalni. 
Adatbázis / modellek 
Három táblát feleltetünk meg három osztálynak. Many - to - many (sok a sokhoz) 
reláció  lévén  ez  a  legpraktikusabb  és  legeffektívebb  megoldás.  Az  SQLAlchemy 
által nyújtott ORM segítségével előre definiált típusokat tudtam használni, így nem 
kell aggódni az esetleges adatbáziskezelő cseréje miatt. Az elválasztott rétegnek 





A Subscribers mező függvény, nem elemi adattípus, hiszen az adatbázisban ID-ID 
párokat, relációkat tárolunk, a bemenet ID -k listája a backend pedig Subscriber 
típusú  elemek  listájával  dolgozik,  így  explicit  módon  definiáltuk  a  szerializációs 
eljárást: minden Subscriber elemhez az  ID -jét rendeljük. 
Függvények, eljárások és használatuk 
A megoldás szempontjából érdekesebb függvényeket mutatjuk be a 
következőkben. 
Utils.filter_subscribers 
Ezen függvény segítségével szűrjük a felhasználókat egy hírlevél küldés folyamán. 
Előszűrésnek a Temp.subscribers reláció tekinthető magában, hiszen a 
felhasználóbázis azon részhalmazát kapjuk kiindulási alapnak, akik feliratkoztak az 
adott hírlevélre. Ezután a szűrés egy lista generátor használatával valósul meg: 
Ebből már sejthető, hogy a filter_subscribers egy Subscriber bemenő típust vár és 
egy  dictionaryt,  a  visszatérési  értéke  pedig  Boolean.  A  json  paraméter  egész 
egyszerűen esetünkben megfelel a /api/send endpoint által kapott 
request.get_json()  -nak,  azaz  az  endpointra  postolt  json  -nak,  pl.:  {“age”:  ”all”, 
“ageNr”: “all”, “gender”: false} 
A  függvény  implementációja  során  az  early  return  (korai  visszatérés)  irányelvet 
alkalmaztam, ami hatványozottan fontos ilyen és ehhez hasonló függvények 
esetében,  amik  egy  feltehetően  hosszas  iteráció  minden  ciklusmagjában  futnak 
(ciklus alatt itt a  lista generátor implementációjában szereplőt értjük). 
Algoritmiailag először a nemre majd a korra való szűrést ellőrizzük (megvan?) és 
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subs = [s for s in temp.subscribers if filter_subscribers(s, json)]
megfelelnek-e neki a kapott Subscriber objektum attributumai. Amint olyan 
attributumot találunk, ami nem felel meg, hamis értékkel térünk vissza. A függvény 
vége egy igaz visszatérési érték. 
Utils.render_template 
A nevéből is adódik működése, ez a függvény rendereli a templateket. Egyetlen 
bemenete  egy  Temp  típusú  objektum,  visszatérési  értéke  String.  Működése  - 
köszönhetően a Jinja2 könyvtárnak köszönhetően - rendkívül egyszerű: a 
Temp.content -et betöltjük egy Jinja Template -ként, majd rendereljük a 
Temp.context szerint, miután azt json deszerializáltuk. Azért döntöttünk e mellett a 
mintaillesztés mellett, mert jól bevállt, teszelt és egyszerű, letisztult. 
Természetesen  lényegében  semmi  mást  nem  csinál,  minthogy  előre  jól  definiált 
karakterek közti változó nevekhez megkeresi a kontextusban található értéket és 
behelyettesíti azokat. 
Utils.render_user_specific 
Ez a függény látja el a felhasználó specifikus rendereléseket (pl.: egyedi, saját név 
szerinti üdvözlés stb.). Bemenete egy előre generikusan renderelt template (String) 
és az épp soron következő feliratkozó (Subscriber). Visszatérési értéke 
természetesen String. 
Működése  során  először  le  kell  vágnunk  az  azonosítót  a  generikus  renderelés 
során  még  megmaradt  változók  elejéről,  melyek  a  felhasználókhoz  való  kötést 
jelzik:  “USERBOUND.xy”.  Ezek  után  a  kapott  Stringer  újra  Jinja  Template  -ként 
töltjük be, majd rendereljük a Subscriber szerializált kimenete szerint.  
Ez rendkívül egyszerűen hangzik és valóban az is ezen a ponton, azonban nem 
szabad elfeledkeznünk róla, hogy ez csupán az előzőekben tárgyalt, jól kialakított 
(de)szerializációs részegységeinknek köszönhető. 
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Utils.render_and_send 
Lényegében  ezen  függvény  fogja  össze  az  eddig  tárgyaltakat.  Bemenete  egy 
Temp és a szűrés adatait tartalmazó json/dictionary.  
Első lépésben generikus renderelés történik, utána szűrjük a feliratkozókat, majd 
mindegyikre specifikusan renderelünk, végül elküldjük a levelet a Flaskmail library 
segítségével. 
Fontos megjegyeznünk, hogy tesztelhetőség szempontjából bontottuk a feladatot 
logikai  részegységekre,  és  a  konkrét  e-mail  küldés  is  egy  külön  függvény,  hogy 
unit  tesztelés  során  ezt  mockolás  segítségvel  felülírhassuk  és  ne  küldjünk  ki 
tényleges leveleket  tesztelés során. 
Utils.load_with 
Ezen függvény rendkívül egyszerűnek és rövidnek tűnik, de vizsgáljuk meg 
közelebbről, hogy miről is van szó. Függvény a függvényben a függvényben. Ez 
egy Python zsargonnal élve “dekorátor függvény”. A dekorátor csak egy 
“syntactic sugar” a Python nyelvben, mely segítségével sokkal tisztább, 
olvashatóbb és rendszerezettebb kód írható. 
Térjünk  kicsit  ki  először   a  használatukra  és  megfeleltetésükre,  melyhez  hívjuk 
segítségül a www.datacamp.com kiváló oktatópéldáját. Először definiál egy 
függvényt, melynek bemenete és visszatérési értéke is 1-1 függvény, lényegében 
egy transzformáció (uppercase_decorator). Futása során futtatja a belső 
függvényt, majd módosít annak visszatérési értékén. 
Majd  pedig  veszi  a  függvényt,  aminek  működését  befolyásolni  szeretné,  meg 
akarja  változtatni  (say_hi),  és  az  előzőleg  definiált  függvénynek  adja  bemeneti 
értékül,  azaz  beágyazza.  Mivel  a  futás,  mint  tudjuk,  szekvenciális,  ezért  nem 




Még  egy  furcsaság  szúrhat  szemet: @wraps(fn).  Kicsit  “saját  farkába  harapó 
kígyó”-módon  a  dekorátor  definiálásában  szerepel  egy  újabb  dekorátor.  Ez  a 
functools.wraps függvény dekorátor, melynek implementációja természetesen 
megtekinthető  a  Python  docsban.  Működésének  lényege,  hogy  függvényhívás 
során az eredeti függvény neve és docsstringje kerüljön számításba. Esetünkben 
templates_post()  hívásakor  pl.  Esetleges  hibára  futás  esetén  le  a  load_with  -re 
hivatkozzon a program, hanem a templates_post -ra. 
Remélem, ezen apró kis függvény bemutatása során sikerült prezentálnom, 
mennyire erőteljes is a Python nyelv. Jól strukturált kód esetén, a bemutatott kis 
példán  is  látszik,  hogy  lényegében  néhány  sorban  igen  komoly  számításokat, 
transzformációkat, relációkat valósíthatunk meg, mindezt rendkívül jól olvasható, 
fejlesztőbarát módon. 
Fejlesztői környezet 
A továbbiakban a fejlesztéshez  használt és javasolt környezetet mutatjuk be. 
Backend 
A fejlesztői környezet backend részét mutatjuk be a továbbiakban. 
Követelmények 
Mindenképp szükségünk lesz egy Python3.6 installációra, illetve  ha adott 
disztribúció  nem  tartalmazná,  akkor  a  PIP  csomagkezelőre  is,  illetve  egy  Redis 
breaker szerverre. 
Javaslom a virtuális Python környezetek használatát is: 
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pip install pew virtualenv
Környezet előkészítése 
Hozzunk létre egy új virtuális környezetet: 
Majd telepítsük a csomagot, illetve a fejlesztői csomagokat is: 
Mielőtt további fejlesztésbe fognánk érdemes az integritást ellenőrizni a meglévő 
tesztekkel, melyekről később lesz szó, a Tesztelés fejezetben. 
A szükséges környezeti változók beállításához a .env fájlban található változókat 
kell exportálnunk 
Vagy az egyszerűség kedvéért csak futtassuk a scripts/setenv.sh fájlt a következő 
módon: 
Végül futtathatjuk a backend dev szervert: 
A böngészőnkben a http://localhost:5000 címen fogjuk elérni a dev szervert. 
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pew new mailservice_env
pip install -e .









A  frontend  fejlesztői  környezethez  természetesen  szükségünk  van  a  backend 
részére is, tehát minden eddigi előfeltétele a továbbiaknak. 
Követelmények 
Telepítsük az npm node.js szervert az op.rendszerünknek megfelelő módon. 
Segítség és letöltés az https://www.npmjs.com/ oldalon található. 
Installáljuk a frontend disztribúciót a gyökérkönyvtár/frontend mappában állva: 
Ezután készen állunk a frontend dev szerver futtatására: 
Amennyiben a backend dev szerver debug=1 módban fut, úgy a frontendet nem a 
fordított-buildelt mailservice.bundle.js -ből nyeri, hanem a frontend dev szerverről. 
A  fejlesztés  során  javasolt  így  használni  a  szervereket,  hiszen  a  backend  és  a 
frontend  szerver  is  azonnal  újratöltődik,  amint  változtatunk  a  forráskódon,  így 
gyorsítva és könnyítve a fejlesztést. 
Folyamatos integráció 
A  fejlesztés  során  -  főleg  a  késői  szakaszokban,  ahol  már  éles  teszteket  is 
végeztük  fejlesztés  közben  -,  a  fejlesztői  szervereken  (dev  server)  felül  az  úgy 
nevezett  folyamatos  integrációt  (continuous  integration)  is  alkalmaztuk.  Ennek 
lényege,  hogy  a  fejlesztői  a  kód  változtatásait  feltölti  a  projekt  repozitóriumába, 
mely  értesítést  küld  egy  CI  (continuous  integration)  -t  támogató  automatizáló 






A tesztelés egy elengedhetetlen fejlesztési fázis, főleg a mai felgyorsult világban, 
megnövekedett igények mellett. Nagy hangsúlyt fektettem a komponensek 
tesztelésére, hogy biztosíthassam a megfelelő működést. Részben ezért is 
döntöttem a Docker konténer csomagolás mellett, hiszen így egy izolált, teljesen 
platformfüggetlen rendszerben a nem megfelelő működés radikálisan 
csökkenthető. 
Tesztelési módszerek 
A  tesztelést  három  részre  bontottam:  backend,  frontend  és  maga  a  Docker 
konténer.  Backend  esetén  automatizált  unit  testeket  alkalmaztunk,  míg  frontend 
esetén több felhasználó, különböző platformon és böngészőben, más-más 
hardverrel  és  felbontással  próbálta  ki  a  funkciókat,  majd  adott  visszajelzést.  A 
Docker  konténert  mind  a  három  főbb  platformon  (MacOS,  Linux  és  Windows) 
teszteltük. 
Backend 
A  backend  teszteléséhez  unit  teszteket  készítettünk,  melyhez  a  Pytest  nevű 
könyvtárat használtuk fel többek között. Azért választottuk ezt a tesztelési 
megközelítést,  mert  unit  tesztelés  során  a  különböző  komponenseket  tovább 
bonthatjuk különálló részegységekre és külön-külön tesztelhetjük azokat. 
Hasonlóan 1-1 matematikai tétel bizonyításához, ahol a bizonyítást nem feltétlen 
tudjuk egy lépésben megoldani, de a lemma “építőelemeit” apránként bizonyítani 
tudjuk, így azok összességét is belátjuk. 
Természetesen esetünkben ettől függetlenül a végső, együttes működést is 
teszteltünk, de a unit tesztek már fejlesztés közben is rendkívül hasznosak, hiszen 
azonnal látjuk, hogy megfelelő-e a működés egy-egy változtatás végeztével. 
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A  következőkben  egy  felsorolásban  foglaljuk  össze  a  backend  teszteket,  rövid 
ismertetővel, hogy miket és hogyan ellenőriz. 
Új template felvitele 
Test_post_new_template:  Új  template  felvitelének  tesztelése.  Egyszerre  teszteli 
a   /api/templates  POST  endpointot,  és  annak  logikai  működését.  Kitér  a  nem 
megengedett key-name bevitelekre (túl rövid, meg megfelelő karakter) és ellenőrzi 
az egyediséget (unique, azaz van-e már ilyen és engedi-e ugyanazt a keyt újra?) 
Templatek lekérdezése 
Test_get_templates:  /api/templates  GET  endpoint  ellenőrzése,  visszatérési  érték 
típusa, hossza, tartalma ellenőrizve 
Test_get_template_withidorkey:  /api/templates/<idorkey>  GET  endpoint  hasonló 
körülmények közti ellenőrzése, nem létező key/id ellenőrzés 
Templatek törlése 
Test_delete_template: /api/templates/<idorkey> DELETE endpoint tesztelése 
létező és nem létező adatokkal is 
Templatek módosítása 
Test_patch_template: /api/templates/<id> PATCH endpoint ellenőrzése, a 
váloztatás megtörténésének ellenőrzése, pontos elvárt értékkel asszertálás 
Template renderelés ellenőrzése 
Test_render_template: /api/render?template=<KEY> GET endpoint teszt, 404 hiba 
ellenőrzés, pontos elvárt érték asszertálás 
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Test_user_specific_render: mailservice.utils.render_user_specific függvény 
ellenőrzése, más tesztek részeredményeinek felhasználásával. Pontos 
végeredmény ellenőrzéssel. 
Új feliratkozó teszt 
Test_new_subscriber:  új  feliratkozó  létrehozása,  hibás  bemenet  tesztelése,  már 
regisztrált e-mail tesztelése 
Feliratkozó bejelentkeztetése 
Test_sub_login: meglévő feliratkozó bejelentkeztetése, leiratkoztatás, új 
hírlevelekre feliratkozás, hibás login, nem létező e-mail login teszt 
Feliratkozók szűrése 
Test_filter_subscribers:  feliratkozók  szűrése  egy  json  szűrő  bemenet  esetén.  A 
mailservice.utils.filter_subscribers függvény unit tesztje. Különböző variációk, 
nemek, korok és ezek együttes kompozíciójának szűrésének tesztje. 
Küldés teszt 
Test_send:  az  összes  eddigi  funkció  együttes  kompozíciójának  végső  tesztje. 
Magában foglalja a renderelést, a szűrést és a user specifikus renderelést is. Levél 
nem  kerül  kiküldésre,  köszönhetően  a  Mock  library  -nek,  melynek  segítségével 
patcheltük a levél elküldését végző függvényt, így csak asszertálunk a hívására a 





A navigációnál található szűrő helyes működésének tesztelése, megfelelően szűr -
e,  törlésre  visszaáll-e  az  eredeti  állapot,  illetve  maga  a  templatek  kattintásra 
megfelelően betöltenek -e. 
Kulcs és név módosítása, törlés 
A  kiválasztott  template  kulcsának  és  nevének  módosítását  teszteltük,  helyes  és 
helytelen adatokkal, hibakezeléssel, változik-e a módosított kulcs a navigációban 
is. 
Kiválasztott template törlése, eltűnik-e a navigációból. 
Content teszt 
A content menüpont tesztelése, adat felvitele, megfelelően működik -e az “üres” 
mintaillesztés,  változik-e  a  preview,  létrejönnek-e  a  beviteli  mezők  a  context 
menüben. 
Context teszt 
A content-ben bevitt template-ben definiált változók kitöltése, megfelelően 
renderelődik -e az előnézet, felhasználóhoz kötés esetére is kitérve. 
Küldés 
A küldés menüpontot is megvizsgáltuk, különböző célcsoportra szűrés megfelelő 
működését illetően. 
Új felhasználó 
Új  feliratkozó  regisztrálásának  tesztelése,  helyes  és  helytelen  beviteli  adatokkal, 
hibakezeléssel. 
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Meglévő felhasználó, bejelentkezés, le/feliratkozás 
Az előbb létrehozott felhasználó bejelentkeztetése, feliratkozási lista módosítása. 
Tesztek eredménye, javítások 
A fejlesztés folyamán periódikusan futtatott teszteknek és a folyamatos 
integrációnak köszönhetően sok hibára már korán fény derült, melyeket azonnal 
javítani tudtunk. Természetesen ettől függetlenül kissebb hibák átcsúsztak a 
rendszeren, kiváltképp a felhasználói felület esetén. 
A  hibák  mellett  egyéb  anomáliákra  és  kevésbé  ergonomikus  megjelenésre  is 
felhívták a figyelmünket a tesztelésre felkért felhasználók, melyeket aztán 
tanácsaik alapján, új  tervek szerint orvosoltunk. 
Az applikáció funkcionális integritását a unit tesztek és a Docker 
“snapshot” (pillanatkép) szerű működési elve garantálja. 
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Összefoglalás 
Úgy gondolom, hogy egy, a kezdetekben egyszerűnek tűnő, ám a későbbiekben 
bonyolódó  feladatot  mégis  sikerült  meglehetősen  fejlesztő-  és  felhasználóbarát 
módon  implementálni,  mely  akár  használatra  is  készen  áll,  de  jó  alapot  kínál 
további fejlesztéseknek is. 
Természetesen, ahogy az  életben és az  informatika területén hatványozottan, az 
adott  problémát  rengetegféleképpen  meg  lehetett  volna  oldani.  Nem  feltétlen  a 
lehető legoptimálisabb és nem is a legkönnyebben tanulható / fejleszthető 
technológiákra alapoztam jelen megvalósítást, inkább az  arany középutat tűztem 
ki feltett célomként. 
Véleményem szerint a célt elértem, hiszen egy jól működő, robosztus, megbízható 
és rendkívül univerzális csomag a végeredmény, mely egy rendkívül közismert és 
közkedvelt  formátumban,  Docker  konténerként  érkezik.  A  felhasználási  területek 
tárháza  így  nem  szűkül  semmilyen  architektúrára  vagy  operációs  rendszerre, 
nincsenek gondok a nem elérhető csomagokból és felhasznált szerverekből. 
Fejlesztői  szempontból  a  Python  egy  jól  strukturált,  modern  és  magas  szintű 
interpretált nyelv, mely mégis kiemelkedő optimalizáltságot élvez az erős 
alapjainak  köszönhetően,  így  véleményem  szerint  egy  ehhez   hasonló  feladat 
megvalósításához kiváló választás. A felhasználói felületben domináns JavaScript 
és  AngularJS  pedig  a  ma  egyik  legismertebb  és  legelterjedtebb    keretrendszer, 
amivel viszonylag egyszerűen fejleszthettünk egy jól működő single-page 
applikációt. 
Összegezve, azt  hiszem, hogy a terveknek és elvárásainknak minden 
szempontból megfelelően sikerült elkészíteni a programcsomagot egy felhasználó 
és fejlesztőbarát környezetben és csomagolásban.
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Felhasznált tartalmak 
A fejlesztés során felhasznált tartalmak, leírások, segítségek gyűjtője. 
- Python dokumentáció, példák: https://docs.python.org 
- AngularJS dokumentáció, API leírás: https://docs.angularjs.org 
- Különböző programozási példák, szemléltetés: www.datacamp.org 
- uWSGI leírás: https://uwsgi-docs.readthedocs.io/ 
-  Celery dokumentáció: http://docs.celeryproject.org 
- SQLAlchemy dokumentáció: http://docs.sqlalchemy.org 
- Flask dokumentáció: http://flask.pocoo.org/docs/1.0 
- Webpack konfigurálás: https://webpack.js.org/configuration/ , https://
github.com/preboot/angularjs-webpack és egyéb GitHub ingyenes példák 
- Twitter Bootstrap 3 dokumentáció: https://getbootstrap.com/docs/3.3/ 
-  Angular UI Bootstrap dokumentáció, példák: https://angular-ui.github.io/
bootstrap/ 
-  Docker dokumentáció: https://docs.docker.com
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