We explain how Executable Use Cases (EUCs) 
Introduction
In [6, 7] , we have introduced Executable Use Cases (EUCs) as an approach to requirements engineering. EUCs combine prose, formal models, and graphical animation to represent application domains and proposed supporting machines; the application domain is the specific real-world subject matter to be addressed by a new computer system and the machine is the software to be built and the computers that will run the software [4] .
The contribution of the present paper is to explain how EUCs link application domain requirements and machine specifications. To meet this goal, we make a more strict distinction between application domain requirements and machine specifications than we have done in our previous descriptions of EUCs.
As example, we use an EUC, which is based on a Coloured Petri Nets (CPN) [8] model. Petri nets are suitable for describing the behaviour of systems with characteristics like concurrency, resource sharing, and synchronisation. Petri nets is a generalisation of state machines, and, thus, this paper is an example of the use of a generalisation of state machines to make scenarios executable. CPN is one dialect of high-level Petri nets, a class of Petri nets which makes modelling of large systems tractable; high-level Petri nets are sometimes compared with high-level programming languages with elaborated data types, whereas low-level Petri nets are compared with assembly languages.
Section 2 outlines the considered application domain, the work process medicine administration as it is carried out at hospitals in Aarhus, Denmark. Section 3 presents the machine, the new pervasive health care system (PHCS) [2] . In Section 4, we present an EUC for medicine administration and its proposed support by PHCS. Section 5 explains how the EUC constitutes a link between requirements and specifications. Section 6 discusses the choice of CPN as formal modelling language.
Application Domain: Medicine Administration
The medicine administration work process may go like this: Say that nurse N wants to administer medicine for patient P. First, N finds the medicine plan for P (a list of the medicine prescribed for P). Then N goes to the medicine room, looks at P's medicine plan, pours the prescribed medicine into a tray, and acknowledges this in P's medicine plan. Next, N takes the tray, goes to the ward where P lies in bed, gives the medicine to P, and acknowledges this in P's medicine plan. This is the basic work process, but of course, there are many variations and exceptions to take into account.
If N is able to find P's medicine plan quickly and if the plan is up-to-date, medicine administration is well supported by paper medicine plans: N brings P's plan with her, first to the medicine room and then to P's ward. By doing so, the plan is readily at hand when N wants to read it and when appropriate acknowledgements are to be made. However, a new desktop-based electronic patient record (EPR) system is being deployed at the considered hospitals to replace paper-based patient records (a medicine plan is part of the patient record). EPR alleviates a number of problems pertaining to paper-based patient records, but it also introduces new problems for hospital work processes, including medicine administration.
An inherent characteristics of hospital work is mobility: Nurses and doctors are away from their offices and on the move a lot of the time during a work day. Another inherent characteristics is frequent interruptions: It often happens that a nurse or doctor is interrupted in a work process. Therefore, with the desktop-based EPR, one severe problem is immobility: In contrast to a paper record, an electronic patient record accessible only from a desktop PC cannot be easily transported. Another problem is time-consuming login and navigation: EPR requires user identification and login to ensure information confidentiality and integrity, and to start using the system for clinical work, a logged-in user must navigate, for example, to find a specific document (such as a medicine plan) for a given patient. It is important that nurses and doctors have effective and smooth support to resume a work process, which has been interrupted, when they get the chance.
Machine: The Pervasive Health Care System (PHCS)
The pervasive health care system (PHCS) [2] is a machine being envisioned to solve some of the problems caused by the introduction of the desktop-based EPR. PHCS takes advantage of the possibilities of pervasive computing (ubiquitous computing) [10] and uses context-awareness as a basic design principle: PHCS is able to register and react upon certain changes of context. More specifically, nurses, patients, beds, medicine trays, and other items are equipped with electronic tags, enabling presence of such items to be detected automatically by involved context-aware computers, for example, located by the medicine cabinet and by the patient beds.
An accompanying design principle is that the system is propositional in the sense that it makes qualified propositions, or guesses. Context changes may result in automatic generation of buttons, which appear at the task-bar of computers. Users must explicitly accept a proposition by clicking a button -and implicitly ignore or reject it by not clicking. The presence of a nurse holding a medicine tray for patient P in front of the medicine cabinet is a context that triggers automatic generation of a button Medicine plan:P, because in many cases, the intention of the nurse is now to navigate to the medicine plan for P. If the nurse clicks the button, she is logged in and taken to P's medicine plan. It is, of course, impossible always to guess the intention of a user from a given context, and without the propositional principle, automatic short-cutting could become a nuisance, because of guesses that would sometimes be wrong. Figure 1 outlines PHCS (with an interface that is simplified and translated into English for the purpose of this paper). The current context of the system is that nurse Jane Brown is engaged in pouring medicine for patient Bob Jones for the giving to take place at 12 o'clock. The medicine plan on the display shows which medicine have been prescribed (indicated by 'Pr'), poured ('Po'), and given ('G') at the current time. In this way, it can be seen that Advil and Tylenol have been poured for the 12 o'clock giving, but Comtrex not yet. Moreover, the medicine tray for another patient, Tom Smith, stands close to the computer, as can be seen from the task-bar buttons. 
Executable Use Case: Medicine Administration Supported by PHCS
An EUC is a combined description of application domain and machine; it is comprised of prose, a CPN model, and a graphical animation, as we will see below. Here, it is a description of medicine administration and its proposed support by PHCS.
Prose Description
Say that nurse N wants to administer medicine for patient P. First, N goes to the medicine room. Here is a context-aware computer on which the buttons Login:N and Patient list:N appear on the task-bar when N approaches. If the second button is clicked, N is logged in and a list of her assigned patients is displayed on the computer. A medicine tray must be associated with each patient. When N takes P's tray nearby the computer, the button Medicine plan:P will appear on the task-bar of the computer, and a click will make P's medicine plan appear on the display. N pours medicine into the tray and acknowledges this in PHCS. When N leaves the medicine room, she is automatically logged out.
N now takes P's medicine tray and goes to P's ward. When N approaches P's bed, the buttons Login:N, Patient list:N, and Medicine plan:P will appear on the task-bar of the context-aware computer with which P's bed is supplied. If the last button is clicked, the medicine plan for P is displayed. Finally, N gives the medicine tray to P and acknowledges this in PHCS. When N leaves the bed area, she is automatically logged out again.
This description captures just one specific combination of sub work processes. There are numerous other scenarios to take into account, for example, medicine may be poured for one or more patients; a nurse may approach the medicine cabinet without intending to pour medicine, but only to check something in a patient's record; two or more nurses may do medicine administration at the same time. PHCS must support all these scenarios and many more. Creating detailed prose descriptions of additional scenarios, and keeping track of dependencies and interrelations between various scenarios is difficult, cumbersome, and error-prone. With respect to these issues, a formal model is a more appropriate representation.
CPN Model
The CPN model of medicine administration and its proposed support by PHCS captures the scenario described above, and many of its variations, in a formal, executable model. We now describe the model, together with an informal primer to CPN. The model is created and executed with the tool Design/CPN, which has a graphical part and includes the programming language Standard ML (after we did this project, Design/CPN has been replaced by the newer CPN Tools).
A CPN model is in general structured as a set of modules that have well-defined relations between them. The medicine administration CPN model consists of 11 modules. We outline the CPN model by focusing on the selected module shown in Figure 2 (which, then, accounts for about 1/11th of the entire model). The module models the pouring and checking of trays. In the description, we describe how the CPN model represents states and actions, and we outline the execution semantics for CPN models.
The state of a CPN model is a distribution of tokens on the places. Each place is drawn as an ellipse and has a data type ("colour"), written in italic capital letters, which determines the kinds of tokens the place is allowed to contain. In Figure 2 , the nurses are modelled by tokens on the places Ready and By medicine cabinet, which both have data type NURSE. A token on Ready corresponds to a nurse being ready to carry out work, and a token on By medicine cabinet models a nurse who is in the medicine room, for example, busy pouring medicine. The Trays by medicine cabinet place is used to model keeping track of the medicine trays. A token on the Medicine cabinet computer place models the medicine cabinet computer. The state shown represents that the nurses Jane Brown and Mary Green are ready and have no trays. The computer has a blank display and no task-bar buttons nor users, and there are no trays nearby.
The actions of a CPN model are represented using transitions, drawn as rectangles. A transition and a place may be connected by an arc. The actions of a CPN model consist of transitions removing tokens from input places and adding tokens to output places. The tokens removed and added are determined by expressions associated with the arcs, for example, the expression (nurse,trays) on the arc from the Ready place to the Approach medicine cabinet transition specifies a NURSE token.
The execution semantics for CPN models is defined by the concepts of enabling and occurrence. A transition which is ready to remove and add tokens is said to be enabled. The basic condition for enabling is that appropriate tokens are present on the input places. In Figure 2 , enabling of the transition Approach medicine cabinet requires that the place Ready contains some NURSE token and the place Medicine cabinet computer some COMPUTER token. Thus, Approach medicine cabinet is enabled in the shown state, and none of the other transitions are. An enabled transition may occur. Occurrence of the Approach medicine cabinet transition models that a nurse changes from being ready to being busy nearby the medicine cabinet. Moreover, at the same time, two buttons are added to the task-bar of the medicine cabinet computer, namely one login button for the nurse and one patient list button for the nurse, as captured by the function addMedicineCabinetButtons used in the arc expression (addMedicineCabinetButtons is a Standard ML function that is declared elsewhere).
Three transitions model the possible actions for a nurse who is near the medicine cabinet: Pour/check tray is a special kind of transition that refers to another module of the model (not shown), which models the details of pouring and checking of a single tray. The Enter EPR via login button transition models that a nurse clicks on the login button and makes a general-purpose login to EPR. The Leave medicine cabinet transition models the effect of a nurse leaving: The corresponding token is put back on the Ready place, and the computer token is changed to reflect the new state of the medicine cabinet computer. Figure 3 shows a graphical animation that is built on top of the CPN model. The animation visualises work processes at a hospital department with nurses, medicine trays, medicine cabinets, wards, beds, computers, etc. The technical link between the animation and the CPN model is that the transitions of the CPN model are calling drawing functions when they occur. Occurrence of a transition in this way triggers that graphical objects like nurse icons are created, moved, deleted, etc. in the animation.
Graphical Animation
The animation is a context-descriptive prototype, as described in detail in [1] , which also reports on evaluation of the prototype together with nurses and system developers.
The animation runs in three windows. The Department window shows the lay-out of a hospital department with wards, the medicine room, the so-called team room (the nurses' office), and two bath rooms. The Medicine room window shows the medicine cabinet, pill boxes, tables, medicine trays, and the computer screen (enlarged). The Ward window shows a patient, a bed, a table, and the computer screen. Thus, the Department window gives an overview, and the other windows zoom in on areas of interest.
The animation is interactive in the sense that the animation user is prompted to make choices. In Figure 3 , the animation shows a situation where nurse Jane Brown is in the medicine room, shown in the Department window and the Medicine room window, sufficiently close to produce two task-bar buttons at the computer. The animation user must make choices in order to drive the animation further. Specifically, by selecting one of the buttons to the right in the Medicine room window, the animation user can choose to take a tray or leave the medicine room. Also, the animation user can select one of the task-bar buttons at the computer. As examples, if the animation user pushes the Leave medicine cabinet button, it forces the transition with the same name in the tier 2 CPN model (cf. Figure 2 ) to occur. The result of the occurrence is experienced by the animation user who sees Jane Brown walking away from the medicine cabinet and the removal of the task-bar buttons on the computer screen, which were generated because of Jane Brown's presence. If the animation user pushes the Take tray button and then selects Bob Jones' medicine tray, it is moved close to the computer, and a medicine plan button for Bob Jones appears on the taskbar. If this button is pushed, the computer will display a screen like the one shown in Figure 1 .
Linking Requirements and Specifications
We now explain how the EUC just presented constitutes a link between application domain requirements and machine specifications.
Application domain requirements can be found by examining the work process medicine administration. These are "technology independent" requirements that should be satisfied, no matter if the patient records are on paper, are only accessible electronically via the desktop-based EPR, are accessible via PDAs, are accessible via PHCS, or are made available through some other means. Examples are:
• (R1) In the medicine room, any nurse should be able to find the medicine plan for any of her assigned patients quickly.
• (R2) When a nurse leaves the medicine room, no sensitive patient data must be left for public viewing (data must be kept confidential).
• (R3) In the medicine room, it should be possible for any nurse to access the record for any of her assigned patients.
The EUC is a precise (partial) specification of the PHCS machine, catered for by the formality and unambiguity of the CPN model. The following are examples of specifications of PHCS that can be read from the transitions on the CPN model module of Figure 2: • (S1) When a nurse approaches the medicine cabinet, the medicine cabinet computer must add a login button and a patient list button for that nurse to the task-bar (transition Approach medicine cabinet).
• (S2) When a nurse leaves the medicine cabinet, if she is logged in, the medicine cabinet computer must blank off its display, remove the nurse's login button and patient list button from the task-bar, and log her out (transition Leave medicine cabinet).
• (S3) When a nurse selects her login button, she must be added as a user of EPR, and the login button must be removed from the task-bar of the computer (transition Enter EPR via login button).
The EUC constitutes a link between application domain requirements and machine specifications. For example, a user can use the EUC to relate the satisfaction of requirement (R1) to specification (S1). When the user interacts with the EUC through the graphical animation (see Figure 3 ), she will experience that when a nurse enters the medicine room, the medicine plan of any of her assigned patients can appear on the display of the medicine cabinet computer in just two clicks; first on the patient list button, and then on the name of the patient of concern. Thus, if a machine is constructed that meets (S1), and the machine has a reasonable performance, (R1) will be satisfied. Similarly, the EUC links requirement (R2) and specification (S2); and requirement (R3) and specification (S3), respectively.
While the EUC links requirements and specifications, it also constitutes a clear distinction between application domain and machine (making such a distinction is strongly advocated in [5] ). This can be seen visually from Figure 3 , in which the machine constituent is the two large computer screens, which are distinctly separated from the application domain, which is the rest of the drawing. A clear distinction of application domain and machine in the graphical animation requires a clear distinction in the underlying formal model too. That prerequisite is satisfied by the CPN model as we explain below.
Using terminology from [11] , we categorise each action involved in the medicine administration work process and its proposed support by PHCS as either shared or unshared: A shared action involves both the application domain and the machine, and an unshared action happens in the application domain without affecting or being observable by the machine.
Categorising the actions amounts to categorising the transitions in the CPN model. That can be done by first partitioning the set of places into two sets: Places with data type COMPUTER are machine places and places with data type either NURSE or TRAY are application domain places (cf. Figure 2) . The following categorisation of actions/transitions can then be made: If a transition has an arc connecting it with a machine place and an arc connecting it with an application domain place, then the action/transition is shared. Otherwise, the action/transition is unshared (in this case, all neighbouring places are application domain places; there are no transitions in the model connected with machine places only).
The shared transitions specify properties of PHCS, and the unshared transitions correspond to properties of the application domain exclusively. All transitions in Figure 2 are shared -excluding Pour/check tray for which the categorisation is not applicable, because that transition represents a compound action having a more fine-grained description on another module of the model. On some of the modules not shown, there are unshared transitions modelling actions, which are unobservable by computers, for example, Go to ward and Pour medicine.
Choice of Formal Modelling Language
Our EUC uses CPN as formal modelling language. CPN has a number of virtues. It has a sound, mathematically well-founded execution semantics, is well-proven, and has proper tool support. Petri nets as a language to describe work processes (such as the application domain of medicine administration in our case study) has been studied intensively. For example in [9] , it is concluded that Petri nets, and thus CPN, supports most of the constructs needed to properly model work processes, which is a central ingredient in the EUC approach. CPN scales well to modelling large systems. CPN offers extensive support for modelling of states, which facilitates making detailed descriptions of environments, for example with nurses, patients, medicine trays, etc.
However, other possible choices of formal modelling languages may be considered. One option whose viability could be investigated is (an appropriate semantic interpretation of) UML activity diagrams, which [3] argues to be more appropriate than Petri nets for the modelling of work processes; [9] advocates the opposite viewpoint. Another option could be communicating statecharts or UML state machines, one state machine modelling the work process of medicine administration and the other modelling PHCS. An essential criteria for choice of formal modelling language is support for making a proper division between machine constituents and application domain constituents as described for the CPN model.
