This paper is an extension of a deterministic algorithm, [1, 2] , that was initially designed to measure the rate of similarity between DNA sequences, and any sequences made up with symbols of alphabets of cardinality 4. Here, a modified and extended version to handle sequences of symbols from alphabets of cardinality > 4 is presented. This extension opens up its application area. As a test ground, we search for peptides within a protein database. Computational results on real data and a comparison with BLAST will be discussed.
INTRODUCTION
Sequence analysis is at the core of bioinformatics. A lot of algorithms have been developed to that effect, most of which attempt to measure the similarity between sequences in one way or another. They are, generally, in two broad classes: deterministic and stochastic. The deterministic algorithms are often hard to implement and are invariably slow. Stachastic algorithms, on the other hand, are often easy to implement and efficient. However, not guaranteeing to return the correct results, may be a high price to pay for efficiency particularly in situation where time, as opposed to determinism, is not the issue. Situations where determinism is essential are numerous. For instance, in clinical contexts, it is 324 A Deterministic Algorithm for Alpha-Numeric Sequence Comparison with Application to Protein Sequence Detection important to give patients the correct diagnostics as these can be life changing and carry heavy conseqences. Non-deterministic algorithm based tools are not able to guarantee accurate results. This is inherent to their stochastic nature, but it is often exhacerbated by their dependence on a large number of parameters the setting of which is very difficlt to get right particularly to the non-expert. Default parameter values are often inappropriate outside the context in which they were derived. We will illustrate this on a very popular genomic search tool, namely the Basic Local Alignment Search Tool, or BLAST, [11, 12, 13] .
In this paper we present a deterministic algorithm that is very simple to understand and implement compared to existing ones based on dynamic programming, for instance, such as the Needleman-Wunch, and the Smith-Waterman algorithms, [3, 4, 7, 8] . It requires a single parameter from the user, which is the rate of similarity. Moreover, it parallelises well. It is used here, to look for peptides in a database of proteins. However, it can be used to look for any sequence of symbols in a database of such sequences.
The algorithm is based on a one-to-one mapping between the amino-acid symbols and a set of real numbers and takes advantage of some basic arithmetic operations properties, on real numbers. It is implemented in Matlab and tested on a database of Shotgun Proteomics Data, [16] . Computational results are discussed.
The paper is orgnanised as follows. Section 2 is the motivation behind the design of this algorithm. Section 3 explains how a mapping of amino-acids to real numbers can be found, establishes formally the existence of an injective function that maps peptides to a subset of R, and describes a novel algorithm for comparing them based on these results. Section 4 compares on a real world database of proteins the performance of our algorithm and that of BLAST. Section 5 is the conclusion.
MOTIVATION
The main idea behind the design of this new algorithm is that it is easier to look for a number in a table of numbers than a string in a textual database. First, assign to each amino-acid a different integer number. Then, find an injective function f with good properties (to be stated explicitly later), that associates with any n-long peptide sequence p a "unique" real number f (p). Suppose that the database is represented by an m-long protein P. For each i ≤ m -n + 1, let P i be the sequence starting from the i th amino-acid in P and ending at the (i + n -1) th amino-acid in P. Protein P is now represented by the unique vector
. The analysis of the values of each component of vector V is the subject of the algorithm to be presented here. Because of the property of injectivity, a zero in position i corresponds to a perfect match between the query sequence p and the subsequence P i of the reference sequence P. But what if the difference is not zero? Could this nonzero value give any indication as to whether there is substantial similarity, little similarity, or very little similarity between the two sequences under consideration? The answer to this question will be considered later. For the time being, and before moving any further, it is essential to establish that an injective function between the set of peptides and a subset of R, exists.
MAPPING PEPTIDES TO NUMBERS
The aim is to find a function that assigns to any peptide p a unique number f (p). That is f is an injective function between the set of all possible peptides and the set of real numbers R. To do so, consider first a simple one-to-one mapping between amino-acids and integer numbers; assign to each one of the twenty amino-acids (required by the human body) a unique integer number. For simplicity consider the trivial scheme that gives to the first amino-acid a value of 1, to the second a value of 2 and so on as illustrated in Table 1 . With this encoding, a peptide sequence is represented by a vector whose components are the values assigned to the amino-acids involved in the composition of the peptide. For instance, peptide K Y N V RSDAG is represented by the vector (18, 13, 14, 3, 19, 10, 16, 2, 1).
Existence of an Injective Function
The following Lemma proves the existence of an injective function that maps peptides to a subset of R. [6] , and let p = (a 1 , a 2 , …, a n ) be an n-long peptide sequence. The function f (p) =  i = 1, ..., n a i t i -1 is injective.
Proof Suppose there are two sequences p = (a 1 , a 2 , …, a n ) and
has t as a root by assumption. Since a transcendental number cannot be a root for any polynomial with non-null rational coefficients, I = . That is for all i we have a i = a ΄ i . Thus p = p ΄  This result shows that any peptide can be represented by a real number, and this real number is non-integer (see properties of transcendental numbers, [6] ). Since dealing with integer numbers is, at least in this context, more desirable than dealing with real numbers, the search for functions that map peptides to integer numbers continues.
Functions with Better Properties Lemma 3.2 Let t ≥ 20 be integer. Function f as defined above is injective.
Proof Let p = (a 1 , a 2 , …, a n ) and
. The eliminated terms are equal (see definition of i 0 ). Using the formula of the sum of terms of a geometric sequence and the fact that a i0 -a ΄ i0 ≥ 1, we find that
Since t ≥ 20, then and thererfore,
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With t = 100 and a mapping that assigns to each amino-acid a two digit number (i.e no amino-acid is assigned a value between 0 and 9), we notice that the corresponding function f has some good properties. Suppose that |f (P i ) -f (p)| = x, x being a 2n-digit number (when it has less than 2n digits we append zeros to its left to make up the required length). Then, whenever there is a match between two amino-acids in a position j between p and P i , the x's two digits corresponding to that position (i.e the 2j -1 th and the 2j th digits of x counting from left to right) are either 00 or 99. The appearance of 00 is obvious since a match corresponds to the appearance of the same two digit in the two sequences. The appearance of a 99 comes from the "borrowing" in the algorithm of the arithmetic subtraction. For example, working out 141512 -111529 manually, the two digits in the third and fourth positions, in the result of the subtraction, are both 9, which is due to the third and fourth digits being identical in the two initial numbers. Note, however, that the presence of 00 or 99 in x does not mean necessarily that there is a match at that position. Consider, for instance, 26132717 -14124218; neither the 00 nor the 99 means a match. This problem will be solved in the following section. Before, however, we should mention that by using t = 100 the value that this function assigns to a sequence could be obtained by just reversing the order of the digits that represent that sequence. For example f (2, 4, 1, 3, 4, 4, 2, 3, 3) = 332443142. This suggests that we use the function g(s) =  i = 1 , ..., n a it ni . This function assigns the sequence the value that corresponds to its digits without reversing the order. For example, g(2, 4, 1, 3, 4, 4, 2, 3, 3) = 241344233. Therefore, there is no longer any need for this function. In other words, it is invoked implicitly when the sequence is translated into numerical form. The whole of the p and P i sequences are considered as numbers, and the difference is calculated as usual.
A Better Encoding of Amino-acid Symbols
We have yet to consider the question of the best choice of numbers to be assigned to the twenty amino-acids. It turns out that a choice of twenty different two digit numbers no two of which are consecutive is more suitable to the idea of the algorithm. The justification is simple: with that choice a match between two amino-acids in a specific position is detected if, and only if, there is a 00 or a 99 in the corresponding position in the numerical expression of x, the result of subtraction. This can be shown easily using the classical subtraction algorithm. Table 2 gives a possible good mapping for the amino-acids. Hence, V = (180602120192, 000016079814, 058587958016, 081008258988, 002800001600).
Here 00 or 99 in the (2j -1) th and the 2j th positions in any component of V corresponds to a match of amino-acids at position j between the peptide and the subsequence of the protein in question.
The ultimate simplification in this encoding is to consider each symbol of the twenty amino-acids as a digit in a chosen number system with base β such that no two of these digits are consecutive. This implies that β ≥ 19. This consideration means that there is no need to translate sequences into numerical values; they are already numerical values in the numeration system with base β. Here, however, instead of being concerned with the two digits 00 and 99, we will be concerned with 0 and the biggest digit in our number system, which is β -1.
328
A Deterministic Algorithm for Alpha-Numeric Sequence Comparison with Application to Protein Sequence Detection 
Algorithm
Let the twenty symbols representing amino-acids be integers in a chosen number system of base β such that no two of which are consecutive. Let  (respectively ) be an n-digit (respectively m-digit) number representing the peptide (respectively the database of proteins) sequence. Consider R(i) to be the number composed of the i th n-digits of , that is the digits number i, i + 1, … , i + n -1.
Then Algorithm 1 will detect all matches and mismatches between symbols of the query sequence  and those of any subsequence of the reference sequence , the database of proteins.
COMPUTATIONAL RESULTS
The suggested algorithm has been implemented in Matlab as "psearch" and applied to a database of the so called "Shotgun Proteomics Data" type, [16] . The data are generated as follows. A sample of human tissue affected by cancer is analyzed with the aim to identify the proteins that it contains. The proteins are first isolated. An enzyme, called Trypsin, is applied that cleaves each protein wherever its sequence presents either amino-acids Lysine (K) or Arginine (R), except when either is followed by Proline (P). The outcome is a set of unknown peptides, [18] . A Mass Spectrometry technique, [17] , is then used to identify these peptides. After that, against a database containing all known human proteins, each peptide is linked to one or more proteins. This linkage problem is what we have sought to solve with the suggested algorithm. It should not be confused with the protein inference problem, [16] . The issue in that problem is sequence It's a mismatch end if end for end for redundancy in proteins; different proteins often have high rates of homology, [5] . It is, therefore, not always possible to specify which proteins were originally cleaved. Here, the concern is with identifying all proteins in which a given peptide occurs and how many times, if at all, it occurs in every protein considered.
In the following, a comparison of the detection performance of our algorithm is compared to that of BLAST standalone, [9] . The peptide CFSALEVDETYV PKE was used as a query sequence (input). BLAST output was as follows. The results from psearch with the same peptide as an input were as follows. >> psearch Enter your peptide sequence: C F S A L E V D E T Y V P K E Enter the minimum percentage of identity : 100"% 100"% match starting from residue number 511 in IPI:IPI00022434.4. 100"% match starting from residue number 298 in IPI:IPI00216773.4. 100"% match starting from residue number 319 in IPI:IPI00384697.2. 100"% match starting from residue number 511 in IPI:IPI00745872.2. 100"% match starting from residue number 396 in IPI:IPI00878517.1.
Query=

Search done
Note that protein IPI:IPI00022443.1 did not appear in psearch results as it does not contain a perfect subsequence match (100%) for the query sequence.
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A Deterministic Algorithm for Alpha-Numeric Sequence Comparison with Application to Protein Sequence Detection However, it could be found by psearch if we lowered the rate of similarity at the start of the program. After running both programs using different peptides from the mentioned data, most of the results looked like the example provided above, i.e. the two programs agreed on the output. However, there were many cases in which BLAST was not able to detect significant results. The following two examples illustrate such a poor performance. In order to enhance BLAST's performance, we increased the expectation value "e" each time we run the program (default value is 10), [13] . Up to e = 26 BLAST was not able to find all the proteins found by psearch. For e = 26 the output was as follows. 
CONCLUSION
We have shown that the problem of comparing two alpha-numeric sequences can be reduced to the simpler problem of looking for two digits in a vector of integer numbers. This then led to the design of a simple deterministic algorithm that can find all sequences similar to a given query sequence given a specified rate of similarity. This is not always possible with BLAST as it is based on stochastic search and it also relies heavily on a number of parameters the setting of which is hard to get right. Its default parameters can be shown, as established in this paper, to be problematic particularly when a new reference sequence is used. It can safely be said that psearch is more robust and more reliable than BLAST. However, BLAST is faster for many reasons including the fact that it is based on a nondeterministic algorithm (nondeterminism is often synonymous with speed). psearch exists currently as a prototype written in MATLAB, [12] , containing about 5 dozen lines of code. A C++ version is expected to run much faster, although probably not as fast as BLAST. However, it is important to mention that the algorithm is fully parallelisable since every entry of the database (reference sequence) is considered independently of the others. Bar communication time, the execution time of the algorithm will be divided by k if the database is searched as k separate segments. In other words, linear speed up is guaranteed if the k segments are farmed out to k processors before search starts, to reduce the impact of any communication overheads.
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