Security Policy Configuration Analysis for Web Services on Heterogeneous Platforms  by Hongbin, Ji et al.
Physics Procedia 24 (2012) 1422 – 1430
1875-3892 © 2011 Published by Elsevier B.V. Selection and/or peer-review under responsibility of ICAPIE Organization Committee.
doi:10.1016/j.phpro.2012.02.211
Available online at www.sciencedirect.com
Physics
Procedia
          Physics Procedia  00 (2011) 000–000 
www.elsevier.com/locate/procedia
2012 International Conference on Applied Physics and Industrial Engineering 
Security Policy Configuration Analysis for Web Services on 
Heterogeneous Platforms 
Ji Hongbin1 , Zhao Fengyu1,Xu Tao2
1School of Optical Information and Computer Engineering, University of Shanghai for Science and Technology 
Shanghai 200093，China 
2Civil Aviation University of China 
Tianjin, 300300, China 
Abstract 
With the rapid development of web services, message security of web services between heterogeneous platforms is 
increasingly prominent. As two popular web services platforms, Apache Axis2 and Microsoft .Net, have their own 
security module respectively (Rampart, WSE). Due to differences in platform security mechanisms, it is difficult to 
build a secure web services communications between different platforms. This paper firstly introduces the Apache 
Axis2 and. Net platforms, and then analyzes their differences of security mechanism on these two platforms. Finally, 
followed by a typical secure case, a series of steps are designed and tested in order to realize secure web service 
invocation on heterogeneous platforms. 
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1. Introduction 
Web services are playing an important role in distributed computing. The main purpose of web services is 
to provide cross-platform interoperability, and it is based on XML (Extensible Markup Language), XSD 
(XML Schema) and other platform-independent standards which are independent from software platforms. 
So web services are a new technology for distributed and interoperable applications. With the promotion 
and development of web services in the Internet, more and more service message may be attacked and 
stolen by hackers. [1] So, the communication of web services with weak security mechanisms can not meet 
demand of information security. The security issue has become a key factor to application of web services 
successfully.
WS-Security[4] was a security specification which is originally developed by IBM, Microsoft, VeriSign. 
The specification is managed by Oasis-Open now. WS-Security protocol contains the standard on how to 
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guarantee the integrity and confidentiality of web services Soap messages. It describes how to add the 
signature and encryption headers into Soap headers and how to add security token (such as X.509 
certificates and Kerberos notes) in Soap message. WS-Security policies declare security requirements and 
security mechanism of services platform adds security features into the Soap message according to these 
security requirements. 
Because of the differences between Axis2 and .Net platforms, there exist some differences between 
Rampart on Axis2 platform and WSE (Web Services Enhancements) on .Net platform. Rampart security 
framework in the Axis2 platform is strictly in accordance with WS-SecurityPolicy specification to 
customize the message security policies; WSE is implemented and nested on .Net platform and there is a 
wizard to customize the message security policies.   Though both of them are built upon same 
WS-Security specification, there are still some differences in security policy describing, configuring and 
implementation. It is critical to analyze the security mechanisms of the Soap message in the 
communication between heterogeneous platforms. 
This paper introduces the two popular services platforms, Axis2 and .Net, and analyzes the working 
principle of the Rampart module on the Apache Axis2 platform and Microsoft's WSE security module. The 
differences of security mechanisms and the implementation between Axis2 platform and .Net platform are 
analyzed.  By comparing the configuration of security mechanisms between Axis2 and .Net, a typical 
security case is designed and implemented, in which a service request is formed and secured in the Axis2 
side by security policy document and a service provided and secured by .Net server turnkeys, this typical 
case provides a feasible solution of the security communication between heterogeneous platforms. 
2. The Architecture of Axis2 and. Net platform 
Apache Axis2 platform and .Net platform are two widely used web services platforms. Axis2 is the second 
generation of Axis. In Axis2, an AXIOM (Axis Object Model) is used as the new core of the XML 
processing model. It uses the flexibility provided by the new XML parser to construct object model on 
demand. [1, 2]
.Net platform is the platform of Microsoft XML web services. XML web services allows applications 
to communicate through the Internet and shares data, regardless of which kind of the operating system, 
devices or programming language used. Microsoft’s .Net platform provides and creates XML web services 
and integrates these services, so web services are the core technology of .Net. At the same time, each of 
these two platforms has their own supported security framework. Rampart is used to extend the security of 
the interactions between Axis2, and WSE is used to support the security communications between .Net’s 
web services[3].
3. Rampart and WSE 
Rampart is a core module of Axis2 to achieve WS-Security, which is based wss4j to realize the 
security-related tasks. In Rampart module, a security policy can be set before a service request is sent out. 
This security policy can be configured by WS-SecurityPolicy and Rampart’s specific policy. Axis2 uses 
OMElement objects based on XML processing technologies for Soap message description, rather than 
RPC-based model which is used in previous version [2].
WSE is the solution based on security communication specified by Microsoft .Net platform. It provides 
a friendly wizard to configure services security for web services. Most importantly, WSE defines a batch of 
standard and customized policy assertions based on its own security mechanisms so that users do not need 
to deeply understand WS-SecurityPolicy and also can easily configure policy. Just because the differences 
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between platforms and security encapsulation, some Soap messages sent by the Rampart security policy 
mechanism are not parsed by WSE, and vice versa. 
4. Policy-based Security Model of web services on Heterogeneous Platform 
In order to analyze the difference of security policy configuration on heterogeneous platforms, this paper 
developed a policy-based communication case for security services on heterogeneous platforms. In this 
case, the Axis2 side’s Soap message is encrypted and signed by X.509, which are typical security 
requirements. Service request end is running on Axis2 platform and services provider end is running 
on .net platform. Figure 1 shows the secure communication scenarios of web services. 
Figure 1. The secure communication scenarios of web services on heterogeneous platforms 
4.1 Certificate Configuration 
X.509 is one of the security credentials for signature and encryption supported in WS-Security. In our 
experiments, X.509 certificate is used for securing communications on heterogeneous platforms. Makecert 
tool on .Net platform and keytool tool[5] provided by Java platform can be used to generate X.509 
credential which consists of private key certificate and public key certificate. The details of generation 
process of certificates are described in the reference [5]. 
According to our security case mentioned above, it is needed to exchange the public key certificate of 
both sides in order to accomplish the signature and encryption policy of Soap. The certificate of .Net 
platform must be generated firstly so that Axis2 platform can import the public key certificate of .Net side 
into the keystore using keytool.exe tools. In .Net platform, MMC (Microsoft Management Console) is used 
to import the public key certificate of Client side (client.cer) and the private key certificate of Service side 
(service.pfx). 
4.2 Configuration of Service Provider Side 
1) Web Services Program:  
In the security case, service provider side is .Net platform, in which there is a simple "echo" service 
provided, and it will accept a parameter from service request side. In order to decrypt and authenticate 
Soap message, a security policy (servicePolicy) is defined and configured on the end of .Net. The program 
below shows the definition of web service and the method to insert security policy of service provider side. 
[WebService(Namespace = "http://tempuri.org/")] 
[Policy("servicePolicy")] 
Service Request on Axis2
Signature    
Policy.xml   Encryption 
Service Provider on .Net 
Signature      WSE 3.0 
Encryption     policy     
Client.jsp
Rampart&Axis2 
Echo.asmx 
WSE3.0
Secure 
Transmission 
HTTP 
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[Microsoft.Web.Services3.Messaging.SoapActor("*")] 
public  class Service : WebService{ 
[WebMethod] 
public string echo(string arg) 
{ return arg;} 
}
Figure 2. The change of token references
2) Custom Policy Assertions and Algorithm Configure: 
Through related experiments, It is found the Soap message sent by WSE complying with Soap1.0 
always serializes the embedded token in the term of IssuerSerial to specify associated token for encryption, 
while the Rampart on Axis2 can not identify this IssuerSerial term of WSE side token. And on the Rampart, 
the default certificate term of token reference in the Soap message is to use the KeyIdentifier Summary in 
the term of ThumbprintReference to associate its token. The response from .Net side can not be parsed by 
Rampart module. Therefore, the Soap message from service provider end should be further processed. In 
this case, we defined custom policy assertion on the end of .Net to change the term of token reference from 
IssuerSerial into the term of KeyIdentifier. Figure 2 shows the token transfer process. 
<xenc:EncryptedKey …> 
<KeyInfo …> 
<wsse:SecurityTokenRefere
nce …>       
<wsse:KeyIdentifier …> 
Summary of client token 
</ wsse:KeyIdentifier> 
</wsse:SecurityTokenRefere
nce> 
</KeyInfo> 
</xenc:EncryptedKey> 
……
<Signature …> 
<KeyInfo …> 
<wsse:SecurityTokenRefere
nce …>    
<wsse:KeyIdentifier …> 
Summary of  service 
token 
</ wsse:KeyIdentifier> 
</wsse:SecurityTokenRefere
nce> 
</KeyInfo> 
</ Signature> 
<xenc:EncryptedKey …> 
<KeyInfo …> 
<wsse:SecurityTokenRefere
nce …> 
<X509Data>        
<X509IssuerSerial> 
……
</X509IssuerSerial> 
</X509Data> 
</wsse:SecurityTokenRefer
ence> 
</KeyInfo> 
</xenc:EncryptedKey> 
……
<Signature …> 
<KeyInfo …> 
<wsse:SecurityTokenRefere
nce …> 
<X509Data> 
 <X509IssuerSerial> 
……
</X509IssuerSerial> 
</X509Data> 
</wsse:SecurityTokenRefer
ence …> 
</KeyInfo …> 
</Signature …> 
Custom 
policy 
KeyIdentifier Reference of token IssuerSerial Reference of token 
Change the term of token reference 
.Net sideAxis2 side
Security issues Configuration Security issues Configuration 
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Through the above configuration of custom policy assertions, the term of token reference is changed 
into KeyIdentifier from IssuerSerial. Related summary of token can be received from the incoming Soap 
message. The policy assertions have to configure into the service security policy document in order to 
transfer token reference term of response message into the form which Rampart mechanism recognizes. 
3) Symmetric Key Algorithm Configuration: 
Since the default length of symmetric key algorithm of Rampart is 128 bits, but WSE3.0 by default 
uses 256-bit symmetric key algorithm. Therefore, in the web.config on .Net side, the symmetric key 
algorithm of AES128 should be configured into <sedurityTokenManager> node. 
4) WSE Policy Configuration 
The fragments of configuration file about security policy generated from WSE3.0 are as follows: 
1  <extension name="MyTokenAssertion" type="MyAssertion. 
MyAssertionLibrary, MyAssertion"   /> 
2   <policy name="servicePolicy"> 
3     <mutualCertificate10Security …> 
4        <serviceToken> 
5   <x509 storeLocation="LocalMachine" storeName="My" findValue="…" findType="FindBySubjectDisting 
uishedName" /></serviceToken> 
6     <protection> 
7        <!—“IncludeAddressing” requires to sign the Addressing headersÆ
8           <request signatureOptions="IncludeAddressing, Include 
Timestamp,IncludeSoapBody"encryptBody="true" /> 
9           <response signatureOptions="…" encryptBody="true" /> 
10          <fault signatureOptions="…" encryptBody="false" /> 
</protection> 
11     </mutualCertificate10Security> 
12     <MyTokenAssertion /> 
13   </policy> 
Through the property configuration, a security policy, named servicePolicy is configured in service 
provider side. Line 1 specifies and declares the custom policy assertion. In line 3, 
<mutualCertificate10Security> specifies that X509 certificate authentication assertion is enabled; Line 5 
declares the configuration of the X.509 certificate information. Line 8 to 10 declares the specific security 
settings, including receiving and responding to the signature and encryption policy. Line 12 specifies that a 
custom policy assertion is added into the previous policy (named servicePolicy). 
4.3 Client Configuration 
5) Password Callback Handler: 
The private key certificate of service request side is stored in keystore . To use the private key 
certificate in the keystore, the password of keystore is needed. In our experiment, it is assumed that the 
password is "apache". The Callback mechanism is used to provide the password. Space lacks for a detailed 
description of it here. 
6) Client Policy(Rampart): 
Signature and encryption of Soap message from service request side is based on 
WS-SecurityPolicy[3] .All of security policy and key information are configured in policy.xml. Policy.xml 
document strictly follow the WS-SecurityPolicy specification, and is completely manually configured. In 
our experiments, it is necessary to configure the token information, certificate information of signature and 
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encryption, the class of password callback of keystore and specify messaging element of encryption and 
signature. 
a) Token Information and Symmetric Key Algorithm Configuration: 
Firstly, X.509 certificates used to send or receive message must be declared [10]. The following is the 
fragment of the configuration: 
<!—Sender Policy --> 
1  <sp:InitiatorToken> 
2   <wsp:Policy> 
3    <sp:X509Token sp:IncludeToken="http://schemas.xmlsoap.org 
4      /ws/2005/07/ securitypolicy/IncludeToken/AlwaysToRecipient"> 
5      <!—X.509 Certificates Configuration--> 
6      <wsp:Policy> 
7        <sp:RequireThumbprintReference/> 
8        <sp:WssX509V3Token10/> 
9      </wsp:Policy> 
10   </sp:X509Token> 
11     …… 
12  </sp:InitiatorToken> 
<!—Receiver Policy --> 
13  <sp:RecipientToken>  
14    <wsp:Policy> 
15      <sp:X509Token sp:IncludeToken="http://schemas.xmlsoap.org/ 
ws/2005/07/securitypolicy/ 16     Include Token /Never"> 
17         <!—X.509 Certificates Configuration --> 
18         <wsp:Policy> 
19           <sp:RequireThumbprintReference/> 
20           <sp:WssX509V3Token10/> 
21         </wsp:Policy> 
22      </sp:X509Token> 
23    …… 
24  </sp:RecipientToken> 
<!—Symmetric key algorithm for client --> 
25  <sp:AlgorithmSuite> 
26    <wsp:Policy> 
27      <sp: TripleDesSha256/> 
28    </wsp:Policy> 
29  </sp:AlgorithmSuite> 
Line 1 indicates the reference of token used to sign and encrypt message from the sender.  Line 3 to 
10 specifies the policy configuration of sender side. And line 13 indicates the reference of token used to 
sign and encrypt message from the receiver. Line 15 to 22 specifies the receiver’s policy configuration. [7]
Line 25 to 29 specifies that the symmetric key algorithm is TripleDesSha256, which belongs to 
symmetric key algorithm of RSA-oaep. In this case, .Net side default uses RSA-oaep so that the both Axis 
side and .Net side use the same type of symmetric key algorithm. 
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b) Configuration of Encryption, Signature Parts: 
As the core part of encryption and signature, the related secure issues should be configured in 
policy.xml, including the encryption of the body element, the signature of the element of body and related 
addressing headers complied with the policy of the service provider. 
c) Keystore and Callback function: 
The essence of this configuration is to indicate the position of keystore and the password to access the 
keystore. The configuration fragment as followed defines the configuration information of the security 
policy of request side. 
7) Core of Service Request: 
Service request is created in the term of AXIOM. This paper mainly uses the XML document model of 
OMElement to call the service. Through the above policy configuration on both service requestor and 
provider sides, it can parse the XML document object, and then to communicate each other. Space lacks 
for a detailed description of it. So, some critical points are listed as follows when programming the service 
request. 
1) The CHUNKED encoding default used by Axis2 should be invalidated. 
2) The namespace version of the Addressing headers must be modified by 
“http://schemas.xmlsoap.org/ws/2004/08/addressing”.
The code of client side is omitted here because of  the limitation of  space. 
5. The Differences of Security Configuration and Results of Experiments 
5.1 Differences of WSE and Rampart in the Security Policy Configuration 
Obviously, security policy configuration of service request side in Policy.xml file strictly complies with 
WS-SecurityPolicy specification. .Net uses its own encapsulation mechanism to configure its policy. 
• The decryption mechanism of the Rampart side is not compatible with the encryption mechanism 
of the WSE side. So the Rampart side can not parse the incoming Soap message from the WSE 
side.
• The default algorithm of symmetric key encryption of Axis2 Rampart is 128 bits , while it is 256 
bits by default on WSE3.0 on .Net platform . 
• Rampart can configure the custom signature parts of the Soap message by configuration, and WSE 
default sign all of the Addressing headers, body and 
Timestamp(IncludeAddressing,IncludeTimestamp,IncludeBody). When the WSE side has 
configured the “IncludeAddressing” attribute, the Rampart side has to configure the related 
Addressing headers to be signed. 
• There exists difference in algorithm of signature and encryption between Axis2 platform and .Net 
platform. .Net platform uses RSA-OAEP algorithm by default, and Axis2 platform uses RSA-15 
algorithm. It is needed to modify the security policy files in service request or provider to keep 
them consistently. 
• Before sent out, the Soap message is encoded by CHUNKED on Axis2 platform to calculate the 
content-length of the message. But WSE can’t identify CHUNKED encoding. So CHUNKED 
encoding should be invalidated on service request side. 
5.2 Results of Response 
When a service request is started, Rampart loads the security policy file (policy.xml), and then loads 
the appropriate Addressing and Rampart module. According to the security policy configuration, The 
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element of body is encrypted by InitiatorToken, while the related headers information and the body have 
also been signed. The experiment uses TCPMon tool to intercept the Soap messages, which have been 
signed and encrypted in accordance with the security policy. On the service provider side, through the 
configuration of WSE security policy and the previously defined hash algorithm, the decryption and 
signature verification are completed when the Soap message arrives. Then using InputTrace.webinfo and 
OnputTrace.webinfo, we can get the processing result from cipher text to plaintext, which means the Soap 
message is correctly parsed. Then the web services get the result for responding to the client through 
inputting the parameter of the Soap message from client. At last, WSE packages the result to be the Soap 
responding message. The experiment shows that there are some efforts needed in order to implement 
secure communication between heterogeneous platforms. 
6. Conclusion 
The main difference of the security communication between Apache Axis2 and .Net platform is the 
encapsulation of security protocols (including WS-SecurityPolicy). On Axis2 platform, security policy can 
be manually configured according to WS-SecurityPolicy specification; WSE encapsulates the related 
security protocols to be a new layer through the relevant security policy configuration. Although there 
exists the difference of the security mechanisms between the two platforms, the communication between 
the two platforms based on their own security mechanisms is feasible through a proper configuration on 
security polices and customizing policy assertions. In this paper, a secure case of signature and encryption 
is designed and implemented. Through a series experiments and analysis, the difference of the security 
mechanisms between Axis2 Rampart and .Net platform is obtained. An appropriate configuration and 
custom policy assertions are made to achieve secure communication based on security mechanisms 
between heterogeneous platforms. And this case can be served as a reference of secure communications on 
heterogeneous platforms. 
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