In this paper we address interactive shape modelling of geometric shapes defined by mathematical functions. We introduce mathematical operators that implement modifications of geometry and appearance of the shapes. Any of the operators involved in creating the shape can be edited, modified or removed at any time, thus allowing for a great flexibility of the modelling pipeline and opening prospects for efficient reusing and improving of the previously created models. Interactive modification of the function model with concurrent visualisation of the respective polygonal mesh lets us provide both the interactivity and any required level of detail resulting in photo-realistic appearance of the shapes. r
Introduction
Many crafts and arts are performed as gradual modifications of initial shapes. For example, modelling is generally thought of as working with plastic materials using the hand and modelling tools such as spatulas. Sculpting, carving and engraving imply mainly the carving of a solid material with sharp tools such as chisels, drills, burrs, or axes. Embossing is based on raising up the level of the image on the metal foil with dies. All possible modifications of the shapes can be classified into removal or deposit of material or colour, and deformation. Thousands of such individual gradual modifications constitute the shape-modelling process. It was always a challenge to simulate this process with a computer with a high degree of immersion and photo-realism. A common approach to interactive shape modelling is to define some initial geometric model, and then to modify it based on the input from the user. The description of modifications is usually not included in the final model and, therefore, cannot be subsequently corrected or undone.
In this paper, we describe a function-based approach to interactive shape modelling, where modifications are fundamental building elements, which are always preserved in the model. A sequence of gradual interactive modifications yields the resulting model, which can have any level of detail when rendered.
Function-based shape modelling
Three major types of functions are used in shape modelling: parametric, implicit and explicit.
Parametric functions are efficiently used in many shape modelling systems (e.g. NURBS). Implicit functions define a surface with equation f(p) ¼ 0, where point pAR 3 . Explicit functions g ¼ f(p) define a scalar field over the R 3 space. In this field, we can either derive iso-surfaces or consider all the points on the shape's surface, inside, and outside it. The examples of implicit and explicit representations are soft objects [1] , blob-tree [2] and FRep [3] . Further in this paper we will use the term ''function'' with reference to implicit and explicit functions of three coordinates.
Function definitions are usually very compact, but they have a serious deficiency. When shapes defined with implicit or explicit functions are rendered, the function has to be evaluated at many points of the shape according to the chosen resolution. For computationally expensive functions, the resulting slowdown can devaluate all the advantages of the function-based representation. Therefore, The acceleration methods can be classified according to how they work with the internal structure of the functions. Approximation methods work without using any information about how the functions are computed, while constructive methods aim to speed up the functions by optimising their structure.
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Approximation methods use special data structures and pre-calculated function parameters, such as sampled values, surface position and control vertices, to estimate the function value at an arbitrary point.
One of the most characteristic examples of the approximation methods is the uniform lattice described in [4] , where a defining function is initially sampled at regular intervals with consequent interpolation between the lattice points. In the general case, it takes O(n 3 ) memory, where n is the sampling density. To reduce the memory requirements, it was suggested in [5] to keep track of the points located near the surface so that only O(n 2 ) memory is needed. Since regular sampling cannot represent shape details smaller than the sampling interval, several adaptive approaches were proposed such as [6] for surface-based representations, and [7] for solids. In the latter work acceleration is achieved by using octree-like structures. Generally, these approximation methods are mostly useful to store models, rather than to modify them, especially when plastic deformations are required.
Other type of approximation acceleration methods uses reconstruction of a function through its properties, such as surface points, normals, as well as inside and outside samples. In [8] , trivariate polynomials over convex hulls were used to construct implicit surfaces with desired properties inside each of them, enforcing the desired boundary conditions. The polynomials have a number of useful properties, such as C 1 continuity and evaluation efficiency. They can also be easily modified using control vertices. This method was applied to many applications, ranging from mesh interpolation [9] to free-form surface design [10] . While the method is quite suitable for deriving iso-surfaces from meshes and scattered points, it is still difficult to perform intuitive interactive shape modelling with this representation. Another example is using variational implicit functions for interactive shape modelling [11] and sketching [12] ; however, it is difficult to define fine details with such methods.
Constructive methods explicitly use the internal structure of the functions. When knowing which part of the function is being updated, it is possible to avoid re-processing of the entire shape, and update only the modified part of it as it was proposed in [13] . Also the elements of functions that do not contribute to the resulting shape at a given point can be simplified or even bypassed.
Blob-tree structure [14] consists of a set of components, which affect only a certain part of the final function. Each component is itself a function. It becomes possible to determine the contributing components efficiently by forcing these functions to conform to Lipschitz condition f(r 1 )-f(r 0 )oa|r 1 -r 0 |, which holds for any r 1 , r 0 . This condition guarantees that for any point r, such as |r 0 -r|oR, the function f(r) will not reach some threshold value, e.g., that a bounding box does not contain the surface. This property was combined with an octree containing contributing elements in its nodes, which added a hierarchy of the bounding boxes to the tree.
The hybrid approach proposed in [15] introduced methods incorporating triangular meshes into some function-based models. The meshes were converted into a function-based representation, and augmented with an influence area, thus eliminating the need to compute them where it is not necessary.
Another acceleration technique [16] proposes to use level-of-details when evaluating the function. Different skeletal representations, e.g., subdivision curves, were used to adjust to the required level-of-detail. In [17] a different approach was proposed. Every blob-tree node was augmented with the level-of-detail information. It is used to dynamically remove parts of the blob-tree, which are not important for the current viewer's location. All the modifications were performed at the run time; therefore no additional overhead was introduced.
The drawback of the described methods is in the requirement that all the functions are to pre-exist in the modelling system. This problem was solved in the previous work of the authors [18] , where the final function was decomposed into a sequence of arbitrarily defined modifications with their areas of influence. In [19] the authors proposed the modification clusters in order to utilise spatial coherence of the model. In [20] the proposed concepts were implemented for grid-based interactive shape modelling. This paper formalises the concepts from [19] , introduces a theoretical framework of the function-based shape representations, describes current state of acceleration methods for such representations and provides technical details about the implementation of the modelling programme illustrating the theoretical concepts.
3. Function-based shape modelling with operators
Introduction
We consider shape modelling as a process of creating the final object by gradual local shape modifications. By ''local'' we mean that the area of each individual shape modification is significantly smaller than the overall size of the shape. We use functions to represent shapes and their properties. Therefore, each modification can be represented with an operator transforming a function defining the current shape into a function defining the modified shape.
In Section 3.2, we explain what kind of functions we use to define shapes and their properties and introduce operators implementing shape modifications. In Section 3.3, we describe an acceleration technique based on operator clustering. Finally in Section 3.4, we describe design considerations for developing function-based shape modelling applications.
Shape modifications with operators
Every point of the modelling space has some properties associated with it. These could be material density, colour, transparency, shininess, temperature, etc. If the geometric location of a point in the space is defined by three coordinates from R 3 and the set of all possible properties is defined as P n , then any possible shape in the space can be defined by a function S:R 3 -P n . The set of properties P n depends on the modelling system being designed. For example, we may decide that the function values gX0, gAR 1 correspond to the points belonging to the shape. To associate colours with the points, we can choose
Let's assume that the original shape is defined with function S 0 while the modified shape is defined with function S 1 . Then, a transformation from function S 0 to S 1 can be expressed as F: S 0 -S 1 , where F is an operator on functions. The final shape defined by function S n is obtained from the original shape through n consecutive interactive modifications:
where F i are operators on defining functions S i :
All possible functions S i constitute S-space, while all possible operators constitute F-space, and each operator F maps any function S i to the respective function S j . We will define operators F by their kernel function K and the modification parameters P:
Parameters P i+1 define a particular shape modification and may include parameters of the geometry representing the tool, colour which is to be deposited to the shape, path of the tool, and force of its application. Function K i+1 defines how exactly to modify function S i with these parameters. For example, the same tool shape can be either added to the original shape or subtracted from it. To illustrate it, let us consider an example of defining operators. We will model geometric shapes by functions g ¼ S(p)X0. Shape modifications will be defined by parameters P ¼ {R, r(t)}, which are size R of the tool and its path r(t).
The first operator implements adding material by sweeping a sphere of radius R by the surface of the shape along the path r(t) ( Fig. 1(a) ):
where p 0 is a point on r(t) closest to p. Next, we will change the kernel function K to make a new operator performing a plastic deformation of the shape within width R along path r(t) (Fig. 1(b) ):
where p 0 is a point on r(t) closest to p. In operators (3,4) the shape function S 0 is evaluated only at point p; however, more complex operators may require evaluations at several points for each given p. For example, carving a shape ( Fig. 1(c) ) can be defined as:
where
is the distance along the path from p 0 to r(0) or to r(t max ), whichever is smaller. Here, p 0 is a point on r(t) closest to p, and p 0 and p 0 0 are points on the surface of the shape closest to p and p 0 , respectively. To calculate p 0 and p 0 0 , we have to perform additional evaluations of S 0 for any given p.
Operator F i+1 modifying S i must take this function into account to make the modification consistent with the shape. If after some modifications the shape is subsequently modified by an operator, which is supposed to preserve the modifications on the shape, the parameters of the operators implementing them must change accordingly. For example, we may need to keep a carving on the surface which is being deformed. To enforce such a constraint, we introduce an invariant
Note that the invariant does not include the kernel function of the operator since it is not supposed to change. In case of the operators (3-5), the invariant can be defined as follows:
which ensures that the path of the modification always follows the surface of the shape. Introduction of such invariants allows for editing and undoing of the previously applied modifications. Let's assume that some F i was edited, which resulted in changing S i . In this case, the next operator F i+1 becomes invalid because the invariant C i+1 (K i+1 , S i ) has also changed:
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To account for this change, we have to solve (6) and obtain the proper P i+1 . After solving such n-i-1 equations obtained from (8) , all operators F n become valid again, which restores the consistency of the modifications.
Operator acceleration
Since the number of operators in (1) can be very large, the complexity of the representation becomes O(n) or worse, where n is the number of modifications.
A common way to solve this problem is to replace all the operators with just one that interpolates the shape based on some regular sampled points S:R 3 -P n . However, this method normally creates artefacts and significantly increases the size of the model.
An efficient acceleration structure can be proposed since we mostly consider local modifications and only a little percentage of all the operators in (1) will contribute to any given point of the shape. Hence, we can confine every operator F to the respective area of influence o as follows:
According to (9) , when p is outside the area of influence o, the whole operator F can be skipped. This is illustrated in Fig. 2 . Grey areas denote the respective o for each operator F. We shall assume that the information about the areas of influence is easily available, and therefore each modification consists of {o n , F n }.
A straightforward approach to implement the acceleration would be to perform a spatial classification of the areas of influence o n , and for every p to check only F n : pAo n . However, this approach will only work for simple operators like (3-4), which require function evaluation only at point p.
For operators like (5), function evaluation at multiple points is required, which involves multiple testing of every o nÀ1 , o nÀ2 y o 1 . To avoid it, more information must be added to {o n , F n } to determine which of the operators constituting S k are to be used for calculation of S k+1 (p). In most cases, it is possible to define some area o À1 n satisfying the following:
where Fig. 3 .
To use the dependency graph efficiently, we introduce the concept of operator cluster. Operator cluster is a set of operators contributing to a certain area O. To create a cluster, we select all F n for which o n intersects with O. The respective operators F n are associated with the cluster. When we need to evaluate the function inside O, we traverse the respective dependency graph instead of computing all the functions one after another. The operator clusters serve the purpose of spatial identification of the evaluation areas. In fact, they are used to determine the entry points to the dependency graph according to the specific evaluation needs. This concept is illustrated in Fig. 4 . Dashed circles represent the operator clusters, and hatched areas correspond to the areas of influence o. The clusters and the dependency graph are constructed incrementally during the modelling process.
Implementation considerations
To create an interactive shape modelling application based on the algorithms and methods introduced in this section, the following has to be done: define functions to represent shapes, define operators to represent shape modifications and devise acceleration algorithms for the operators. Let us discuss what should be considered for a successful implementation of these steps.
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Shape-defining functions
Firstly, one has to choose the domain of the functions representing the shape. This is the same domain where all future shape modifications will take place (e.g., either the whole R 3 or some limited region of it). After the domain is defined, it is necessary to decide what properties will be taken into consideration. The appropriate visualisation methods should be chosen for the selected properties. The visualisation methods should be capable of producing real-time display of the properties, so that the interactive shape modelling process can be carried out.
Finally, one has to decide what limitations are to be placed on the functions representing the shapes.
Operator definition
First, it should be decided what modifications are to be modelled. Next, the respective parameters P of the modifications and the operator kernel functions are to be determined. Every operator must result in a valid shape function with the minimum number of function evaluations. The area of influence should be defined for each operator either by designing the operator accordingly or by adding additional guarding functions to exclude modifications outside certain areas. Finally, if editing of the previously applied modifications is required, then modelling invariants have to be defined.
Acceleration
Many shape modifications can be modelled by evaluating shape functions at only one point, as in (3) (4) . In this case, a simple form of acceleration structure can be used, such as spatial grouping by means of a uniform grid, or an adaptive structure like octree, depending on the average size of the modification area.
If evaluation is required at several points, as in (5), then more complex algorithms are needed. The dependencies between the modification areas tracking what operators have to be calculated for a given point can be used with the same uniform grids or octrees defined for the simple case. However, the most efficient way to use the dependencies is to introduce operator clusters that will provide an entry point for the dependency graph, taking into consideration the purpose of evaluation. The operator cluster method is to be used when a large number of operators are going to be involved, but it can be used without a performance penalty for a lower number of operators as well.
How the operator clusters are constructed and used depends on the specific algorithm they are accelerating. In the general case, when either the algorithm is not aware of the cluster concept or it does not possess the spacecoherence properties, the dependency graph can be used directly, still providing a considerable acceleration. However, in this case there will be an overhead of traversing the graph.
Implementation example
In this section we illustrate the theoretical concepts presented in Section 3 with an example of the implementation of an interactive free-form shape modelling program. The program allows for creating shapes by gradual interactive modifications, such as sculpting, carving and painting. The initial shape can be either selected from one of the basic shapes, or defined by an analytical implicit function. The resulting shape model contains information of all the modifications applied to the geometry and appearance of the shape. The shape can be moved in three dimensions. Any level of detail can be defined, which changes the size of the triangles used for polygonisation and re-renders the shape accordingly.
When describing the implementation of the programme, we will follow the steps outlined in Section 3.4.
Shape-defining functions
We use the following functions defining geometry and colour of the shape:
For every point p ¼ [x y z]AR 3 , the functions defining geometry of the shape calculate value gAR. If g40, the point p is inside the shape, g ¼ 0Àp is on the surface, and if go0Àp is outside the shape. The functions g ¼ f g (p) have to be at least C For rendering functions (11) we use a modified version of the polygonisation algorithm proposed by the authors in [21] . We have extended this algorithm to take functiondefined colours into consideration. 
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Operator definition
When modifying the shape, the selected tool can be applied at a single point, along a path, within a bounded area.
The types of modifications are Add/remove material, Deform shape, and Change colour.
The parameters P or these modifications are size of the tool, force of application, colour, and path of the tool. The size of the tool u and the force of application m are measured in abstract floating point units, and the colour is defined by its components r, g, b. The path of the tool is defined as the time-dependent values {r(t), n(t)} which are linearly interpolated between the interactively defined points on the surface of the shape r i ¼ [x i y i z i ] and unit vectors n i defining the direction of the tool application, iA0,1, y, k.
Every modification is performed relative to the surface of the current shape. To enable editing and undoing of the previous modifications, we introduce an invariant (7) that will ensure the path always passing through the points with the same values of S nÀ1 . This is achieved by moving each r i to the nearest point r i is found along the function gradient. Similarly, the orientation of the tool should follow the shape's surface modifications. Hence, we define each r i in its local coordinate system (12) , which approximates the surface orientation for every point of the path:
Let's first consider modifications applied at a single point. The operators implementing adding and subtracting a sphere with radius u at point p are defined by the following kernel functions:
The operator implementing deformation is defined as:
where f def is the following function: Operator (14) creates symmetrical deformation on the opposite side of some shapes, as is shown in Fig. 6 . This problem is solved if a more complex operator is used:
The respective transformation and the resulting deformation are shown in Figs. 7 and 8 . For colour modifications, the following operator is used:
where c is the colour to be deposited on the shape. This operator makes a uniform colour spot bounded by a circle with radius u 0 ou and a smooth fall-off between u 0 and u. Modifications along a path are defined using the same operators (13)- (17) . When defining them, we need to find a point rA{r(t)} nearest to the evaluation point p. This is done by calculating the nearest point r from {r i , n i }, iA0,1, y, k followed by the calculation of the local coordinate system (12) . This process is illustrated in Fig. 9 .
To implement the modifications within a bounded area, we have to determine what points belong to this area. We calculate r 0 ¼ S k i¼1 r i =k and n ¼ S k i¼1 n i =k and project p-p 0 and all the fr i g ! fr 0 i g on the plane containing r 0 and orthogonal to n. We call r 0 the point on the projected path nearest to point p 0 , if p 0 is outside the area. For the points inside the area, r 0 ¼ p 0 . By substituting r 0 to (14) (15) (16) (17) in place of r, we obtain the required operators.
Besides defining the operators, we need to ensure that each modification will be confined within its area of influence. For each operator, there is o, which contains the modified area o 0 :o 0 Ao. We will define a guarding function f guard with the following properties:
Even if S 0 nþ1 differs from S n outside of the intended area o, formula (18) allows us to guarantee that S n+1 (p) ¼ S n (p) for any value of peo. The formula is illustrated in Fig. 10 .
Areas o and o 0 contain points located within certain distance from the path of the tool. If, for point p, the distance lod, then pAo, and if lod 0 , then pAo 0 . If, for point p, the distance lod, then pAo, and if lod 0 , then pAo 0 . This definition of o and o 0 allows us to define f guard using f def (15) in the following way: Fig. 11(a) illustrates how a complex modification can be guarded with this function. The simpler modifications in Fig. 11 (b) allow us to avoid evaluating the complete function. If we define f guard for each section separately (Fig.  11(c) ), we can evaluate only the required part of the function. In certain cases, we can achieve an n-fold increase in the evaluation speed, where n is the average length of the continuous modifications. The acceleration method is very general and makes little assumptions on the internal modification structure. Besides guarding, the function can also help to create operators. When a tool is applied to soft material, the trace exactly replicates the shape of the tool. Outside the area of contact, the shape should remain intact. To ensure this, we just combine a function representing the tool S tool and a guarding function for it, thus efficiently obtaining the desired result without any need for CSG or similar modifications whatsoever. Fig. 12 demonstrates the crosssection of such a modification.
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Acceleration
The first step of the construction of the optimised function model is to build the dependency graph using the areas of influence. While areas of influence can be conveniently defined with functions, it will be quite difficult to intersect them with each other, and this modification is important in determining an optimal sequence of the operator application. To make a construction of the dependency graph practical, we convert the areas of influence into discrete form, as is schematically shown in Fig. 13 . Depending on the resolution grid selected, each function defining the area of influence is propagated through and added to the grid. For the sake of simplicity, we have used a uniform grid rather than an adaptive or a sparse grid. Also the uniform grid does not have to be reconstructed once the surface of the shape is changed. The cell size of the grid is selected according to the acceleration needs, and it has no connection with the precision of the representation.
The construction of the model is performed as follows: The operator clusters stored in the algorithm-dependent data structures enable the algorithm to select the relevant operators at each point. The relevant operators are efficiently derived from the dependency graph described in the previous section. We used spheres as cluster shapes {O i } since they are computationally efficient.
When the surface polygonisation is performed, many subsequent function evaluations are done in the same vicinity. We start polygonisation by creating an operator cluster at some initial seed point with its radius larger than the size of the polygons (in our case Â 50 times). It guarantees that many subsequent function evaluations will be done at the points that belong to the same cluster. The new clusters are created following the propagation of the polygonisation front. Each operator cluster is linked to its neighbours. When a function has to be evaluated at a point outside the current cluster O i , the new cluster O j is to be ARTICLE IN PRESS 
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Technical details of the implementation
The program is written in C++. The code is organized into classes. Class operator implements the operator concept. All the interaction with the function-based model is organised through it. All modifications are derived from the operator class, and the visualisation part uses this class to perform rendering. The inheritance diagram is shown in Fig. 15 .
The main methods of the operator class are:
evaluate an operator at a point and request evaluation of the previous operator at a point.
Evaluate an operator at a point is the main method of the operator class. Every modification has its own evaluation method in its subclass of the operator class, where it calculates the function values.
Request evaluation of the previous operator at a point is a common method for all the subclasses of the operator class. When the request evaluation method is called, the acceleration algorithm chooses what previous operator contributes to the requested point, and then calls the respective evaluation method.
Each modification has its own operator class. To create the classes in a uniform way, we created a class factory, which is an object for creating other objects from certain parameters. The class factory returns a completed operator, ready to be added to the acceleration structures. Whenever a model is being loaded from a file or the user requests a modification, the class factory is called with the respective operator parameters. After creation, the operator is added to the list of modifications to form a sequence (1) to serve as a reference for the acceleration algorithms.
Examples
The snapshot of the modelling session with the program is shown in Fig. 16 , where we illustrate how embossing can be done. The displayed shape has near 9,000 geometric and colour operators applied to the original shape which is a thin plate-geometric block. Fig. 17 illustrates how the original shape can be defined analytically by an implicit function. The formula is keyed in the GUI of the program, and the respective shape is then visualised. After the basic shape had been defined, about ARTICLE IN PRESS 1500 individual interactive modifications were made to carve its front, back and top surfaces, as well as to paint on it. The final object is displayed in Fig. 18 . Yet another example of interactive sculpting and painting at a basic primitive disk is shown in Fig. 19 .
It took from one to three hours to make each of the shapes shown in Figs. 16, 18 and 19 , which is about the same time it would have taken if these works were done in real life [22] . The modelling statistics is given in Table 1 . Besides the interactive photo-realistic rendering done by the program, the shape models can be used in the scene files of the function-based extensions of POV-ray and VRML [23] .
Conclusion
We addressed interactive shape modelling of geometric shapes and their appearance defined by mathematical functions. Gradual modification of an initial shape with interactive modifications is the central concept of our approach. We have introduced operators on shape-defining functions which implement modifications of geometry and appearance of the shapes. Any of the operators involved in creating the shape can be edited, modified, or removed at any time, thus allowing for a great flexibility of the modelling pipeline and opening prospects for efficient reusing and improving of the models previously created. To ensure interactivity, we proposed the efficient acceleration methods for function evaluation. We have proposed a modelling framework allowing for implementation of different function-based interactive shape modelling applications. We illustrated the proposed concepts with the implementation of an application that offers an advanced ARTICLE IN PRESS Number of triangles generated (in millions)
1.8 3. 3 3 set of interactive modifications such as cutting, sculpting, embossing, engraving, carving, and 3D painting.
