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Abstract
An open-source package for symbolic analysis of second-order ordinary differential equations with polynomial
coefficients is proposed. The approach is mainly based on the singularity structure of the equation and the
routines are written under the open-source computer algebra system SageMath. The code is able to obtain the
singularity structure, indices and recurrence relations associated with the regular singular points, and symbolic
solutions of the hypergeometric equation, Heun equation, and their confluent forms.
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1 Introduction
Mathematical analysis of physical problems generally requires the methods of solving ordinary differential equations
(ODEs). Numerical solutions of the initial and boundary value problems are often sufficient to give a concrete idea
about the behavior of the system, whereas the analytic solution of an ODE in closed form, especially in terms
of special functions may have more importance than constituting an exact solution. In some systems, the type of
solution has the potential to reveal the symmetries of the system. For example, the emergence of the hypergeometric
function in the solutions may indicate the conformal symmetry [1–4].
The applications of the general and confluent hypergeometric equation have dominated the 20th-century [5]. Al-
though the mathematical theory of the Heun equation and its confluent forms are far from complete, these functions
have been known and employed by the experts in the area for many years [6, 7]. Besides, the number of their ap-
plications increased substantially after the implementation of the Heun functions in the computer algebra system
Maple [8] in 2005 [9–12]. The implementation of the Heun type functions in Mathematica in 2020 is another big
leap for the Heun community [13, 14].
Most of the free and open-source computer algebra systems and packages involve the solutions of the hypergeometric
equation, its confluent form, and related equations at least numerically [15–18]. However, the symbolic solutions of
the Heun type equations are defined only in Maple and Mathematica which are commercial systems. The numerical
evaluation of the general Heun and singly confluent Heun functions are studied by Motygin using the freely available
GNU Octave language [19–21].
A historical review on computer algebra systems is given in 22 along with gravitational applications. The general
methods for obtaining symbolic solutions to ODEs and a review of comprehensive literature before the year 2000 are
given in [23]. Among the papers released prior to 2000, we should cite the seminal paper of Kovacic [24] and Duval
∗E-mail: birkandant@itu.edu.tr
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and Loday-Richaud’s work in which the hypergeometric and Heun type equations are studied in particular [25].
Among the papers on the solutions of ODEs in terms of special functions that are published after 2000, we can cite
Bronstein and Lafaille [26], Chan and Cheb-Terrab [27], and van Hoeij with his collaborators [28–30].
SageMath is a free and open-source general-purpose computer algebra system licensed under the GPL [15]. Sage-
Math offers a Python-based language and it is built on many open-source packages such as Maxima, SciPy, NumPy,
and matplotlib. A variety of modules are present for many areas such as differential geometry and tensor calcu-
lus [31, 32] that enable calculations on quantum field theory and general relativity [33].
We will focus on the singularity analysis and symbolic solutions of the hypergeometric and Heun type equations
using the SageMath system.
This paper is organized in the following way: In the second section, we present the code structure of our package
with the functions defined in the code. In the third, fourth, and fifth sections, we briefly explain the singularity
structure, series solutions, and change of variables for a second order ODE with polynomial coefficients, respectively.
In the sixth and seventh sections, we give the results of our code for the standard forms and for the applications of
the hypergeometric and Heun type equations. Section eight involves our conclusions and we describe the standard
forms of the equations in the appendix.
All equations that are not ending with a comma or a period are computer-generated.
2 The code structure of the symODE2 package
The symODE2 package is written under SageMath 9.1 using a laptop computer with Intel(R) Core(TM) i7-6500U
CPU @ 2.50GHz and 8 GB memory. The operating system is Windows 10 Enterprise ver.1909.
The package consists of two main parts: ode2analyzer.sage for the general analysis and hypergeometric_heun.sage
for the symbolic solutions of the equations. hypergeometric_heun.sage calls the routines defined in ode2analyzer.sage
when needed. We suggest the user put these two files in the same directory. A sample SageMath session is also
given on the GitHub page [34].
The parts of the package and a sample session can be downloaded from the address [34]:
https://github.com/tbirkandan/symODE2
2.1 General analysis: ode2analyzer
The first part, ode2analyzer contains the routines,
• find_singularities(diffeqn,y,z): Finds the singularity structure of the input ODE. The output is an
array that involves the locations of the singularities, indices of the regular singularities and the ranks of the
irregular singularities.
• find_indices_recurrence(diffeqn,y,z,point,index,operation): Finds the indices and/or the recur-
rence relation with respect to a regular singular point using the θ-operator method which will be defined
below.
• ode_change_of_variable(diffeqn,y,z,transformation): Performs a change of variables.
• normal_form_ode2(diffeqn,y,z): Finds the normal form of a second order ODE. For an input in the form
(1), the output is in the form (4).
Here, the input arguments are
− diffeqn: A 2nd order ODE with polynomial coefficients.
2
− y: The dependent variable of the ODE.
− z: The independent variable of the ODE.
− point: The regular singular point for which the indices and/or the recurrence relation will be found.
− index: The name of the parameter that will be used for the characteristic exponent.
− operation: The result of the routine (indices, recurrence, full (both)).
− transformation: The transformation function that defines the change of variables.
2.2 Symbolic solutions of special ODEs: hypergeometric heun
The second part, hypergeometric_heun contains the routines,
• find_special_ode(diffeqn,y,z): Finds the type of the ODE using its singularity structure and solves it
using the routines defined below.
• ode_finder_bruteforce(diffeqn,y,z): Uses a change of variables list in order to bring the input ODE into
a special form that is recognized in the package.
• find_2F1(diffeqn,y,z): Solves a hypergeometric equation.
• find_1F1(diffeqn,y,z): Solves a confluent hypergeometric equation.
• find_HG(diffeqn,y,z): Solves a general Heun equation.
• find_HC(diffeqn,y,z): Solves a (singly) confluent Heun equation.
• find_HD(diffeqn,y,z): Solves a double confluent Heun equation.
• find_HB(diffeqn,y,z): Solves a biconfluent Heun equation.
• find_HT(diffeqn,y,z): Solves a triconfluent Heun equation.
The input arguments (diffeqn,y,z) are the same as defined in the first part.
3 Singularity analysis
A second order ODE can be written in the form,
f1(x)
d2y(x)
dx2
+ f2(x)
dy(x)
dx
+ f3(x)y(x) = 0. (1)
From this point on, the coefficient functions f1,2,3(x) will be regarded as polynomials in the parameter x, and the
x-dependence of the function y will be omitted.
We can denote p(x) = f2(x)/f1(x) and q(x) = f3(x)/f1(x) to obtain,
d2y
dx2
+ p(x)
dy
dx
+ q(x)y = 0. (2)
If the functions p(x) and q(x) are analytic at a point x = x0, then x0 is an “ordinary point” for this ODE.
The points that make p(x) or q(x) divergent are called the singular points or singularities of the ODE. If x∗ is a
singular point and if (x−x∗)p(x) and (x−x∗)2q(x) are both analytic at x = x∗, then x∗ is called a “regular singular
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point”. Otherwise, the singular point is “irregular” [35]. The singularity behavior at x → ∞ can be analyzed by
performing the transformation x˜ = 1/x and checking the behavior at x˜ = 0. If all the singular points of an ODE
are regular, then the ODE is said to be a “Fuchsian equation”.
If the singularity at x = x∗ is irregular but (x−x∗)kp(x) and (x−x∗)2kq(x) are analytic where k is the least integer
satisfying this condition, then the irregular singular point at x = x∗ has a rank (k−1) [35]. Consequently, a regular
singular point is of rank-0 as k = 1.
We can write the equation (2) in normal form in which the coefficient of the first derivative vanishes. We define
y(x) = g(x)w(x) and for
g(x) = e−
1
2
∫
x p(x′)dx′ , (3)
we obtain
d2w
dx2
+ q′(x)w = 0, (4)
where
q′(x) = q(x) − 1
2
dp(x)
dx
− p(x)
2
4
. (5)
Our code transforms the input equation into the normal form in order to deal with the singular points of only one
function, namely q′(x). Although the package involves a routine for general change of varibles, the results of the
transformation x˜ = 1/x is included in the function that finds the singularity behavior as the analysis of x → ∞
case is inevitable.
4 Series solution around a regular singular point
An indicial equation can be defined for a regular singular point [7]. For a finite regular singular point x∗ we have,
r(r − 1) + p∗r + q∗ = 0, (6)
where p∗ and q∗ are the residues of p(x) and (x − x∗)q(x) at x = x∗, respectively. For the regular singularity at
infinity, one can write
r(r + 1)− p∞r + q∞ = 0, (7)
where p∞ and q∞ are the residues of p(x) and xq(x) at x→∞, respectively.
The roots r = r1 and r = r2 of the indicial equation are called the “indices” or “characteristic exponents”, or
“Frobenius exponents” of the corresponding regular singularity [7]. The sum of the all (2n) indices corresponding
to all (n) regular singular points in a Fuchsian equation should be equal to n− 2 [36].
One can find at least one series solution, the “Frobenius solution” of the form,
y =
∞∑
n=0
Cn(x − x∗)n+r, (8)
near a finite regular singular point x∗, r being a characteristic exponent associated with x∗. The details on the
second solution and the solution around infinity can be found in [7]. We substitute the solution (8) into equation
(1) to obtain a recurrence relation among the coefficients Cn. For example, the hypergeometric equation admits a
two-term recurrence relation which connects Cn with Cn−1, while the Heun equation has a three-term recurrence
relation connecting Cn, Cn−1 and Cn−2.
The θ-operator method yields the indicial equation and the recurrence relation for a regular singular point with less
effort than the formal Frobenius series calculation. Following [37], we define D = ddx and,
θ = x
d
dx
= xD, (9)
θ(θ − 1) = x2D2. (10)
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Similarly, we have
xnDn = (−1)n(−θ)n, (11)
where
(−θ)n =
n−1∏
j=0
(−θ + j), (12)
is the generalized factorial notation. A general nth order ODE can be written as
[a0(x)D
n + a1(x)D
n−1 + ...+ an(x)]y = 0. (13)
Using eq.(11), we can write the equation in the θ-form, namely
[A0(θ) + xA1(θ) + x
2A2(θ) + ...+ x
mAm(θ)]y = 0, (14)
if the coefficients of the original equation are polynomials in x. Here, A0,1,...,m(θ) are polynomials in θ.
Let us assume that x = 0 is a regular singular point and seek a series solution in the form (8) for x∗ = 0. It
is known that any polynomial expression in θ operating on xn yields the same polynomial in n times xn, thus
P (θ)xn = P (n)xn [37]. Using this property, we get
∞∑
n=0
Cn[A0(n+ r)x
n+r +A1(n+ r)x
n+r+1 + ...+Am(n+ r)x
n+r+m] = 0. (15)
In order to have an arbitrary C0, the indicial equation is obtained as A0(r) = 0. Let us shift the indices in the sum,
∞∑
n=0
[CnA0(n+ r) + Cn−1A1(n+ r − 1) + ...+ Cn−mAm(n+ r −m)]xn+r = 0, (16)
and the recurrence relation reads
CnA0(n+ r) + Cn−1A1(n+ r − 1) + ...+ Cn−mAm(n+ r −m) = 0. (17)
For a regular singular point x∗ other than zero, one should make the transformation x′ = x − x∗ and do the
calculation for x′. For the details of the θ-operator method, proofs and examples, we refer the reader to [37].
In our code, the function that finds the indices and the recurrence relation for a given regular singular point is
based on the θ-operator method.
Let us reset the SageMath session, load the file containing the routines and declare our functions,
✞ ☎
1 # Start the session
2 reset()
3 load ('ode2analyzer .sage ')
4 # ######################
5 u = function ('u')(x)
6 u(x)=u
7 f1 = function ('f1 ')(x)
8 f2 = function ('f2 ')(x)
9 f3 = function ('f3 ')(x)
10 # ######################
✝ ✆
Here, the line u(x)=u is written in order to avoid a “Deprecation Warning” as explained in page 162 of [38]. The
variables and functions that define the hypergeometric equation are given as
✞ ☎
1 # Hypergeometric equation :
2 var('a,b,c');
3 f1(x)=x*(1-x);
5
4 f2(x)=(c-(a+b+1)*x);
5 f3(x)=-a*b;
6
7 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
8 show (myeqn)
✝ ✆
The hypergeometric equation as given in eq. (78) is thus defined and shown as
− abu (x) − (x− 1)x ∂
2
(∂x)2
u (x)− ((a+ b+ 1)x− c) ∂
∂x
u (x) (18)
The singularity structure of the equation is found by the command
✞ ☎
1 # Singularity structure
2 mystructure = find_singularities (diffeqn=myeqn ,y=u,z=x)
3 show (mystructure )
✝ ✆
as
([1, 0,+∞] , [[−a− b+ c, 0] , [−c+ 1, 0] , [b, a]] , [] , []) (19)
There are four sub-arrays in the resulting array. The first one contains the locations of the regular singular points, the
second one contains the indices (characteristic exponents) associated with the regular singular points (respectively),
the third one contains the locations of the irregular singular points and the last array contains the ranks of the
irregular singular points (respectively).
Here, the singularity structure of the general hypergeometric equation is found correctly [39]. We can run our code
for an ODE with irregular singularities as in the following example. The double confluent Heun equation 100 can
be defined as
✞ ☎
1 # Double confluent Heun :
2 var('alpha ,gamma ,delta ,epsilon ,q');
3 f1(x)=1;
4 f2(x)=( delta/x)+( gamma/(x^2))+ epsilon;
5 f3(x)=( alpha*x-q)/(x^2)
6
7 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
8 show (myeqn)
✝ ✆(
ǫ+
δ
x
+
γ
x2
)
∂
∂x
u (x) +
(αx− q)u (x)
x2
+
∂2
(∂x)2
u (x) (20)
and the singularity structure can be found by the same command as
([] , [] , [0,+∞] , [1, 1]) (21)
Here, we find two rank-1 irregular singular points located at (0, ∞) [39]. The (singly) confluent Heun equation (92)
case can be analyzed as
✞ ☎
1 # (Singly) Confluent Heun :
2 var('alpha ,gamma ,delta ,epsilon ,q');
3 f1(x)=1;
4 f2(x)=( gamma/x)+( delta/(x-1))+ epsilon;
5 f3(x)=( alpha*x-q)/(x*(x-1))
6
7 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
8 show (myeqn)
9
10 mystructure = find_singularities (diffeqn=myeqn ,y=u,z=x)
11 show (mystructure )
✝ ✆
6
(
ǫ+
δ
x− 1 +
γ
x
)
∂
∂x
u (x) +
(αx− q)u (x)
(x− 1)x +
∂2
(∂x)2
u (x) (22)
([1, 0] , [[−δ + 1, 0] , [−γ + 1, 0]] , [+∞] , [1]) (23)
with two regular singularities at (0, 1) and one irregular singularity at (∞) of rank-1 [7, 39].
Another routine of our code is able to find the indices and the recurrence relation for a given regular singular
point of a second-order ODE with polynomial coefficients. An input parameter operation can take the values:
"indices", "recurrence", and "full", yielding the corresponding results ("full" gives both the indices and the
recurrence relation).
For the hypergeometric equation, around x = 0 we have
✞ ☎
1 # Hypergeometric equation
2 var('a,b,c');f1(x)=x*(1-x);f2(x)=(c-(a+b+1)*x);f3(x)=-a*b;
3 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
4
5 var('r')
6 myindicesandrecurrence= find_indices_recurrence(diffeqn=myeqn ,y=u,z=x,point=0, index=r,
operation =" full ")
7 myindices = find_indices_recurrence(myeqn ,u,x,0,r," indices ")
8 myrecurrence = find_indices_recurrence(myeqn ,u,x,0,r," recurrence ")
9
10 show (myindicesandrecurrence)
11 show (myindices )
12 show (myrecurrence )
✝ ✆
Here, “r” is the parameter associated with the characteristic exponent. The results of the commands with parameters
"indices" and "recurrence" are
[−c+ 1, 0] (24)(
(a− 1)b+ (a+ b− 2)n+ n2 + (a+ b+ 2n− 2)r + r2 − a+ 1)C (n− 1)
−((c− 1)n+ n2 + (c+ 2n− 1)r + r2)C (n) (25)
We obtain the recurrence relation corresponding to r = 0 by substituting this value in the recurrence relation and
solving it for C(n). The result will be in the form C(n) = (...)C(n − 1) as expected, namely
✞ ☎
1 # The recurrence relation
2 solve(myrecurrence ==0,C(n))[0]. subs (r=0).rhs ().full_simplify (). collect_common_factors()
✝ ✆
C(n) =
(
(a− 1)b + (a+ b− 2)n+ n2 − a+ 1)C (n− 1)
(c+ n− 1)n (26)
which agrees with the one given in [7].
The hypergeometric function is implemented in SageMath as hypergeometric([a,b],[c],x). Therefore we can
verify our recurrence relation graphically using the code below. The code adds new terms to the summation if the
new term is greater than the “machine epsilon” of the system.
✞ ☎
1 # Plot of 2F1
2 def hypfromrecurrence (a,b,c,x):
3 machineepsilon =abs ((7./3) -(4./3) -1)
4 Cn=1
5 n=0
6 result =1
7 while True :
8 coeff=(a*b + (a + b)*n + n^2)*(Cn)/((c + 1)*n + n^2 + c)
7
9 newterm=coeff*(x^(n+1))
10 if abs(newterm )<machineepsilon :
11 break
12 else :
13 result=result+newterm
14 Cn=coeff
15 n=n+1
16 return result
17
18 # https:// dlmf .nist .gov /15.3. F2.mag
19 a=5
20 b=-10
21 c=1
22
23 hypsage (x)=hypergeometric ([a,b],[c],x)
24
25 p1=plot (hypsage ,(x , -0.023 ,0.7) ,legend_label ='SageMath ', axes_labels =[r'$x$ ', r'$_2F_1$
([5,-10],[1],x) '])
26 p2=plot (hypfromrecurrence (a,b,c,x) ,(x, -0.023 ,0.7) ,legend_label ='Recurrence relation ',
plot_points =10, linestyle ='', marker='.', color='red ')
27 (p1+p2).show ()
✝ ✆
We take the parameters a, b, c such that our result coincides with the plot given in [39] as Figure (15.3.2). We
present the result of the SageMath and our recurrence relation on the same plot in Figure (1).
0.1 0.2 0.3 0.4 0.5 0.6 0.7
x
0.5
1
1.5
2
2.5
2F1([5,-10],[1],x)
SageMath
Recurrence relation
Figure 1: Plot of the hypergeometric function found by our recurrence relation result and the internal command of
SageMath.
We should note that finding a solution using the recurrence relation generally requires more effort than presented
here. Methods such as analytic continuation should be carefully applied in order to deal with the circle of convergence
of the series solution [20, 21].
For the general Heun equation we have,
✞ ☎
1 # Heun equation
2 var('alpha ,beta ,gamma ,delta ,epsilon ,q,a1 ');
3 epsilon =alpha+beta +1- gamma -delta;
8
4 f1(x)=1;f2(x)=( gamma/x)+( delta/(x -1))+( epsilon /(x-a1));f3(x)=( alpha*beta *x-q)/(x*(x-1) *(
x-a1))
5
6 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
7
8 var('r')
9 myrecurrence = find_indices_recurrence(myeqn ,u,x,0,r," recurrence ").subs (r=0)
10 show (myrecurrence )
11
12 # The recurrence relation given in \protect \vrule width0pt \protect\href {http :// dlmf .nist
.gov /31.3.E3}{ http :// dlmf .nist .gov /31.3.E3}
13 # with an overall minus sign
14 Rn=a1*(n+1)*(n+gamma)
15 Pn =(n -1+ alpha)*(n -1+ beta )
16 Qn=n*((n-1+ gamma)*(1+ a1)+a1*delta+epsilon)
17 recurrenceDLMF =-(Rn*C(n+1) -(Qn+q)*C(n)+Pn*C(n -1))
18 # We need to shift n by 1 to check with the DLMF result
19 myrecurrence = myrecurrence .subs (n=n+1)
20
21 # Their difference should be zero
22 shouldbezero =( myrecurrence - recurrenceDLMF ). expand().factor ().full_simplify ()
23 show (shouldbezero )
✝ ✆
We obtain the recurrence relation as(
(a1 + 1)n
2 − (a1 − 1)δ − a1γ + ((a1 − 1)δ + a1γ − 3 a1 + α+ β − 2)n+ 2 a1 − α− β + q + 1
)
C (n− 1)
−((α− 2)β + (α+ β − 4)n+ n2 − 2α+ 4)C (n− 2)
−(a1n2 + (a1γ − a1)n)C (n) (27)
We also enter the recurrence relation given in [39] with an overall minus sign. The difference of the two results is
zero, verifying the result of our code.
We plot the series solution for the general Heun equation in Figure (2) using a similar code with an array of plots
and compare it with the plot given in the Wolfram Blog post [14] to see that they are similar. The details of this
analysis can be found in the sample SageMath session [34].
-0.2 0 0.2 0.4 0.6 0.8
x
2
4
6
8
10
12
14
HG(a1, q,α, β, γ, δ, x)
Figure 2: Plot of the general Heun function similar to the one given in [14].
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5 Change of variables for a second order ODE
For an ODE of the form (1), we can change the independent variable from x to z(x) using
dy
dx
=
dz
dx
dy
dz
, (28)
d2y
dx2
=
(
dz
dx
)2
d2y
dz2
+
d2z
dx2
dy
dz
. (29)
As an example, let us make the change x→ √z. Then z = x2 and
dy
dx
= 2
√
z
dy
dz
, (30)
d2y
dx2
= 4z
d2y
dz2
+ 2
dy
dz
, (31)
and the ODE becomes
4zf1(z)
d2y(z)
dz2
+ 2
[
f1(z) +
√
zf2(z)
]dy(z)
dz
+ f3(z)y(z) = 0. (32)
We can work with this transformation for a general 2nd order ODE using the ode_change_of_variable routine of
our code.
✞ ☎
1 # Change of variables
2 reset()
3 load ('ode2analyzer .sage ')
4 # ######################
5 u = function ('u')(x)
6 u(x)=u
7 f1 = function ('f1 ')(x)
8 f2 = function ('f2 ')(x)
9 f3 = function ('f3 ')(x)
10 # ######################
11 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
12 show (myeqn)
13 myresult = ode_change_of_variable(diffeqn=myeqn ,y=u,z=x, transformation =sqrt (x))
14 show (myresult )
✝ ✆
which yields
myeqn = f3 (x) u (x) + f2 (x)
∂
∂x
u (x) + f1 (x)
∂2
(∂x)2
u (x) (33)
myresult = 4 xf1
(√
x
) ∂2
(∂x)2
u (x) + f3
(√
x
)
u (x) + 2
(√
xf2
(√
x
)
+ f1
(√
x
)) ∂
∂x
u (x) (34)
The user should be careful as the variable name is not changed. The routine ode_change_of_variable used here
is actually intended for the intrinsic use of other functions in our code where the unchanged variable name is more
appropriate as the explicit declaration of a new variable is required in SageMath system.
6 Hypergeometric and Heun-type equations
The code attempts to find symbolic solutions of some special ODES, namely, the hypergeometric equation, the Heun
equation, and their confluent forms. The analysis of the equations is based on the singularity structure. Locations
of the singularities and corresponding characteristic exponents play a major role in the method. Using particular
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substitutions and transformations, the input equation is brought in a standard form that can be recognized by the
routines.
A basic example of our approach can be given by using the hypergeometric equation. The Riemann P -symbol for
the standard form of the hypergeometric equation (78) is
P


0 1 ∞
0 0 a x
1− c c− a− b b

 . (35)
Here, the locations of the singular points are given in the first row and each column exhibits the characteristic
exponents of the corresponding singular points as found by our code in (19).
Let us study a more general second order ODE with three regular singular points (x1, x2, x3) and corresponding
indices (ci1, ci2, i = 1, 2, 3), namely,
P


x1 x2 x3
c11 c21 c31 x
c12 c22 c32

 . (36)
The substitution,
u(x)→
{(
x−x1
x−x3
)c11(x−x2
x−x3
)c21
u(x), if x3 6=∞,
(x− x1)c11(x− x2)c21u(x), if x3 =∞,
(37)
brings the P -symbol in the form
P


x1 x2 x3
0 0 c31 + c11 + c21 x
c12 − c11 c22 − c21 c32 + c11 + c21

 . (38)
The transformation,
x→ (x2 − x3)(x − x1)
(x2 − x1)(x − x3) , (39)
moves the locations of the singular points from (x1, x2, x3) to (0, 1,∞) as in the standard form of the hypergeometric
equation [40]. Now we have,
P


0 1 ∞
0 0 c31 + c11 + c21
(x2−x3)(x−x1)
(x2−x1)(x−x3)
c12 − c11 c22 − c21 c32 + c11 + c21

 , (40)
which corresponds to the standard form of the hypergeometric equation. We note that the sum of the indices is
not changed. A similar analysis of the general Heun equation can be found in [40].
Our approach is similar to this example for other equations: we change the indices of the regular singular points
and move the locations of the singular points in order to obtain a standard form. After reaching the standard
singularity structure of an equation that can be recognized by the code, the parameters are read either from the
characteristic exponents or by matching the final form of the input equation with the standard equation in their
normal forms.
The polynomial coefficients of the normal forms are matched in the confluent cases. The parameters of these ODEs
can be found by solving single equations, i.e. the code finds some parameters by solving algebraic equations that
depend only on one parameter. The rest of the parameters are found by substitution. For the Fuschian ODEs, the
parameters are read from the characteristic exponents, e.g. the non-zero exponent of the singular point at zero in
the hypergeometric equation yields 1− c, etc.
We find the parameters with this method and use the Maple or Mathematica forms of the solutions to substitute
these parameters. The standard forms of the equations are given in the Appendix.
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The hypergeometric equation has three pairs of Frobenius solutions around its three regular singular points and
these solutions can be transformed into other solutions via specific transformations [39]. The number of all solutions
of the hypergeometric equation is 24. The number of total solutions is 192 for the general Heun equation [41]. The
user of our code may need to use some transformations or function identities in order to obtain the desired form of
the solution [36, 39, 41].
The results of the hypergeometric and confluent hypergeometric equations are numerically usable as these functions
are defined in SageMath. However, the numerical solutions of the Heun-type functions are not defined. The
numerical solutions of the general Heun and (singly) confluent Heun functions are defined by Motygin for GNU
Octave/MATLAB [20, 21]. GNU Octave/MATLAB commands can be run in a SageMath session. However, this
procedure is not straightforward and it is beyond the scope of this work.
Regarding our code, although the results of our limited number of tests seem proper, it should be emphasized
that the solutions should be taken with great care as such routines should be tested heavily before using them for
new problems. The user should approach these routines as an experimental effort and follow the updates from the
GitHub page [34] regularly.
The outputs of the following examples are obtained using the following code structure,
✞ ☎
1 # Standard equations
2 reset()
3 load ('hypergeometric_heun .sage ') #Routines for the symbolic solutions
4 # ######################
5 u = function ('u')(x)
6 u(x)=u
7 f1 = function ('f1 ')(x)
8 f2 = function ('f2 ')(x)
9 f3 = function ('f3 ')(x)
10 # ######################
11
12 # Definition of the variables , f1 , f2 , and f3.
13
14 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
15 show (myeqn)
16 mysingularities = find_singularities (diffeqn=myeqn ,y=u,z=x)
17 show (mysingularities )
18 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
✝ ✆
The singularity structures and the solutions for the corresponding equations are found by the code as in the following
sections.
6.1 Hypergeometric equation
−abu (x)− (x− 1)x ∂
2
(∂x)2
u (x)− ((a+ b+ 1)x− c) ∂
∂x
u (x) (41)
([1, 0,+∞] , [[−a− b+ c, 0] , [−c+ 1, 0] , [b, a]] , [] , []) (42)
C2x 2F1
(
a− c+ 1, b− c+ 1
−c+ 2 ;x
)
+ C1x
c
2F1
(
a, b
c
;x
)
xc
(43)
The result is numerically usable as hypergeometric([a,b],[c],x) functions are defined within SageMath.
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6.2 Confluent hypergeometric equation
−au (x) + (b− x) ∂
∂x
u (x) + x
∂2
(∂x)2
u (x) (44)
([0] , [[−b+ 1, 0]] , [+∞] , [1]) (45)
C1M (a, b, x) + C2U (a, b, x) (46)
The result is numerically usable as hypergeometric_M(a,b,x) and hypergeometric_U(a,b,x) functions are de-
fined within SageMath.
6.3 (General) Heun equation
−
(
α+ β − δ − γ + 1
a1 − x −
δ
x− 1 −
γ
x
)
∂
∂x
u (x)− (αβx − q)u (x)
(a1 − x)(x− 1)x +
∂2
(∂x)2
u (x) (47)
([a1, 1, 0,+∞] , [[−α− β + δ + γ, 0] , [−δ + 1, 0] , [−γ + 1, 0] , [β, α]] , [] , []) (48)
C2x
−γ+1HG(a1,−(a1δ + α+ β − δ − γ + 1)(γ − 1) + q, α− γ + 1, β − γ + 1,−γ + 2, δ, x)
+C1HG(a1, q, α, β, γ, δ, x) (49)
6.4 (Singly) Confluent Heun equation
(
ν
x− 1 +
µ
x
)
u (x) +
(
α+
γ + 1
x− 1 +
β + 1
x
)
∂
∂x
u (x) +
∂2
(∂x)2
u (x) (50)
([1, 0] , [[−γ, 0] , [−β, 0]] , [+∞] , [1]) (51)
C1HC
(
α, β, γ,−1
2
αβ − 1
2
αγ − α+ µ+ ν, 1
2
(α− 1)β − 1
2
(β + 1)γ +
1
2
α− µ, x
)
+
C2HC
(
α,−β, γ,− 12 αβ − 12 αγ − α+ µ+ ν, 12 (α− 1)β − 12 (β + 1)γ + 12 α− µ, x
)
xβ
(52)
6.5 Double confluent Heun equation
(
ǫ+
δ
x
+
γ
x2
)
∂
∂x
u (x) +
(αx− q)u (x)
x2
+
∂2
(∂x)2
u (x) (53)
([] , [] , [0,+∞] , [1, 1]) (54)
C2x
−δ+2HD (δ + q − 2, α− 2 ǫ,−γ,−δ+ 4,−ǫ, x) e(−ǫx+γx ) + C1HD (q, α, γ, δ, ǫ, x) (55)
6.6 Biconfluent Heun equation
(
ǫx+ δ +
γ
x
) ∂
∂x
u (x) +
(αx− q)u (x)
x
+
∂2
(∂x)2
u (x) (56)
([0] , [[−γ + 1, 0]] , [+∞] , [2]) (57)
C2x
−γ+1HB (δ(γ − 1) + q,−ǫ(γ − 1) + α,−γ + 2, δ, ǫ, x) + C1HB (q, α, γ, δ, ǫ, x) (58)
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6.7 Triconfluent Heun equation
(αx − q)u (x) + (ǫx2 + δx+ γ) ∂
∂x
u (x) +
∂2
(∂x)2
u (x) (59)
([] , [] , [+∞] , [3]) (60)
C2HT (δ + q, α− 2 ǫ,−γ,−δ,−ǫ, x)e(− 13 ǫx
3− 1
2
δx2−γx) + C1HT (q, α, γ, δ, ǫ, x) (61)
7 Applications with symODE2
We will study some examples in the literature in order to test our code. For further applications, the user should
keep in mind that some transformations or identities may be required to obtain the same result with the literature.
7.1 Hypergeometric equation: Equation (15) of [42]
The equation (15) of Nasheeha et. al [42],
4 (ax+ 1)(bx+ 1)
∂2
(∂x)2
u (x)−
((
a(2α+ 1)
2 − 2 a+ b
)
b+ ab− b2
)
u (x) + 2 (a− b) ∂
∂x
u (x) (62)
can be solved using our code,
✞ ☎
1 # The equation (15) of Nasheeha et. al
2 reset()
3 load ('hypergeometric_heun .sage ') #Routines for the symbolic solutions
4 # ######################
5 u = function ('u')(x)
6 u(x)=u
7 f1 = function ('f1 ')(x)
8 f2 = function ('f2 ')(x)
9 f3 = function ('f3 ')(x)
10 # ######################
11 var('a,b,k,alpha ');
12 f1(x)=4*(1+a*x)*(1+ b*x);
13 f2(x)=2*(a-b);
14 f3(x)=((b^2) -a*b-k*b)
15
16 myeqn=(f1(x)*diff (u(x),x,x)+f2(x)*diff(u(x),x)+f3(x)*u(x))
17 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
✝ ✆
as √
ax+ 1C2
√
b 2F1
(−α− 12 , α+ 12
3
2
;−abx+ba−b
)
+ C1
√−a+ b 2F1
(−α− 1, α
1
2
;−abx+ba−b
)
√−a+ b (63)
Here, the code found the change of variables itself. If we use the transformation given in the article, we find the
same result as in the article, namely,
✞ ☎
1 # Change of variables
2 myeqn2=ode_change_of_variable( diffeqn=myeqn ,y=u,z=x, transformation =((a-b)*x-a)/(a*b))
3 myeqn2=myeqn2.subs (k==a*(2* alpha +1) ^2-2*a+b)
4 myresult =find_special_ode (diffeqn =myeqn2 ,y=u,z=x)
✝ ✆
14
and
C2x
3
2 2F1
(−α+ 12 , α+ 32
5
2
;x
)
+ C1 2F1
(−α− 1, α
− 12
;x
)
(64)
7.2 Confluent hypergeometric equation: Whittaker equation
The Whittaker equation [39],
d2u
dz2
+
(
−1
4
+
κ
x
+
1
4 − µ2
x2
)
u = 0, (65)
can be obtained from the confluent hypergeometric equation. Hence the solutions can be given in terms of the
confluent hypergeometric functions M and U . We start by the substitution u(x) = e−x/2u(x) and the code
✞ ☎
1 # The Whittaker equation
2 var('kappa ,mu ');f1(x)=1;f2(x)=0; f3(x)=( -1/4) +( kappa/x)+((1/4) -(mu ^2))/(x^2)
3 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
4 myeqn=myeqn. substitute_function (u(x),exp(-x/2)*u(x))
5 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
✝ ✆
yields (
C1M
(
−κ+ µ+ 1
2
, 2µ+ 1, x
)
+ C2U
(
−κ+ µ+ 1
2
, 2µ+ 1, x
))
xµ+
1
2 (66)
as the same result given in [39]. The code finds the factor xµ+
1
2 itself.
7.3 General Heun equation: Equation (10) of [43]
The equation (10) of Petroff [43] is
− (x2 − 1)(A− x) ∂2
(∂x)2
u (x)− 4Au (x) − (5Ax− 4 x2 − 1) ∂
∂x
u (x) (67)
The author applies a change of variables as z = (1 − x)/2. Let us use this transformation and solve the resulting
equation with our code,
✞ ☎
1 # The equation (10) of Petroff
2 var('A');f1(x)=(x-A)*((x^2) -1);f2(x)=4*( x^2) -5*A*x+1; f3(x)=-4*A;
3
4 myeqn=(f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x))
5 show (myeqn)
6 myeqn2=ode_change_of_variable( diffeqn=myeqn ,y=u,z=x, transformation =1-2*x)
7 myresult =find_special_ode (diffeqn =myeqn2 ,y=u,z=x)
✝ ✆
that yields
C1HG
(
−1
2
A+
1
2
,−2A, 3, 0, 5
2
,
5
2
, x
)
+
C2HG
(− 12 A+ 12 ,− 18 A− 38 , 32 ,− 32 ,− 12 , 52 , x)
x
3
2
(68)
which is the same with the reference.
7.4 Confluent Heun equation: Equation (26) of [44]
The ODE (26) in Sakallı et al. [44],
− (x− 1)x ∂
2
(∂x)2
u (x)−
(
L1m
2r(x− 1)− L21ω2
(
1
x
− 1
)
− L1(L2 + 1)L2
)
u (x)− (2 x− 1) ∂
∂x
u (x) (69)
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needs the introduction of the factor xi L1ω given in eq. (27) of this article in order to obtain it in the standard form
of the (singly) confluent Heun equation. Our code finds this function automatically. Keeping in mind that L1 is L
and L2 is ℓ, we run
✞ ☎
1 # The ODE (26) in Sakalli et al.
2 var('L1 ,L2 ,omega ,m,r');
3 f1(x)=x*(1-x);
4 f2(x)=1-2*x;
5 f3(x)=((L1 ^2) *( omega ^2) *((1/x) -1))+((m^2) *(L1)*r*(1-x))+(L2*(L2 +1)*L1)
6
7 myeqn=(f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x))
8 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
✝ ✆
and we get
C2x
i L1ωx−2i L1ωHC
(
0,−2i L1ω, 0, L1m2r,−L1m2r − L1L22 − L1L2, x
)
+C1x
i L1ωHC
(
0, 2i L1ω, 0, L1m
2r,−L1m2r − L1L22 − L1L2, x
)
(70)
which agrees with the original article.
7.5 Biconfluent Heun equation: Equation (10) of [45]
The equation (10) of Vito´ria et. al [45] can be solved in terms of biconfluent Heun functions. We need the
substitution u(x)→ xγe− x22 u(x) and the transformation x→ −x. Using the code
✞ ☎
1 # The equation (10) of Vitoria et. al
2 var('gamma ,beta ,m,omega ,delta ')
3 f1(x)=1
4 f2(x)=1/x
5 f3(x)=( beta /(m*omega))+( delta/x) -(( gamma^2) /(x^2))-x^2
6 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
7 myeqn=myeqn. substitute_function (u(x),exp(-(x^2) /2)*(x^gamma)*u(x))
8 myeqn=( myeqn /(exp (-(x^2) /2) *(x^gamma))).full_simplify (). expand().collect(u).collect(diff
(u,x))
9 show (myeqn)
10 myeqn=ode_change_of_variable(diffeqn =myeqn ,y=u,z=x, transformation =-x)
11 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
✝ ✆
we obtain the equation,
∂
∂xu (x)
x
−
(
mωx4 + γ2mω + δmωx− βx2)u (x)
mωx2
+
∂2
(∂x)2
u (x) (71)
and the solution,
C1HB
(
δ,−2 γ + β
mω
− 2, 2 γ + 1, 0,−2, x
)
e(−
1
2
x2) +
C2HB
(
δ, 2 γ + βmω − 2,−2 γ + 1, 0,−2, x
)
e(−
1
2
x2)
x2 γ
(72)
as given in the original article after employing the correspondence given in equations (104)-(108).
7.6 Double confluent Heun equation: Equation (11) of [46]
As explained in the appendix, the singularity structure of the Maple-based approach of the double confluent Heun
equation is different from the Mathematica version. The symODE2 package uses the Mathematica form as it involves
more parameters. However, this choice makes it difficult to verify our analysis with the examples in literature.
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The equation (11) of Vieira [46], (
A1 +
A2
x2
+
A3
x4
)
u (x) +
∂
∂xu (x)
x
+
∂2
(∂x)2
u (x) (73)
has the singularity structure ([] , [] , [0,+∞] , [1, 1]). The equation can be solved with the code
✞ ☎
1 # The equation (11) of Vieira
2 var('A1 ,A2 ,A3 ');f1(x)=1;f2(x)=1/x;f3(x)=A1+(A2/x^2)+( A3/x^4)
3
4 myeqn=f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x)
5 myresult =find_special_ode (diffeqn =myeqn ,y=u,z=x)
6 show (myresult )
✝ ✆
as
C2HD
(
−A2 − 2
√
−A1
√
−A3 − 1
4
,−2
√
−A1,−2
√
−A3, 2,−2
√
−A1, x
)
e
(
1
3
√
−A1x3+ 14 x
2−2
√
−A1x+
√
−A3x+
2
√
−A3
x
)
+C1HD
(
−A2 − 2
√
−A1
√
−A3 − 1
4
, 2
√
−A1, 2
√
−A3, 2, 2
√
−A1, x
)
e(
1
3
√
−A1x3+ 14 x
2+
√
−A3x) (74)
If we apply the transformation (12)
(
x → x2+1x2−1
)
as given in the article, we find the form of the equation (13) in
the article that can be related with the Maple form, namely,
(A1 +A2 +A3)x
2 + 2 (A1 −A3)x+A1 −A2 +A3
x6 − 3 x4 + 3 x2 − 1 u (x) +
2
(
x5 − 2 x3 + x)
(x+ 1)3(x− 1)3
∂
∂x
u (x) +
∂2
(∂x)2
u (x) (75)
The singularity structure of this equation is ([] , [] , [−1, 1] , [1, 1]) as used by Maple.
7.7 Triconfluent Heun equation: Equation (5) of [47]
The equation (5) of Dong et. al [47],
−
√
2
(
2 bx2 + a
)
∂
∂xu (x)√
b
+
(
a2 + 4 bǫ− 4√2
√
b3x
)
u (x)
2 b
+
∂2
(∂x)2
u (x) (76)
needs the change of coordinates z = 6
√
8b
9 x in order to bring it in a specific form of the triconfluent Heun equation.
Let us apply this transformation and solve the resulting equation with the code
✞ ☎
1 # The equation (5) of Dong et. al
2 var('a,b,epsilon ');
3 f1(x)=1
4 f2(x)=-sqrt (2) *(a+2*b*x^2)/sqrt (b)
5 f3(x)=((a^2) -4*sqrt (2*b^3)*x+4*b*epsilon)/(2* b)
6
7 myeqn=(f1(x)*diff (u(x),x,x)+f2(x)*diff (u(x),x)+f3(x)*u(x))
8 show (myeqn)
9 show (find_singularities (diffeqn =myeqn ,y=u,z=x))
10 myeqn2=ode_change_of_variable( diffeqn=myeqn ,y=u,z=x, transformation =x*((8*b)/9) ^ -(1/6) )
11 myresult =find_special_ode (diffeqn =myeqn2 ,y=u,z=x)
✝ ✆
which yields
C1HT
(
−3
2
3 a2
4 b
4
3
− 3
2
3 ǫ
b
1
3
, 3,
3
1
3 a
b
2
3
, 0, 3, x
)
e
(
x3+ 3
1
3 ax
b
2
3
)
+ C2HT
(
−3
2
3 a2
4 b
4
3
− 3
2
3 ǫ
b
1
3
,−3,−3
1
3 a
b
2
3
, 0,−3, x
)
(77)
that agrees with the original paper using the correspondence of the parameters given in equations (112-116).
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7.8 Further applications
The analysis of other ODEs will be in the same manner, therefore we will just give a list of the other cases that our
code succeeded. The corresponding analyses can be found in the sample SageMath session given in [34].
• General Heun: Lame´ equation as given in [48].
• Biconfluent Heun: The quantum-mechanical doubly anharmonic oscillator potential as given in [49].
• Triconfluent Heun: The classical anharmonic oscillator equation as given in [50]. It should be noted that our
code finds the parameter ǫ using a quadratic equation favoring the positive root. The Mathematica solution
has the negative root.
• Confluent Heun: Equation (57) of [51].
• Hypergeometric: Legendre equation as given in [39].
• Confluent hypergeometric: Hermite equation as given in [5]. The equations (7.2) and (7.3) of this paper can
be obtained from the solution of the Hermite equation given in the same paper. The identity (13.8(iii)) in [39]
should be used in the calculation.
8 Conclusion
We proposed an open-source package under SageMath for symbolic analysis of second-order ordinary differential
equations with polynomial coefficients. Our approach was based on the singularity structure, namely, the locations
of the singularities, corresponding characteristic exponents, and the ranks of the irregular singular points of the
equation.
The singularity structure, indices, and recurrence relations associated with the regular singular points, and symbolic
solutions of the hypergeometric equation, Heun equation, and their confluent forms could be found using the package.
Using particular substitutions and transformations, the singularity structure of the input equation was brought in
a standard form that could be recognized by the routines. After being reached the standard singularity structure of
an equation, the parameters were obtained either using the characteristic exponents or by matching the final form
of the input equation with the normal form of the standard equation.
As they were defined in SageMath, the results of the hypergeometric and confluent hypergeometric equations were
numerically usable, unlike the Heun-type functions.
We presented that our code worked properly with a limited number of tests. However, we emphasized that the
results should be taken with great care as such routines should be tested heavily before using them for new problems.
We also noted that some transformations, substitutions, or identities might be needed in order to reach the results
of the literature.
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A Appendix: Hypergeometric and Heun type equations in DLMF,
Maple, Mathematica, and symODE2
The standard forms of the equations may be defined differently in the literature and in the computer algebra
systems. Here, we consider DLMF, a well-known library of mathematical functions [39], and two computer algebra
systems, Maple and Mathematica which can work with hypergeometric and Heun type functions. We give lists of
correspondence of the parameters in these programs. We also note the standard forms of the equations used in the
symODE2 code.
A.1 Hypergeometric equation
In DLMF [39],
x(1 − x)d
2y
dx2
+ [c− (a+ b+ 1)y] dy
dx
− aby = 0. (78)
In Maple [52],
x(x − 1)d
2y
dx2
+ [(a+ b+ 1)x− c]dy
dx
+ aby = 0, (79)
with solution hypergeom([a,b],[c],x).
In Mathematica [53],
−
(
x(x− 1)d
2y
dx2
+ [(a+ b+ 1)x− c]dy
dx
+ aby
)
= 0, (80)
with solution Hypergeometric2F1[a,b,c,z].
All equations coincide and they have three regular singularities located at {0, 1, ∞}. symODE2 uses this form of
the equation as well.
A.2 Confluent hypergeometric equation
In DLMF [39],
x
d2y
dx2
+ (b − x)dy
dx
− ay = 0. (81)
In Maple [52],
x
d2y
dx2
+ (c− x)dy
dx
− ay = 0, (82)
with solution hypergeom([a],[c],x).
In Mathematica [54],
x
d2y
dx2
+ (b − x)dy
dx
− ay = 0, (83)
with solution HypergeometricU[a,b,x].
All have one regular singularity located at {0} and one irregular singularity of rank-1 at {∞}. The equations
coincide and symODE2 also uses this form of the equation.
A.3 (General) Heun equation
In DLMF [39],
d2y
dx2
+
(
γ
x
+
δ
x− 1 +
ǫ
x− a
)
dy
dx
+
αβx − q
x(x − 1)(x− a)y = 0, (84)
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and in Maple [55],
d2y
dx2
+
(
γ
x
+
δ
x− 1 +
ǫ
x− a
)
dy
dx
+
αβx − q
x(x − 1)(x− a)y = 0, (85)
where ǫ = α+ β + 1− γ − δ with solution HeunG(a, q, α, β, γ, δ, x).
In Mathematica [56],
d2y
dx2
+
(
γ
x
+
δ
x− 1 +
α+ β + 1− γ − δ
x− a
)
dy
dx
+
αβx− q
x(x− 1)(x− a)y = 0, (86)
with solution HeunG(a, q, α, β, γ, δ, x).
All have four regular singularities located at {0, 1, a, ∞}. symODE2 uses the same structure of the equation.
A.4 (Singly) Confluent Heun equation
In DLMF [39],
d2y
dx2
+
(
γ
x
+
δ
x− 1 + ǫ
)
dy
dx
+
αx − q
x(x − 1)y = 0. (87)
In Maple [55],
d2y
dx2
− −x
2α+ (−β + α− γ − 2)x+ β + 1
x (x− 1)
dy
dx
− [(−β − γ − 2)α− 2 δ]x+ (β + 1)α+ (−γ − 1)β − 2 η − γ
2x (x− 1) y = 0,
(88)
with solution HeunC(α, β, γ, δ, η, x). This form can be transformed into
d2y
dx2
+
(
β + 1
x
+
γ + 1
x− 1 + α
)
dy
dx
+
(
µ
x
+
ν
x− 1
)
y = 0, (89)
where
δ = µ+ ν − αβ + γ + 2
2
, (90)
η =
(α− γ)(β + 1)− β
2
− µ. (91)
In Mathematica [56],
d2y
dx2
+
(
γ
x
+
δ
x− 1 + ǫ
)
dy
dx
+
αx − q
x(x − 1)y = 0, (92)
with solution HeunC(q, α, γ, δ, ǫ, x).
We can define the correspondence,
γMat = βMap + 1, (93)
δMat = γMap + 1, (94)
ǫMat = αMap, (95)
αMat = µMap + νMap, (96)
qMat = µMap, (97)
where “Mat” and “Map” stand for Mathematica and Maple, respectively.
All have two regular singularities located at {0,1} and an irregular singularity of rank-1 at {∞}. symODE2 uses
the Maple form.
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A.5 Double confluent Heun equation
In DLMF [39],
d2y
dx2
+
(
δ
x2
+
γ
x
+ 1
)
dy
dx
+
αx − q
x2
y = 0. (98)
This equation has two irregular singular points of rank-1 located at {0, ∞}.
In Maple [55],
d2y
dx2
− αx
4 − 2 x5 + 4 x3 − α− 2 x
(x− 1)3 (x+ 1)3
dy
dx
− −x
2β + (−γ − 2α)x− δ
(x− 1)3 (x+ 1)3 y = 0, (99)
with solution HeunD(α, β, γ, δ, x). This equation has two irregular singular points of rank-1 located at {-1, 1}.
In Mathematica [56],
d2y
dx2
+
(
γ
x2
+
δ
x
+ ǫ
)
dy
dx
+
αx − q
x2
y = 0, (100)
with solution HeunD(q, α, γ, δ, ǫ, x). This equation has two irregular singular points of rank-1 located at {0, ∞}.
symODE2 uses the Mathematica form.
We will not write a correspondence between the Maple and Mathematica parameters as the singularity structures
of the equations are not the same.
A.6 Biconfluent Heun equation
In DLMF [39],
d2y
dx2
−
(γ
x
+ δ + x
) dy
dx
+
αx − q
z
y = 0. (101)
In Maple [55],
d2y
dx2
− β x+ 2 x
2 − α− 1
x
dy
dx
− (2α− 2 γ + 4)x+ β α+ β + δ
2x
y = 0, (102)
with solution HeunB(α, β, γ, δ, x).
In Mathematica [56],
d2y
dx2
+
(
γ
x
+ δ + ǫx
)
dy
dx
+
αx− q
x
y = 0, (103)
with solution HeunB(q, α, γ, δ, ǫ, x).
All have one regular singularity located at {0} and one irregular singularity of rank-2 at {∞}. symODE2 uses the
Mathematica form.
We can define the correspondence,
γMat = αMap + 1, (104)
δMat = −βMap, (105)
ǫMat = −2, (106)
αMat = γMap − αMap − 2, (107)
qMat =
βMap(αMap + 1) + δMap
2
, (108)
where “Mat” and “Map” stand for Mathematica and Maple, respectively.
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A.7 Triconfluent Heun equation
In DLMF [39],
d2y
dx2
+ (γ + x)x
dy
dx
+ (αx − q) y = 0. (109)
In Maple [55],
d2y
dx2
− (3x2 + γ)dy
dx
+ [(β − 3)x+ α]y = 0, (110)
with solution HeunT(α, β, γ, x).
In Mathematica [56],
d2y
dx2
+ (γ + δx+ ǫx2)
dy
dx
+ (αx − q)y = 0, (111)
with solution HeunT(q, α, γ, δ, ǫ, x).
All have one irregular singularity of rank-3 at {∞}. symODE2 uses the Mathematica form.
We can define the correspondence,
ǫMat = −3, (112)
δMat = 0, (113)
γMat = −γMap, (114)
αMat = βMap − 3, (115)
qMat = −αMap, (116)
where “Mat” and “Map” stand for Mathematica and Maple, respectively.
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