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vRE´SUME´
L’industrie avionique, extreˆmement critique, se trouve e´galement extreˆmement contrainte ;
par les normes de se´curite´ et de certification d’une part, mais aussi par les besoins de person-
nalisation de ses clients d’autre part. Dans ce contexte, la gestion de variabilite´ des syste`mes
est un proble`me de fond des projets de re´-inge´nierie de syste`mes avioniques. Nous pre´sen-
tons dans ce me´moire des travaux visant a` aider la gestion de variabilite´ en s’appuyant sur
l’analyse de concepts formels et sur le web se´mantique.
Le premier objectif de recherche consiste a` identifier des comportements typiques et des
interactions pour les variables de configuration d’un logiciel configure´ dynamiquement. Pour
identifier de tels e´le´ments, nous nous sommes servi de l’analyse de concepts formels a` diffe´rents
niveaux de pre´cision dans le syste`me ainsi que de la de´finition de nouvelles me´triques sur le
syste`me. Pour re´pondre a` ce premier objectif nous avons de´fini une typologie des variables de
configuration et de leurs interactions. Nous avons e´galement e´tudie´ les partages de controˆles
entre variables de configuration au niveau du code.
Un autre objectif de recherche e´tait de construire une base de connaissance permettant
de recenser les re´sultats des diffe´rentes analyses effectue´es, mais aussi d’ajouter tout nouvel
e´le´ment pouvant aider a` la gestion de variabilite´, notamment a` la de´finition des processus de
re´-inge´nierie pour chacune des cate´gories de la typologie. Pour re´pondre a` cet objectif, nous
avons construit une solution fonde´e sur le web se´mantique, en de´finissant une nouvelle ontolo-
gie de description, extensible, et permettant la construction d’infe´rence pour les traitements
e´voque´s plus haut.
Les travaux pre´sente´s ici repre´sentent, a` notre connaissance la premie`re typologie de va-
riables de configuration pour un logiciel configure´ dynamiquement, mais aussi l’application
au domaine de l’ae´ronautique des techniques de documentation et de gestion de variabilite´s
base´es sur le web se´mantique. Les travaux effectue´s et les re´sultats montrent que l’analyse
de concepts formels permet effectivement de comprendre certaines proprie´te´s et interactions
des variables et que le web se´mantique fournit les outils ade´quats pour conserver et exploiter
les re´sultats. Toutefois, l’utilisation de l’analyse de concepts formels a` partir d’autres rela-
tions boole´ennes, telles que l’appartenance d’une variable de configuration a` un produit, et la
construction de nouvelles infe´rences plus pre´cises permettraient de tirer de nouvelles conclu-
sions. L’application de la me´thode a` d’autres syste`mes permettrait e´galement de valider la
pertinence de la classification dans d’autres contextes.
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ABSTRACT
Because of its critical nature, avionic industry is bound with numerous constraints such
as security standards and certifications while having to fulfill the clients’ desires for personal-
ization. In this context, variability management is a very important issue for re-engineering
projects of avionic softwares. In this thesis, we propose a new approach, based on formal
concept analysis and semantic web, to support variability management.
The first goal of this research is to identify characteristic behaviors and interactions of
configuration variables in a dynamically configured system. To identify such elements, we
used formal concept analysis on different levels of abstractions in the system and defined new
metrics. Then, we built a classification for the configuration variables and their relations in
order to enable a quick identification of a variable’s behavior in the system. This classifi-
cation could help finding a systematic approach to process variables during a re-engineering
operation, depending on their category. To have a better understanding of the system, we
also studied the shared controls of code between configuration variables.
A second objective of this research is to build a knowledge platform to gather the results
of all the analysis performed, and to store any additional element relevant in the variability
management context, for instance new results helping define re-engineering process for each
of the categories. To address this goal, we built a solution based on a semantic web, defining
a new ontology, very extensive and enabling to build inferences related to the evolution
processes.
The approach presented here is, to the best of our knowledge, the first classification of
configuration variables of a dynamically configured software and an original use of documen-
tation and variability management techniques using semantic web in the aeronautic field.
The analysis performed and the final results show that formal concept analysis is a way to
identify specific properties and behaviors and that semantic web is a good solution to store
and explore the results. However, the use of formal concept analysis with new boolean re-
lations, such as the link between configuration variables and files, and the definition of new
inferences may be a way to draw better conclusions. The use of the same methodology with
other systems would enable to validate the approach in other contexts.
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1CHAPITRE 1
INTRODUCTION
Les syste`mes avioniques sont extreˆmement critiques en raison des de´gaˆts qu’ils peuvent
causer, en termes de vies dans les pires cas ou plus simplement de couˆts mate´riels. C’est
pour cette raison qu’ils sont soumis a` de tre`s fortes contraintes au niveau du respect des
standards et des normes de qualite´ et que les industries sont tenues d’obtenir et de conserver
certaines certifications.On peut par exemple penser au crite`re de couverture de test MC/DC
[1] ou a` la certification de processus CMMI [2]. Bien entendu, ces contraintes impliquent de
nombreux surcouˆts, tant pour appliquer les normes que pour obtenir les certifications. Afin
de limiter les surcouˆts, le cycle de vie des syste`mes avioniques est extreˆmement rallonge´ et
les techniques de de´veloppement conserve´es plutoˆt que de risquer de perdre la certification
en les faisant e´voluer. C’est dans ce contexte qu’est ne´ le projet NextGen [3], porte´ par
les compagnies d’Ame´rique du Nord, qui a pour but de moderniser le de´veloppement des
syste`mes avioniques d’ici 2025 afin de le faire correspondre aux nouvelles normes. L’objectif
du projet est de faire e´voluer les syste`mes actuels, de manie`re a` conserver les certifications
en place tout en re´duisant les couˆts de certification et la facilite´ d’adaptation a` de nouvelles
normes.
Afin de moderniser leur fonctionnement et leurs produits, les compagnies avioniques sont
inte´resse´es par la me´thode de de´veloppement dirige´e par les mode`les (Model Driven De´ve-
lopment, MDD) [4]. Ce choix s’explique par le fait que les mode`les sont une repre´sentation
synthe´tique du logiciel permettant d’ame´liorer la trac¸abilite´ au sein du syste`me, de ge´ne´rer
automatiquement du code et des tests au lieu de de´velopper a` la main et donc, par la`-meˆme,
de re´duire les couˆts par rapport aux me´thodes de de´veloppement actuelles. Toutefois, l’appli-
cation de cette me´thode pose plusieurs proble`mes ; tout d’abord, en terme de couˆt, produire
un nouveau syste`me fonde´ sur cette me´thode de de´veloppement a` partir de ze´ro repre´senterait
un investissement faramineux qu’aucune compagnie ne peut se permettre sans cesser son acti-
vite´ pre´sente, ce qui est encore plus impensable ; ensuite, repartir de ze´ro impliquerait de faire
entie`rement certifier les nouveaux produits alors que les anciens ont cette certification depuis
de nombreuses anne´es. Une solution interme´diaire consiste donc a` faire la re´-inge´nierie des
syste`mes existants afin de conserver des anciens syste`mes tout ce qui peut l’eˆtre tout en peu-
plant les mode`les ne´cessaires a` l’application des techniques de MDD. C’est dans ce contexte
que s’inscrit ce projet de recherche, dont la finalite´ est la re´-inge´nierie d’un syste`me de FMS
(syste`me de gestion de vol, Flight Management System).
2Afin de pouvoir appliquer au mieux le MDD pour les syste`mes avioniques, nous avons
conside´re´ une approche par lignes de produits logicielles (Software Product Lines, SPL) [5].
Cette approche nous a semble´ plus pertinente car elle est pre´vue pour le type de produits
propose´s par les compagnies avioniques, a` savoir un meˆme syste`me de base qui a e´te´ adapte´
en fonction des besoins des diffe´rents clients. Il est cependant ne´cessaire de comprendre que
la gestion des variabilite´s et la construction d’un mode`le de SPL, des proble`mes loin d’eˆtre
simples a` l’origine, se compliquent encore si l’on souhaite conserver les caracte´ristiques d’un
syste`me existant. Une e´tude de la litte´rature pre´sente´e ici permet de mieux comprendre cette
proble´matique ainsi que les solutions envisageables. Nous proposons ici une me´thodologie
permettant, une fois identifie´ le code correspondant aux diffe´rentes fonctionnalite´s, de de´-
terminer les caracte´ristiques des variables de configuration par rapport au controˆle qu’elles
exercent au sein du code et ce afin d’ame´liorer la compre´hension du syste`me et de faciliter son
e´volution. Nous proposons e´galement une e´tude des interactions entre variables au travers du
code qu’elles controˆle et enfin nous pre´sentons la base de donne´es dont nous nous sommes
servis pour obtenir et conserver les re´sultats de nos analyses.
1.1 De´finitions et concepts de base
1.1.1 Lignes de produits logiciels
Les lignes de produits logicielles repre´sentent une solution inte´ressante lorsque l’objectif
est de mettre au point un produit disponible en plusieurs versions selon les de´sirs et be-
soins des clients. C’est exactement le cas de figure auquel sont confronte´s les constructeurs
avioniques, leur objectif e´tant de proposer un produit particulier, qui puisse cependant eˆtre
adapte´ a` chaque avion selon les besoins. Dans les logiciels actuels, l’entreprise a pu opter
pour la production de plusieurs logiciels tre`s similaires mais distincts, ou bien pour un logi-
ciel configure´ dynamiquement et pour lequel le choix de configuration permet les variations.
La variabilite´ du syste`me est alors au cœur du syste`me permettant d’adapter le logiciels a`
un avion spe´cifique.
Les mode`les de SPL reposent le plus souvent sur deux notions de base permettant d’iden-
tifier ce qui appartient a` une version ou a` une autre. Ces deux principes sont :
– Les e´le´ments communs : Les e´le´ments communs sont ceux que l’on retrouve quelle
que soit la version du logiciel conside´re´e.
– Les variabilite´s : Au contraire, les variabilite´s ne font pas partie de tous les logiciels
de la ligne de produits, elle peuvent eˆtre spe´cifiques a` l’un d’entre eux ou bien commune
a` plusieurs. Certaines distinctions sont pre´sente´es plus bas.
On peut de´nombrer de nombreux langages de mode´lisation pour les SPL, plusieurs d’entre
3Figure 1.1 Exemple de mode`le de fonctionnalite´s utilisant la repre´sentation FODA pour un
distributeur automatique
eux sont pre´sente´s dans le second chapitre du pre´sent me´moire, cependant, nous utiliserons
ici principalement le langage FODA (Feature Oriented Domain Analysis [6]), qui nous semble
plus adapte´ pour certains besoins. La majorite´ des mode´lisations regroupent cependant les
concepts suivants du fait de leur pre´sence quasi-syste´matiques dans les syste`mes e´tudie´s :
– Indispensable : Un tel composant doit ne´cessairement faire partie de tous les produits
de la lignes de produits sans aucune modification.
– Variation : Ce type de composants est au coeur de la notion de variabilite´, en effet
il s’agit des composants dont il existe plusieurs versions et l’une de ces versions est
indispensable a` tous les produits.
– Option : Les options sont moins critiques que les variations car elle ne sont pas indis-
pensables au syste`me, elles sont simplement ajoute´es lorsque les exigences des clients
le ne´cessitent, mais certains produits ne les posse`dent pas.
Une fois le mode`le de SPL construit, et quelle que soit la mode´lisation choisie, il est
possible de ge´ne´rer le produit en se´lectionnant les composants que l’on souhaite pour le pro-
duit, c’est a` dire les variations pertinentes et les options voulues. Les techniques de MDD
aboutissant normalement a` une ge´ne´ration comple`te du code une fois tous les composants
de´termine´s. La figure 1.1, provenant de [7], pre´sente un exemple de mode`le de fonctionnalite´s
pour un distributeur automatique. On peut bien voir qu’il est possible de choisir les compo-
sants a` inte´grer dans le syste`me pour aboutir a` des produits diffe´rencie´s par leurs options et
alternatives (”alternative” est exclusif tandis que ”or” ne l’est pas).
1.1.2 De´veloppement dirige´ par les mode`les
Dans le contexte du de´veloppement de logiciel, plusieurs approches sont possibles, l’une
des principales de nos jours est le de´veloppement dirige´ par les mode`les ou MDD, comme le
4mentionnent MacDonald et al.[4]. Cette me´thode de de´veloppement met en avant les artefacts
de mode´lisation plutoˆt que le code lui-meˆme, la conception du logiciel est donc au cœur de
cette me´thode et doit pouvoir de´finir les solutions a` plusieurs niveaux. Lorsque la phase
de conception est termine´e, dans un contexte ide´al, il devrait eˆtre possible de ge´ne´rer la
quasi-totalite´ du code automatiquement, avec quelques ajouts de code e´crit manuellement
pour comple´ter les quelques lacunes des mode`les. De plus, si les mode`les sont complets,
certaines applications des me´thodes formelles permettent la ge´ne´ration d’une partie des tests
de manie`re automatique.
Le MDD pre´sente donc de nombreux avantages puisqu’il permet de raisonner a` un niveau
d’abstraction e´leve´ et donc impose et permet a` la fois une excellente compre´hension du
produit final, puisque celui-ci correspond a priori en tout point au mode`le. Cela suppose bien
suˆr que l’on conside`re le ge´ne´rateur de code comme sans faille et que les diffe´rents mode`les
repre´sentent la totalite´ du syste`me. C’est a` ce niveau qu’apparaissent les de´fauts du MDD.
En effet, les langages de mode´lisation sont souvent moins flexibles que le code lui-meˆme et il
peut donc eˆtre difficile voire impossible de repre´senter l’imple´mentation de certaines parties
de la solution. De plus, mode´liser de grands changements dans un syste`me pourra passer plus
facilement par une nouvelle mode´lisation que par des modifications d’un mode`le existant.
Dans le contexte qui est le noˆtre, un avantage remarquable du MDD reste cependant la
forte trac¸abilite´ qu’il permet, qui facilite donc a` la fois la compre´hension du syste`me et sa
certification.
1.1.3 Analyse de concepts formels (FCA)
L’analyse de concepts formels est une analyse propose´e en 1999 par Ganter et Wille
dans [8]. Fonde´e sur l’utilisation de treillis de Galois, elle permet d’identifier des relations
entre diffe´rents ensembles d’e´le´ments. Les treillis de Galois sont des treillis pouvant eˆtre
construits a` partir des rectangles maximaux d’une relation binaire, c’est a` dire les sous-
ensembles maximaux partageant la relation binaire.La FCA construit un treillis de concepts
a` partir d’une matrice, ou contexte formel, repre´sentant des relations binaires entre deux
ensembles d’e´le´ments, les objets et les attributs, ou respectivement extensions et intensions.
Nous de´finissons ici les e´le´ments de base ne´cessaires a` la compre´hension de cette analyse.
Un contexte formel est un triplet (G,M, I) tel que G et M sont respectivement les en-
sembles d’extensions et intensions. I ⊆ G×M est une relation binaire entre G et M.
Dans le contexte (G,M, I), un concept formel est alors un doublet (X, Y ) tel que X ⊆ G
et Y ⊆M et ve´rifiant les proprie´te´s suivantes :
– X = {g ∈ G | (∀m ∈ Y ) gIm}, ce qui signifie que X est un ensemble d’extensions
partageant tous les attributs dans Y .
5– Y = {m ∈M | (∀g ∈ X) gIm}, soit que Y est un ensemble d’intensions partage´es par
tous les objets dans X.
Le treillis de Galois re´sultant de la FCA est alors partiellement ordonne´ selon la relation
d’ordre partiel suivante : (X1, Y1)  (X2, Y2) si X1 ⊆ X2 ou alors si Y1 ⊇ Y2.
On dit alors qu’un concept c est e´tiquete´ avec un objet g ∈ G si c est le plus petit concept
dans lequel g apparait. Inversement, un concept c est e´tiquete´ avec l’attribut m ∈M si c est
le plus grand concept contenant m.
La figure 1.2, tire´e de [9], pre´sente le treillis de concept entre les nombres de 1 a` 10 et
les proprie´te´s pair (e), impair (o), divisible (c), premier (p) et carre´ parfait (s). Comme on
peut le voir, on peut de´duire le contenu de chaque concept a` l’aide des ope´rations d’union et
d’intersection sur les intensions et extensions des concepts parents ou enfant dans le treillis.
1.2 E´le´ments de la proble´matique
Dans le contexte du domaine de l’avionique pre´sente´ plus haut, plusieurs compagnies
souhaitent moderniser leurs me´thodes de de´veloppement pour passer a` un mode de de´velop-
pement dirige´ par les mode`les. E´tant donne´ les couˆts engage´s dans les produits existants, tant
en termes de de´veloppement (certains logiciels sont en de´veloppement depuis plus d’une di-
zaine d’anne´es), qu’en termes de certification, ces entreprises souhaitent conserver autant que
faire se peut le code existant et les algorithmes critiques des diffe´rentes fonctionnalite´s. L’une
des contraintes du pre´sent projet est donc de conserver autant que possible le code certifie´
tout en ope´rant la transition vers le MDD, ce qui ne´cessite un traitement automatique des
donne´es. En effet les syste`mes concerne´s sont de taille trop importante (plusieurs centaines de
milliers de lignes de code) pour envisager un traitement manuel du proble`me. L’identification
du code relie´ aux diffe´rentes fonctionnalite´s a e´te´ effectue´e lors d’une pre´ce´dente e´tape du
projet et il s’agit donc de´sormais de traiter les donne´es extraites du syste`me pour proposer
une me´thode de re´-inge´nierie respectant les diffe´rentes contraintes. La me´thodologie propose´e
ici vise donc d’une part a` aider au rassemblement des fonctionnalite´s en ligne de produits en
identifiant des comportement typiques qu’il serait possible de re´unir.
La notion de lignes de produits est intrinse`quement lie´e au domaine de l’avionique et ce
pour plusieurs raisons. Tout d’abord, la plupart des compagnies se spe´cialisent sur un ou
plusieurs logiciels ne´cessaires a` un appareil et tentent de le proposer a` diffe´rentes compagnies
de constructeurs. Chaque logiciel doit donc eˆtre adaptable en fonction des spe´cifications de
chaque client. Par ailleurs, pour chacun des constructeurs il doit e´galement eˆtre possible de
personnaliser le logiciel pour chacun des types d’appareils sur lesquels il a vocation a` eˆtre
installe´. Cette personnalisation inclut l’adaptation a` diffe´rents mode`les d’avions ou d’he´lico-
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pte`res mais peut aussi de´pendre d’attentes spe´cifiques des clients du constructeur, une com-
pagnie ae´rienne locale n’attendant pas ne´cessairement tout a` fait le meˆme produit qu’une
compagnie transatlantique par exemple. Un mode`le de SPL pourrait donc eˆtre une me´thode
approprie´e pour imple´menter le MDD sur des syste`mes avioniques. Un mode`le SPL rassemble
les fonctionnalite´s selon leurs affectations aux diffe´rentes versions du logiciel de manie`re a`
regrouper les fonctionnalite´s attribue´es aux meˆmes versions et a` se´parer celles n’ayant rien en
commun. Au cours de cette recherche, nous avons identifie´ des comportements de variables
de configuration susceptibles d’aider la prise de de´cision pour la refactorisation du code et le
de´couplage entre fonctionnalite´s pour faciliter l’extraction de lignes de produit.
Lorsque l’on conside`re l’extraction de lignes de produits et, de manie`re plus ge´ne´rale, la
gestion des variabilite´s dans un syste`me, l’utilisation de la FCA semble, comme le confirme
la revue de litte´rature du chapitre suivant, tout a` fait approprie´e a` plusieurs niveaux. Dans
un premier temps, on peut noter qu’il s’agit d’une analyse automatisable, ce qui est tout
a` fait appre´ciable lorsque l’on s’inte´resse a` des proble`mes de grande taille comme ceux qui
nous inte´ressent en avionique. Dans un second temps, l’analyse de concepts formels identifie
la totalite´ des ensembles se partageant intensions ou extensions, selon l’angle par lequel on
le conside`re, et il est donc possible de s’assurer, lorsque l’on regroupe des fonctionnalite´s
par ce biais, qu’aucun produit n’a e´te´ oublie´, ni aucune fonctionnalite´. La particularite´ de
certains concepts tel que le concept maximum et le concept minimum permet e´galement
d’identifier des e´le´ments communs a` tous les produits ou au contraire pre´sents dans aucun.
La me´thodologie propose´e ici s’appuie donc sur plusieurs applications de FCA avec diffe´rents
7ensembles d’intensions et d’extensions, combine´s pour en tirer des proprie´te´s.
Ce me´moire pre´sente des travaux de recherches effectue´s dans le cadre d’un projet du
Consortium de Recherche et d’Innovation en Ae´rospatiale au Que´bec (CRIAQ). Trois com-
pagnies du domaine de l’avionique collaborent au projet en permettant l’acce`s a` certains de
leurs syste`mes et en financ¸ant une partie des travaux, il s’agit de CAE inc., CMC Electronique
inc. et Mannarino Systems & Software. L’objectif ge´ne´ral du projet vise a` appliquer le MDD
et les me´thodes formelles pour de´velopper des logiciels certifie´s d’avionique, ce qui inclut la
recherche de me´thodes pour faire la re´-inge´nierie des logiciels existants afin de peupler des
mode`les de SPL ou plus simplement de MDD selon les cas.
Au sein du projet CRIAQ, les recherches pre´sente´es dans ce me´moire correspondent a` une
collaboration plus e´troite avec CMC E´lectronique, puisque le logiciel e´tudie´ est leur syste`me
de gestion de vol (Flight Management System, FMS) auquel nous avons eu acce`s. Ce logiciel
est compose´ d’environ cinq cent milles lignes de code en C/C++ et en assembleur et est
de´veloppe´ depuis plus de quinze ans. Le cycle de de´veloppement actuel du syste`me et sa
conception ne permettent pas d’appliquer le MDD directement. Une re´-inge´nierie est donc
ne´cessaire et le logiciel re´sultant doit eˆtre mode´lise´ sous forme de SPL afin de respecter les
contraintes de variabilite´ explique´es pre´ce´demment. L’objectif sous-jacent et a` plus long terme
de cette recherche est donc la construction d’un mode`le SPL et son peuplement a` partir des
observations faites dans la pre´sente recherche.
1.3 Objectifs de recherche
Les objectifs de recherche sont les suivants :
– De´finir une classification des variables de configuration et de leurs relations au sein du
code source d’un logiciel configure´ dynamiquement ;
– Analyser les partages de controˆle de code entre variables
– De´finir un format de base de donne´es pertinent pour les re´sultats d’analyses
– Implanter la solution trouve´e et valider son inte´reˆt pour l’entreprise partenaire.
1.4 Plan du me´moire
La suite de ce me´moire est compose´e de cinq parties. Le second chapitre pre´sente une
revue critique de la litte´rature relevant des proble´matiques relie´es aux objectifs de recherches
tels que la repre´sentation d’une SPL, la construction d’un mode`le de SPL ou son extraction
et enfin l’utilisation de la FCA pour ge´rer les variabilite´s d’un syste`me.
Le troisie`me chapitre est consacre´ aux diverses analyses mene´es sur le logiciel et aux
conclusions qui ont pu en eˆtre tire´es. Il s’agit notamment de pre´senter les donne´es disponibles
8lors du de´but des travaux et les choix d’analyses mene´es ainsi que les motivations de ces
choix, mais ce chapitre pre´sente e´galement les productions et conclusions obtenues au terme
des analyses.
Le quatrie`me chapitre s’inte´resse a` la cre´ation de la base de donne´es permettant de ras-
sembler les re´sultats des analyses, ce qui inclut les contraintes pesant sur la mise en place
ainsi que les solutions envisage´es et la solution implante´e a` terme.
Dans le cinquie`me chapitre, nous pre´sentons l’analyse de certains partages de controˆle
entre variables de configuration.
Le sixie`me chapitre pre´sente les conclusions tire´es de ces travaux ainsi que leurs limites
et les travaux a` envisager dans le futur.
9CHAPITRE 2
REVUE DE LITTE´RATURE
Dans cette section sont pre´sente´s de manie`re critique plusieurs pans de la litte´rature
touchant des sujets relie´s a` la proble´matique de recherche du pre´sent me´moire. Trois aspects
principaux de cette recherche sont aborde´s dans cette revue de litte´rature, tout d’abord, nous
nous inte´ressons a` la proble´matique de mode´lisation et d’extraction de lignes de produits
logicielles et aux diverses solutions propose´es jusqu’ici pour y re´pondre. La troisie`me section
pre´sente un certains nombre d’approches fonde´es sur la FCA afin de ge´rer et/ou d’extraire les
variabilite´s d’un syste`me pour en faire la maintenance ou la re´-inge´nierie. Enfin, la dernie`re
section traite de l’utilisation de technologies du web se´mantiques pour la gestion de syste`mes,
leur analyse ou leur documentation.
2.1 Repre´sentation d’une SPL
La repre´sentation d’une SPL est un proble`me important dans le cadre de la recherche
pre´sente´e dans ce me´moire dans la mesure ou` l’on souhaite faciliter l’extraction des lignes
de produits et qu’il sera donc ne´cessaire de produire des re´sultats pouvant eˆtre repre´sen-
te´s dans un mode`le de SPL. L’approche MDD vise´e rend le choix de mode´lisation d’autant
plus critique qu’une repre´sentation inadapte´e rendrait l’approche couteuse et inefficace. Cette
sous-section s’attache donc a` pre´senter les propositions de la litte´rature les plus pertinentes
dans notre contexte. Ne´anmoins, des dizaines de mode´lisations existent et cette pre´sentation
ne saurait se faire exhaustive.
Parmi les diffe´rentes alternatives, l’une des premie`res qui nous soit apparue comme perti-
nentes est la mode´lisation de variabilite´s avec UML (Unified Modeling Language), propose´e
par Gomaa [10]. Cette alternative pre´sente l’avantage d’utiliser des repre´sentations et des dia-
grammes de´ja` connus, tant dans la communaute´ acade´mique qu’en industrie. Elle est donc
d’une re´utilisation facile dans d’autres circonstances et l’adjonction de nouveaux diagrammes
si le besoin se fait sentir peut se faire simplement. Cette mode´lisation pre´sente par ailleurs
un inte´reˆt non ne´gligeable par la repre´sentation aise´e de classes d’e´le´ments, pouvant faciliter
des infe´rences directes. Ne´anmoins, si la mode´lisation UML est connue et facilement lisible
pour la plupart de la communaute´ informatique, c’est e´galement une mode´lisation dont la
repre´sentation est extreˆmement lourde lorsque l’on s’en sert pour du MDD, de nombreuses
10
vues e´tant ne´cessaires, ce qui, dans le cas d’un syste`me de grande taille pose des proble`mes
de lisibilite´ des mode`les.
Une autre approche de mode´lisation a e´te´ propose´e par Sinnema et al. [11] avec CO-
VAMOF (COnIPF VAriability MOdeling Framework). Si cette approche de mode´lisation
conserve les concepts de base tels que obligatoire, alternatif ou optionnel, la nouveaute´ se
situe dans la conception des crite`res d’identification d’une variabilite´. Les travaux pre´ce´dents
se fondaient sur l’utilisation de crite`res de de´pendance pre´cis quoique souvent adaptables au
contexte, mais ne´anmoins fixe´s au de´but du processus de mode´lisation. COVAMOF s’extrait
de cette contrainte par l’identification de de´pendances complexes au travers d’analyses dy-
namiques pouvant identifier des combinaisons de parame`tres de configuration aboutissant a`
des pertes de performance de´notant donc des de´pendances positives ou ne´gatives. Il est a`
noter que de telles de´pendances sont complexes a` identifier pour la simple raison qu’elles sont
interde´pendantes, mais il est e´galement tre`s important de les identifier. COVAMOF propose
donc une repre´sentation de cet aspect des variabilite´s. Les limites de COVAMOF se situent
d’une part dans la complexite´ des repre´sentations, les diagrammes e´tant a` la fois nombreux
et charge´s, la lecture en est plus difficile que celle d’autres mode´lisation. De plus, la mode´li-
sation COVAMOF requiert de nombreuses annotations qui sont difficilement utilisables sur
un syste`me de grande taille.
Dans ses travaux de the`se [12], Bak a pre´fe´re´ utiliser le langage de mode´lisation CLAFER
propose´ en 2013 [13]. CLAFER est de´die´ a` la repre´sentation de fonctionnalite´s en tenant
compte de leur variabilite´ et a pour objectif de permettre la repre´sentation de de´pendances
et de relations qui n’e´taient alors pas disponibles au sein des repre´sentations de variabilite´
existantes. Il est par exemple possible de mode´liser un produit particulier en supprimant tous
les aspects de variabilite´s non pertinents d’un syste`me. Cependant, les limites de CLAFER se
trouvent eˆtre similaires a` celles de COVAMOF, c’est a` dire que la richesse de repre´sentation du
langage nuit a` la compre´hensibilite´ du mode`le de`s lors que le syste`me est complexe. De plus,
CLAFER vise a` repre´senter les fonctionnalite´s et il serait ne´cessaire d’y faire des adjonctions
pour repre´senter des liens avec du code dans le cadre d’un projet comme celui du pre´sent
me´moire.
La mode´lisation qui a e´te´ privile´gie´e comme re´fe´rence au cours de notre cas d’e´tude est
la me´thode FODA (Feature-Oriented Domain Analysis) [6]. Cette mode´lisation propose´e par
Kang et al. en 1990 se fonde sur une repre´sentation arborescente du syste`me. Chaque sous-
arbre repre´sente une portion du syste`me et la forme des areˆtes diffe´rencie les diffe´rentes
relations possibles (obligatoire, alternative ou optionnelle). De plus, il est possible de mo-
de´liser certaines formes de de´pendances par des spe´cifications supple´mentaires.Par exemple,
lorsque deux variantes de composants doivent toujours eˆtre utilise´es ensemble, il est possible
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de le spe´cifier au sein du mode`le au travers d’une contrainte. Un exemple de mode´lisation
est pre´sente´ a` la figure 1.1. La mode´lisation FODA pre´sente l’inte´reˆt d’eˆtre simple et lisible
quelle que soit la taille ou la complexite´ du syste`me puisque sa nature arborescente permet de
pouvoir en comprendre une portion sans avoir a` saisir la mesure de tout le reste. La simplicite´
de repre´sentation apporte e´galement la possibilite´ d’ajouter des e´le´ments de repre´sentation
en fonction des besoins et ce, de manie`re assez simple. La structure de cette repre´sentation
pre´sente e´galement l’inte´reˆt de permettre assez simplement tout ajout de composant, de va-
riation ou d’option sans avoir a` retoucher la totalite´ du mode`le, ce qui n’est pas si courant
en mode´lisation. Il faut ne´anmoins noter que c’est pre´cise´ment la simplicite´ de FODA qui
en fait les limitations, ainsi, les de´pendances entre e´le´ments ont une repre´sentation se´pare´e
de l’arbre de repre´sentation, choix qui facilite la lisibilite´, mais qui nuit a` une compre´hen-
sion visuelle du syste`me, de plus il peut-eˆtre complexe de repre´senter certaines formes de
relations entre e´le´ments de`s lors qu’elles ne respectent pas les frontie`res entre sous-arbres.
E´tant donne´ la simplicite´ d’enrichissement de la repre´sentation dans FODA, il n’est pas sur-
prenant de voir que la communaute´ a propose´ de nombreuses extensions telles que CBFM
[14] ou CVL [15] permettant de re´pondre plus facilement a` certains besoins de repre´sentation.
Les techniques de mode´lisation pre´sente´es ci-dessus ne repre´sentent bien entendu qu’une
partie de ce qui a e´te´ propose´ par la communaute´ pour re´pondre au besoin de mode´lisation
de variabilite´. On pourrait e´galement d’inte´resser aux travaux de Czarnecki et al.[16] qui
ont pris un angle d’approche le´ge`rement diffe´rent du notre. En effet, ils ont cherche´ une
repre´sentation textuellement comple`te,au de´triment d’une visualisation plus claire que nous
voudrions conserver autant que possible. D’autres approches existent telles que VSL [17],
PLUSS [18], OVM [5], la technique de Van der Hoek [19] ou encore Feature Assembly [20].
Bien entendu, plusieurs compagnies proposent des syste`mes d’extractions avec leur propres
repre´sentations, c’est notamment le cas de ConIFP [21] ou GEARS [22]. Dans tous les cas,
malgre´ les approches distinctes et les diffe´rents choix faits, toutes ces mode´lisations se fondent
sur les principes de base des lignes de produits pre´sente´s dans l’introduction de ce me´moire.
2.2 Extraction de SPL
L’extraction d’un mode`le SPL peut se faire dans deux types de contextes distincts : tout
d’abord, il est possible, comme c’est le cas pour le pre´sent projet, de souhaiter faire la re´-
inge´nierie d’un syste`me pour des raisons de couˆt, d’organisation ou de modernisation. Le
point de de´part e´tant alors un logiciel existant pour lequel il faut proposer une nouvelle
structure ; le second contexte est celui d’un syste`me de´ja` existant sous forme de lignes de
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produits mais dont la trac¸abilite´ est incomple`te ou pour lequel certaines connaissances se
sont perdues faute de documentation approprie´e lors des e´volutions du syste`me. Dans les
deux cas, diffe´rentes me´thodologies ont e´te´ propose´es et nous pre´sentons ici celles qui nous
semblent les plus proches de nos travaux.
2.2.1 Re´inge´nierie d’un syste`me existant
L’une des principales difficulte´s pour extraire un mode`le de SPL a` partir d’un groupe de
produits logiciels similaires est de retracer la correspondance entre une fonctionnalite´ et le
code associe´. De nombreuses me´thodes ont donc e´te´ propose´es pour identifier de tels liens et
s’en servir pour construire un mode`le de SPL. Dans notre cas, nous nous appuyons sur les
re´sultats de [23] pour faire notre e´tude. Nous pre´sentons toutefois d’autres techniques perti-
nentes ici car l’application de notre me´thodologie a` des syste`mes qui ne sont pas configure´s
dynamiquement les ne´cessiterait.
Une autre difficulte´ que pose la re´-inge´nierie d’un syste`me passe par l’identification des
variabilite´s et l’estimation de la possibilite´ de re´utilisation a` partir du logiciel de de´part.
La communaute´ scientifique s’est donc penche´e sur le proble`me et le Software Engineering
Institute propose ainsi les me´thode MAP [24] (Mining Architectures for Product lines) et
OAR [25] (Option Analysis for Reengineering) qui sont respectivement de´die´es a` la concep-
tion d’un mode`le SPL en analysant les similarite´s d’une famille logicielle et a` l’analyse des
possibilite´s de re´utilisation des acquis du syste`me de de´part. Malgre´ l’inte´reˆt e´vident de ces
deux me´thodes dans le contexte qui est le notre, elles s’ave`rent difficilement applicables de
manie`re syste´matique et sont peu automatisables en raison du grand nombre de parame`tres
a` de´terminer de manie`re spe´cifique pour chaque projet. Elles s’ave`rent par conse´quent dif-
ficiles a` suivre sur un gros syste`me tel que celui a` la base du pre´sent projet, l’objectif final
du projet, dont le pre´sent travail n’est que le premier pas, e´tant d’aboutir a` une extraction
d’information et une population de mode`le automatique, la seule partie manuelle e´tant la
de´finition d’infe´rence entre comportement de variables et nouveau mode`le.
Alves et al. proposent avec FLiP [26] une se´rie d’outils pour l’extraction de lignes de
produits a` partir de logiciels Java. Leurs outils ont e´te´ conc¸us et teste´s sur une se´rie de jeux
mobiles. Malgre´ l’inte´reˆt non ne´gligeable de leur approche, elle reste limite´e par le champ
d’application, les logiciels Java, et par la taille des projets conside´re´s, les jeux mobiles e´tant
par ne´cessite´ de taille re´duite.
Une autre approche envisageable et propose´e par Couto [27] ou encore Zhang [28] s’appuie
sur la compilation conditionnelle pour se´parer les diffe´rents composants les uns des autres.
Encore une fois, cette approche, malgre´ l’inte´reˆt qu’elle pre´sente en termes de facilite´ de
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mise en œuvre et d’automatisation sur de gros syste`mes industriels, est limite´es aux logiciels
conc¸us a` partir de compilation conditionnelle, ce qui restreint non seulement les langages sur
lesquels on peut appliquer cette technique, mais plus encore les logiciels puisque la compilation
conditionnelle impose de nombreuses contraintes qui ne sont pas toujours conciliables avec
le domaine d’application. Ces limites posent donc d’importants proble`mes pour une mise en
œuvre d’une telle approche.
On peut e´galement noter l’approche de Valente et al. [29] utilisant l’outil CIDE pour
identifier le code d’une fonctionnalite´ au travers d’une coloration du code. Cependant, cette
approche n’est que partiellement automatise´e, ce qui repre´sente un inconve´nient non ne´gli-
geable pour son application sur de gros syste`mes, et son utilisation n’a e´te´ ve´rifie´e que sur
l’extraction d’e´le´ments optionnels de syste`mes et la se´paration entre e´le´ments ne´cessaires
mais incompatibles n’est pas assure´e.
Xue et al. [30] a` l’inverse proposent une technique automatise´e d’analyse de variabilite´.
En utilisant de la comparaison de mode`les, de la de´tection de clones et certaines techniques
d’extraction d’information. Cependant, cette approche pose le proble`me du besoin de compa-
raison de produits, ce qu’il est impossible de re´aliser dans le cadre d’un syste`me a` configura-
tion dynamique. De plus, cette approche ne´cessite une excellente trac¸abilite´ dans le syste`me
afin de faire le lien entre l’analyse de mode`le et l’analyse du code ; malheureusement, de tre`s
nombreux syste`mes ne disposent pas de ce genre d’informations avec la pre´cision ne´cessaire
et les limitations de l’approche deviennent alors proble´matiques.
Comme explique´ dans les paragraphes pre´ce´dents, les techniques pre´sente´es ne sont pas
adapte´es a` nos besoins puisque nous souhaitons traiter un syste`me industriel de grande taille
configure´ dynamiquement. C’est la raison pour laquelle il a e´te´ ne´cessaire dans [23] de mettre
en place une nouvelle approche pour en extraire une ligne de produits re´pondant aux attentes
de nos partenaires industriels. Cependant, le travail n’e´tait pas termine´ car les interactions
e´taient trop complexes pour eˆtre analyse´es simplement, c’est a` dire que les interde´pendances
entre variables se sont ave´re´es plus nombreuses et plus complexes que pre´vu et qu’il est donc
difficile d’identifier une ligne produit a` l’aide du seul lien entre variable de configuration et
code.
2.2.2 Extraction d’un mode`le a` partir d’une SPL
L’extraction d’un mode`le a` partir d’une ligne de produits existante est un proble`me qui
survient souvent lorsque des lacunes sont de´couvertes au niveau de la trac¸abilite´ au sein du
syste`me. Il peut e´galement eˆtre ne´cessaire d’extraire le mode`le lorsque de gros changements
sont envisage´s dans le syste`me et que l’on veut garantir la validite´ des informations dispo-
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nibles sur le syste`me.
On peut alors s’inte´resser a` des me´thodes fonde´es sur la re´tro-inge´nierie comme c’est le cas
pour celle propose´e par She et al. [31]. Les auteurs de ces travaux ont pousse´ la recherche d’ex-
traction et de mode´lisation d’une ligne de produit tre`s loin, puisqu’ils sont capable d’identifier
des de´pendances de fonctionnalite´s, des exclusions ou encore des groupes pertinents. Mais leur
objectif ne concerne pas une configuration dynamique et se concentre plus sur l’utilisation
d’une documentation comple`te sur les fonctionnalite´s et leurs de´pendances au sein du logiciel.
Le lien entre la repre´sentation qu’ils obtiennent et le code est te´nue tandis que notre objectif
est de conserver autant de code que possible de manie`re fonctionnelle ; cela s’explique par le
fait que les algorithmes avioniques sont le cœur du produit vendu et que les industries ne
souhaitent pas devoir les de´velopper a` nouveau.
Stoiber et al. [32] ont ainsi propose´ une approche de tri de fonctionnalite´ a` partir des
spe´cifications graphiques d’un syste`me. Leur approche utilise un genre d’analyse par aspects,
c’est a` dire qu’a` partir du type de variabilite´ auquel une fonctionnalite´ est soumise, il leur
est possible d’identifier les aspects du syste`me touche´s et de les extraire ou de les faire
e´voluer. Elle permet de faire e´voluer un syste`me de´ja` pre´sent sous forme de ligne de produits,
ce qui est particulie`rement inte´ressant lorsque l’on souhaite ajouter de nouveaux degre´s de
variabilite´, ou de personnalisation si l’on change de point de vue, sans pour autant devoir
remode´liser ni recoder l’ensemble de la fonctionnalite´ atteinte. C’est donc une approche qui
pourra eˆtre pertinente dans la suite du projet, lorsque la ligne de produits de notre syste`me
sera effectivement de´veloppe´e.
La comparaison entre les produits d’une meˆme ligne se retrouve bien entendu souvent
dans les approches d’extraction de tels mode`les. C’est a` partir de cette ide´e que Koschke
et al. proposent une technique de comparaison d’architecture logicielle [33] fonde´e sur la
technique de re´flexion de Murphy [34] extrayant une vue statique du syste`me a` comparer
avec l’architecture the´orique du logiciel. L’approche se de´roule de la manie`re suivante : on
commence par un produit qui sert de re´fe´rence puis, par la suite, pour chaque produit, les
e´le´ments qui ne sont pas retrouve´s sont ajoute´s en tant que variantes. Tout le processus
doit cependant eˆtre valide´ manuellement, et rend donc la taˆche complexe de`s que la taille
du syste`me devient importante. De plus, la technique n’a e´te´ teste´e que sur un nombre tre`s
re´duit d’applications et on peut donc s’interroger sur la possibilite´ de ge´ne´ralisation.
Une autre approche se servant de la comparaison de diffe´rents produits a e´te´ pre´sente´e par
Harhurin et al. [35]. L’ide´e est de comparer les diagrammes de services de diffe´rents produits
de la meˆme famille logicielle afin de trouver les points communs et les services diffe´rents entre
produits. Les diagrammes de services sont une mode´lisation graphique de spe´cification res-
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trictive du syste`me, et sont donc par la`-meˆme extreˆmement formels. Dans ce contexte, si leur
comparaison est simple graˆce au formalisme, leur extraction lorsqu’ils ne sont pas disponibles
est a` tout le moins ardue. En effet, cela ne´cessite une de´finition formelle de chaque service,
ce qui, pour un syste`me de grande taille est impossible a` re´aliser simplement, sans parler du
fait qu’un logiciel complexe avec de nombreuses interactions pre´sentera des diagrammes par-
ticulie`rement complexes a` extraire. Cette limitation rend l’utilisation de la technique presque
impossible sur un syste`me industriel n’ayant pas e´te´ conc¸u a` partir de diagrammes de services.
Malgre´ l’inte´reˆt de ces techniques, il est ne´cessaire de s’en de´tacher pour notre projet
pour la simple raison que le syste`me a` la base du projet n’est pas encore sous forme de ligne
de produits, que nous n’avons qu’un seul produit et non plusieurs et que ces techniques ne
peuvent donc pas encore s’appliquer. Il est ne´anmoins ne´cessaire de tenir compte de leur
existence, champs d’application et limites e´tant donne´ qu’une fois le syste`me mode´lise´ en
SPL, l’application de certaines de ces techniques sera pertinente pour le produit et qu’il faut
donc le rendre compatible avec elles.
2.3 Variabilite´ et FCA
Dans la mesure ou` la finalite´ de cette recherche est d’aider a` proposer une nouvelle mo-
de´lisation d’un logiciel existant afin de ge´rer la variabilite´ d’une nouvelle manie`re, il semble
logique de s’inte´resser a` ce que propose la communaute´ pour atteindre ce type d’objectif. De
plus, puisque nous avons choisi de baser notre approche sur la FCA, nous avons limite´ cette
section aux travaux s’appuyant sur cette analyse afin de ge´rer ou d’identifier des variabilite´s.
Une e´tude de Tilley et al. [36] recense le type de techniques pour lesquels la FCA a e´te´
utilise´e dans le cadre du ge´nie logiciel. Dans ce recensement de techniques, il est inte´ressant
de constater que ces approchent touchent en grande partie les domaines de la maintenance de
logiciel et de re´cupe´ration d’information, que ce soit au niveau des spe´cifications, des mode`les
ou du code ; cependant, dans ces diffe´rents domaines, un aspect qui revient re´gulie`rement
concerne le recoupement d’information entre diffe´rents re´sultats d’analyses ou d’ensembles
d’e´le´ments caracte´ristiques. Il est inte´ressant de voir que la gestion de variabilite´s est une pro-
ble´matique qui n’est apparue qu’apre`s d’autres champs d’application tels que les controˆles
d’acce`s [37] ou la pure maintenance alors que la de´finition meˆme de l’analyse induit la re-
cherche de similarite´s et de diffe´rences entre ensembles.
Eyal-Salman et al. [38] utilisent l’analyse de concepts formels afin d’identifier, dans un
ensembles de produits d’une meˆme ligne, les e´le´ments de la ligne de base et les e´le´ments
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alternatifs ou optionnels. Dans ce contexte, la FCA sert a` retrouver une trac¸abilite´ perdue a`
partir d’informations extraites du syste`me. Si l’utilisation de la FCA semble ame´liorer les per-
formances de ce type d’approches, cette approche reste ne´anmoins limite´e a` une re´cupe´ration
d’informations sur un syste`me de´ja` organise´ en ligne de produits. La recherche d’e´le´ments
communs et spe´cifiques propre a` une gestion de variabilite´ semble pouvoir eˆtre bien ge´re´e par
l’utilisation de la FCA.
Dans un autre contexte, la reconnaissance des domaines de fonctionnalite´ d’un syste`me
base´ sur plusieurs applications peut s’ave´rer complexe. Pour re´pondre a` ce type de proble`mes,
Yang et al. [39] proposent d’utiliser la FCA a` partir des diffe´rentes me´thodes d’un syste`me
et de la se´mantique des acce`s aux donne´es. Diffe´rentes me´thodes de tri et de traitement sont
alors applique´es afin de construire un mode`le de domaine de fonctionnalite´s. Encore une fois,
l’analyse de concepts formels est le moyen utilise´ afin d’identifier des regroupement pertinents
par proprie´te´ communes bien que certaines e´tapes de l’approche restent manuelles et posent
donc proble`me sur des syste`mes industriels de grande taille.
E´tant donne´ le caracte`re extreˆmement formel de la FCA, certaines e´tudes tentent de
re´pondre a` certaines proble´matiques de recherche en limitant les entre´es a` diffe´rentes mode´li-
sations. Cependant, Yang et al. [40] proposent, dans leurs travaux, d’utiliser les re´sultats de
cas d’utilisation pour de´tecter des proble`mes d’incompatibilite´ ou de recouvrement dans les
requis et spe´cifications du syste`me. Cette approche, si elle est efficace pour des traitements a`
haut niveau d’abstraction est, de l’aveu meˆme des auteurs, peu efficace si l’on cherche a` faire
de la refactorisation de code ou des traitements a` bas niveau.
Comme pre´sente´ dans les pre´ce´dentes sous-sections, l’une des proble´matiques importantes
dans un syste`me a` forte variabilite´ est la trac¸abilite´ entre fonctionnalite´ et code source. Ka-
zato et al. [41] se sont alors penche´s sur la possibilite´ d’utiliser la FCA comme me´thode
pour identifier les liens. Il s’agit d’e´tudier diffe´rentes traces d’exe´cution cense´es exe´cuter ou
non les fonctionnalite´s. La FCA entre alors en jeu pour retrouver les ensembles de code exe´-
cute´s dans les concepts regroupant des exe´cutions avec certaines fonctionnalite´s communes.
Cette technique pre´sente l’inte´reˆt d’assurer des recoupements d’exe´cution, ce que ne permet
pas l’analyse statique, ne´anmoins, l’aspect manuel de la de´finition des sce´narii d’exe´cution
pose de nombreux proble`mes pour un syste`me de grande taille dont, qui plus est, les traces
d’exe´cutions possibles sont extreˆmement nombreuses.
Toujours concernant la trac¸abilite´, les travaux de Satyananda et al. [42] en 2007 proposent
d’utiliser une de´composition fonctionnelle du syste`me en e´le´ments caracte´rise´s par des mots
cle´s. La de´composition se fait, d’une part au niveau des fonctionnalite´s et, d’autre part,
au niveau des composants architecturaux. Les concepts du treillis e´tant construits a` partir
des similarite´s dans les de´compositions fonctionnelles. Toutefois, cette approche requiert de
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fortes manipulations humaines pour construire les de´compositions fonctionnelles, d’autant
plus lorsque le syste`me impose de nombreuses interactions et beaucoup de petites variations
d’une meˆme fonctionnalite´. Par conse´quent, cette technique s’ave`re d’un usage tre`s limite´ en
dehors de petits syste`mes.
Parmi les travaux utilisant la FCA pour la gestion de variabilite´, on peut remarquer ceux
de Loesch et al. [43], qui se rapprochent particulie`rement de ceux effectue´s au cours de la
pre´sente recherche. En effet, les auteurs ont cherche´ a` identifier des cate´gories de relations
entre fonctionnalite´s et a` proposer un traitement syste´matique de ces cate´gories. Les ca-
te´gories propose´es permettent d’identifier les fonctionnalite´s devant appartenir au cœur de
l’application car toujours utilise´es, celle devant eˆtre retire´es de l’application car jamais utili-
se´es, mais aussi les fonctionnalite´s allant toujours de pair et celles incompatibles entre elles.
Dans ce cadre, ils proposent alors diffe´rentes techniques pour refactoriser le code en amalga-
mant les fonctionnalite´s inse´parables et en marquant comme alternatives les fonctionnalite´s
incompatibles.
Les syste`mes sur lesquels a e´te´ teste´ cette approche ont prouve´ l’utilite´ de la me´thode
dans ce contexte. Les auteurs avouent ne´anmoins que les analyses effectue´es, d’une part, ne
tiennent pas compte du code de l’application, mais e´galement que la pre´sence d’un trop grand
nombre de fonctionnalite´s implique un treillis de concepts trop complexe pour eˆtre analyse´
comme propose´. C’est l’une des raisons pour lesquelles leurs cas d’e´tude ont e´te´ re´duits pour
que le nombre de fonctionnalite´s soit traitable. De plus, les cate´gories propose´es, quoique
que the´oriquement primordiales, s’ave`rent peu pertinentes dans le contexte d’un syste`me
patrimonial puisque les redondances y sont e´vite´es et les alternatives de fonctionnalite´s y
sont souvent assez peu nettes.
Les syste`mes sur lesquels ont e´te´ teste´ cette approche ont prouve´ l’utilite´ de la me´thode
dans ce contexte, les auteurs avouent ne´anmoins que les analyses effectue´es, d’une part, ne
tiennent pas compte du code de l’application, mais e´galement que la pre´sence d’un trop grand
nombre de fonctionnalite´s implique un treillis de concepts trop complexe pour eˆtre analyse´
comme propose´. C’est l’une des raisons pour lesquelles leurs cas d’e´tude ont e´te´ re´duits pour
que le nombre de fonctionnalite´s soit traitable. De plus, les cate´gories propose´es, quoique
que the´oriquement primordiales, s’ave`rent peu pertinentes dans le contexte d’un syste`me
patrimonial puisque les redondances y sont e´vite´es et les alternatives de fonctionnalite´s y
sont souvent assez peu nettes.
Loesch et al. ont par ailleurs re´utilise´ leur classification pour une optimisation des varia-
bilite´s de syste`mes [44]. En effet, au dela` de l’extraction de lignes de produits, l’utilisation
de la FCA permet, au travers de leur me´thode de regroupement par concept, de trouver
des groupements de fonctionnalite´s ayant certaines proprie´te´s communes. En effet, en fonc-
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tion de la re´partition des e´le´ments au sein des concepts, ils en de´duisent des proprie´te´s de
comportement. Cette approche a e´te´ teste´e sur un syste`me et a permis une re´duction de
50% du nombre de variabilite´s graˆce a` de pertinentes propositions de refactorisation. Il est
donc inte´ressant de voir que la me´thode de classification couple´e a` des traitements quasi-
syste´matiques est fonctionnelle et peut eˆtre particulie`rement efficace. Toutefois, les limites
mises en e´vidence au paragraphe pre´ce´dent persistent et il n’est pas envisageable d’appliquer
cette me´thode telle quelle dans un contexte de syste`me patrimonial. Ainsi, si certains aspects
de la me´thodologie sont pertinents pour le pre´sent me´moire, de nombreuses modifications et
adaptations sont indispensables pour supporter tout changement de contexte.
En conclusion de cette sous-section, on peut donc remarquer que depuis sa pre´sentation
en 1999 par Ganter et Wille [8], la FCA a e´te´ utilise´e a` plusieurs fins en ge´nie logiciel, que
ce soit pour de la maintenance ou du traitement d’information extraite. Cependant, si l’on
s’inte´resse a` l’utilisation de la FCA pour la gestion de variabilite´, on peut remarquer que
la plupart des techniques mises en œuvre se limitent a` des traitements de mode`les ou de
spe´cifications et ne traite pas d’informations ni d’objets de code directement. De plus, les
techniques ne´cessitent souvent des pre´-traitements non automatise´s, ce qui interdit leur uti-
lisation sur des syste`mes de grandes tailles.
2.4 Repre´sentation d’un syste`me au travers d’une base de donne´es de graphe
L’utilisation du web se´mantique en ge´nie logiciel est une pratique qui se de´veloppe sous
diffe´rents aspect. Zhao et al. [45] ont d’ailleurs propose´ une classification des ontologies en
ge´nie logiciel, une ontologie e´tant la de´finition des relations et des ressources inte´gre´es au sein
d’une base de donne´es de graphe. On peut ainsi conside´rer dans le de´sordre et de manie`re
non exhaustive des ontologies pour les processus, pour les spe´cifications, pour l’architecture
ou encore la documentation. Cette classification met bien en e´vidence l’inte´reˆt que repre´sente
le web se´mantique comme manie`re de conserver une base de connaissance appele´e a` eˆtre a` la
fois interroge´e et e´tendue. Par ailleurs, ces travaux pre´sentent l’utilisation faite des diffe´rents
types d’ontologie en fonction des phases de de´veloppement d’un logiciel et l’on peut constater
que le web se´mantique semble eˆtre particulie`rement inte´ressant pour la maintenance et le
controˆle de qualite´, mais aussi pour la re´utilisation d’arte´facts. Les principales limites de ce
types d’approches se situent toutefois dans la complexite´ de la conception des ontologies et
le besoins de spe´cificite´ propres des syste`mes patrimoniaux, pouvant difficilement re´utiliser
une ontologie existante.
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On peut e´galement remarquer dans la communaute´ des travaux visant des objectifs
proches de ceux de cette e´tude. On peut ainsi conside´rer les travaux de Zhai et al. [46]
visant a` la repre´sentation de syste`mes flous et complexes. Au dela` du type d’application qui
peut eˆtre vu comme e´loigne´ du pre´sent travail, il faut voir que l’utilisation d’ontologies et de
technologies du web se´mantique est un moyen de pallier le manque de compre´hension d’un
syste`me par un eˆtre humain devant interagir avec le syste`me, notamment pour le modifier.
Dans le meˆme type de proble´matiques, Witte et al. ont e´tudie´ dans leurs travaux [47]
l’inte´reˆt d’utiliser un web se´mantique pour faciliter les taches de maintenance. Les auteurs
proposent la construction d’une ontologie adapte´e aux besoins des de´veloppeurs en charge de
la maintenance d’un syste`me afin de re´pondre a` des questions de trac¸abilite´, de de´pendances,
d’architecture ou d’autres encore. Ils proposent e´galement une me´thode pour peupler auto-
matiquement cette ontologie. Les travaux pre´sente´s dans ce me´moire diffe`rent de [47] par le
type d’informations a` inte´grer dans la base de donne´es de graphe. En effet, l’objectif ici n’est
pas de simplement documenter le syste`me mais plutoˆt de mettre a` disposition des architectes
des versions a` venir du logiciel, permettant de faire les meilleurs choix de conception par
rapport a` leurs besoins.
D’autres travaux [48] de Wang et al. se concentrent sur la mode´lisation de fonctionnalite´s
et la ve´rification de tels mode`les de fonctionnalite´s. L’objectif des leurs travaux e´tait de
proposer une repre´sentation ontologique d’un tel mode`le ainsi que de proposer un outil pour
le de´veloppement d’une telle ontologie. La limite de ces travaux par rapport a` notre cas
d’e´tude se situe dans le fait que le mode`le de fonctionnalite´s doit pre´alablement exister, or,
dans notre cas, meˆme si une partie du travail a e´te´ fait, il n’existe encore aucun lien entre le
mode`le de fonctionnalite´s de´sire´ par l’entreprise pour le FMS et le code, et une ve´rification
du mode`le est donc un proble`me qui n’est pas encore pose´ par le syste`me.
Enfin, dans l’e´tude [49], les auteurs e´tudient la possibilite´ de construire une ontologie
en utilisant des relations identifie´es dans un treillis de FCA comme base de raisonnement.
Leurs travaux montrent que c’est une possibilite´ inte´ressante mais ils mettent e´galement en
e´vidence le fait que les analyses FCA, bien que formelles et pouvant assurer des crite`res pre´cis,
permettent e´galement de guider l’intuition pour identifier des relations et des re`gles pour la
construction d’une ontologie. C’est une ide´e que nous avons exploite´e au cours des pre´sents
travaux, une partie non ne´gligeable des raisonnements e´tant base´s sur des observations faites
sur des treillis FCA.
Nous pouvons donc de´duire de l’existence de ces diffe´rents types de travaux que la com-
munaute´ conside`re les ontologies et le web se´mantiques comme une solution pertinente au
proble`me de la passation de connaissances et la construction d’infe´rences dans le cadre de la
maintenance et l’e´volution logicielle, y compris sur des syste`mes complexes et en s’appuyant
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sur d’autres technologies d’analyses.
Nous pouvons donc de´duire de l’existence de ces diffe´rents types de travaux que la commu-
naute´ conside`re les ontologies et web se´mantiques comme une solution pertinente au proble`me
de la passation de connaissances et la construction d’infe´rences dans le cadre de la mainte-
nance et l’e´volution logicielle, y compris sur des syste`mes complexes et en s’appuyant sur
d’autres technologies d’analyses.
Ce chapitre de revue critique de la litte´rature du domaine nous a permis de constater,
d’une part, que le proble`me pose´ est un proble`me que la communaute´ scientifique a souleve´
et pour lequel de nombreuses solutions ont e´te´ propose´es. Nous avons e´galement pu voir
quelles e´taient les limites de ces approches et montrer qu’une nouvelle me´thode adapte´e a` des
syste`mes industriels de grande taille configure´ dynamiquement est ne´cessaire. De plus, nous
avons vu que l’analyse de concepts formels est de´ja` conside´re´e par la communaute´ comme un
outil utile pour la gestion de variabilite´ d’un syste`me. Cependant, les techniques existantes
ne traitent que peu le code directement, se limitant plus au niveau des spe´cifications, des
mode`les ou de la se´mantique des fonctionnalite´s. Une nouvelle utilisation de la FCA pour
ge´rer la variabilite´ en tenant compte du code semble donc une piste inte´ressante a` suivre dans
l’extraction de lignes de produits. Enfin, nous avons vu que l’utilisation du web se´mantique
comme base de connaissances pour de´crire un syste`me e´tait une possibilite´ de´ja` e´tudie´e par la
communaute´ et que c’e´tait donc une piste valide pour conserver les donne´es issue d’analyses




L’objectif de ce chapitre est de pre´senter les diffe´rentes analyses qui ont e´te´ mene´es sur
le syste`me afin d’en ame´liorer la compre´hension. Le chapitre est donc organise´ comme suit :
une premie`re partie pre´sente les donne´es disponibles sur le syste`me au de´but de ces travaux
que ce soit des artefacts du syste`me, de la documentation ou des re´sultats d’analyses mene´es
pre´ce´demment, une seconde partie pre´sente les diffe´rentes analyses FCA ayant e´te´ mene´es
sur le syste`me en incluant les raisons motivant ces analyses et l’utilisation faite des treillis
re´sultants, la section suivante introduit diffe´rentes me´triques ayant servi a` la compre´hension
du syste`me et enfin la dernie`re section pre´sente la classification des variables ayant re´sulte´
des diffe´rentes analyses.
3.1 Donne´es initiales
Avant les travaux pre´sente´s dans le pre´sent me´moire, d’autres projets visant a` ame´liorer
la compre´hension du syste`me avaient e´te´ mene´s, les premiers provenant de l’entreprise, au
travers des artefacts du syste`me lui-meˆme tels que le code, les documents de conception ou
la liste des configurations en fonction des produits et d’autres au travers d’autres e´tudes
telles que les travaux de maˆıtrise de Maxime Ouellet [23] ayant pour objectif de relier les va-
riables de configuration au code controˆle´. Cette section pre´sente donc l’ensemble des donne´es
originellement disponibles pour ce projet.
3.1.1 Description du syste`me
Les premie`res donne´es disponibles pour mener des analyses sont bien entendu des donne´es
de description du FMS. Ces donne´es ont toutes e´te´ fournies directement par l’entreprise a` un
stade ou un autre des travaux et ne re´sultent d’aucune analyse, seulement du de´veloppement
du syste`me.
Dans la mesure ou` les pre´sents travaux visent a` comprendre le syste`me, il est impensable
de ne pas utiliser le code comme donne´e de de´part. Pour des raisons de confidentialite´, le code
du FMS n’a pas e´te´ fourni directement, mais un acce`s a e´te´ permis au sein des installations
de CMC a` Montre´al. Le code s’articule en 411 fichiers de C/C++ dans une arborescence de
re´pertoires tre`s peu profonde puisque presque tous les fichiers sont dans le re´pertoire racine
du logiciel.
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Nous avons e´galement eu a` notre disposition les configurations des diffe´rents produits.
C’est a` dire, pour chaque produit, la liste des variables de configuration active´es dans ce
produit.
Dans un troisie`me temps, l’entreprise nous a fourni une liste de composants principaux
du syste`me. Chaque fichier de code est relie´ a` un seul de ces composants, de´pendant de la
fonctionnalite´ imple´mente´e dans le fichier. Le logiciel se divise en dix-huit composants dont
la liste est pre´sente´e dans le tableau 3.1, chaque composant comportant entre 4 et 85 fichiers.
Chaque composant correspond a` une fonctionnalite´ principale au sein du syste`me, il s’agit
donc d’une vision haut niveau du logiciel tel qu’il a e´te´ pense´ a` sa conception.
Tableau 3.1 Nombre de fichiers lie´s a` chaque composant



















3.1.2 Controˆle des variables sur le code
La seconde partie des donne´es disponibles concerne les donne´es obtenues en identifiant le
code controˆle´ par chacune des variables de configuration. Outre la relation de controˆle ainsi
identifie´e, les analyses effectue´es ont e´galement produit d’autres artefacts pre´sente´s ici.
Maxime Ouellet [23] a re´alise´ une analyse statique du syste`me pour identifier les de´pen-
dances entre le code et la valeur des variables de configuration, ce qui va plus loin qu’une
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analyse de de´pendance entre code et variable. Pour cette analyse, la premie`re e´tape a e´te´ de
de´velopper une grammaire du langage C/C++ tenant compte des spe´cificite´s et contraintes
du domaine de l’avionique. Cette grammaire a ensuite e´te´ utilise´e pour extraire le graphe
de flux de controˆle a` l’aide du logiciel ANTLR[50]. Le graphe de flux de controˆle, ou CFG,
a alors e´te´ annote´ afin de marquer les nœuds du graphe pour lesquels une ve´rification de
la valeur d’une variable de configuration e´tait faite. Un automate de ve´rification de mode`le
a alors e´te´ construit pour parcourir le CFG et y identifier les diffe´rents types de controˆles
envisageables (voir ci-apre`s). Les re´sultats sont organise´s en quatre fichiers par variable, un
par motif de controˆle (voir ci-apre`s), chaque fichier contenant des identifiants pour les lignes
de code controˆle´es avec ce motif pour la variable conside´re´e.
Comme pre´cise´ ci-dessus, les analyses liant les variables de configuration au code controˆle´
sont base´es sur l’analyse statique du code et le parcours du CFG. Le CFG, une fois annote´
avec les informations de controˆle, a donc e´te´ enregistre´ au format XML afin de pouvoir servir
pour des analyses ulte´rieures. Le graphe se compose donc d’e´le´ments XML dont les attributs
contiennent un identifiant unique du nœud, le type de nœud et la ligne de code ou` se trouve le
nœud tandis que les areˆtes contiennent les identifiants des nœuds de de´part et d’arrive´e ainsi
que les annotations de controˆle qui, elles, sont contenues dans des e´le´ments enfants spe´cifiant
le type de controˆle et la variable conside´re´e. Un exemple des nœuds rencontre´s est pre´sente´
en figure 3.1.
Au sein du CFG, le format des de´pendances peut varier en fonction de deux e´le´ments
distincts : tout d’abord, le controˆle peut de´pendre de la condition utilise´e, il peut s’agir d’une
conjonction ou d’une disjonction, le test peut eˆtre fait de manie`re positive sur la valeur ou
bien ne´gative en excluant une valeur ; ensuite, la de´pendance peut e´voluer en fonction de la
forme du graphe de flux de controˆle, une conditionnelle simple e´tant plus simple a` tester que
des appels inter-proce´duraux. On peut alors identifier cinq types de controˆle diffe´rents d’une
variable sur le code. Le choix d’affectation d’une de´pendance sur un motif ou un autre est
explique´ pre´cise´ment dans [23]. Quel que soit le motif p conside´re´ et la variable V , on note
p(V ) l’ensemble des lignes de code que V controˆle avec le motif p. Les motifs sont alors les
suivants :
– GAIN : Le motif de controˆle GAIN est utilise´ lorsque l’exe´cution d’une ligne de code
est assure´e lorsque la variable est active´e. Par exemple dans le code de la figure 3.2, la
ligne 3 L3 appartient a` GAIN(var1)
– LOSS : Le motif de controˆle LOSS est l’inverse du motif GAIN, en effet, une variable
controˆlant une ligne de code avec ce motif interdit l’exe´cution du code lorsque la variable
est active. Ainsi dans le code de la figure 3.2, la ligne 5 L5 appartient a` LOSS(var1).
– SOMEHOWPLUS : Le motif SOMEHOWPLUS apparaˆıt lorsque les conditions d’exe´-
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<node columnBegin="95" columnEnd="100" id="FileNameNode1" lineBegin="77"
lineEnd="77" truetype="21" type="IF_CONDITION"/>
<node columnBegin="95" columnEnd="100" id="FileNameNode2" lineBegin="77"
lineEnd="77" truetype="21" type="STATEMENT"/>





Figure 3.1 Exemple de nœuds du CFG au format XML
cution se compliquent. En effet, l’analyse e´tant statique, il n’est pas toujours possible
d’e´valuer une expression logique en tenant compte de toutes les variables implique´es,
le motif SOMEHOWPLUS est alors utilise´ pour noter que si la variable est active, la
ligne de code est plus susceptible d’eˆtre exe´cute´e.
– SOMEHOWMINUS : Le motif SOMEHOWMINUS est l’inverse du pre´ce´dent, en
effet, sur les conditions complexes, son utilisation de´note que la ligne de code sera peu
probablement exe´cute´e si la variable est active.
– NON CONTROˆLE´ : La plupart des lignes de code ne sont pas controˆle´es par les va-
riables de configuration et il est donc important de noter qu’aucune variable ne controˆle
inte´gralement le code.
La distribution des motifs de controˆle sur le code pilote´ par les variables de configuration
est inte´ressante. On peut tout d’abord remarquer que le code pilote´ repre´sente environ un
dixie`me du code du FMS, le reste du code s’exe´cutant sans de´pendre de la configuration. Il
1: //here is a checking condition





Figure 3.2 Exemple de controˆle d’exe´cution de code
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Tableau 3.2 Proportion du code controˆle´ par chaque motif de controˆle
GAIN LOSS SOMEHOWPLUS SOMEHOWMINUS
92.23% 20.79% 9.29% 2.75%
est alors possible d’e´tudier la re´partition des motifs sur le code, pre´sente´e dans le tableau
3.2. On peut remarquer que la somme des pourcentages exce`de 100%. Cela peut facilement
eˆtre explique´ par les recoupements de controˆle entre les variables. En effet, une ligne de code
l peut tout a` fait eˆtre controˆle´e avec le motif GAIN par une variable V 1 et avec un autre
motif par une autre variable V 2 tel que l ∈ GAIN(V 1) ∩ LOSS(V 2). Le recoupement entre
les deux implique que la ligne de code compte dans les deux pourcentages.
Une autre observation pouvant eˆtre faite concerne les proportions elles-meˆmes. En effet,
le motif de controˆle GAIN est tre`s nettement dominant, et l’on peut donc en de´duire que
les variables de configuration sont donc beaucoup plus utilise´es pour imposer l’exe´cution
de code que pour l’empeˆcher avec le motif LOSS. De plus, les motifs SOMEHOWPLUS et
SOMEHOWMINUS sont remarquablement re´duits par rapport aux autres. On peut donc en
de´duire que l’utilisation de conditions complexes est peu re´pandue au sein du logiciel, ce qui
pourrait potentiellement simplifier un travail de re´-inge´nierie.
3.2 Diffe´rentes analyses FCA
L’analyse des variabilite´s au sein du logiciel FMS est complexe pour plusieurs raisons. Tout
d’abord, la taille du syste`me rend impossible un traitement a` la main de ces variabilite´s. Le
processus serait beaucoup trop couteux pour une industrie et trop long pour un domaine de
pointe tel que l’ae´ronautique. Ensuite, la nature critique du syste`me et le grand nombre de
petits de´tails parame´trisables garantissant le changement de comportement en fonction des
caracte´ristiques de l’appareil empeˆchent l’utilisation d’infe´rences simples, le nombre de cas
de recoupement possibles e´tant tout simplement trop grand.
L’analyse de concepts formels, dont l’utilite´ principale est de trouver des groupements
maximaux en fonction de proprie´te´s partage´es peut alors permettre d’identifier des types de
comportements et des relations syste´matiques entre e´le´ments. C’est dans cette optique que
nous avons de´cide´ d’utiliser la FCA pour analyser les relations entre e´le´ments dans le syste`me.
Nous avons donc construit plusieurs treillis FCA a` partir des e´le´ments de donne´es fournies et
des relations explicites entre eux. Cette section pre´sente les diffe´rents treillis construits, leurs
inte´reˆts et les conclusions qui ont pu en eˆtre tire´es.
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3.2.1 Variables de configuration-avions
L’un des points centraux dans la gestion de variabilite´ concerne la de´finition de lignes de
produits pour le FMS, cet inte´reˆt provenant du fait que le FMS correspond en fait a` plusieurs
produits, la nature du produit de´pendant des choix de configuration qui sont faits. Il semblait
alors inte´ressant d’e´tudier les relations entre les produits et les variables de configuration au
cas ou` l’on pourrait d’ores et de´ja` identifier des comportement particuliers.
Dans cette analyse, l’ensemble des intensions I est l’ensemble des produits existants, au
nombre de 10, et l’ensemble des extensions E est l’ensemble des variables de configuration ;
la relation R conside´re´e est la suivante :
i ∈ I, e ∈ E, iRe⇔ e ∈ configuration(i) (3.1)
Le treillis re´sultant de cette analyse est pre´sente´ en figure 3.3 et comporte environ 150
concepts. Les concepts comportant un demi-cercle supe´rieur plein correspondent aux concepts
maximaux d’au moins une extension, ceux comportant un demi-cercle infe´rieur plein sont
les concepts minimaux d’au moins une intension. Ce dernier nombre est particulie`rement
inte´ressant si l’on conside`re le nombre de variables implique´es et la nature combinatoire
de possibilite´s d’association. Malheureusement, le partage de variables entre les produits
prend une forme beaucoup trop complexe pour identifier imme´diatement des regroupement
de variables simples. Toutefois, les implications de Duquenne-Guigues [51], identifiant le fait
qu’un e´le´ment de l’ensemble des intensions n’est pre´sent dans un concept du treillis que si un
autre e´le´ment implicant y est e´galement pre´sent, permettent d’identifier une certaine forme
de de´pendance entre variables puisque la pre´sence de certaines variables est, dans les faits,
implique´e par la pre´sence d’une autre au sein du treillis. Par exemple, certaines de´pendances
de ce type sont connues et voulues au sein du logiciel, mais pas toutes documente´es. De plus,
on peut identifier certaines variables n’e´tant jamais utilise´es : il suffit de conside´rer le concept
minimal du treillis, les variables qu’il comporte n’e´tant jamais utilise´es dans aucun produit,
elles pourraient eˆtre obsole`tes et donc a` e´liminer du syste`me.
3.2.2 Produits-code
Si l’on change de point de vue, un produit logiciel peut eˆtre vu non comme une configu-
ration mais comme du code source. Le second type d’analyse FCA que nous avons effectue´
se concentre donc autour des relations entre produits et code source. Dans ce cadre nous
avons construit quatre treillis de FCA : chacun rend compte d’un type de relation entre un
produit et une ligne de code pilote´e. L’objectif e´tait d’identifier de potentiels ensembles de
code partage´s par de nombreux produits et donc identifiables comme modules dans une ligne
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Figure 3.3 Treillis FCA entre variables de configuration et produits
de produits ou au contraire du code spe´cifique a` un produit et donc difficilement inte´grable
dans un composant partage´.
Dans ces quatre analyses, l’ensemble des intensions I est l’ensemble des produits et l’en-
semble des extensions E est l’ensemble des lignes de code pilote´es avec le motif conside´re´
selon l’analyse. Pour l’analyse du motif P , la relation entre deux e´le´ments de l’ensemble est
la suivante :
i ∈ I, e ∈ E, var ∈ configuration(i), iRe⇔ e ∈ P (var) (3.2)
Les figures 3.4 a` 3.7 repre´sentent les quatre treillis issus des analyses FCA. Une premie`re
observation de ces treillis permet de tirer plusieurs conclusions ; tout d’abord, si l’on met en
relation la complexite´ du treillis et la proportion de lignes de code qui y sont implique´es, on
peut voir une forme de relation, le treillis semblant se compliquer lorsque le nombre de lignes
croˆıt (le nombre de lignes de code dans le treillis du motif GAIN est 45 fois plus important
que celui du motif SOMEHOWMINUS). De plus, on peut remarquer que certains produits
semblent avoir beaucoup plus d’interactions que d’autres. Par exemple le produit P9 semble
moins interagir que les autres, quel que soit le motif conside´re´. On peut donc penser que
certains produits se de´marquent et pourraient donc eˆtre plus facilement se´parables lors d’une
re´-inge´nierie. C’est par exemple le cas du produit P1, au sommet du treillis et dont le code
semble donc eˆtre utilise´ de la meˆme manie`re par tous les avions, il pourrait donc eˆtre inte´gre´
au coeur de l’application. On peut e´galement voir que le produit P10, toujours contenu dans
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Figure 3.4 Treillis FCA entre produit et
code du motif GAIN Figure 3.5 Treillis FCA entre produit et
code du motif LOSS
un concept infe´rieur a` tous les autres produits et supe´rieur au minimum contient donc du
code exe´cute´ par tous les produits (et devant donc eˆtre inte´gre´ au coeur applicatif), mais
aussi du code spe´cifique devant eˆtre conserve´ a` part.
3.2.3 Variables de configuration-composants
Apre`s avoir e´tudie´ les potentiels groupements de variables et de code par rapport aux
produits, nous nous sommes pose´s la question de savoir si l’on pouvait identifier d’autres
relations caracte´ristiques au sein du syste`me. Dans un premier temps notre e´tude est reste´e a`
un haut niveau et nous avons voulu e´tudier les interactions entre variables par rapports aux
composants du syste`me. L’analyse FCA qui a suivi a donc en toute logique e´te´ celle fonde´e
sur la relation entre variable et composants affecte´s.
Dans cette analyse, l’ensemble I des intensions est l’ensemble des composants du syste`me
et l’ensemble E des extensions est l’ensemble des variables de configuration. La relation entre
les deux correspond au fait qu’une variable controˆle une ligne de code au sein d’un composant
et est de´finie formellement dans l’e´quation 3.3 avec P l’ensemble des motifs de controˆle et
L(i) l’ensemble des lignes de i ∈ I.
i ∈ I, e ∈ E, iRe⇔ ∃p ∈ P, p(e) ∩ L(i) 6= ∅ (3.3)
La figure 3.8 repre´sente le treillis re´sultant de cette analyse. Malheureusement, si cer-
tains comportements sont inte´ressants, les interactions globales sont difficiles a` e´valuer vi-
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Figure 3.6 Treillis FCA entre produit et
code du motif SOMEHOWPLUS
Figure 3.7 Treillis FCA entre produit et
code du motif SOMEHOWMINUS
suellement, ce qui est contradictoire avec les attentes de l’industrie partenaire. Parmi les
comportements identifiables, on peut de´ja` remarquer le composant C, dont la position dans
le treillis montre que la plupart des variables controˆlant une partie de son code controˆlent
e´galement de nombreux autres composants, c’est une interaction globalement ennuyeuse car
elle signifie que ce composant est affecte´ par la plupart des changements pouvant se pro-
duire au sein du syste`me. Il faudrait donc envisager de se´parer ce composant en modules
a` rattacher a` d’autres composants plus pertinents. A` l’inverse, les composants A et B sont
relativement isole´s dans le syste`me, et pilote´s par des variables tre`s spe´cifiques peu partage´es,
dans le cadre d’une re´-inge´nierie, de tels composants gagneraient a` eˆtre peu modifie´s afin de
re´duire les couˆts de transformation e´tant donne´s qu’ils peuvent de´ja` eˆtre conside´re´s comme
des modules fonctionnels.
3.2.4 Variables de configuration-code
Enfin, afin de continuer la recherche d’interactions entre variables au niveau du logiciel
mais a` plus bas niveau que le treillis pre´ce´dent, nous avons construit le treillis entre les
variables de configuration et les lignes de code controˆle´es avec le motif GAIN. Nous nous
somme limite´s a` ce motif car c’est le motif le plus repre´sentatif du code exe´cute´ au sein du
syste`me. L’objectif de cette analyse est de trouver les variables dont le comportement est plus
alte´re´ par d’autres et celles ayant le seul controˆle du code dont elles garantissent l’exe´cution.
Ce treillis de FCA a e´te´ construit en conside´rant que l’ensemble I des intensions est
l’ensemble des variables de configuration et que l’ensemble E des extensions est l’ensemble
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Figure 3.8 Treillis FCA entre variables de configuration et composants
des lignes de code. La relation entre les deux e´tant la suivante :
i ∈ I, e ∈ E, iRe⇔ e ∈ GAIN(i) (3.4)
En regardant le treillis 3.9 on peut remarquer deux e´le´ments diffe´rents au sein du treillis.
On trouve, sur la droite de la figure, de nombreuses variables partageant pas ou peu de code
avec d’autres variables, l’analyse du code spe´cifique a` ces variables devrait donc eˆtre plus
facile a` faire et a` re´organiser. A` l’inverse, la gauche du treillis pre´sente des structures de
partage extreˆmement complexes, et c’est a` ce niveau la` que doivent se porter les efforts de
re´-inge´nierie et de maintenance. En effet, les lignes de code controˆle´es par trop de variables
deviennent difficile a` faire e´voluer sans risques et les interactions deviennent trop complexes
pour que meˆme un expert s’y retrouve. Il serait donc ne´cessaire d’e´tudier les possibilite´s
de simplification des variables par des combinaisons de variables lorsque suffisamment de
lignes de code sont partage´es. Une e´tude plus approfondie de cette question est propose´e au
Chapitre 5.
Figure 3.9 Treillis FCA entre variables de configuration et lignes de code
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3.3 Nouvelles me´triques
Afin de mieux comprendre le syste`me et les caracte´ristiques des diffe´rentes variables de
configuration, nous avons conside´re´ qu’il e´tait ne´cessaire de de´finir de nouvelles me´triques
permettant de de´crire certains aspects de l’utilisation des variables afin de comple´ter les
informations extraites des diffe´rents treillis FCA. Les me´triques de´finies sont calcule´es a`
partir des treillis directement ou d’information recoupant plusieurs treillis a` la fois. Cette
section pre´sente ces me´triques, leurs de´finitions formelles et leurs distributions au sein du
syste`me.
3.3.1 Nombre de composants par variable de configuration NCV
L’une des interrogations que l’on peut avoir sur le controˆle qu’une variable exerce sur
le syste`me concerne les fonctionnalite´s auxquelles elle participe. Dans notre cas d’e´tude, il
s’agirait donc de savoir si une variable est de´die´e a` une fonction en particulier ou bien ge`re
l’interaction entre plusieurs fonctionnalite´s. Le treillis de la figure 3.8 permet de faire plusieurs
observations dans cette direction, mais il est conc¸u pour identifier des interactions, non des
comparaisons. Nous avons donc de´cide´ de de´finir le nombre de composants par variable,
spe´cifiant le nombre de composants dans lesquels une variable controˆle au moins une ligne
de code, quel que soit le motif de controˆle. Ce nombre peut eˆtre extrait du treillis variables-
composants en re´cupe´rant le nombre de composants dans le concept maximal dans lequel est
pre´sente la variable. Formellement on peut le de´finir de la manie`re suivante :
On conside`re P l’ensemble des motifs de controˆle, V ar une variable de configuration et C
l’ensemble des composants du syste`me et pour c ∈ C on note L(c) les lignes de code affilie´es
au composant c.
NCV (V ar) = card({c ∈ C|∃p ∈ P, p(V ar) ∩ L(c) 6= ∅}) (3.5)
La figure 3.10 pre´sente la distribution de la me´trique pour les variables du syste`me controˆ-
lant effectivement du code, c’est a` dire 207 variables. On peut remarquer que plus le nombre
de composants augmente, moins il y a de variables re´parties sur ce nombre de composants. Par
exemple, plus du tiers des variables est limite´ a` un unique composant. Ceci semble confirmer
l’ide´e que si certaines variables sont de haut niveau et controˆlent des e´le´ments complexes du
syste`me, la plupart des variables semblent se limiter a` un fonctionnalite´ donne´e sur un nombre
re´duit de composants. Il est e´galement inte´ressant de voir qu’aucune variable ne s’e´tend sur
plus de 10 composants alors qu’il y a du code controˆle´ dans 14 d’entre eux. L’identification
des variables de haut niveau est importante dans le cadre d’une re´-inge´nierie car ce sont les
variables qui devraient subir le plus de modifications.
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Figure 3.10 Histogramme du nombre de composants par variable de configuration
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3.3.2 Nombre de lignes par variable de configuration NLV
Dans un second temps, il peut eˆtre inte´ressant de savoir quel est l’impact d’une variable
au sein du code lui meˆme, c’est-a`-dire de savoir si la quantite´ de code pilote´ par une variable
est grande ou non. Ce genre d’observation peut permettre d’identifier les variables de haut
niveau, controˆlant de grande quantite´ de code, et les variables plus proches du de´tail, re´glant
des de´tails de comportements ponctuels. Il nous a alors semble´ logique de de´finir le nombre de
lignes de code controˆle´es par variable de configuration, inde´pendamment des composants et
des motifs de controˆle. Il s’agit d’associer chaque variable de configuration avec le nombre de
lignes qu’elle pilote sans tenir compte du motif de controˆle. La de´finition formelle se pre´sente
alors comme suit :
On conside`re V ar une variable de configuration et P l’ensemble des motifs de controˆle.




Comme on peut le voir dans la figure 3.11, les variables de configuration controˆlent des
quantite´s diverses de lignes de code. L’histogramme peut eˆtre divise´ en trois parties princi-
pales. Tout d’abord, les premie`res 78 variables controˆlent moins de dix lignes de code. Ce sont
donc a priori des variables de´die´es a` un controˆle pre´cis et spe´cifique au sein du syste`me, non
a` du controˆle de haut niveau. Ensuite, on peut observer que 82 variables controˆlent entre dix
et cent lignes de code, ces variables pouvant avoir des roˆles de controˆle moins spe´cifiques que
les pre´ce´dentes mais restant de la parame´trisation de fonctionnement plus que de la gestion a`
haut niveau. Enfin, le dernier tiers des variables s’e´tire jusqu’a` pre`s de 30 000 lignes de code
pour la variable avec le plus grand controˆle. Cette distribution est inte´ressante, car la diffe´-
rence entre la moyenne, 379 et la me´diane, 26, est lourde de sens. La plupart des variables
controˆlent peu de lignes de code mais celles ayant un plus grand controˆle ont une avance
suffisante pour augmenter conside´rablement la moyenne.
3.3.3 Nombre de lignes par composant et par variable de configuration NLCV
Enfin, la dernie`re me´trique de description du comportement des variables de configuration
est une sorte de combinaison des deux pre´ce´dentes. En effet, nous avons envisage´ que les
variables ayant le moins de lignes de code controˆle´ sont pre´sentes dans un unique composant et
nous avons souhaite´ ve´rifier la possibilite´ qu’une variable agisse sur plusieurs composants avec
un impact diffe´rent sur chacun. C’est dans cette optique que l’on de´finit le nombre de lignes
par composant et par variable de configuration pour caracte´riser la re´partition du controˆle
des variables sur les composants et identifier des comportements re´currents. Formellement,
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Figure 3.11 Histogramme du nombre de lignes par variable de configuration
la de´finition de cette me´trique prend la forme suivante :
On conside`re une variable de configuration V ar, un composant c du syste`me, l’ensemble P
des motifs de controˆle et L(c) l’ensemble des lignes de code affilie´es au composant c.
NLCV (V ar, c) = card((
⋃
p∈P
p(V ar)) ∩ L(c)) (3.7)
Nous pouvons remarquer qu’une me´trique d’entropie aurait pu fournir une information
similaire sur les variables. Cependant, une telle me´trique ne permettrait pas de conserver
l’information se´mantique entre une variables de configuration et les composants sur lesquels
elle exerce un controˆle. En effet, une me´trique d’entropie rendrait compte de la dispersion
d’une variable, mais l’information relative aux fonctionnalite´s associe´s serait perdue. Il serait
alors ne´cessaire de la re´cupe´rer par la suite, une e´tape supple´mentaire donc, pour pouvoir
effectuer la re´-inge´nierie approprie´e.
Comme on pourrait s’y attendre, la distribution de cette me´trique re´ve`le plusieurs orga-
nisations typiques. Bien entendu, de nombreuses variables controˆlent du code dans un unique
composant. Toutefois, si l’on s’inte´resse a` la figure 3.12, pre´sentant la re´partition du code
dans les composants pour les variables controˆlant 3 composants. Chaque colonne de points
correspond a` une variable, l’ordonne´e de chaque point correspondant au pourcentage de code
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controˆle´ par la variable dans le composant repre´sente´ par la forme du point. Il est inte´ressant
de de´couvrir que certaines variables se re´partissent e´quitablement sur les diffe´rents compo-
sants du syste`me tandis que d’autres se concentrent sur un composant particulier avec une
proportion moindre de code controˆle´ dans les autres composants. Nous avons mene´ cette
analyse sur l’ensemble des variables et nous avons de´couvert que les variables controˆlant le
moins de lignes de code sont concentre´es dans un unique composant. C’est a` dire que toutes
les variables controˆlant moins de 26 lignes de code sont concentre´es dans un seul composant.
3.4 Une typologie de variables et d’interactions
Afin d’ame´liorer la compre´hension du syste`me et de permettre de de´finir des traitements
quasi-syste´matiques lors d’une re´-inge´nierie du syste`me, nous avons construit une classifica-
tion des variables de configuration et de leurs relations. L’identification des ces comportements
typiques permet e´galement de repe´rer des anomalies, en effet, un expert du syste`me est ca-
pable de savoir, pour une variable de configuration donne´e, si le comportement de la variable
est optimise´ ou non. La typologie permet donc non seulement une meilleure compre´hension
du syste`me mais aussi de trouver les optimisations de code pertinentes a` inte´grer. Cette sec-
tion pre´sente d’abord la typologie des variables, puis les relations induites par les analyses
FCA.
3.4.1 Classification des variables
La classification des variables de configuration est un moyen de savoir plus facilement
quel est l’impact d’une variable sur le code et sur les autres variables de configuration afin
de simplifier les ope´rations de de´veloppement, de maintenance ou de re´-inge´nierie. La pre´-
sentation d’une cate´gorie de variables de configuration comporte donc un nom, un crite`re
de reconnaissance et plusieurs observations et pistes pour traiter ce type de variables dans
le futur. Il est e´galement important de noter qu’une variable ne peut appartenir qu’a` une
ou deux cate´gories et, dans le cas de deux cate´gories, l’une des deux doit eˆtre la cate´gorie
Exclusion.
La classification a e´te´ construite a` partir de diffe´rents e´le´ments dans les distributions des
diffe´rentes me´triques. Tout d’abord, si l’on conside`re la distribution du nombre de composants
par variable (NCV ) et du nombre de lignes par composant et par variable(NLCV ), on trouve
dans la distribution des variables concentre´es sur un composant, d’autres e´parpille´es sur
plusieurs ou encore certaines focalise´es sur un composant mais posse´dant un peu de controˆle
sur d’autres. De la meˆme manie`re, dans la distribution du nombre de lignes par variables






























































conse´quent et certaines tellement qu’elles ne sont plus comparables aux autres. C’est en
combinant ces types de comportements vis-a`-vis des lignes et des composants que nous avons
construit la classification.
– Global : Les variables de type Global sont des variables de haut niveau avec un fort
impact sur le code. A` partir des distributions de me´triques, cela correspondrait a` un
nombre de lignes de code beaucoup plus grand que la moyenne et un e´parpillement sur
un bon nombre de composants. Le crite`re que nous avons e´tabli est donc un controˆle
dans plus de la moitie´ des composants et un nombre de lignes de code controˆle´es supe´-
rieur a` la moyenne de la distribution par plus de deux e´carts types. Les variables de cette
cate´gorie pre´sentent plusieurs inte´reˆts et inconve´nients pour la gestion de variabilite´ du
FMS. Tout d’abord, elles permettent d’avoir une vision a` haut niveau du syste`me et
de mieux comprendre le de´coupage du logiciel. Cependant, lorsque le controˆle qu’elles
exercent devient trop grand, le proble`me se pose de savoir si l’objectif est de controˆler
un aspect du logiciel ou de rassembler des fonctionnalite´s sans raison sous-jacente.
– Tiny : Les variables Tiny sont les variables controˆlant 25 lignes de code ou moins
dans un unique composant, ce sont donc des variables concentre´es avec peu de lignes
de code. Le crite`re de 25 lignes a e´te´ de´fini par rapport a` la me´diane de la distribu-
tion de NLV qui est 26. La FCA permet de les identifier plus facilement puisqu’il suffit
d’e´tudier les variables re´parties sur un unique composant, donc au niveau 1 du treillis
Variables-composants. Les variables de cette cate´gorie controˆlent des aspects extreˆme-
ment spe´cifiques du syste`me, par conse´quent, les ope´rations de maintenance sur ce type
de variables devraient ne´cessiter moins de travail que d’autres puisqu’il y a moins de
de´pendances. De plus, pour une re´-inge´nierie, le code controˆle´ par ces variables devrait
eˆtre plus facilement extrait et inte´gre´ dans le module choisi.
– Focused : Les variables Focused correspondent a` des variables controˆlant plus d’un
composant mais dont les lignes controˆle´es sont ine´galement re´parties, un composant
rassemblant la majorite´. Il s’agit donc des variables pour lesquelles plus de 50% du
code controˆle´ est dans un seul composant mais ayant e´galement une portion du code
dans d’autres composants. Les variables Focused semblent controˆler une fonctionnalite´
donne´e au sein de leur composant principal, tout en controˆlant des de´tails d’exe´cution
dans d’autres composants pour conserver une cohe´rence dans le syste`me. Toutefois,
cette organisation implique que ces fonctionnalite´s sont disse´mine´es au sein du FMS.
Afin de simplifier les ope´rations de maintenance et de re´-inge´nierie, il serait inte´ressant
de rassembler le code de´pendant d’une variable Focused dans un meˆme module afin
que tout changement sur la fonction principale soit plus simple a` re´percuter sur le code
de´pendant.
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– Aspect : Si les variables Focused sont centre´es sur un composant, les variables Aspect,
au contraire, sont plus e´quitablement re´parties. Ce sont donc les variables controˆlant
plusieurs composants mais sans qu’aucun de ces composants ne rassemble plus de 50%
du code controˆle´. Les variables Aspect e´tant re´parties sur plusieurs composants, elles se
retrouveront dans les niveaux supe´rieurs du treillis FCA variables-composants. Contrai-
rement aux variables Focused, les variables Aspect ne controˆlent pas une fonction parti-
culie`re mais maintiennent la cohe´rence du syste`me en assurant que de e´le´ments de code
incompatibles ne s’exe´cutent pas en meˆme temps.
– Exclusion : Les variables Exclusions sont des variables dont le controˆle sur le code est
beaucoup plus restrictif que permissif, c’est a` dire que plus de 70% du code controˆle´
l’est avec le motif de controˆle LOSS. Le seuil de 70% a e´te´ de´termine´ en conside´rant
que c’est autour de 70% que le seuil est le plus stable. Il est important d’identifier les
variables dont la principale utilisation est d’empeˆcher l’exe´cution de code car lors d’une
re´-inge´nierie en ligne de produits, ces variables devraient eˆtre e´limine´es du syste`me, du
moins pour le code dont elles interdisent l’exe´cution. En effet, si le nouveau syste`me se
fonde sur des modules que l’on inse`re seulement s’ils sont pertinents, l’utilisation de la
configuration pour interdire l’exe´cution de code devient caduque.
– Parameter : Les variables de configuration de type Parameter n’exercent aucun
controˆle sur le code, mais sont utilise´es pour re´aliser certains calculs. On peut donc
les identifier comme les variables pre´sentes dans le code du logiciel mais apparaissant
au niveau ze´ro du treillis FCA variables-composants.
– Obsolete : Comme le type Parameter, les variables de type Obsolete n’ont aucun
controˆle sur l’exe´cution du code, mais en plus, n’apparaissent a` aucun moment dans
le syste`me. Les variables Obsolete devraient eˆtre supprime´es du syste`me puisqu’elle
ne participent pas a` son fonctionnement et compliquent inutilement le syste`me. Les
variables Obsolete se trouvent donc dans le concept minimum du treillis variables de
configuration-produits
Plusieurs observations sont faisables en e´tudiant la distribution des variables dans les
diverses cate´gories, pre´sente´e dans le tableau 3.3. On peut tout d’abord remarquer que la
grande majorite´ des variables est utilise´e comme parame`tres plutoˆt que pour controˆler du
code. Une re´-inge´nierie du syste`me devrait donc pre´voir d’e´tudier la possibilite´ de conserver
un fichier de configuration pour garder une trace de ces parame`tres une fois le syste`me
re´organise´ en modules.
Dans un second temps il est ne´cessaire de s’inte´resser a` l’unique variable globale du
syste`me, en effet, cette variable controˆle a` elle seule pre`s de 30 000 lignes de code dans le
syste`me (voir figure 3.11, une seule variable controˆle plus de 10 000 lignes de code), ce qui pose
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Tableau 3.3 Nombre de variables dans chaque cate´gorie








certains proble`mes en terme de conception. Il est de´sormais difficile de savoir si la variable
controˆle une fonction ou repre´sente au contraire un e´le´ment qui devrait eˆtre un composant
a` part entie`re mais a e´te´ divise´ au sein du FMS. L’e´tude du code controˆle´ par cette variable
par des experts devrait permettre soit de re´organiser le code en un nouveau composant, soit
de diviser la variable en plusieurs nouvelles avec des fonctions bien identifie´es.
On peut e´galement conside´rer le grand nombre de variables Focused au sein du syste`me.
Afin de simplifier les traitements il pourrait eˆtre inte´ressant de distribuer le code controˆle´
par ces variables en une variable avec une fonction pre´cise et une autre charge´e d’harmoniser
le fonctionnement du syste`me en tant que variable Aspect. Il serait e´galement envisageable
de tenter de tout rassembler en un unique point a` conside´rer comme un module de la future
ligne de produits.
Le nombre de variables Aspect est assez restreint. En fonction de leur roˆle dans le syste`me,
qui devra eˆtre confirme´ par des experts du logiciel, il serait inte´ressant de tenter de regrouper
les fonctionnalite´s qu’elles repre´sentent chacune de leur cote´ pour cre´er un module pouvant
se greffer a` tout produit, ou, au contraire, d’inclure chacun des aspects de chaque variable
dans le module le plus pertinent pour chacun des produits concerne´s.
Il est selon nous important de remarquer le nombre non ne´gligeable de variables Exclusion.
En effet, ce type de variable ne devraient pas eˆtre conserve´ dans un syste`me organise´ en ligne
de produits, pour la simple raison que ce type de syste`me ne devrait contenir que du code
pertinent a` son fonctionnement propre et non, comme c’est le cas pour un syste`me a` confi-
guration dynamique, l’ensemble du code du syste`me, qu’il est donc ne´cessaire de filtrer.
Apre`s avoir conc¸u cette classification tenant compte des observations du syste`me, nous
avons pre´sente´ la re´partition des variables au sein des cate´gories a` un expert du syste`me. Ses
observations nous ont permis de confirmer plusieurs avantages de la classification mais aussi
de de´finir certains axes d’ame´lioration pour des travaux futurs.
Dans un premier temps, l’expert nous a confirme´ que la cate´gorie Global repre´sente en
40
effet une variable dont l’influence sur le syste`me est e´norme, mais qui, a` l’heure actuelle, ne
peut pas encore eˆtre subdivise´e pour faciliter la maintenance et l’e´volution.
La classification pre´sente des comportements typiques des variables de configuration au
sein du syste`me. Elle permet e´galement, si l’on connait le comportement attendu d’une va-
riable, d’identifier des comportements qui ne sont pas optimise´s par rapport au roˆle the´orique
d’une variable au sein du syste`me. Dans cette optique, nous avons pu avoir confirmation, par
l’expert avec qui nous sommes en contact, que les cate´gories Focused et Aspect permettent
d’identifier des variables dont la distribution sur le code n’est pas optimise´e par rapport a` la
fonction qu’elles repre´sentent. Certaines devraient eˆtre des aspects et se retrouvent concen-
tre´es sur un composant, tandis que d’autres incarnent la situation inverse. Bien que cela ne
nuise pas au fonctionnement du logiciel (les normes de tests assurent un comportement cor-
rect du syste`me), il s’agit ne´anmoins de situations pouvant eˆtre optimise´es afin de faciliter
une future re´-inge´nierie.
L’expert nous a e´galement confirme´ que les variables entrant dans la cate´gorie Parameter
sont des variables utilise´es pour de simples calculs ponctuels plutoˆt que pour du controˆle
de code. La ve´rification de cet e´tat de fait nous a toutefois fourni la confirmation que cette
cate´gorie est inte´ressante du point de vue de l’entreprise, aucune liste de ces variables n’e´tant
actuellement disponible.
Les axes d’ame´lioration propose´s par l’expert ayant e´tudie´ l’appartenance des variables
aux cate´gories se situent a` plusieurs niveaux. Tout d’abord, certains raffinements sont pos-
sibles au sein des variables Aspect, par exemple entre les variables se´pare´es sur deux com-
posants a` parts e´gales et celles e´parpille´es plus nettement avec de forte variations dans la
proportion de code dans chaque composant ou encore pour se´parer les variables controˆlant
beaucoup de code de celles controˆlant seulement quelques lignes disperse´es. D’autres diffe´ren-
ciations seraient possibles sur les variables Focused ou meˆme Tiny. L’ide´e serait d’identifier
des sous-cate´gories eu sein de la typologie de´finie ici de manie`re a` prendre en compte d’autre
crite`res comme la dispersion du controˆle sur les fichiers en plus des composants.
En conclusion, les cate´gories de variables de configuration permettent d’une part de mieux
comprendre le syste`me mais aussi de pointer des e´le´ments sur lesquels porter une attention
plus soutenue en cas de maintenance ou de re´-inge´nierie. C’est e´galement un moyen d’identifier
certaines mauvaises habitudes d’implantation, identifier par exemple qu’une fonction aurait
duˆ eˆtre concentre´e dans un composant au lieu d’eˆtre disperse´e ou au contraire, que le controˆle
de plusieurs e´le´ments aurait duˆ eˆtre re´parti. Certaines ame´liorations restent a` conside´rer,
notamment dans l’e´tude des partages de controˆle, et nous nous y inte´ressons en partie dans
le chapitre 5.
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3.4.2 Interactions entre variables
De la meˆme manie`re que nous avons caracte´rise´ les types de variables de configuration,
nous avons souhaite´ identifier des relations typiques entre variables. Les types de relations
permettent de connaitre l’impact qu’une variable peut avoir sur les autres lorsque l’on modifie
du code pour y correspondre ou qu’on fait e´voluer la valeur de la variable. Comme pre´ce´-
demment, la pre´sentation d’une relation entre variables se compose d’un nom, d’un crite`re
d’identification formel et d’observations quand a` ce qui peut en eˆtre de´duit pour de futures
e´volutions.
– Associated : Deux variables sont conside´re´es comme ayant une relation Associated
lorsqu’elles controˆlent une ligne de code commune avec le meˆme motif. Formellement,
avec P l’ensemble des motifs et v1, v2 deux variables. v1 et v2 sont Associated si et
seulement si :
∃p ∈ P |p(v1) ∩ p(v2) 6= ∅ (3.8)
Une grande partie des couples de variables Associated sont identifiable facilement au
sein du treillis FCA entre variables de configuration et code controˆle´ (cf figure 3.9),
ce sont les variables appartenant a` au moins un concept du treillis en commun. La
recherche sur les autres motifs (LOSS, SOMEHOWPLUS et SOMEHOWMINUS) se
fait plus simplement car le nombre de lignes controˆle´es est nettement plus faible. De
plus, deux variables ne peuvent avoir cette relation que si elles appartiennent a` un
concept commun dans le treillis de FCA entre variables et composants, deux variables
ne partageant pas de composant ne pouvant pas partager de code. Plus de de´tails
pourront eˆtre trouve´s au chapitre 5.
L’identification des variables controˆlant du code en commun avec le meˆme motif permet
d’identifier d’e´ventuels recoupements de controˆle entre variables, mais aussi d’identifier
une forme de hie´rarchie de controˆle avec des inclusions des controˆles au sein de blocs
de code dont la taille est re´duite.
De plus, deux variables controˆlant du code en commun sont suppose´es agir sur des
fonctionnalite´s similaires. Une ve´rification de cette proprie´te´ sur les couples de variables
peut aider a` identifier de mauvais choix de conception et a` les re´parer.
– Complementary : Deux variables ont une relation Complementary lorsqu’elles controˆlent
la meˆme ligne de code avec deux motifs de controˆle diffe´rents. Soit, avec les notations
pre´ce´dentes, deux variables sont Complementary si et seulement si :
∃p1, p2 ∈ P |p1 6= p2, p1(v1) ∩ p2(v2) 6= ∅ (3.9)
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Les couples de variables relie´s par la relation Complementary permettent d’identifier
des relations d’opposition entre variables de configuration. Par exemple une variable
peut amener l’exe´cution d’une ligne de code avec le motif GAIN tandis qu’une autre
peut l’empeˆcher avec le motif LOSS. Il est important de reconnaitre ces relations car
des variables s’opposant sur l’exe´cution du code sont a priori responsables d’harmoniser
le comportement des e´le´ments du FMS entre eux. Par conse´quent, de telles variables
devraient appartenir a` des modules diffe´rents lors d’une re´-inge´nierie.
– Dependant : Enfin, une variable v1 est conside´re´e comme de´pendante d’une autre
variable v2 lorsqu’il n’existe aucun produit posse´dant v1 sans v2. Cette relation est
extraite directement a` partir des implications de Duquenne-Guigue au sein du treillis
variables-produits, c’est-a`-dire qu’une variable est implique´e par une autre lorsqu’il
n’existe pas de concept du treillis tels que la variable de´pendante y est pre´sente sans la
variable implique´e. La relation de de´pendance e´tant fonde´e sur la relation d’implication.
La relation de de´pendance pre´sente´e ici est de´finie de manie`re extreˆmement formelle
et ne peut donc eˆtre utilise´e telle quelle. L’inte´reˆt de cette relation est d’identifier une
forme de hie´rarchie au sein des variables, certaines combinaisons e´tant impossibles ou
au contraire force´es pour des raisons intrinse`ques au syste`me mais non documente´es.
Cette relation est donc un premier filtre pour identifier de telles de´pendances, un tri
devant toutefois eˆtre fait par un expert.
Une premie`re remarque que l’on peut faire au sujet de ces types de relation est que les
relations Associated et Complementary peuvent eˆtre vues comme des relaxations de deux des
relations identifie´es par Loesch et al. [43] que sont “only used in pairs” et “only used mutually
exclusively”. Cependant, la confrontation a` un syste`me industriel de pointe a mis en e´vidence
le fait que les de´finitions tre`s restrictives des relation “Only used in pair” et “Only used
mutually exclusively” ne posse`dent pas d’instances dans le syste`me et ne permettent donc de
mettre en e´vidence aucun comportement existant dans notre cas d’e´tude.
Le tableau 3.4 re´capitule le nombre d’instances de chacune des relations que l’on trouve
au sein du FMS. Tout d’abord, il est important de noter que les relations entre variables
ne sont pas exclusives dans leur de´finition, il est donc normal que le nombre de relations






soit tre`s grand. Nous avons trouve´ plusieurs instances de couples de variables e´tant a` la
fois Associated et Complementary, ce qui peut identifier deux types d’interactions : dans
un premier cas, il peut s’agir d’une imbrication du controˆle des variables, c’est a` dire que
l’une des variables n’est teste´e que si l’autre est dans un e´tat donne´, et ce cas de figure est
voulu dans le contexte avionique car fortement ve´rifiable et trac¸able. C’est l’exemple fourni
en figure 3.13, le code dans la branche else de v2 est controˆle´ en GAIN par v1 et en LOSS par
v2. A l’inverse, il est possible que les deux variables partagent ces deux relations sans cette
relation d’imbrication, et il est alors ne´cessaire d’e´valuer si cette interaction est volontaire ou
s’il s’agit d’une imple´mentation non optimale d’une fonction.
Par ailleurs, le grand nombre de relations Dependant au sein du syste`me prouve qu’un tri
par un expert, pour identifier les de´pendances re´elles et les relation purement contingente, est
ne´cessaire. L’identification de ces relations permet toutefois de n’e´liminer aucune de´pendance
potentielle, et pre´sente l’inte´reˆt de ne pas e´liminer les de´pendances non documente´es.
Lors de la pre´sentation des types d’interactions a` l’expert du syste`me, ses commentaires
nous ont permis de tirer plusieurs conclusions. Tout d’abord, l’expert a confirme´ que les
oppositions peuvent provenir de diffe´rentes structures de code. Il nous a donc sugge´re´ de
tenter d’identifier les diffe´rents cas possibles afin de de´finir des strate´gies approprie´es pour
re´soudre les situations non optimise´es. C’est a` cette proble´matique que s’inte´resse le chapitre
5.
En conclusion, dans ce chapitre, nous avons introduit les donne´es disponibles a` l’origine
du projet ainsi que les diffe´rentes analyses effectue´es. Nous avons donc pre´sente´ les diffe´-
rents treillis FCA obtenus au cours du projet ainsi que de nouvelles me´triques permettant
d’avoir une meilleure compre´hension du syste`me. Enfin, nous avons introduit une classifi-
cation originale des variables de configuration et des relations induites par leur utilisation










Figure 3.13 Exemple d’inclusion de controˆle
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pistes a` e´tudier pour une re´-inge´nierie ou une maintenance du FMS. Nous avons e´galement
obtenu une validation de nos re´sultats par un expert du syste`me, les cate´gories de variables
permettent non seulement de connaitre la composition du FMS mais aussi d’identifier les
utilisations non optimise´es de variables par rapport a` leur roˆle dans le logiciel. Enfin, nous
avons pu de´finir plusieurs e´le´ments d’ame´lioration de l’approche a` envisager pour des travaux
a` venir, tant dans la de´finition de notre classification que dans les techniques a` envisager pour
la maintenance et la re´-inge´nierie.
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CHAPITRE 4
Base de donne´es de re´sultats
Apre`s avoir effectue´ l’ensemble des analyses pre´sente´es dans le chapitre pre´ce´dent, la
proble´matique a e´te´ pose´e de savoir comment conserver ses re´sultats tout en les rendant in-
teractifs. Dans ce chapitre nous pre´sentons l’ensemble des solutions envisage´es, la solution
imple´mente´e ainsi que diffe´rentes taˆches ayant pu eˆtre accomplies graˆce a` la base de don-
ne´es. Nous nous inte´ressons e´galement aux futurs travaux envisageables a` partir des donne´es
inte´gre´es a` la base de connaissances.
4.1 Contraintes
La cre´ation d’une base de connaissances pour repre´senter les re´sultats des analyses mene´es
e´tait contrainte par diffe´rents facteurs qui ont oriente´ le choix de structure final. Dans cette
section nous pre´sentons ces contraintes et les circonstances qui les ame`nent.
La premie`re contrainte impose´e a` la base de donne´es est bien entendu la possibilite´ d’in-
teragir et de visualiser facilement les re´sultats disponibles. Cela s’explique d’une part par le
besoin de consultation a` titre de documentation, mais aussi parce que les re´sultats mettent
en e´vidence certains comportements et caracte´ristiques pouvant servir lors d’ope´rations de
maintenance et de re´-inge´nierie. Il est donc ne´cessaire d’avoir une base de donne´es interactive,
mais il est e´galement important de choisir une imple´mentation pour laquelle les interactions
sont simples a` prendre en main pour un utilisateur sans expertise au niveau des re´sultats et
du syste`me.
La seconde contrainte concerne l’extensibilite´ de la base de donne´es. En effet, l’ide´e direc-
trice dans cette base de connaissances est de rassembler les connaissances relatives au syste`me
et pas seulement les re´sultats des pre´sents travaux. Il e´tait donc ne´cessaire de trouver une
imple´mentation pouvant facilement supporter des extensions de donne´es ou de mode`les.
Une autre contrainte a` laquelle nous avons e´te´ confronte´e concerne la possibilite´ de baˆtir
des infe´rences au sein du syste`me. En effet, pour une ope´ration de re´-inge´nierie, les notions
de relation entre e´le´ments et de traitement syste´matique de ces relations sont importantes.
Il e´tait donc important de pouvoir ajouter ces e´le´ments a` partir de re`gles simples.
Enfin, la solution choisie devait se fonder sur un standard reconnu afin de disposer non
seulement d’une documentation fournie mais aussi de nombreux outils permettant de changer
de support d’implantation sans remettre en cause la base de donne´es elle-meˆme.
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En re´sume´, les contraintes impose´es pour la base de connaissances se re´sument a` la fa-
cilite´ de re´cupe´ration d’information, l’extensibilite´ de la structure, la possibilite´ de baˆtir des
infe´rences et la forme de standard reconnu.
4.2 Donne´es a` inte´grer
Dans cette section, nous pre´sentons les donne´es du projet qui devaient eˆtre incluses dans la
base de connaissances. En effet, toutes les donne´es extraites n’ont pas besoin d’eˆtre inte´gre´es
dans la mesure ou` une partie des re´sultats doit pouvoir eˆtre retrouve´e ou recalcule´e en cas
d’e´volution importante du syste`me.
4.2.1 Donne´es initiales
Les donne´es initiales du projet devaient presque toutes eˆtre inte´gre´es dans la base de
connaissances dans la mesure ou` il fallait pouvoir mener de nouvelles analyses et pouvoir les
lier si de nouvelles relations e´taient identifie´es. Notons que les donne´es relatives au graphe
de flux de controˆlei, ayant de´ja` e´te´ exploite´es dans leur totalite´, ne sont pas ve´ritablement
ne´cessaires.
Il fallait donc inclure, d’une part la liste des composants du syste`me avec, pour chacun, la
liste des fichiers de code rattache´s, ce qui implique une certaine forme de graphe, et d’autre
part les variables de configuration a` la base des pre´sents travaux. Bien entendu, il e´tait
e´galement important d’inte´grer les lignes de code controˆle´es pour chacune des variables en
mentionnant le motif de controˆle.
Sur l’ensemble de ces donne´es, il est important de remarquer qu’il s’agit plus de conserver
l’information relative a` des relations entre e´le´ments qu’a` des valeurs de me´triques proprement
dites. Cette ide´e a joue´ un roˆle important dans le choix de la solution imple´mente´e.
4.2.2 Re´sultats
Au dela` des donne´es initiales du projet, il e´tait e´galement important de conserver les
donne´es re´sultant des analyses afin de pouvoir les re´utiliser dans d’autres analyses. Dans
ce contexte, il e´tait ne´cessaire de conserver l’ensemble des treillis re´sultant des diffe´rentes
analyses de FCA, et ce afin d’avoir acce`s aux diffe´rentes hie´rarchies mises en e´vidence par la
FCA.
La conservation des me´triques posait un proble`me diffe´rent : stocker le re´sultat direc-
tement permet de conserver la valeur, mais les donne´es de´ja` incluses fournissaient tout le
ne´cessaire pour pouvoir les calculer. Il semblait donc plus pertinent de ne pas inclure direc-
tement ces re´sultats afin de limiter l’occupation me´moire et de chercher une implantation
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supportant le calcul des diffe´rentes me´triques.
Concernant la classification de variables pre´sente´e au chapitre pre´ce´dent, son stockage
semblait pertinent et nous avons donc cherche´ une implantation supportant le stockage d’une
part, de la typologie et, d’autre part, des relations entre variables.
Comme pre´ce´demment, on peut remarquer que les e´le´ments a` conserver rele`vent plus de
structures relationnelles ou de structures de graphes que de valeurs fixe´es. C’est donc un type
d’information particulier qui influence le choix d’implantation fait.
4.3 Solutions envisage´es
La pre´sente section introduit les deux principales pistes envisage´es pour implanter la base
de connaissances avec les avantages et inconve´nients de chacune par rapport aux donne´es et
aux contraintes impose´es. Quoique la description des possibilite´s soit ici sommaire, de plus
amples informations relatives a` la solution choisie sont fournies dans les sections suivantes.
Nous expliquons e´galement le choix qui a e´te´ fait au regard des contraintes et inte´reˆt de
chacune des alternatives.
4.3.1 BDD relationnelle
La premie`re solution ayant e´te´ envisage´e e´tait l’utilisation d’une base de donne´es relation-
nelle, utilise´e tre`s largement dans tous les domaines de l’inge´nierie, et pre´sentant de nombreux
avantages.
Si l’on s’inte´resse au respect des contraintes fixe´es, on peut tout d’abord conside´rer la
simplicite´ d’interrogation d’une telle base de donne´es relationnelle. En effet, le langage d’in-
terrogation SQL et ses de´rive´s sont largement connus et utilise´s par la plupart des de´velop-
peurs et il ne repre´sente donc aucune difficulte´ de prise en main.
Par ailleurs, les bases de donne´es relationnelles peuvent eˆtre facilement e´tendues par l’ad-
jonction de nouvelles tables. Toutefois, pour garantir l’extensibilite´ facile de notre syste`me
il serait ne´cessaire de preˆter une grande attention a` la conception du sche´ma de base de
donne´es.
Enfin, l’une des principales difficulte´s pose´es par les bases de donne´es relationnelles concerne
la construction d’infe´rences. En effet, ce type de requeˆte prend une forme complexe et pose
des proble`mes duˆs a` la conception des tables dans la base de donne´es, le respects des liens
existant pouvant eˆtre brise´ par de nouvelles infe´rences.
On peut ensuite s’inte´resser a` la pertinence des bases de donne´es relationnelles pour
conserver les donne´es voulues. Il est important de noter que les connaissances a` conserver
sont de types relationnels, et que dans une base de donne´es relationnelle, ces informations
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sont stocke´es chacune dans une table diffe´rente et que l’extension de la base de connaissances
impliquerait ne´cessairement des modifications dans le sche´ma de la base de donne´es.
4.3.2 Base de donne´es de graphes RDF
La seconde solution conside´re´e a e´te´ l’utilisation d’une technologie du web se´mantique
base´e sur le standard RDF. Cette ide´e a e´te´ inspire´e par la nature relationnelle des donne´es a`
conserver et la structure de graphe d’une grande partie de ces donne´es. Le standard RDF de
bases de donne´es de graphes et le langage d’interrogation SPARQL sont des normes publie´es
a` l’origine en 1999 par le W3C [52] afin de repre´senter le web se´mantique. De nombreuses
organisations se servent de ce format pour pre´senter des donne´es, comme par exemple le
gouvernement anglais, Wikipedia ou Mozilla. Dans la mesure ou` il s’agit d’une structure
moins re´pandue que les bases de donne´es relationnelles, le paragraphe suivant pre´sente les
principales caracte´ristiques de ce paradigme et des langages qui l’utilisent, comme c’est le cas
de SPARQL. Nous nous inte´ressons e´galement au positionnement de cette solution dans le
contexte qui est le noˆtre.
De´finition de RDF :
La structure de base de donne´es de RDF est pre´vue pour organiser des informations
structure´es en graphe, c’est a` dire des relations entre objets, que la relation induite soit
effectivement une areˆte entre deux nœuds d’un graphe ou bien un lien quelconque entre les
deux objets. C’est ce qui le rend si approprie´ pour la repre´sentation de relations entre e´le´ments
plutoˆt que le stockage de valeurs. Le standard RDF comprend alors trois types d’e´le´ments
qui sont :
– Les ressources : tous les e´le´ments pouvant appartenir a` la base de donne´es. Dans notre
contexte, cela inclut les concepts des treillis FCA, les lignes de code ou encore les
variables de configuration.
– Les proprie´te´s : les types de donne´es, proprie´te´s ou encore les relations possibles au sein
de la base de donne´es. Dans notre cas d’e´tude, cela inclut les areˆtes des treillis FCA,
les liens de controˆle entre variables et ligne de code ou bien l’appartenance d’un fichier
a` un composant.
– Les triplets : ce sont des assertions cre´ant une relation entre deux ressources a` l’aide
d’une proprie´te´. Pour Sujet et Objet, deux ressources de la base de donne´es et pour
Predicat, une proprie´te´, le triplet de relation inte´gre´ a` la base de donne´es est pre´sente´
en 4.1.
Sujet, Predicat, Objet (4.1)
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Il est e´galement possible d’introduire des donne´es brutes telles que des chaˆınes de ca-
racte`res ou des nombres dans une base RDF sous la forme de litte´raux, cependant, de tels
litte´raux ne seront trouve´s que par les relations qui les lient et ne peuvent eˆtre utilise´s comme
sujets dans un triplet. Il sera plus complexe d’effectuer des requeˆtes les concernant. Il est im-
portant de noter que le standard RDF impose a` tout e´le´ments, ressource ou proprie´te´, de
prendre la forme d’une URI et ce, quelle que soit la se´rialisation choisie. Une se´rialisation e´tant
une repre´sentation textuelle de l’ensemble des relations d’une base de donne´es de graphe.
Le standard RDF impose certains types de contraintes sur les classes d’e´le´ments autorise´es
et sur les proprie´te´s permises, toutefois la nature de ressources et la cre´ation de nouveaux
types est laisse´e a` l’entie`re liberte´ des utilisateurs. L’ensemble de la dernie`re version du
standard est de´finie dans [53].
Par ailleurs, en raison de la notation d’URI pouvant eˆtre lourde et a` la fois peu lisible et
difficilement manipulable, il est possible de de´finir des pre´fixes de notation facilitant l’usage
de RDF. Ainsi, si un usage re´current est fait des URI de´butant avec :
“http ://www.w3.org/1999/02/22-rdf-syntax-ns#”, il est possible d’associer ce de´but d’URI
avec le pre´fixe “rdf” et la notation pour un e´le´ment elem sera alors : rdf :elem
De plus, le standard RDF supporte plusieurs formats de se´rialisation permettant de
s’adapter aux diffe´rents besoins des utilisateurs. Le premier et plus ancien est une se´riali-
sation au format RDF/XML. Cependant, si RDF/XML apporte un formalisme important
pour la se´rialisation, les contraintes qu’il impose peuvent poser des proble`mes de lisibilite´
pour un utilisateur humain. D’autres formats fonde´s sur la repre´sentation de triplets purs et
simples existent et sont aujourd’hui pre´fe´re´s par la plupart des utilisateurs. On peut ainsi
de´nombrer les formats Turtle, N-Triple, JSON-LD et d’autres, tous accepte´s par le standard
du W3C.
La description d’une application du web se´mantique est souvent associe´e avec la de´finition
d’une ontologie permettant de de´finir le type de graphe que l’on peut obtenir. En effet, en
lui meˆme, le standard RDF permet tous les triplets possibles avec les ressources et proprie´te´s
introduites dans la base de donne´es. Toutefois, si l’on souhaite ve´rifier que les donne´es ont
e´te´ effectivement rentre´es, que les liens entre e´le´ments sont valides, il peut eˆtre bon de de´finir
formellement les types de relation que l’on souhaite autoriser ou meˆme imposer. C’est dans
ce contexte que l’on peut de´finir une ontologie, qui sert de mode`le pour visualiser les relations
possibles entre chaque couples de ressources. On peut souvent pre´senter une ontologie comme
un graphe recensant les relations possibles dans un ensemble de donne´es et il est en ge´ne´ral
plus pertinent d’aboutir a` un graphe connexe, chaque nœud repre´sentant une ressource d’un
type particulier et chaque areˆte repre´sentant une proprie´te´.
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Possibilite´s de SPARQL :
En association avec le mode`le de donne´es RDF, le W3C a standardise´ le langage d’inter-
rogation des bases de donne´es RDF avec le langage SPARQL (SPARQL Protocol and RDF
Query Language). Cette normalisation est apparue en janvier 2008 avec une nouvelle version
en 2013. Le langage SPARQL s’appuie largement sur des structures classiques de bases de
donne´es avec des mots cle´s tels que SELECT, WHERE, LIMIT, ORDER BY, etc... Mais
de nombreuses diffe´rences apparaissent. Par exemple, la recherche d’un e´le´ment ne se fait
pas par sa colonne dans une table donne´e mais par les diffe´rentes relations qu’il partage
avec d’autres. L’inte´reˆt du langage est que la nature intuitive de la repre´sentation en triplets
facilite l’expression des requeˆtes pour un utilisateur.
Le langage SPARQL s’articule autour de quatre types de requeˆtes visant des objectifs
diffe´rents et qui sont les suivants :
– SELECT : Comme en langage SQL, les requeˆtes de type SELECT visent a` la pure
re´cupe´ration d’information. Il faut de´terminer quelles ressources on souhaite extraire et
la base de donne´es retourne un tableau contenant les instances validant les conditions
de la requeˆte.
– CONSTRUCT : C’est une requeˆte visant a` construire un graphe RDF a` partir d’un
motif de graphe a` identifier. La sortie sera au format RDF standard et les solutions ne
respectant pas le standard RDF sont e´limine´es.
– ASK : Les requeˆtes de type ASK sont de la meˆme forme que les requeˆtes SELECT,
mais le retour se fait sous la forme d’un boole´en de valeur TRUE s’il y a au moins une
solution et FALSE sinon.
– DESCRIBE : Les requeˆtes de type DESCRIBE fournissent un graphe de´crivant les
donne´es ve´rifiant le motif conditionnel fourni. Le choix de la description de´pend de
l’imple´mentation de la base de donne´es, le standard n’e´tant pas clair a` ce niveau.
On peut trouver de nombreuses implantations de bases de donne´es RDF prenant le langage
SPARQL comme langage de requeˆte. La page Wikipedia du langage rassemble a` elle seule
plusieurs dizaines de syste`mes imple´mentant le langage SPARQL parmi lesquels on peut
trouver Allegro[54], 4store [55] ou encore Sesame [56]. Certains de ces syste`mes viennent
avec une structure de logiciel, d’autre comme une implantation en tant que serveur avec une
interface web ou meˆme une API pour un ou plusieurs langages.
Positionnement en tant que solution :
Si l’on compare cette solution aux contraintes qui s’appliquent a` notre projet, on peut
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tout d’abord conside´rer que le format RDF et le langage SPARQL sont nouveaux et pour-
raient poser des difficulte´s d’apprentissages aux utilisateurs. Cependant, les similarite´s des
requeˆtes entre les langages SQL et SPARQL permettent d’assurer une facilite´ d’apprentissage
et d’utilisation proche de celle d’une base de donne´es relationnelle.
Par ailleurs, le format de triplets de RDF permet une extensibilite´ tre`s grande, la seule
contrainte impose´e e´tant de devoir notifier des relations entre e´le´ments et e´ventuellement des
restrictions sur les relations autorise´es.
Enfin, la structure de RDF et du langage SPARQL, utilisant entre autre des requeˆtes de
type CONSTRUCT, permet d’inse´rer de nouvelles relations entre e´le´ments simplement en
formalisant les motifs de graphe auxquels un e´le´ment doit appartenir pour subir l’ajout de
relations, ce qui permet donc facilement l’application d’infe´rences.
Le proble`me se pose alors de choisir entre les deux solutions possibles. S’oppose alors la
facilite´ d’utilisation a` la pertinence de la solution par rapport aux donne´es et a` l’application
future d’infe´rences. Dans la mesure ou` l’objectif des pre´sents travaux visent a` aider de futures
e´volutions du syste`me et des choix de re´-inge´nierie, nous avons de´cide´ de privile´gier le choix
d’une base de donne´e RDF avec une interface d’interrogation SPARQL. Ce choix s’appuie
e´galement sur l’ide´e que la base de donne´es n’est qu’un premier pas dans la documentation
de la variabilite´ du syste`me et que l’e´volution de la structure d’une base de donne´es RDF
est nettement plus simple a` mettre en œuvre que la re-conception d’une base de donne´es
relationnelle. Les choix d’implantation qui ont e´te´ faits sont de´taille´s dans la section suivante.
4.4 Implantation de la base de connaissances
Dans cette section, nous pre´sentons la conception et l’implantation de la base de donne´es
dans le contexte de l’entreprise partenaire. Cela inclut le choix de plateforme de la base de
donne´es, la de´finition de l’ontologie et d’une interface d’interrogation. Nous pre´sentons e´ga-
lement quelques requeˆtes SPARQL ayant permis de trouver des re´ponses a` des interrogations
de notre partenaire industriel.
4.4.1 Sesame
Le choix du syste`me d’implantation s’est fait par rapport a` certaines contraintes impo-
se´es au projet en termes de couˆt mais aussi de besoins. L’objectif e´tant de rendre le syste`me
disponible pour des analystes travaillant e´ventuellement sur des sites diffe´rents sans ne´cessi-
ter une adaptation totale du syste`me, le besoin a e´te´ pose´ d’une interface web avec acce`s au
syste`me via internet, des normes de se´curite´ pouvant imposer un acce`s par VPN au besoin, la
taille des donne´es a` inte´grer et d’e´ventuels futurs besoins imposent e´galement la disponibilite´
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d’une API de programmation dans un langage courant tel que C ou Java. Enfin, le choix
d’un syste`me distribue´ gratuitement est inte´ressant en terme de couˆt, avec la ne´cessite´ d’une
licence autorisant une utilisation commerciale. Apre`s avoir e´tudie´ les caracte´ristiques de plu-
sieurs syste`mes, notre choix s’est porte´ sur le syste`me Sesame 2, distribue´ par OpenRDF.org
re´pondant a` tous les besoins y compris une API de programmation en Java.
La seule limite de Sesame se situe dans les temps de calcul, plus long que certains syste`mes
commercialise´s, mais le type d’utilisation, non critique et non urgente, rend la gratuite´ plus
inte´ressante que le temps de re´ponse du syste`me.
Sesame est conc¸u comme un serveur de base de donne´es auquel on peut acce´der soit par
interface web, soit par API de programmation. L’une des distributions, adapte´e aux machines
sous Linux est pre´vue pour un de´ploiement sur un serveur apache, c’est la solution que nous
avons choisie car c’est la plateforme de fonctionnement pre´vue dans l’entreprise.
4.4.2 De´finition des e´le´ments
Nous de´finissons ici les ressources, proprie´te´s et triplets utilise´s dans la base de donne´es
mise au point. Il est important de noter que l’ontologie qui de´coule de ces de´finitions n’est
aucunement de´finitive. En effet, de futurs besoins d’identification de relations ou de mesures
pourront faire apparaˆıtre de nouvelles ressources et proprie´te´s. La figure 4.1 pre´sente l’onto-
logie a` la base du syste`me en incluant uniquement les donne´es pre´sente´es dans le chapitre 3.
Nous utilisons le pre´fixe“fca”pour repre´senter la base des URI utilise´es. Dans notre de´finition,
ID repre´sente l’identifiant d’une ressource en particulier tandis que la figure 4.1 re´pertorie les
interactions entre classes. On peut alors de´finir notre web se´mantique de la manie`re suivante :
1. Ressources : Les ressources correspondent aux diffe´rents e´le´ments analyse´s ou re´sultants
des analyses effectue´es et sont les suivantes :
– Ligne de code - fca:Line\#ID
– Fichier - fca:File\#ID
– Nume´ro de ligne - fca:LineNumber\#ID
– Sous-Syste`me - fca:SubSystem\#ID
– Composant-fca:Component\#ID
– Produit - fca:Product\#ID
– Variable de configuration - fca:ConfVar\#ID
– Nœud de FCA - fca:Node\#ID
– Cate´gorie de typologie - fca:Category\#ID
2. Proprie´te´s : Les proprie´te´s correspondent a` des relations qui seront mieux comprises
a` partir des triplets. Toutefois, il est important de noter que les termes “MOTIF” et
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Figure 4.1 Sche´ma de l’ontologie implante´e
“TYPE” repre´sentent un e´le´ment quelconque respectivement de {GAIN, LOSS, SO-
MEHOWPLUS, SOMEHOWMINUS} et {VAR CONFIG, GAIN, LOSS, SOMEHOW-
PLUS, SOMEHOWMINUS, VAR CODE, VAR COMPONENT}. “MOTIF” e´nume`re
les motifs de controˆle tandis que “TYPE” liste les diffe´rentes analyses FCA effectue´es.












3. Triplets : A niveau des triplets, il est important de noter que “intent(TYPE)” et
“extent(TYPE)” repre´sentent respectivement les classes servant d’intension et d’exten-
sion dans les treillis FCA e´tiquete´e “TYPE”avec la meˆme de´finition que pre´ce´demment.
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– fca:Line\#ID fca:isAtLine fca:LineNumber\#ID
– fca:Line\#ID fca:isInFile fca:File\#ID
– fca:SubSystem\#ID fca:isIdentifiedBy fca:File\#ID
– fca:SubSystem\#ID fca:isPartOf fca:Component\#ID
– fca:ConfVar\#ID fca:control/MOTIF fca:Line\#ID
– fca:ConfVar\#ID fca:inCategory fca:Category\#ID
– fca:ConfVar\#ID1 fca:isRelated/RELATION fca:ConfVar\#ID2
– fca:Node\#ID fca:hasIntent/TYPE intent(TYPE)
– fca:Node\#ID fca:hasExtent/TYPE extent(TYPE)
– fca:Node\#ID1 ascendantOf/TYPE fca:Node\#ID2
L’ensemble des de´finitions pre´ce´dentes est repre´sente´ dans la figure 4.1 ou` l’on peut obser-
ver les types de motifs que l’on peut chercher dans la base de donne´es. L’ontologie pre´sente´e
a e´te´ conc¸ue afin de permettre d’obtenir la plupart des re´sultats de cette e´tude a` l’aide
de requeˆtes. C’est ainsi le cas des me´triques, des caracte´ristiques permettant d’obtenir les
cate´gories. La base de donne´es implante´e repre´sente plus de 500 000 triplets.
4.4.3 Interface Java
Au dela` de l’interface web propose´e par Sesame, nous avons e´galement souhaite´ mettre
a` profit l’API de programmation Java pre´vue pour interagir avec la base de donne´es par
programmation. Nous avons donc conc¸u une application d’interrogation en Java permettant
a` la fois l’interaction avec la base de donne´es mais aussi d’autres fonctionnalite´s de´taille´es
ci-apre`s.
La premie`re fonctionnalite´ pre´vue dan l’application est une interface d’interrogation pure
et simple, c’est a` dire qu’en fournissant une requeˆte SPARQL, on obtient l’ensemble des
re´sultats voulus. Cette interface a pour objectif de fournir un exemple de programmation
utilisant l’API pour de futures extensions. C’est e´galement un moyen de pouvoir interroger
la base de donne´es en paralle`le des autres fonctionnalite´s sans pour autant avoir a` changer
d’application. L’API utilise´e se pre´sente comme une librairie de fonctions de´die´es a` l’interro-
gation d’un serveur Sesame.
La seconde fonctionnalite´ est un caˆblage direct d’une requeˆte qui a e´veille´ l’inte´reˆt des experts
de l’entreprise. Il s’agit de connaitre, pour chaque produit, ou e´ventuellement combinaison de
produits, l’ensemble des e´le´ments communs, qu’il s’agisse des variables de configuration ou
bien des lignes de code devant eˆtre lie´es au(x) produit(s) selon un motif de controˆle donne´.
La dernie`re fonctionnalite´ n’est pas relie´e a` la base de donne´es RDF car, le standard SPARQL
n’incluant pas la re´cursivite´ des requeˆtes, l’utilisation d’une programmation en propre s’ave´-
rait plus pertinente ; cette dernie`re fonction est en fait une forme de ve´rification du controˆle, il
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s’agit de savoir, pour une ligne de code, une variable de configuration et un motif de controˆle
donne´s, a` quel point dans le programme se cre´e la de´pendance. En effet, a` des fins de refac-
torisation ou meˆme plus simplement de maintenance, il est ne´cessaire de connaitre le point
de de´part d’une de´pendance pour pouvoir la modifier ou la supprimer. C’est a` ce besoin que
re´pond cette troisie`me fonctionnalite´. Les deux dernie`res fonctions sont pre´sente´es par des
formulaires rapides a` remplir afin d’e´viter de fastidieuses e´tapes de programmation ou de
recherche aux utilisateurs.
Cette interface a e´te´ conc¸ue en Java afin de s‘appuyer sur la portabilite´ du langage et
permettre son utilisation sur les diffe´rentes plateformes utilise´es dans l’entreprise.
4.5 Quelques exemples de requeˆtes
Afin d’illustrer les possibilite´s de la base de donne´es, nous proposons dans cette section
quelques requeˆtes SPARQL permettant soit de retrouver des re´sultats, d’obtenir de nouvelles
informations ou meˆme de simplement acce´der a` des informations disponibles pour les utiliser.
4.5.1 Calcul de me´trique
Le premier exemple que nous nous proposons d’e´tudier concerne le calcul d’une des me´-
triques que nous avons mises au point durant nos travaux, il s’agit du nombre de composants
par variable. Cette requeˆte repose sur deux types de ressources de la base de donne´es que
sont les variables de configuration et les composants du syste`me. Afin de pouvoir de´finir la
requeˆte SPARQL il est ne´cessaire de trouver le lien entre ces deux ressources dans l’ontologie.
On obtient alors la succession de relations suivante :
– Variable controˆle ligne de code
– Ligne de code appartient a` fichier
– Fichier est dans sous-syste`me
– Composant contient sous-syste`me.
L’objectif est donc de comptabiliser, pour chaque variable les composants pouvant eˆtre
relie´ car ils contiennent une ligne de code controˆle´e. On de´finit alors la requeˆte SPARQL
pre´sente´e en figure 4.2.
4.5.2 Interactions entre variables
Une autre requeˆte envisageable peut se porter sur l’interaction entre deux variables V 1
et V 2, par exemple pour savoir si elles remplissent les crite`res pour partager la relation
Associated de la typologie pre´sente´e dans le chapitre pre´ce´dent.
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FILTER regex(str(?control), ‘‘control/’’ )
}
GROUP BY ?var
Figure 4.2 Requeˆte SPARQL pour obtenir le nombre de composants par variable
Cette fois-ci, le chemin reconnaissant le crite`re est une re´pe´tition, V 1 controˆle la ligne L
avec le motif de controˆle M et V 2 controˆle aussi L avec M . La requeˆte se construit alors en
identifiant que V 1 controˆle L, que V 2 controˆle L et que les deux controˆles sont identiques.
La requeˆte construite est pre´sente´e dans la figure 4.3
4.6 Construction d’infe´rences
Une autre possibilite´ de la base de donne´es, voulue afin de faciliter a` la fois l’utilisation
et les e´volutions, concerne la construction d’infe´rences. En effet, avec la structure de RDF
et le langage SPARQL, il est aise´ de reconnaitre des structures de graphes et d’ajouter de
l’information sur des proprie´te´s nouvellement identifie´es. Dans cette section, nous pre´sentons
une de´marche de construction d’infe´rences que nous avons re´alise´e puis nous fournissons






Figure 4.3 Requeˆte SPARQL pour savoir si deux variables sont Associated
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plusieurs pistes pour d’autres infe´rences a` construire.
4.6.1 Relation de spe´cialisation
Nous avons cherche´ a` identifier une certaine forme de de´pendance entre variables dont la
de´finition est proche de la relation Associated pre´sente´e au chapitre pre´ce´dent. Dans le treillis
variables-code, nous de´finissons la relation spe´cialisation partielle de la manie`re suivante :
Pour deux variables V 1 et V 2, V 2 est une spe´cialisation partielle de V 1 si et seulement s’il
existe deux nœuds N1 et N2 tels que, avec la notation SPARQL :
– N1 fca:hasIntent V 1
– N1 fca:hasIntent V 2
– N2 fca:hasIntent V 1
– NOT EXISTS {N2 fca:hasIntent V 2 }
– N1 fca:isAscendantOf N2
Ces crite`res e´tant identifie´s au format SPARQL, ne reste plus alors qu’a` les inte´grer dans la
requeˆte de type CONSTRUCT de la figure 4.4 pour obtenir un graphe re´fe´renc¸ant l’ensemble
de ces relations sous la forme de triplets ?V 2 fca : partSpecial ?V 1. Le graphe calcule´ a
alors pu simplement eˆtre ajoute´ a` la base de donne´es afin de laisser l’information disponible.
L’inte´reˆt de cette relation est qu’elle permet d’identifier dans un premier temps les cas
de variables pour lesquelles le code controˆle´ est inclus strictement dans le code controˆle´ par
une autre variable. Il suffit de rechercher les cas ou` les deux variables n’ont une relation de
spe´cialisation que dans un sens. Cette relation permet e´galement d’identifier les cas pour
lesquels les imbrications de controˆle ne sont pas syste´matiques. Plus de de´tails sur l’inte´reˆt
de ces relations d’imbrication sont fournis dans le chapitre suivant.









Figure 4.4 Requeˆte SPARQL pour de´finir la spe´cialisation partielle
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4.6.2 Possibilite´s futures
Au dela` de l’exemple d’infe´rences propose´ pre´ce´demment, il est important de voir que
les possibilite´s pour ce type de de´marche sont extreˆmement larges. En effet, les donne´es
disponibles et le choix d’implantation permettent une grande liberte´.
Par exemple, si l’on conside`re l’optique d’extraction de lignes de produit, il est tout a` fait
envisageable d’e´tendre automatiquement le mode`le de fonctionnalite´s de la future version
en associant les variables de configuration, ou les lignes de code, ou meˆme les composants
existant aux futurs composants via des infe´rences a` de´finir par des experts.
Dans un autre ordre d’ide´e, si l’on conside`re le syste`me dans un objectif d’ame´lioration du
code et de rassemblement de fonctionnalite´s pour une meilleure compre´hension, la construc-
tion d’infe´rences pour marquer le code devant eˆtre rassemble´ ou, au contraire le code devant
eˆtre ignore´ dans le processus est tout a` fait envisageable.
Toutefois, les limites de ces approches se situent dans la de´finition des infe´rences, en
effet, il n’est pas possible de construire ce type de re`gles automatiques sans posse´der une
connaissance approfondie du syste`me. C’est la` que la cre´ation de la base de connaissances
prends tout son sens, permettant de mettre a` disposition des experts du logiciel l’ensemble
des re´sultats des pre´sents travaux, et leur permettant ainsi de faire leur propres observations
et de rechercher leurs propres proprie´te´s.
En conclusion, nous avons vu dans ce chapitre les contraintes impose´es pour l’e´tablis-
sement d’une base de connaissances utilisant les re´sultats des pre´sents travaux, nous avons
e´galement pre´sente´ la solution et son implantation accompagne´e d’exemples d’utilisation
mettant en e´vidence les possibilite´s de la solution choisie. La base de donne´es implante´e est
de´sormais de´ploye´e chez l’entreprise partenaire et fonctionnelle.
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CHAPITRE 5
E´tude des cas de partage de controˆle entre variables
L’un des objectifs des travaux pre´sente´s dans le pre´sent me´moire est de faciliter la re´-
inge´nierie du logiciel FMS. L’une des difficulte´s pose´es pour effectuer cette refactorisation
concerne les partages de controˆle entre variables. Dans ce chapitre, nous pre´sentons le pro-
ble`me et pre´sentons les diffe´rentes occurrences rencontre´es ainsi qu’une analyse de ces diffe´-
rents cas.
5.1 Description du proble`me
Comme nous avons pu le voir dans le chapitre 3, il y a de nombreux recoupements entre les
controˆles des variables de configuration au niveau du code au travers des relations Associated
et Complementary. Ces recoupements peuvent prendre diffe´rentes formes qui sont de´crites
dans la section suivante.
Le principal proble`me que posent ces partages de controˆle est qu’il n’est pas ne´cessaire-
ment simple d’identifier le type de partage dont il s’agit et que, si certains de ces partages
de controˆle sont voulus, d’autres peuvent re´sulter de mauvaises habitudes de programmation
ou de mauvais choix de conception.
De plus, ces partages de controˆle peuvent amener de nombreuses difficulte´s dans une
de´marche d’e´volution ou d’extraction de lignes de produit. Par exemple, si deux variables
correspondant a` des produits totalement diffe´rents controˆlent la meˆme portion de code, il
sera ne´cessaire de rechercher la meilleure solution pour l’extraction des lignes de produits ; il
pourrait eˆtre plus inte´ressant de cre´er des clones de code pour se´parer clairement les controˆles,
ou au contraire de conserver le code partage´ tel quel dans un module. La suggestion des clones
provient du fait que, dans le contexte avionique, on souhaite privile´gier la pre´sence de code
exe´cute´, potentiellement en plusieurs exemplaires, a` la pre´sence de code exe´cute´ seulement
sur certains produits. En effet, ce dernier doit eˆtre teste´ meˆme pour les produits ne l’exe´cutant
pas, ce qui cause de forts surcouˆts en termes de tests et de certification. Il faut ne´anmoins
reconnaitre les limites de l’approche par ligne de produits qui, malgre´ ses avantages, pos-
se`de e´galement certains inconve´nients.Ces choix pourraient eˆtre faits lors de la re´-inge´nierie.
Cependant, a` ce moment la`, il pourrait s’ave´rer difficile de conserver une cohe´rence dans
les de´cisions prises. En effet, une succession de de´cisions prises au dernier moment et sans
comparaison pre´alable pourrait amener des incohe´rence ou des contradictions. De plus, la
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syste´matisation de ces de´cisions ame`nerait ne´cessairement la question de l’identification des
diffe´rents cas possibles.
Il est donc important d’identifier les diffe´rentes possibilite´s de partage de controˆle entre
variables mais aussi de de´terminer si elles re´sultent d’une volonte´ claire d’interde´pendance
ou au contraire d’une implantation qui pourrait eˆtre simplifie´e ou optimise´e.
5.2 Cas de partage de controˆle entre variables
Dans cette section, nous pre´sentons les diffe´rentes possibilite´s de partage de controˆle au
sein du syste`me, nous de´finissons des crite`res d’identification a` partir des re´sultats de nos
analyses et nous e´tudions la distribution des diffe´rents cas au sein du syste`me.
5.2.1 Types de partages
Dans le cadre d’un partage de controˆle entre deux variables, plusieurs cas sont possibles
et ces cas de´pendent de l’e´chelle a` laquelle on se situe pour effectuer l’analyse. Bien que les
cas de partages identifie´s ici soient conside´re´s au niveau du syste`me, plusieurs des crite`res
de´veloppe´s se placent a` l’e´chelle du fichier de code source. De plus, dans le cadre des travaux
de [23] sur lesquels se fondent les pre´sents travaux, l’analyse effectue´e est inter-proce´durale,
les partages de controˆle identifie´s ne sont donc pas ne´cessairement uniquement syntaxiques.
Dans la mesure ou` pour une re´-inge´nierie, les partages de controˆle les plus geˆnants sont ceux
qui activent l’exe´cution de code, nous nous inte´ressons donc ici aux cas du code controˆle´ avec
le motif GAIN uniquement. Les motifs de controˆle LOSS, SOMEHOWPLUS et SOMEHOW-
MINUS sont e´galement importants mais, en raison de la proportion de code tre`s infe´rieure
qu’ils impliquent, leur traitement est moins prioritaire pour l’industrie.
Variables incluses Le premier cas envisageable lors d’un partage de controˆle consiste en
une inclusion totale du code controˆle´ par une variable dans le code controˆle´ par une autre.
L’expression formelle de cette relation avec V ar1 incluse dans V ar2 est alors :
(GAIN(V ar1) ( GAIN(V ar2)) (5.1)
V ar1 et V ar2 sont deux variables et GAIN(V ar) l’ensemble des lignes controˆle´es par V ar
avec le motif GAIN. Ce cas de figure peut pre´senter deux types de structure dans le code :
ou bien V ar1 est toujours teste´e au sein du code controˆle´ par V ar2, ou bien les conditions
d’exe´cution du code pour V ar1 testent toujours V ar2 en meˆme temps sans que la re´ciproque
soit vraie.
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Si l’on s’appuie sur la de´finition de la spe´cialisation partielle de la section 4.6.1, on peut
remarquer que la relation d’inclusion correspond au cas ou` la spe´cialisation partielle est a`
sens unique entre les deux variables. En effet, si tout le code controˆle´ par une variables avec
le motif GAIN est strictement inclus dans celui controˆle´ par une autre avec le meˆme motif,
alors la de´finition meˆme de l’analyse de concepts formels impose que les deux variables aient
une relation de spe´cialisation partielle et que cette relation ne soit pas re´ciproque.
La requeˆte SPARQL pour obtenir la liste des couples de variables incluses telle que la
seconde variable du couple est incluse dans la premie`re est la suivante :
SELECT DISTINCT ? var1 ? var2 WHERE{
? var1 f ca : p a r t i a l S p e c i a l ? var2 .
FILTER NOT EXISTS {? var2 f c a : p a r t i a l S p e c i a l ? var1 .}
}
Le partage de controˆle par inclusion de variables peut permettre une hie´rarchisation des
variables dans le sens ou` la variable qui est incluse n’est utilise´e que dans le contexte ou`
l’autre variable est active.
Inclusion mutuelle Le partage de controˆle par inclusion mutuelle est de´fini a` partir de
l’analyse du partage de controˆle dans chaque fichier. En effet, il est possible que dans un
fichier le code controˆle´ par une variable V ar1 soit inclus dans le code controˆle´ par V ar2,
mais il est e´galement possible que cette situation soit inverse´e dans un autre fichier sans pour
autant que les deux variables interagissent dans tous les fichiers ou` elles sont pre´sentes. C’est
ce cas de figure que nous appelons l’inclusion mutuelle. Une telle relation s’exprime alors de
la manie`re suivante :
∃f1, f2 ∈ F |(V ar1(f1) ( V ar2(f1))AND(V ar2(f2) ( V ar1(f2)) (5.2)
V ar1 et V ar2 sont deux variables, F l’ensemble des fichiers et V ar(f) l’ensemble des lignes
controˆle´es par V ar dans f ∈ F .
La recherche des cas d’inclusion mutuelle est plus complexe a` faire a` l’aide d’une seule
requeˆte SPARQL dans la base de donne´es RDF. Dans un premier temps nous identifions
donc les cas pour lesquels la relation de spe´cialisation partielle de´finie pre´ce´demment est
re´ciproque, en effet, le partage de controˆle par inclusion mutuelle n’est possible que si la
spe´cialisation partielle est a` double sens, bien que cela ne soit pas suffisant (cela caracte´rise
simplement une intersection dans le code controˆle´ sans inclusion totale). Nous nous sommes
ensuite servi de l’interface de programmation de Sesame en Java pour implanter l’algorithme
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5.1 qui nous a permis d’identifier les couples de variables a` inclusions mutuelles.
Les ensembles de´finis aux lignes 1, 2, 3 et 9 de la figure 5.1 correspondent au re´sultat d’une
requeˆte SPARQL dans la base de donne´es RDF. De plus, quelques modifications simples de
cet algorithme permettent d’obtenir, pour chaque couple conside´re´, la liste des lignes de code
communes pour de plus amples ve´rifications.
Controˆle simultane´ Le cas du controˆle simultane´ est apparente´ au cas de l’inclusion
mutuelle dans le sens ou` l’on s’inte´resse a` nouveau a` des inclusions re´ciproques. Cependant,
la relation de controˆle simultane´ consiste a` l’e´galite´ des ensembles de code controˆle´. C’est
a` dire que, quel que soit le fichier, les deux variables sont toujours teste´es dans la meˆme
condition. C’est a` dire, avec les notations pre´ce´demment utilise´es, que deux variables V ar1
et V ar2 sont a` controˆle simultane´ si :
@f1 ∈ F |V ar1(f1) 6= V ar2(f1) (5.3)
L’identification des couples de variables a` controˆle simultane´ peut e´galement se faire a`
l’aide du treillis de FCA entre les variables de configuration et le code. En effet, si les deux
variables controˆlent exactement le meˆme code, elles appartiendront au meˆme concept dans le
treillis, mais, puisqu’elles ne posse`dent aucune diffe´rence dans leur code controˆle´, il n’existe
aucune relation de spe´cialisation partielle entre les deux, cette relation caracte´risant le partage
de code avec des diffe´rences.
Le code suivant pre´sente la requeˆte SPARQL a` exe´cuter pour identifier les couples de
variables a` controˆle simultane´.
SELECT DISTINCT ? var1 ? var2 WHERE{
?node f ca : has Intent /VAR CODE ? var1 .
?node f ca : has Intent /VAR CODE ? var2 .
FILTER EXISTS {? node f ca : hasextent /VAR CODE ? l i n e .}
FILTER NOT EXISTS {? var1 f c a : p a r t i a l S p e c i a l ? var2 .}
FILTER NOT EXISTS {? var2 f c a : p a r t i a l S p e c i a l ? var1 .}
FILTER( s t r (? var1 ) < s t r (? var2 ) )
}
Intersection de controˆle L’intersection de controˆle correspond a` tous les cas ne rem-
plissant pas les conditions des cas pre´ce´dents. C’est a` dire que les deux variables partagent











































































































































































































































































































































































































































































































Les cas d’intersection de controˆle sont obtenus a` partir des couples de variables ve´rifiant
une spe´cialisation partielle a` double sens mais sans inclusion mutuelle. Il suffit donc de filtrer
les cas d’inclusions mutuelles dans la liste de´ja` obtenue.
5.2.2 Distributions
Nous pre´sentons dans cette sous-section les re´sultats de l’analyse des partages de controˆle.
La table 5.1 pre´sente le nombre de couples de variables trouve´s pour chacun des types de
partage de controˆle. Nous nous inte´ressons ensuite a` la proportion de code implique´e dans
les diffe´rentes possibilite´s de controˆle de code. E´tant donne´es les de´finitions des partages de
controˆle, les partages sont exclusifs les uns des autres.
En utilisant les requeˆtes SPARQL de´finies pre´ce´demment, nous sommes en mesure d’obte-
nir tre`s rapidement les re´sultats. C’est ainsi que nous trouvons 24 couples ou` le controˆle d’une
variable est inclus dans celui d’une autre et 16 couples de variables controˆlant exactement le
meˆme code.
Nous trouvons e´galement 39 couples de variables pour lesquelles les inclusion de controˆle
ne se font pas dans le meˆme ordre dans tous les fichier.
Et enfin, le syste`me comporte 88 couples de variables partageant un controˆle sur du code
au sein du logiciel sans pour autant re´pondre a` l’un des cas pre´ce´dent.
La figure 5.2 pre´sente, au sein du code controˆle´ avec le motif GAIN, la proportion de code
implique´ dans chacun des partages de controˆle identifie´s. On peut tout d’abord constater que,
sur les pre`s de 43 000 lignes de code controˆle´es avec le motif GAIN, une tre`s large majorite´
(76%) n’est controˆle´e que par une seule variable a` la fois.
On peut e´galement constater que le nombre de lignes de codes controˆle´es par des va-
riables incluses est extreˆmement faible, seulement 349 lignes implique´es et les lignes de code
controˆle´es par des variables a` controˆle simultane´ repre´sentent seulement 3% de l’ensemble.
Enfin, les variables a` inclusion mutuelles et celles a` intersection de controˆle repre´sentent,
combine´es, environ 8500 lignes de code, soit moins de 2% du logiciel bien que cela repre´sente
20% du code controˆle´ avec le motif GAIN.
Tableau 5.1 Nombre de couples de variables partageant un controˆle de code




Intersection de controˆle 88
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Figure 5.2 Proportion de lignes de code controˆle´es avec GAIN implique´es dans chaque partage
de controˆle
5.3 Discussion
Apre`s avoir pre´sente´ les types de partage de controˆle que nous identifions et les re´sultats
obtenus sur le FMS, nous discutons ici des re´sultats et de l’interpre´tation qui peut en eˆtre
faite.
Dans un premier temps, nous pouvons nous inte´resser aux variables incluses. En effet, le
partage de controˆle par cette relation peut laisser penser que la variable dont le code est inclus
est une particularisation de l’autre. Dans le contexte d’une re´-inge´nierie par ligne de produits,
cette information est particulie`rement inte´ressante. En effet, il serait possible d’extraire la
hie´rarchie de ces variables pour construire le mode`le de lignes de produit. Nous avons pu
ve´rifier avec nos partenaires expert que c’est effectivement le cas. Malheureusement, le petit
nombre de ces couples de variables et de lignes de code montre que c’est une portion tre`s
faible du logiciel qui est concerne´e.
Les variables a` controˆle simultane´ posent un proble`me tout autre. En effet, dans le contexte
qui est le notre, avec uniquement les controˆle de type GAIN pris en compte, les variables a`
controˆle simultane´ exe´cutent donc exactement le meˆme code. Dans ce contexte, il semblerait
pertinent de fusionner les deux variables puisque l’utilisation de l’une ou de l’autre des va-
riables ne changerait rien au comportement du syste`me. De meˆme, pour une re´-inge´nierie par
ligne de produits, la redondance de variables pourrait poser des difficulte´s d’identification de
fonctionnalite´s. Toutefois, le faible nombre d’instances de ce type trouve´es dans le syste`me,
seulement 16, laisse penser que la correction de ces partages de controˆle pourrait eˆtre faite
rapidement. Le nombre de lignes de code associe´es a` ce motif, environ 1000 confirme cette
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ide´e.
Nous pouvons ensuite nous inte´resser aux variables a` inclusion mutuelle. Ces couples de
variables sont inte´ressants a` identifier car, dans le contexte du domaine avionique dans lequel
on se place, ce type de chevauchement ne devrait pas eˆtre re´pandu. En effet, d’apre`s nos
interlocuteurs chez l’entreprise partenaire, lorsque les controˆles sont imbrique´s, ce devrait
toujours eˆtre dans le meˆme sens, sauf pour quelques exceptions voulues par l’architecture
du syste`me. Les doubles inclusions re´sultent donc probablement de mauvaises habitudes
d’imple´mentation qui devraient eˆtre refactorise´es pour aboutir a` un syste`me plus simple et
plus clair. La de´finition de strate´gie a` adopter pour une telle refactorisation et son couˆt restent
encore a` de´finir. Nous avons pre´sente´ la liste des couples pre´sentant des inclusions doubles et le
retour des experts du syste`me a permis d’e´liminer une grande partie de ces couples car, meˆme
si l’analyse statique de´tecte certains chemins d’exe´cution, les contraintes de programmation
et de configuration rendent ce chemin impossible dynamiquement, l’activation simultane´e
de certaines variables e´tant impossible a` cause d’une relation se´mantique ne´glige´e au cours
de l’extraction des controˆles. Apre`s avoir filtre´ ces combinaisons impossibles ve´rifiant les
conditions au sein du treillis et du code mais incompatibles du fait de leur roˆle dans le syste`me,
nous conservons 17 couples a` inclusions mutuelles ne´cessitant donc une refactorisation. Encore
une fois, le nombre est assez faible pour envisager un traitement manuel, ce qui est confirme´
par le nombre de lignes de code conside´re´, environ 4000, qui n’est pas ne´gligeable mais est
loin d’eˆtre re´dhibitoire pour ce type de traitements.
Le nombre d’intersections de controˆle que nous avons pu identifier au sein du syste`me fait
de ce phe´nome`ne un aspect non ne´gligeable du logiciel. C’est e´galement une source potentielle
de difficulte´s pour les ope´rations de maintenance et de re´-inge´nierie. En effet, lorsque deux
variables interagissent au niveau du code sans ve´rifier les autres cas, cela veut dire que les
variables ne sont, a priori, pas lie´es en termes de fonctionnalite´s. Dans ce cas, il semblerait
important de trouver une solution de refactorisation permettant de de´coupler les variables.
Sans ce type de correctif, l’extraction d’une ligne de produits pour peupler un feature model
s’ave`rerait extreˆmement complexe car l’intersection de controˆle brise la structure arborescente
de ce type de mode`les. Des pistes pouvant eˆtre envisage´es seraient la cre´ation de clones de
code ou bien la cre´ation de nouvelles variables. Le nombre de lignes de code implique´es dans
ce partage de controˆle e´tant d’environ 4500 et e´tant donne´ la complexite´ du syste`me, nous
estimons qu’un traitement au cas par cas de ces partages de controˆle serait plus pertinent et
possible.
Au travers de l’e´tude des partages de controˆle, nous avons pu identifier quatre relations
plus pre´cises que la relation Associated de´finie au chapitre 3. Toutefois, cette approche pre´-
sente plusieurs limites, notamment au niveau des diffe´rents motifs de controˆle. Il serait ne´-
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cessaire de mener la meˆme e´tude sur les autres motifs de controˆle pour que les pre´sentes
conclusions puissent eˆtre applique´es. De plus, les interactions combine´es sur les diffe´rents
motifs sont probablement plus complexes que celles identifie´es ici. L’identification des motifs
de controˆle que nous proposons est cependant ge´ne´ralisable, quoique l’interpre´tation qui en
est faite doive changer en fonction des motifs. De plus, e´tant donne´ l’objectif sous-jacent de
re´-inge´nierie par ligne de produit, l’e´tude des partages de controˆle sur le motif GAIN, repre´-
sentant on le rappelle plus de 90% du code controˆle´, et donc le plus a` meˆme d’eˆtre re´utilise´,
porte un poids tout a` fait significatif dans l’analyse finale comparativement aux autres motifs.
Dans ce chapitre, nous avons pu constater que les partages de controˆle entre variables
peuvent poser des difficulte´s pour l’e´volution ou la compre´hension du syste`me et que ces par-
tages de controˆle peuvent prendre diffe´rentes formes. Nous avons e´galement de´fini des crite`res
permettant d’identifier ces diffe´rentes formes a` partir de la base de donne´es de´finie au chapitre
pre´ce´dent et plus particulie`rement du treillis de FCA entre les variables de configuration et
le code controˆle´ avec le motif GAIN. Nous avons e´galement pre´sente´ les re´sultats de cette
analyse sur notre cas d’e´tude en termes de couples de variables et de code implique´ et discute´
de l’interpre´tation que nous en faisons ainsi que des limites de cette approche. En conclusion,
les observations que nous avons faites sugge`rent que des actions soient de´finies pour re´duire
la complexite´ du syste`me et de´coupler les variables afin de simplifier une extraction de ligne
de produits, mais des analyses plus pousse´es sur les autres motifs de controˆle pourraient aider




6.1 Synthe`se des travaux
Les travaux pre´sente´s dans ce me´moire atteignent les objectifs de recherche propose´s
initialement, c’est-a`-dire la de´finition d’une classification des variables, l’analyse des partages
de controˆle entre variables, la de´finition d’une base de connaissances pour conserver et utiliser
les re´sultats d’analyse et l’application de ces solutions dans le cas de l’entreprise partenaire.
L’analyse de concepts formels et la de´finition de nouvelles me´triques nous ont permis de
construire une classification des variables de configuration et des principales relations qu’elles
peuvent pre´senter avec d’autres variables. Nous avons e´galement applique´ cette classification
aux variables de configuration du FMS et les re´sultats que nous avons obtenus ont pu eˆtre
valide´s par un expert du syste`me.
Nous avons ensuite de´fini une nouvelle ontologie permettant de repre´senter les connais-
sances acquises sur le logiciel et construit une base de donne´es permettant de conserver et
d’interroger ces donne´es. L’implantation de cette base de donne´es a e´galement implique´ la
conception d’une interface en Java, imple´mentant des requeˆtes semblant plus inte´ressantes et
pouvant eˆtre re´currentes pour les utilisateurs au sein de l’entreprise.
Enfin, a` partir de la base de donne´es et de l’analyse de concepts formels, nous avons pu
identifier diffe´rents types de partage de controˆle de code entre variables et avons pu e´tudier
leur distribution au sein du logiciel.
6.2 Limitations de la solution propose´e
Bien que les objectifs de recherche ont e´te´ atteints, les analyses pre´sente´es dans ce me´moire
pre´sentent certaines limites. Tout d’abord dans la de´finition de la classification, nous nous
appuyons sur des seuils statistiques au sein du code pour confirmer l’appartenance a` une
cate´gorie, ces seuils statistiques ont fourni des re´sultats e´value´s positivement dans le cas du
FMS, mais l’utilisation sur un autre syste`me pourrait ne´cessiter un ajustement de ces seuils,
d’autres e´tudes sur d’autres syste`mes seraient donc ne´cessaires.
Par ailleurs, l’ontologie que nous avons de´finie semble pertinente et utilisable dans le
cadre du pre´sent projet. Toutefois, cela n’est qu’une repre´sentation des re´sultats des analyses
effectue´es. Il n’est pas du tout certain que la meˆme ontologie puisse s’ave´rer pertinente sur
un projet diffe´rent dont les ressources diffe`rent.
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Enfin, notre analyse des partages de controˆle se fonde uniquement sur le code controˆle´ par
le motif GAIN et cela repre´sente une restriction dans l’analyse des interactions de variables.
En raison de la proportion de code controˆle´ par ce motif sur l’ensemble des lignes controˆle´es,
nous estimons que notre analyse est une bonne approximation des re´sultats, toutefois, des
e´tudes supple´mentaires s’ave`rent ne´cessaire pour le confirmer.
6.3 Ame´liorations futures
Les limitations pre´sente´es dans la section pre´ce´dente ne sont pas sans solutions. Les tra-
vaux futurs que nous envisageons se situent donc a` plusieurs niveaux. Nous estimons tout
d’abord que l’application de nos analyses a` d’autres syste`mes configure´s dynamiquement se-
rait une progression inte´ressante permettant de ge´ne´raliser l’utilisation de la classification
pre´sente´e. De plus, il nous semble important pour les travaux futurs de pre´voir de comple´ter
l’analyse des partages de controˆle en tenant compte des diffe´rents motifs.
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