I INTRODUCTION
Practically based courses that cover the subject of microcomputer interfacing techniques have proved to be highly popular over the years, both with electrical engineering undergraduates and with practising scientists and engineers. For the undergraduates, a knowledge of interfacing opens up a wealth of interesting and impressive microcomputer-based final year or masters projects. Scientists and engineers, on the other hand, often have a need to monitor or control equipment as part of their professional duties. This latter group are therefore frequent participants in interfacing short courses.
The traditional approach to teaching this subject frequently involves the use of a simple 8-bit microprocessor programmed in assembly language", Sound pedagogical reasons have been put forward in support of this combination of hardware and software, especially for a first course in microcomputer interfacing/, It is well established, however, that professional computer engineers, where possible, use the latest version of their favourite processor and invariably write code in high level language. Furthermore, the restrictions placed upon the complexity of the interfacing task by the use of assembly language, limit the scope of most laboratory experiments to nothing more demanding than a simple waveform acquisition and display project.
Having arrived at the above conclusions after several years of adhering to the traditional approach, it was decided that a follow-on course should be developed that combines the basic utility of microcomputer interfacing with the power, ease of use and display features of a graphics workstation. A Macintosh II was used for the current work since a set of 20 machines were already set up in support of other courses in the department. IBM PCs, or virtually any other graphics workstation, could be substituted with equally rewarding results.
HARDWARE AND SOFTWARE REQUIREMENTS

Hardware
The principal hardware requirement for this course is a graphics workstation into which has been installed a parallel input/output board. As indicated above, a Macintosh II was selected as the computing platform into which was inserted a National Instruments NB-DIO-24 I/O board. This commercial board is nothing more than a means of connecting the ubiquitous Intel 8255 Programmable Peripheral Interface chip (PPI) to the NuBus ofthe Macintosh II as shown in Fig. l . A Blue Chip 48 Channel Programmable I/O Module achieves the same result for the IBM PC, providing two PPls for a total of six independent 8-bit I/O ports.
The five remaining functional blocks of the NB-DIO-24 are required to allow the 8255 PPI to operate within the Macintosh II environment. The Configuration ROM, although not mandatory, is normally a requirement of every card that is intended to communicate with the Macintosh II via the NuBus protocol. Its role is to provide identification information to the Macintosh II operating system about the card installed in a particular NuBus slot. The Bus Transceivers provide a buffer between the NuBus and both the Configuration ROM and the 8255 PPI, whilst the Address Decoder determines which PPI port or control register is to be accessed for data transfer. The Interrupt Control Circuit interfaces the 8255 PPI interrupt circuitry to the NuB us interrupt request line. The student does not necessarily require a detailed knowledge of how the NB-DIO-24 functions internally but must know how to program the 8255 PPI to achieve the desired mode of operation.
Convenient access to the 24 I/O lines of the PPI is achieved by means of a 25 way ribbon cable and a custom PCB 'plug' that is inserted into a solderless prototyping socket, as shown in Fig. 2 . Plug-in modules, comprising analogue to digital and digital to analogue converters (ADC and DACs) may then be inserted alongside the PCB plug, immediately completing the eight data and one ground connections needed for both of these devices. Additional plug-in modules, providing a range of analogue signal processing functions, were constructed using the same mechanical format as that shown in Fig. 2 for the ADC and DAC, namely a small, vertically mounted printed circuit board
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FIG.2 Systemfor connecting ADC and DAC to 8255 PPI.
supported by a row of pins. These modules included a low-pass filter, a voltage amplifier and a power amplifier, all of which were used in Experiment 9, Speech sampling andcompression, described below. New modules may be added with little additional cost in order to adapt the system to changing requirements. In view of the enhanced computational potential by the use of a high level language, it was decided that two additional hardware items should be constructed to allow more demanding experiments to be attempted. These comprised a motor speed control assembly and a dual elevator simulator, details of which are included in the experiment descriptions given below.
Software
Modula 2 was selected as the high level language for the Macintosh II interfacing course because it encourages the user to develop code in self contained modules. Many of the simpler modules developed for the early experiments can be reused in the more complex later experiments. The ease of use of Modula 2 and its flexibility made it an eminently suitable high level language for this interfacing course. Students undertaking this course had previously used Modula 2 in earlier courses in software engineering and this allowed them to concentrate on interfacing aspects rather than having to learn a new programming language. Were this not the case, there is no doubt that other high level languages, such as Pascal, could also be successfully used as the basis of this course. Source code was developed under the Macintosh Programmer's Workshop (MPW) Shelf using the usual editing functions provided by the user-friendly Macintosh User Interface. Extensive use was made of the Macintosh II library of QuickDraw procedures that allowed the display screen to be configured in a manner appropriate to the current experiment. Thus for Experiment 4, Data acquisition and display, the Macintosh II screen was configured as an oscilloscope screen complete with graticule markings and labelling of maximum and minimum values.
Interrupts
The Macintosh II operating system uses a number of internal interrupts for such things as running the real-time clock and checking the keyboard and mouse and these may interfere with the operation of a user's program. This leads to the problem that if a user program is running which needs to perform high speed programmed I/O, the timing of the I/O is disturbed by the regularly occurring internal interrupts. For example, when displaying an acquired waveform on an oscilloscope as in Experiment 4, the frequent occurrence of internal interrupts results in irregularities in the output data rate and hence distortion in the displayed waveform.
In this work, this problem is overcome by inhibiting the servicing of internal interrupts during time-critical parts of the I/O process. As soon as these I/O operations are completed, full control is returned to the Macintosh II operating system to enable normal functions to continue. In order to inhibit internal interrupts, it is necessary for the CPU of the Macintosh II (a Motorola MC68020) to enter the so called supervisor state of privilege. This is a state normally reserved for the operating system of the Macintosh II which needs control of all resources. The supervisor state of privilege is entered on the occurrence of internally or externally generated interrupts, the execution of a TRAP instruction or during other exception processing conditions", For the series of experiments described here, an assembly language trap routine was inserted into the Modula 2 code. This caused the processor to enter the supervisor state thereby providing access to the status register which is usually inaccessible to user programs. Amongst the things which can bespecified in the status register is the minimum priority interrupt to which the processor will respond and this can beraised to a level that excludes the internal interrupts mentioned above. A similar procedure is used to reestablish the internal interrupts after the completion of the programmed I/O operation.
LABORATORY EXERCISES
A total of nine experiments were developed for integration into a predominantly hands-on course in Macintosh II interfacing techniques. The initial group of experiments are intended to give experience of programming in the Macintosh environment and of programming the 8255 PPI for simple data transfer. The later experiments involve the use of multi-level interrupts and require somewhat more sophisticated programs to be developed for various monitoring and control situations. A list of these nine experiments together with a brief outline of the aim of each is given below.
Experiment 1-Multiplication program
The aim of this experiment is to introduce the student to program development using the MPW and, in particular, to programming the Macintosh II in Modula 2. The multiplication program is required to generate two random numbers in the range 1 to 20, display the numbers in the form 'N°} x N°2 =' and wait for an answer to be entered from the keyboard. A total of ten multiplication questions are posed and checked for correct responses with a mark out of ten awarded.
Experiment 2-Keypad entry and multi-digit display
This exercise introduces the students to the 8255 PPI and the procedure to be adopted to configure the PPI for simple data transfer. A 4 by 4 matrix keypad is interfaced to the 8255 PPI together with a 4 digit, seven segment display. The keypad uses a row scanning technique to determine which key has been pressed, while the four digits are connected in parallel to form a multiplexed display. The user enters a four digit decimal number via the keypad, at which time the entered number is displayed for one second followed by a countdown to zero.
Experiment 3-Signal generator and arbitrary waveform generator
The Macintosh II is used as a signal generator whose output waveform is selected by user interaction, to be either an analytical function, such as a sinewave or sine function, or a series of numbers that have been 'cut and pasted' into the program. These waveforms are stored in a queue for output to the 8255 PPI and thus to a DAC in response to an interrupt caused by the computer's real time clock.
Experiment 4-Data acquisition and display
The aim of this experiment is to acquire 256 samples of an input waveform under interrupt control and then display the samples on an oscilloscope. This is the first experiment in which the student is required to cope with the multitude of system interrupts, which need to beover-ruled during program execution in order to allow the user's interrupts to operate unimpeded.
Experiment 5-Macintosh 11 as a digital storage oscilloscope
This exercise uses the Macintosh II's library of QuickDraw procedures to allow the student to generate custom windows. In particular, the display is configured so as to represent the screen of a digital storage oscilloscope, showing graticules, scales and maximum and minimum values ofthe acquired waveform. A typical display format is given in Fig. 3 exercise, the waveform display device does not need to be triggered or continually refreshed.
Experiment 6-Spectrum analysis
The computing power of the Macintosh II/Modula 2 combination is utilised in this experiment in order to perform signal processing operations far beyond those possible with assembly language programs. A calculation of the one dimensional FIT of a waveform acquired from an analogue to digital converter is carried out with both the acquired input waveform and its spectrum being displayed on the screen of the Macintosh II. This allows comparisons to be made of waveforms in both the time and frequency domains.
Experiment 7-Speed control ofa d.c. motor
The aim of this exercise is to firstly use the Macintosh II to measure the speed characteristics of a d.c. motor and then implement a number of control algorithms in software in order to allow the motor to cope with varying loads. The small amount of dedicated hardware shown in Fig. 4 was constructed to support this experiment. A slotted disc and lightgate was attached to the spindle of a small d.c. motor to enable its rotational speed to be both monitored by the Macintosh II and to be shown on an accompanying LED display. The motor speed is controlled by an analogue input voltage in the range from 0 to 5 volts, while a load may be applied by positioning a magnet in the vicinity of the rotating disc. The experiment requires the student to examine the equations of motion governing the d,c, motor and to then propose a suitable controller. The required motor speed is entered via the keyboard of the Macintosh II.
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FIG.4 Motor speed control unit. Experiment 8-Dual elevator simulator
The aim of this experiment is to control a system of two elevators that must respond to external requests from waiting users on five floors and to internal requests from current passengers. Much of the difficulty in interfacing the multitude of input and output signals associated with the two elevators has been alleviated by specially-constructed hardware, as described below. The principal task facing the student is to write the non-trivial software that causes the two elevators to move in an appropriate fashion.
The dual elevator simulator was constructed from 4 blocks of 10 rectangular LEOs that are illuminated by a 40-bit shift register, as shown in Fig. 5 . A set of six adjacent registers are set to one, and this pattern is moved up and down the shift register, illuminating the LEOs as it moves. Five sets of two LEDs remain permanently extinguished in a representation of the ground level and four upper floors. Also shown in Fig. 5 are three sets of push-button switches providing input signals from passengers waiting at each of the five floors and inside each of the two elevators.
Each elevator requires two input signals, namely move up or move down, and generates five output signals corresponding to the lift correctly aligned with each of the five floors. The eight outputs from the lift request buttons and the five outputs from each of the floor request buttons were all latched using individual flip-flops and buffered onto a single 8-bit data bus. A second data bus was used to provide reset signals to the flip-flops to clear requests that had been attended to. These two data buses, together with the device select lines, were made available on sockets attached to the lift simulator and pushbutton switches in order to allow direct connection to the 8255 PPI via the PCB plug.
Experiment 9-Speech acquisition, compression and replay
With the aid of a small number of simple signal processing functions implemented on the plug-in PCBs shown in Fig. 2 , a wide range of significant experiments may be performed by the Macintosh II computer. In this exercise, a 10 second segment of speech is acquired from a microphone as a sequence of 8-bit numbers and then stored in memory using differential pulse code modulation! using a smaller number of bits(in the range I to 6 bits/sample) and then replayed on a loudspeaker. The amplifier, filter and conversion modules shown in Fig. 6 in block diagram form, all find extensive use in other topics, such as communications engineering, throughout the electrical engineering laboratory course. 
CONCLUSIONS
The Macintosh II and Modula 2 combination provides an ideal vehicle that allows students to attempt complex interfacing problems within the time constraints of an undergraduate laboratory course. The actual process of interfacing using the PPI is no more complex than current Z80 courses, and in some ways is simpler because of the substitution of a high level language for the assembler. The computational power and speed of the Macintosh II does, however, allow problems of a substantially more complex nature to be attempted. Furthermore, the approach taken in this course is closer to that likely to be adopted by the majority of scientists and engineers wishing to incorporate microcomputer-based data acquisition and control techniques into their experiments.
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ABSTRACfS -ENGLISH, FRENCH, GERMAN, SPANISH
Microcomputer interfacing using the Macintosh II A practical course in microcomputer interfacingis described,based upon the Macintosh II graphics workstation and the Modula 2 programming language.The advantages of this approach over the traditional approach using a simple8-bit microcomputer and assemblerare discussed. The book has introductory chapters containinga briefoverview of C (including the ubiquitous 'hello, world' program),a discussion of scalar data types,input and output, operators and control flow. By readingjust thesechapters,small programs may be written successfully. A detailedchapter on functions follows whichincludes a clear expositionof the C scoperules. Two chapters whichcould be loosely labelled'data structures' follow. The firstdeals with structured data types-arrays, user definedstructures and unions;the second with pointers. A discussion of the C workingenvironment: the preprocessor and the library files is included. The text finishes with three large case studiesdrawn from diverse areas of electrical engineering.
Cfor Electrical and Electronic Engineers willnaturally be compared with Kernighan and Ritchie'stext. It has a similaroverallstructure, but whilstthe chapter headingsare similar,their content is lessconcisethan Kernighan and Ritchie's and therefore more accessible to a student who is likelyto be a naivecomputer user. Furthermore, Kernighanand Ritchie set C in the context of the UNIX operating system,whilstAttikiouzel and Jones are concernedto present C as a useful tool for engineers. A consequence is that Attikiouzel and Jones exemplify C usingproblemsthat should be familiarto the reader.
Afterworkingthrough the text the reader willhavea good workingknowledge of C for algorithm and data structure development. The authors do not set out to discussany advanced data structures or programmingtechniques. Indeed,such a discussion would be inappropriate in an introductory text such as this one.
ANSI C is the versionthat Attikiouzel and Jones present,but they take care to note any differences with earlierdialects. They also assumethat the reader is using C under UNIX, but this is a minor quibble.
It is refreshing to come acrossa programminglanguagetext that sets the languagefirmly in a useful context with relevent, real-world examplesand a pragmaticattitude towards style. AlthoughI am not an electrical engineerI enjoyedreading this book and will keep it for future reference.
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