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Zada´n´ı pra´ce
1. Seznamte se s mozˇnostmi monitoringu Oracle Databa´ze 10g a 11g, zejme´na AWR a
STATSPACK.
2. Analyzujte intern´ı katalogy Oracle DB, ktere´ uchova´vaj´ı statistiky a informace o beˇzˇ´ıc´ı
instanci, vcˇetneˇ historie (AWR snapshots).
3. Na za´kladeˇ analy´zy udeˇlejte na´vrh programu, ktery´m bude mozˇne´, v cˇloveˇku cˇitelne´
podobeˇ (vy´pisy, prˇ´ıp. grafy), zobrazit aktua´ln´ı stav databa´zove´ instance. Na´vrh kon-
zultujte s vedouc´ım.
4. Implementujte navrzˇene´ rˇesˇen´ı v jazyce C++, C# nebo Java.
5. Po konzultaci s vedouc´ım otestujte implementovany´ na´stroj na produkcˇn´ı instanci a
navrhneˇte, co by se meˇlo zlepsˇit, dle vy´sledk˚u z´ıskany´ch z na´stroje.
6. Zhodnot’te prˇ´ınos, vy´hody a nevy´hody va´mi implementovane´ho rˇesˇen´ı oproti jiny´m
na´stroj˚um komercˇn´ı sfe´ry.
Abstrakt
Tato diplomova´ pra´ce popisuje mozˇnosti monitorova´n´ı Oracle Databa´ze 10g a 11g. Sezna-
muje s na´stroji pouzˇitelny´mi pro monitorova´n´ı a popisuje intern´ı katalogy databa´ze, ktere´
uchova´vaj´ı statistiky a informace o beˇzˇ´ıc´ıch databa´zovy´ch instanc´ıch, vcˇetneˇ jejich historie.
Na´sledneˇ popisuje na´vrh aplikace pro monitorova´n´ı Oracle databa´ze, popis jej´ı implemen-
tace a jej´ı zhodnocen´ı a porovna´n´ı s ostatn´ımi podobny´mi aplikacemi.
Abstract
This master’s thesis describes possibilities of Oracle Database 10g and 11g monitoring.
It let the reader know about practical tools for monitoring and describes the database’s
internal catalogs preserving statistics and the information about running database instances
within history. Next, it describes design of an Oracle database monitoring tool, describtion
of its implementation and at the end its evaluation and comparison with other similar
applications.
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Kapitola 1
U´vod
V roce 1977 zalozˇili trˇi inzˇeny´rˇi informacˇn´ıch technologi´ı Larry Ellison, Bob Miner a Ed
Oates spolecˇnost Software Development Laboratories (SDL). Prvn´ım jejich projektem byl
specia´ln´ı programovy´ ko´d s na´zvem ”Oracle“ pro u´strˇedn´ı zpravodajskou sluzˇbu USA (CIA).
Na´vrh databa´ze byl inspirova´n relacˇn´ım databa´zovy´m syste´mem, ktery´ umozˇnˇuje uzˇivateli
spravovat data ve v´ıce prˇ´ıstupech. Po dokoncˇen´ı tohoto projektu byl vyvinut prvn´ı relacˇn´ı
syste´m rˇ´ızen´ı ba´ze dat (SRˇBD) pro komercˇn´ı vyuzˇit´ı.
Spolecˇnost SDL meˇn´ı sv˚uj na´zev na Relational Software Inc. (RSI). Take´ sa´z´ı na struk-
turovany´ dotazovac´ı jazyk (SQL) od firmy IBM a veˇrˇ´ı, zˇe se stane standardem jazyka pro
SRˇBD. Da´le je vyv´ıjeno programove´ vybaven´ı jak pro sa´love´ pocˇ´ıtacˇe od spolecˇnosti IBM,
tak pro minipocˇ´ıtacˇe beˇzˇ´ıc´ı na 16 nebo 32 bitovy´ch procesorech s podporou transakcˇn´ıho
zpracova´n´ı a s novy´m uzˇivatelsky prˇ´ıveˇtivy´m rozhran´ım pro ovla´da´n´ı databa´ze nejenom
programa´tory. Spolecˇnost znovu meˇn´ı na´zev, tentokra´te na Oracle Systems Corporation.
Je vyda´na databa´ze Oracle verze 3, napsana´ v jazyce C, tud´ızˇ je pouzˇitelna´ na jake´koliv
platformeˇ s kompila´torem jazyka C [26].
V dalˇs´ıch verz´ıch Oracle databa´ze jsou implementova´ny nove´ vlastnosti jako je kon-
zistence, architektura klient/server, podpora distribuovane´ho zpracova´n´ı a dalˇs´ı. Na´sledneˇ
spolecˇnost vyda´va´ produkt Oracle7. Tato databa´ze ma´ rozsa´hlou sˇka´lu novy´ch vy´konny´ch
vlastnost´ı, administra´torsky´ch vylepsˇen´ı, nove´ na´stroje pro vy´voj aplikac´ı a nove´ bezpecˇnost-
n´ı metody. Take´ obsahuje nove´ na´stroje jako jsou vlozˇene´ procedury, spousˇteˇcˇe (angl. tri-
gger), deklarativn´ı referencˇn´ı integrita, atd. Oracle databa´ze se sta´va´ nejvy´konneˇjˇs´ım a
nejv´ıce rozsˇ´ıˇreny´m databa´zovy´m syste´mem na trhu.
S na´stupem internetu a multime´di´ı v oblasti pocˇ´ıtacˇ˚u prˇicha´z´ı Oracle s podporou rozsa´h-
ly´ch databa´z´ı, s novy´mi datovy´mi typy pro ukla´da´n´ı rozsa´hly´ch obrazovy´ch a multimedia´l-
n´ıch dat (BLOB, CLOB, BFILE) a noveˇ take´ s podporou objektoveˇ orientovany´ch techno-
logi´ı. Take´ rozsˇiˇruje podporu Java aplikac´ı, HTML1 pro publikova´n´ı na internetu, OLTP2
pro internetove´ obchodova´n´ı. Momenta´lneˇ je na sveˇte Oracle Database 11g, poskytuj´ıc´ı
uzˇivateli ty nejlepsˇ´ı sluzˇby v oblasti databa´zovy´ch syste´mu˚, cˇerpaj´ıc´ı ze trˇicetilete´ historie
a rozsa´hly´ch zkusˇenost´ı s tvorbou a provozem databa´zovy´ch syste´mu˚.
Postupneˇ se sama databa´ze sta´vala slozˇiteˇjˇs´ı a slozˇiteˇjˇs´ı. Aby ovsˇem z˚ustal tento da-
taba´zovy´ syste´m sta´le uzˇivatelsky prˇ´ıveˇtivy´, samozrˇejmeˇ s neusta´le se zlepsˇuj´ıc´ımi za´kladn´ı-
mi funkcemi, a poskytoval co nejlepsˇ´ı na´stroje pro ovla´da´n´ı databa´ze, vyvinul Oracle take´
nejr˚uzneˇjˇs´ı podp˚urne´ aplikace. Celkoveˇ se syste´m stal velmi rozsa´hly´m, cozˇ s sebou nese take´
1HTML – HyperText Markup Language; znacˇkovac´ı jazyk pro prezentaci na webu.
2OLTP – OnLine Transaction Processing. Technologie ulozˇen´ı dat v databa´zi pro jednoduche´ operace
nad nimi v mnohauzˇivatelske´m prostrˇed´ı.
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riziko snizˇova´n´ı rychlosti databa´ze. Proto musely vzniknout take´ prostrˇedky k ladeˇn´ı da-
taba´ze, ktere´ poma´haj´ı zajistit spolehlivy´ a bezchybny´ chod databa´zove´ho syste´mu Oracle.
Mezi takove´ prostrˇedky patrˇ´ı naprˇ´ıklad ty, ktere´ prova´deˇj´ı diagnostiku cˇinnosti samotne´
databa´ze. Naprˇ. kolik sezen´ı bylo za urcˇitou dobu inicializova´no, jake´ byly v jednotlivy´ch
sezen´ıch prova´deˇny SQL dotazy, jak dlouho trvaly, kam vsˇude prˇistupovaly, a dalˇs´ı informace
o jednotlivy´ch sezen´ıch, ktere´ jsou velmi uzˇitecˇne´ pro zjiˇsteˇn´ı nespra´vneˇ funguj´ıc´ı databa´ze.
C´ılem te´to diplomove´ pra´ce je aplikace, ktera´ bude vhodny´m zp˚usobem sb´ırat a zobra-
zovat zmı´neˇne´ statistiky. Abychom mohli takovou aplikaci vytvorˇit, je trˇeba zna´t detailneˇ
na´stroje, ktere´ se pro zaznamena´va´n´ı a diagnostiku intern´ıch katalog˚u databa´ze pouzˇ´ıvaj´ı.
Stejneˇ tak je ale d˚ulezˇite´ zna´t sche´ma intern´ıch katalog˚u samotny´ch, abychom veˇdeˇli, kde
co ma´me hledat.
V kapitole 2 nejprve provedeme analy´zu intern´ıch katalog˚u Oracle databa´ze spolu s pro-
veˇrˇen´ım mozˇnost´ı monitorova´n´ı databa´ze. Da´le si v kapitole 2.2 pop´ıˇseme mechanismus
Wait Interface , ktery´ je nejv´ıce pouzˇ´ıvany´m prostrˇedkem pro z´ıska´va´n´ı informac´ı o da-
taba´zove´ instanci. V dalˇs´ıch kapitola´ch potom take´ na´stroje pro z´ıska´n´ı informac´ı z tohoto
mechanismu, konkre´tneˇ v kapitole 2.3 na´stroj STATSPACK a AWR v kapitole 2.5.
Na´sledneˇ, v kapitole 3 vytvorˇ´ıme na´vrh samotne´ aplikace. Ten bude obsahovat vsˇechny
d˚ulezˇite´ kroky na´vrhu od neforma´ln´ı specifikace, pla´nova´n´ı projektu azˇ po diagram trˇ´ıd a
diagramy interakce. Pote´ provedeme implementaci navrzˇene´ aplikace (kapitola 4). Otestu-
jeme implementovanou aplikaci na produkcˇn´ı instanci databa´ze Oracle (kapitola 6) a na
za´veˇr zhodnot´ıme jej´ı prˇ´ınos.
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Kapitola 2
Analy´za Oracle databa´ze
Analy´zou Oracle databa´ze rozumı´me zjiˇsteˇn´ı pouzˇ´ıvany´ch a dostupny´ch na´stroj˚u, ktere´
slouzˇ´ı pro monitorova´n´ı databa´ze. Da´le nastudova´n´ı struktury intern´ıch katalog˚u, jezˇ da-
taba´ze pouzˇ´ıva´ pro ukla´da´n´ı statisticky´ch informac´ı o sobeˇ same´, o sve´m provozu.
2.1 Smysl a mozˇnosti ladeˇn´ı Oracle databa´ze
Oracle databa´ze jsou velmi rozsa´hle´, komplikovane´ a vyzˇaduj´ıc´ı obrovskou pe´cˇi a u´drzˇbu.
Zvla´sˇt’ kdyzˇ mala´ databa´ze za dobu sve´ho pouzˇ´ıva´n´ı vyroste v obrovskou a slozˇitou databa´zi,
kdyzˇ proces zpracova´n´ı konkre´tn´ıho dotazu jindy prova´deˇny´ v adekva´tn´ım cˇase trva´ pozdeˇji
o moc de´le z d˚uvodu dlouhe´ doby, po kterou je databa´ze vyuzˇ´ıva´na. Tyto situace nasta´vaj´ı
d´ıky zvysˇuj´ıc´ım se pozˇadavk˚um na prova´deˇn´ı akc´ı databa´z´ı stejneˇ jako zvysˇuj´ıc´ı se mnozˇstv´ı
dat, ktere´ mus´ı syste´m prohledat pro u´speˇsˇne´ proveden´ı pozˇadovane´ operace.
2.1.1 Proaktivn´ı a reaktivn´ı ladeˇn´ı databa´z´ı
Ladeˇn´ı databa´z´ı mu˚zˇeme rozdeˇlit na dva typy. Na proaktivn´ı a reaktivn´ı.
Proaktivn´ı ladeˇn´ı zahrnuje na´vrh a vy´voj struktury vy´konnosti pro databa´zovy´ syste´m
jizˇ beˇhem rane´ho sta´dia implementace databa´ze. To zahrnuje vy´beˇr technicke´ho vybaven´ı,
pla´nova´n´ı a vy´konnosti a kapacity databa´ze, vy´beˇr syste´mu ulozˇen´ı dat, konfigurace V/V
podsyste´mu, atd. Reaktivn´ı ladeˇn´ı naopak zahrnuje hodnocen´ı vy´konnosti databa´ze, od-
stranˇova´n´ı poruch, ladeˇn´ı a dolad’ova´n´ı Oracle prostrˇed´ı. Je to ladeˇn´ı, ktere´ se prova´d´ı azˇ
v dobeˇ, kdy vznikne neˇjaky´ proble´m.
C´ılem ladeˇn´ı databa´zove´ho syste´mu je tedy proveden´ı takovy´ch akc´ı, ktere´ zajist´ı lepsˇ´ı
beˇh databa´ze nezˇ tomu bylo doposud. Mu˚zˇeme to naprˇ´ıklad srovnat s prova´deˇn´ım u´drzˇby
a vylepsˇen´ım automobilu, aby tento jezdil efektivneˇji s nizˇsˇ´ı spotrˇebou a dosahoval veˇtsˇ´ı
rychlosti. K tomu na´m slouzˇ´ı dana´ pravidla, jako je kuprˇ. pravidelna´ vy´meˇna motorove´ho
oleje, vzduchove´ho filtru, brzdove´ kapaliny a desticˇek. . . V databa´zi rutinn´ı u´drzˇba znamena´
operace jako je analy´za nejr˚uzneˇjˇs´ıch statistik, obnoven´ı index˚u, pokud je to trˇeba, atd.
Pro ladeˇn´ı databa´z´ı je pouzˇ´ıva´no mnoho r˚uzny´ch postup˚u, ktere´ byly vyvinuty na
za´kladeˇ testova´n´ı a analy´zy vy´sledk˚u. Jeden z prostrˇedk˚u pro ladeˇn´ı databa´z´ı jsou tzv.
ukazatele (angl. ratios). Tyto vstupuj´ı do hry s porovna´va´n´ım rozd´ılu v hleda´n´ı dat ty-
picky ulozˇeny´ch v pameˇti a dat, ktera´ jsou ulozˇena na disku a jejichzˇ zobrazen´ı vyzˇaduje
V/V operaci. Kuprˇ. SQL dotaz mu˚zˇe procha´zet 10 000 datovy´ch blok˚u. Pokud 9 000 z nich
mu˚zˇe by´t nalezeno ve vyrovna´vac´ı pameˇti, potom 1 000 blok˚u mus´ı by´t prˇecˇteno z disku.
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Dany´ dotaz ma´ tedy ukazatel cˇten´ı z vyrovna´vac´ı pameˇti (angl. ”buffer cache hit ratio“)
roven 90 % [45].
Dalˇs´ım prostrˇedkem je mechanismus zvany´ Wait Interface. Za´kladn´ı prˇ´ırucˇkou, ktera´
uvozuje tuto techniku je, zˇe cokoliv, na cˇem databa´ze tra´v´ı nejv´ıce cˇasu cˇeka´n´ım, je u´zke´
mı´sto databa´ze (mı´sto, ktere´ zp˚usobuje zpomalen´ı). Opraven´ım teˇchto zu´zˇen´ı zvy´sˇ´ıme vy´kon
databa´ze, dokud nenaraz´ıme na dalˇs´ı, ktera´ jsou, podle definice, veˇtsˇ´ı nezˇ ta sta´vaj´ıc´ı, takzˇe
vy´konnost mus´ı by´t vzr˚ustaj´ıc´ı.
2.1.2 Ukazatele
Ladeˇn´ı databa´z´ı bylo vzˇdy velmi d˚ulezˇitou cˇa´st´ı na´plneˇ pra´ce administra´tora databa´ze, na
stejne´ u´rovni jako trˇeba za´lohova´n´ı nebo obnoven´ı databa´ze. Cˇasto na neˇj bylo nahl´ızˇeno
jako na tzv. cˇernou skrˇ´ınˇku. Tato prˇedstava pocha´z´ı z mysˇlenek mnoha expert˚u a knih
o ladeˇn´ı databa´z´ı.
Princip pouzˇ´ıvaj´ıc´ı ukazatele je minima´lneˇ z cˇa´sti zalozˇen na raciona´ln´ım uvazˇova´n´ı.
Naprˇ´ıklad je zrˇejme´, zˇe je rychlejˇs´ı cˇ´ıst data z pameˇti RAM nezˇ z disku. Proto jestlizˇe
mnoho dat je cˇteno pra´veˇ z disku, mu˚zˇe by´t proble´mem zp˚usobuj´ıc´ım pokles vy´konnosti
databa´ze mala´ velikost vyrovna´vac´ı pameˇti, ktera´ pak nemu˚zˇe pojmout dostatecˇny´ pocˇet
dat. Rˇesˇen´ım tedy mu˚zˇe by´t zveˇtsˇen´ı kapacity vyrovna´vac´ı pameˇti.
Pokus´ıme se pochopit ukazatele na prˇ´ıkladu z oblasti nedataba´zove´, a sice na ilustraci
cesty do pra´ce osobn´ım automobilem. Je patrne´, zˇe se rychleji dostaneme do pra´ce, pokud
nemus´ıme sta´t na semaforech. Jedna z mozˇnost´ı je zkra´cen´ı doby projet´ım semafor˚u na
cˇervenou, cozˇ je ale velmi nebezpecˇne´, nebo zvolit jinou trasu, kde se semafor˚um co nejv´ıce
vyhneme.
Obra´zek 2.1: Prˇ´ıklad ukazatele.
Prˇedpokla´dejme, zˇe cˇeka´n´ı na semaforu charakterizuje ukazatel cˇeka´n´ı na semaforu
(UCS), prˇicˇemzˇ nasˇ´ım c´ılem je, aby hodnota tohoto ukazatele byla co nejmensˇ´ı. Da´le
prˇedpokla´da´me, zˇe cˇeka´n´ı na semaforech prodluzˇuje dobu cesty do pra´ce, cˇili cˇ´ım mensˇ´ı
ukazatel bude, t´ım drˇ´ıve budeme v pra´ci.
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Z vy´sˇe uvedene´ho obra´zku 2.1 je patrne´, zˇe pokud jedeme do pra´ce cestou 1, stra´v´ıme
67 % cˇasu j´ızdou a 33 % cˇeka´n´ım na semaforech. Pokud zvol´ıme cestu 2, stra´v´ıme cˇeka´n´ım
pouze 17 % cˇasu mı´sto p˚uvodn´ıch trˇiatrˇiceti. Mu˚zˇeme zpozorovat, zˇe UCS se zlepsˇil, nicme´neˇ
doba cesty do pra´ce se nezmeˇnila a za´rovenˇ v´ıce minut stra´vene´ho na cesteˇ znamena´ veˇtsˇ´ı
spotrˇebu paliva a delˇs´ı urazenou vzda´lenost. Cˇili sta´le jsme nenalezli objektivneˇ vy´hodneˇjˇs´ı
cestu do pra´ce. Zvol´ıme tedy cestu 3, na ktere´ pozorujeme dalˇs´ı zlepsˇen´ı UCS na 11 %, cozˇ
je nejlepsˇ´ı vy´sledek ze vsˇech trˇ´ı uvedeny´ch. Cesta touto trasou ale trva´ o 50 % delˇs´ı dobu a
je vy´razneˇ delˇs´ı nezˇ prˇedchoz´ı dveˇ.
Tento prˇ´ıklad na´m jasneˇ uka´zal nevy´hody ukazatel˚u. Acˇkoliv jsme UCS neusta´le zlepsˇo-
vali, neznamenalo to automaticky take´ zrychlen´ı cesty do pra´ce. Vylepsˇen´ı konkre´tn´ı met-
riky tedy nemus´ı nutneˇ znamenat zlepsˇen´ı cele´ho proble´mu.
Dalˇs´ı nevy´hodou ukazatel˚u je, zˇe jejich veˇrohodnost je za´visla´ na tom, jak dlouho je
databa´ze v provozu. Pokud je databa´ze noveˇ zprovozneˇna, zˇa´dna´ data nejsou ve vyrovna´vac´ı
pameˇti ulozˇena dokud nejsou poprve´ cˇtena. Proto dokud nen´ı databa´ze naplneˇna po neˇjakou
dobu, ukazatele typu ”buffer cache hit ratio“ a dalˇs´ı jsou nerelevantn´ı.
2.1.3 Mechanismus Wait Interface
Wait Interface je mechanismus pouzˇ´ıvany´ v posledn´ıch letech. Dı´ky neˇmu administra´tor
zjiˇst’uje kde se spotrˇebova´va´ kolik cˇasu, zda je tento cˇas vyuzˇit pro cˇeka´n´ı nebo pro pra´ci.
Konferenci usporˇa´danou pro uzˇivatele databa´z´ı s te´matem Wait Interface ovla´dla skepse
nad t´ımto prostrˇedkem, nicme´neˇ pochopen´ı prakticky´ch uka´zek aplikac´ı bylo kl´ıcˇem k poro-
zumeˇn´ı tomuto prˇ´ıstupu. Wait Interface je naprosto odliˇsny´ princip vzhledem k ukazatel˚um.
Naprˇ´ıklad procˇ bychom meˇli zvy´sˇit velikost vyrovna´vac´ı pameˇti, kdyzˇ dlouha´ cˇasova´ odezva
databa´ze je zp˚usobena prˇet´ızˇeny´m rˇadicˇem disku nebo neefektivn´ım SQL dotazem?
Mechanismus Wait Interface byl uveden ve verzi Oracle7 a s kazˇdou dalˇs´ı verz´ı byl spo-
lehliveˇjˇs´ı a robustneˇjˇs´ı. Cˇasem si z´ıskal cˇ´ım da´l veˇtsˇ´ı pozornost a s t´ım take´ lepsˇ´ı porozumeˇn´ı
jak jej pouzˇ´ıt pro ladeˇn´ı databa´z´ı. Sesta´va´ z dynamicky generovany´ch pohled˚u.
Nasˇe aplikace bude pracovat na za´kladeˇ z´ıska´va´n´ı informac´ı pra´veˇ z Wait Interface,
proto se da´le v textu budeme zaby´vat pra´veˇ j´ım a na´stroji, ktere´ z neˇj umı´ dolovat pozˇadova-
ne´ informace.
7
2.2 Mechanismus Wait Interface
Wait Interface je na´zev mechanismu v Oracle databa´zi, ktery´ vyuzˇ´ıvaj´ı administra´torˇi ke
zkouma´n´ı vnitrˇn´ıho chova´n´ı databa´ze. Umozˇnˇuje jim zjistit co ktere´ komponenty deˇlaj´ı,
kdyzˇ cˇekaj´ı. I kdyzˇ nejr˚uzneˇjˇs´ı dalˇs´ı informace lze z´ıskat z jiny´ch databa´zovy´ch pohled˚u
(angl. view – pro zjednodusˇen´ı budeme da´le pouzˇ´ıvat zkra´cene´ho oznacˇen´ı ”pohled“ prˇicˇemzˇ
bude mysˇleno databa´zovy´), trˇi steˇzˇejn´ı pohledy jsou [46]:
• v$system event — Zobrazuje uda´losti syste´mu (V/V, s´ıt’), ktere´ zp˚usobuj´ı cˇeka´n´ı.
• v$session event — Kumulativneˇ zaznamena´va´ cˇas, ktery´ kazˇde´ sezen´ı stra´vilo cˇeka´n´ım
na konkre´tn´ı uda´lost.
• v$session wait — Zobrazuje informace o aktivn´ıch sezen´ıch, ktere´ jsou ve stavu cˇeka´n´ı.
Jesˇteˇ nezˇ si zde budeme ukazovat neˇktere´ SQL dotazy nebo jejich vy´sledky, je potrˇeba
prˇedeslat, zˇe mus´ı by´t mechanismus Wait Interface v databa´zi spusˇteˇn, jinak nebudou zˇa´dne´
statistiky zaznamena´va´ny. Spusˇteˇn´ı se prova´d´ı nastaven´ım parametru timed-statistics
na hodnotu TRUE v souboru init.ora nebo spfile nebo prˇ´ımo dotazem na databa´zi:
ALTER SYSTEM SET TIMED_STATISTICS = TRUE;
Zapnut´ı tohoto mechanismu ma´ sice urcˇity´ dopad na databa´zi, nicme´neˇ ten je mno-
hona´sobneˇ prˇebit nespornou vy´hodou a vyuzˇ´ıt´ım mechanismu Wait Interface prˇi ladeˇn´ı
databa´ze. Do verze Oracle9i bylo vy´choz´ı nastaven´ı inicializova´no na hodnotu FALSE, od
te´to verze vcˇetneˇ je jizˇ mechanismus Wait Interface ve vy´choz´ım nastaven´ı spusˇteˇn.
2.2.1 Pohled v$system event
SQL > desc v$system_event
Name Null? Type
-------------------- -------- --------------
EVENT VARCHAR2(64)
TOTAL_WAITS NUMBER
TOTAL_TIMEOUTS NUMBER
TIME_WAITED NUMBER
AVERAGE_WAIT NUMBER
TIME_WAITED_MICRO NUMBER
Obra´zek 2.2: Vy´pis nejd˚ulezˇiteˇjˇs´ıch pol´ı pohledu v$system event.
Detailn´ı popis struktury jednoho z nejd˚ulezˇiteˇjˇs´ıch pohled˚u mechanismu Wait Interface
podle obra´zku 2.2:
• EVENT — Na´zev uda´losti.
• TOTAL WAITS — Celkovy´ pocˇet cˇeka´n´ı, ktera´ zaprˇ´ıcˇinila dana´ uda´lost.
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• TIME WAITED — Celkovy´ cˇas, ktery´ byl stra´ven cˇeka´n´ım na tuto uda´lost v centi-
sekunda´ch.
• AVERAGE WAIT — Pr˚umeˇrna´ doba cˇeka´n´ı na danou uda´lost – TIME WAITED /
TOTAL WAITS.
• TIME WAITED MICRO — Cˇas TIME WAITED v mikrosekunda´ch, pro lepsˇ´ı zpra-
cova´n´ı.
Ne vsˇechny uda´losti, ktere´ zp˚usobuj´ı cˇeka´n´ı databa´ze, shroma´zˇdeˇne´ v tomto pohledu,
jsou hodny nasˇ´ı pozornosti. Neˇktere´ z nich, ktere´ se v databa´zi vyskytuj´ı, mohou by´t ig-
norova´ny, pokud se d´ıva´me na cely´ syste´m globa´lneˇ. Tyto obycˇejneˇ odkazuj´ı na tzv. nic-
nedeˇlaj´ıc´ı (klidove´) uda´losti, ktere´ se vyskytuj´ı pouze pokud databa´ze je ve stavu necˇinnosti
nebo cˇeka´n´ı. Teoreticky tyto uda´losti nijak nezabranˇuj´ı v dokoncˇen´ı u´loh a nemohou tedy
by´t potencia´ln´ımi pot´ızˇemi vy´konnosti databa´ze. Podrobneˇji se teˇmito uda´lostmi budeme
zaby´vat v kapitole 2.2.5.
Nicme´neˇ je trˇeba si take´ zapamatovat, zˇe acˇkoliv jsou neˇkdy klidove´ uda´losti osˇetrˇeny
jako cˇekaj´ıc´ı uda´losti nebo jako ned˚ulezˇite´, je vy´hodne´ zprˇesnit jejich meˇrˇen´ı, aby bylo
mozˇne´ rozhodnout, zda jsou opravdu cˇekaj´ıc´ımi nebo mohou ukazovat na vy´konnostn´ı riziko.
Mus´ıme mı´t take´ na pameˇti, zˇe pohled v$system event je kumulativn´ı! Jednodusˇe rˇecˇeno,
shromazˇd’uje u´daje o pocˇtu a cˇasech jednotlivy´ch uda´lost´ı jak nastaly od doby, kdy byla
dana´ instance spusˇteˇna. To znamena´, zˇe kdyzˇ beˇzˇ´ı databa´ze uzˇ naprˇ. jeden rok, tento pohled
obsahuje statistiky nastrˇa´dane´ za cely´ rok. Tato skutecˇnost rapidneˇ zmensˇuje sˇanci nale´zt
proble´my databa´ze, ktere´ meˇly strasˇlive´ d˚usledky na jej´ı chod po dobu pouze neˇkolika dn˚u,
v kontextu cely´ch 365 dn´ı jej´ıho provozu.
Uda´losti zp˚usobuj´ıc´ı urcˇity´ proble´m trvaj´ı veˇtsˇinou kra´tky´ cˇasovy´ u´sek a pak uzˇ se
da´le nemusej´ı znovu vyskytnout. Proto by se meˇlo na tento pohled nahl´ızˇet jako na kra´tke´
cˇasove´ u´seky nebo rozd´ıly mezi dveˇma kra´tky´mi sn´ımky. Tento pohled obsahuje hodnotne´
informace o tom, co cela´ databa´ze deˇla´ a kde tra´v´ı kolik cˇasu, to je ale jenom pocˇa´tecˇn´ı
mı´sto prˇi ladeˇn´ı databa´ze. Je trˇeba zabrˇednout hloubeˇji a zkoumat prˇesne´ prˇ´ıcˇiny proble´mu˚.
2.2.2 Pohled v$session event
SQL > desc v$session_event
Name Null? Type
-------------------- -------- --------------
SID NUMBER
EVENT VARCHAR2(64)
TOTAL_WAITS NUMBER
TOTAL_TIMEOUTS NUMBER
TIME_WAITED NUMBER
AVERAGE_WAIT NUMBER
MAX_WAIT NUMBER
TIME_WAITED_MICRO NUMBER
Obra´zek 2.3: Vy´pis nejd˚ulezˇiteˇjˇs´ıch pol´ı pohledu v$session event.
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Struktura tohoto pohledu je velmi podobna´ jako u pohledu v$system event. Jsou zde
akora´t dveˇ nova´ pole, SID a MAX WAIT – obra´zek 2.3.
SID je identifika´tor sezen´ı, ktery´ umozˇnˇuje spojen´ı mezi aktua´ln´ım sezen´ı a dany´m
uzˇivatelsky´m jme´nem ve spojen´ı s pohledem v$session. Dı´ky tomuto spojen´ı je jednodusˇsˇ´ı
vystopovat uzˇivatele, kterˇ´ı se nyn´ı prˇihlasˇuj´ı pod svy´m uzˇivatelsky´m jme´nem a obecneˇ
neznaj´ı svoje SID.
MAX WAIT je maxima´ln´ı cˇas ve stovka´ch sekund, ktery´ dana´ uda´lost v tomto sezen´ı
spotrˇebovala, cozˇ mu˚zˇe by´t vhodne´ naprˇ. prˇi situaci, kdy pozorny´ uzˇivatel ozna´mı´, zˇe jeho
sezen´ı obcˇas ”tuhne“. Potom je administra´tor schopen porovnat cˇasy MAX WAIT a AVE-
RAGE WAIT aby zjistil, zda je zde neˇjaky´ proble´m, cozˇ lze zjistit jednodusˇe tehdy, kdy
cˇas MAX WAIT bude mnohem veˇtsˇ´ı nezˇ AVERAGE WAIT. Pohled v$session event lze
vy´hodneˇ pouzˇ´ıt i pro porovna´n´ı neˇkolika sezen´ı, zda se zkoumane´ statistiky odliˇsuj´ı od
ostatn´ıch, atd.
2.2.3 Pohled v$session wait
Cˇasto potrˇebujeme mı´t k dispozici take´ aktua´ln´ı informace o beˇhu sezen´ı v rea´lne´m cˇase.
Ty na´m poskytuje tento pohled. Je obnovova´n za´znamovy´m procesem kazˇde´ 3 sekundy.
SQL > desc v$session_wait
Name Null? Type
-------------------- -------- --------------
SID NUMBER
SEQ# NUMBER
EVENT VARCHAR2(64)
P1TEXT VARCHAR2(64)
P1 NUMBER
P1RAW RAW(4)
P2TEXT VARCHAR2(64)
P2 NUMBER
P2RAW RAW(4)
P3TEXT VARCHAR2(64)
P3 NUMBER
P3RAW RAW(4)
WAIT_TIME NUMBER
SECONDS_IN_WAIT NUMBER
STATE VARCHAR2(64)
Obra´zek 2.4: Vy´pis nejd˚ulezˇiteˇjˇs´ıch pol´ı pohledu v$session wait.
Podrobny´ popis nejd˚ulezˇiteˇjˇs´ıch parametr˚u tohoto pohledu:
• P1TEXT — Popis prvn´ıho parametru uda´losti.
• P1 — Dekadicka´ hodnota prvn´ıho parametru uda´losti.
• P2TEXT — Popis druhe´ho parametru uda´losti.
• P2 — Dekadicka´ hodnota druhe´ho parametru uda´losti.
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• P3TEXT — Popis trˇet´ıho parametru uda´losti.
• P3 — Dekadicka´ hodnota trˇet´ıho parametru uda´losti.
• WAIT TIME — Jestlizˇe je tato hodnota 0, sezen´ı pra´veˇ cˇeka´. Kdyzˇ je hodnota -1,
doba posledn´ıho cˇeka´n´ı byla mensˇ´ı nezˇ jedna setina sekundy (jedna centisekunda).
• SECONDS IN WAIT — Pocˇet sekund mezi aktua´ln´ım cˇasem a cˇasem, od ktere´ho
sezen´ı cˇeka´ (WAIT TIME=0).
• STATE — Reprezentuje soucˇasny´ stav cˇeka´n´ı nebo stav, ve ktere´m se sezen´ı nacha´z´ı.
• WAITING — Znacˇ´ı, zˇe sezen´ı pra´veˇ cˇeka´ na neˇjaky´ zdroj.
◦ WAITED UNKNOWN TIME — Doba posledn´ıho cˇeka´n´ı je nezna´ma´,
ale o cˇeka´n´ı sˇlo.
◦ WAITED SHORT TIME — Doba cˇeka´n´ı byla mensˇ´ı nezˇ setina sekundy.
◦ WAITED KNOWN TIME — Doba cˇeka´n´ı odpov´ıda´ hodnoteˇ
parametru WAIT TIME.
Pole maj´ıc´ı v na´zvu prˇ´ıdavek RAW znacˇ´ı hexadecima´ln´ı hodnoty ekvivalentn´ı hodnota´m
dekadicky´m (parametry P1, P2, P3).
Naprˇ. na za´kladeˇ zobrazeny´ch informac´ı, ktere´ ukazuj´ı, zˇe cˇeka´n´ı neprˇetrzˇiteˇ vyvola´va´
zpra´vu ”SQL*Net“ s parametrem WAIT TIME=0, mu˚zˇeme usoudit, zˇe na vineˇ jsou proble´my
se s´ıt´ı.
2.2.4 Dalˇs´ı d˚ulezˇite´ pohledy
Mechanismus Wait Interface lze symbolicky rozdeˇlit na u´rovneˇ podle d˚ulezˇitosti jednot-
livy´ch pohled˚u. Trˇi vy´sˇe popsane´ pohledy jsou za´kladn´ı. Lze je oznacˇit za u´rovenˇ 0. Do
dalˇs´ıch u´rovn´ı patrˇ´ı ostatn´ı pohledy, jezˇ da´le specifikuj´ı informace o beˇhu databa´ze.
Pohled v$event name
Tento pohled je tzv. cˇ´ıseln´ık, ktery´ mu˚zˇeme pouzˇ´ıt kdykoliv prˇi prohl´ızˇen´ı pohledu
v$session wait. Obsahuje informace o uda´lostech samotny´ch a co pro kazˇdou z nich zname-
naj´ı parametry P1, P2 a P3.
Pohled v$filestat
Jedna oblast, ze ktere´ mu˚zˇe vzej´ıt proble´m ve vy´konnosti databa´ze jsou V/V operace.
Tento pohled stopuje cˇas, jak dlouho trva´ dokoncˇen´ı V/V operace v milisekunda´ch (ms).
Zaznamena´va´ posledn´ı operaci, nejhorsˇ´ı, nejlepsˇ´ı a pr˚umeˇrnou dobu trva´n´ı dane´ operace.
Take´ zaznamena´va´ pocˇet cˇten´ı, zapis˚u a pocˇet blok˚u souboru.
Pohled v$tempstat
Struktura tohoto pohledu je totozˇna´ se strukturou pohledu v$filestat. Rozd´ıl je vsˇak ten,
zˇe pohled v$tempstat obsahuje informace o docˇasny´ch souborech. Docˇasne´ soubory jsou
pouzˇ´ıva´ny pro urcˇite´ operace, naprˇ. rˇazen´ı, ktere´ pracuj´ı s velky´m mnozˇstv´ım dat na to,
aby se vsˇechna data vlezla do pameˇti.
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Pohled v$waitstat
Pohled v$waitstat soustrˇed’uje statistiky souperˇen´ı o bloky dat pro kazˇdou trˇ´ıdu datovy´ch
blok˚u. Dı´ky tomu je mozˇne´ videˇt, jestli pohyb blok˚u z a do vyrovna´vac´ı pameˇti zp˚usobuje
zpomalen´ı databa´ze. Kdyzˇ jsou proble´my s vyrovna´vac´ı pameˇt´ı signalizova´ny jiny´mi kom-
ponentami mechanismu Wait Interface, poskytuje tento pohled, na u´rovni cele´ databa´ze,
informaci o tom, na co se vlastneˇ cˇeka´.
2.2.5 Trˇ´ıdy cˇeka´n´ı
Obra´zek 2.5: Pocˇet cˇakac´ıch uda´lost´ı v r˚uzny´ch verz´ıch Oracle databa´ze [13].
Pokrocˇil´ı administra´torˇi seskupili specificke´ uda´losti, ve ktery´ch databa´ze cˇeka´, do trˇ´ıd.
Mechanismus Wait Interface ve verzi Oracle10g tyto trˇ´ıdy obsahuje. V drˇ´ıveˇjˇs´ıch verz´ıch
nebylo trˇeba tyto trˇ´ıdy stanovit, protozˇe uda´lost´ı nebylo takove´ mnozˇstv´ı, jako je pra´veˇ ve
verzi Oracle10g a vy´sˇe, viz. obra´zek 2.5. Deset trˇ´ıd, ktere´ jsou v Oracle10g definova´ny [47]:
• Cluster
• Commit
• Concurrency
• Configuration
• Idle
• Network
• Other
• Sheduler
• System I/O
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• User I/O
Kazˇda´ uda´lost je zarˇazena do neˇktere´ z teˇchto trˇ´ıd. Kazˇda´ trˇ´ıda tedy sdruzˇuje cˇekac´ı
uda´losti podle oblasti, ve ktere´ k dane´mu cˇeka´n´ı docha´z´ı. Dı´ky tomuto rozcˇleneˇn´ı uda´lost´ı
do trˇ´ıd cˇeka´n´ı je administra´tor prˇi zjiˇsteˇn´ı dlouhe´ho cˇeka´n´ı neˇktere´ uda´losti schopen rychle
zjistit, v ktere´ oblasti se proble´m nacha´z´ı a zameˇrˇit se prˇ´ımo na tuto oblast. T´ım vy´razneˇ
klesa´ doba nalezen´ı a zjiˇsteˇn´ı proble´mu databa´ze, jelikozˇ spra´vneˇ klasifikujeme zdroj cˇekaj´ıc´ı
uda´losti.
Nebezpecˇ´ı nespra´vneˇ klasifikovany´ch uda´lost´ı vsˇak sta´le trva´. Naprˇ. ”SQL*Net“ uda´losti
byly obycˇejneˇ klasifikova´ny jako klidove´ uda´losti, ale v mnoha prˇ´ıpadech reprezentuj´ı velky´
proble´m, ktery´ potrˇebuje by´t spra´vneˇ zarˇazen, aby se proble´m vy´konnosti databa´ze zmı´rnil.
Navzdory tomuto nebezpecˇ´ı, trˇ´ıdy cˇeka´n´ı vzbuzuj´ı velkou nadeˇji, zˇe ladeˇn´ı vy´konnosti da-
taba´z´ı bude pro nezkusˇene´ administra´tory jednodusˇsˇ´ı.
Pohled v$system wait class
Tento pohled umozˇnˇuje administra´torovi zobrazit souhrnne´ statistiky pro kazˇdou registro-
vanou trˇ´ıdu cˇeka´n´ı v cele´ databa´zove´ instanci. S n´ım souvisej´ıc´ı pohled v$session wait class
zaznamena´va´ stejne´ statistiky va´zane´ na uzˇivatele pomoc´ı SID a se´riove´ho cˇ´ısla. Pro po-
chopen´ı mu˚zˇe by´t vhodne´ si myslet o teˇchto pohledech, zˇe se jedna´ o souhrnne´ pohledy
z pohled˚u v$system event a v$session wait, ktere´ shrnuj´ı dostupne´ hodnoty a seskupuj´ı je
podle prˇeddefinovany´ch trˇ´ıd.
Pohled v$event histogram
Tento pohled sdeˇluje informace o rozdeˇlen´ı trˇ´ıd cˇeka´n´ı. Povoluje porovna´n´ı na za´kladeˇ frek-
vence a ”hutnosti“ cˇekac´ıch uda´lost´ı. Toto administra´torovi umozˇnˇuje videˇt, zda norma´ln´ı
cˇekac´ı doba je vysoka´ nebo jestli je zde pa´r ”bludny´ch“ uda´lost´ı, kde cˇekac´ı doba byla
za´vazˇna´. Tento typ analy´zy je vhodny´ pro prˇ´ıpad, zˇe je potrˇeba zjistit rozsah a velikost
dane´ho proble´mu.
Pohled v$eventmetric
Pohled v$eventmetric zobrazuje hodnoty metrik cˇekac´ıch uda´lost´ı pro urcˇity´, velmi kra´tky´,
cˇasovy´ interval. Typicky ukla´da´ informace z neˇkolika posledn´ıch minut. Mu˚zˇeme tedy usou-
dit, zˇe tento pohled je shodny´ s pohledem v$session wait v tom smyslu, zˇe uchova´va´ infor-
mace o cˇeka´n´ı z neda´vne´ minulosti. Nicme´neˇ jsou rozd´ılne´ v tom, zˇe tento pohled ukla´da´ sta-
tistiky naprˇ´ıcˇ cely´m syste´mem a mı´sto aby zaznamena´val aktua´ln´ı cˇeka´n´ı, ukla´da´ prˇiblizˇneˇ
jednu minutu starou historii.
Prˇirozenost tohoto prostrˇedku deˇla´ analy´zu nedostatk˚u databa´ze precizneˇjˇs´ı oproti uka-
zatel˚um. Analy´za zobrazuje konkre´tn´ı oblast za´jmu, cozˇ dovoluje prˇesneˇjˇs´ı vy´sledek. Zat´ımco
ukazatele zobrazuj´ı detaily aktivity databa´ze a shrnuj´ı je do jednotlivy´ch metrik, mecha-
nismus Wait Interface pouzˇ´ıva´ detaily, aby administra´torovi uka´zal, co konkre´tneˇ databa´zi
zpomaluje. Meˇrˇ´ı, kde databa´ze tra´v´ı cˇas cˇeka´n´ım, cozˇ dovoluje zameˇrˇit se na oblasti, ktere´
se momenta´lneˇ chovaj´ı jako prˇeka´zˇky. Pra´veˇ tohle deˇla´ ladeˇn´ı databa´z´ı efektivneˇjˇs´ım.
Naopak omezuj´ıc´ım faktorem mu˚zˇe by´t obrovske´ mnozˇstv´ı dat, ktere´ mechanismus
Wait Interface sb´ıra´. Administra´tor se mu˚zˇe prˇi hleda´n´ı chyb a jejich opraven´ı zameˇrˇit ne-
spra´vny´m smeˇrem. Stejneˇ tak mu˚zˇe by´t proble´m zvolit vhodny´ cˇasovy´ u´sek pro spra´vne´ od-
chycen´ı dane´ho proble´mu. V neposledn´ı rˇadeˇ je take´ potrˇeba zna´t prostrˇedky, ktere´ mohou
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by´t pouzˇity pro odstraneˇn´ı chyb. Jedna´ se o konzolove´ skripty, naprˇ. Perl nebo Korn, da´le
take´ PL/SQL procedury nebo samotne´ SQL dotazy. Toto mu˚zˇe by´t bra´no svy´m zp˚usobem
take´ jako omezen´ı, jelikozˇ tohle mu˚zˇe deˇlat pouze programa´tor, nikoliv beˇzˇny´ uzˇivatel.
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2.3 Na´stroj STATSPACK
STATSPACK je efektivn´ı na´stroj vyuzˇ´ıvaj´ıc´ı pohledy mechanismu Wait Interface. Mezi
vy´hody tohoto na´stroje patrˇ´ı vestaveˇne´ porˇizova´n´ı sn´ımk˚u chodu databa´ze a take´ naprˇ.
hotovy´ dotaz ve formeˇ zpra´vy nazvany´ spreport.sql.
2.3.1 Shromazˇd’ova´n´ı dat a jeho frekvence
Z´ıska´va´n´ı dat pomoc´ı na´stroje STATSPACK zahrnuje tzv. porˇizova´n´ı sn´ımk˚u. Jedna´ se
o druh sn´ımk˚u, reprezentuj´ıc´ı informace ulozˇene´ v syste´movy´ch pohledech a tabulka´ch
v okamzˇiku, kdy byl sn´ımek porˇ´ızen.
Pro porˇ´ızen´ı sn´ımk˚u se stacˇ´ı k databa´zi prˇihla´sit jako uzˇivatel PERFSTAT a spustit
prˇ´ıslusˇnou proceduru. Tato procedura ma´ na´zev snap a je umı´steˇna v bal´ıcˇku statspack.
Vy´sledkem jsou data sebrana´ ze syste´movy´ch pohled˚u a tabulek, ulozˇena´ do jizˇ vytvorˇene´ho
u´lozˇiˇsteˇ na´stroje STATSPACK. Vy´stup prˇi zada´n´ı prˇ´ıkazu pro vytvorˇen´ı sn´ımku do prˇ´ıkazo-
ve´ rˇa´dky databa´ze je na´sleduj´ıc´ı:
SQL > execute statspack.snap;
PL/SQL procedure succesfully completed.
Po porˇ´ızen´ı prvn´ıho sn´ımku necha´me uplynout neˇjaky´ cˇas a mu˚zˇeme porˇ´ıdit dalˇs´ı. Po-
kud jizˇ ma´me asponˇ dva sn´ımkmy, mezi ktery´mi nebyla databa´ze ve stavu necˇinnosti,
STATSPACK prˇiprav´ı zpra´vu o aktiviteˇ databa´ze beˇhem dane´ho intervalu. Cˇasovy´ inter-
val samotny´ vsˇak nen´ı v˚ubec lehke´ urcˇit a by´va´ prˇedmeˇtem diskuz´ı mezi administra´tory.
Idea´lneˇ by meˇl by´t tento cˇasovy´ u´sek dostatecˇneˇ dlouhy´ na to, aby byly statistiky, ktere´ je
potrˇeba pro odhalen´ı dane´ho proble´mu, kompletneˇ sesb´ıra´ny, ale na druhou stranu nesmı´
by´t ani prˇ´ıliˇs dlouhy´, aby nastrˇa´dana´ data dany´ proble´m nezatemnila. C´ılem je, aby hledana´
statistika nezapadla do pr˚umeˇru.
Frekvence porˇizova´n´ı sn´ımk˚u je mozˇne´ nastavit od intervalu jedne´ minuty azˇ po meˇs´ıcˇn´ı
periodu. Vtip je ve zvolen´ı co nejlepsˇ´ıho intervalu. Beˇzˇneˇ se pro reaktivn´ı ladeˇn´ı databa´z´ı
pouzˇ´ıvaj´ı intervaly od 5 do 15 minut.
Ikdyzˇ mohou by´t sn´ımky porˇizova´ny cˇasteˇji nezˇ je vhodne´, nen´ı trˇeba pouzˇ´ıvat pouze
statistiky mezi teˇmito intervaly, ale lze pouzˇ´ıt i veˇtsˇ´ı cˇasovy´ ra´mec. Naprˇ. pokud porˇizujeme
sn´ımky kazˇdy´ch peˇt minut po dobu v´ıce nezˇ jedne´ hodiny a kdyzˇ nelze vycˇ´ıst ze dvou
sn´ımk˚u s cˇasovy´m rozd´ılem peˇt minut pozˇadova´ne´ informace, je mozˇne´ se pod´ıvat na dva,
mezi nimizˇ je rozd´ıl trˇeba trˇicet minut. Z toho je patrne´, zˇe je vy´hodneˇjˇs´ı sn´ımky databa´ze
porˇizovat sp´ıˇse cˇasteˇji nezˇ me´neˇ cˇasto.
2.3.2 Vytva´rˇen´ı zpra´v
Pro vytva´rˇen´ı zpra´v na za´kladeˇ sn´ımk˚u vygenerovany´ch na´strojem STATSPACK existuje
v Oracle databa´zi skript s na´zvem spreport.sql. Pokud je pouzˇit interaktivneˇ, vyzˇa´da´ si,
aby uzˇivatel zadal identifika´tor startovn´ıho a koncove´ho sn´ımku a potom se vytvorˇ´ı zpra´va
zobrazuj´ıc´ı rozd´ıly v hodnota´ch pro mnohe´ pohledy, ktere´ jsou soucˇa´st´ı mechanismu Wait
Interface. Dı´ky pouzˇ´ıva´n´ı skriptu spreport.sql je mozˇne´ rychle zjistit, co se s databa´z´ı deˇje.
Nav´ıc je mozˇne´ vyuzˇ´ıt analyza´toru zpra´v. Ten vytvorˇil Anjo Kolk, veˇdec z Oracle Corp.
a zprˇ´ıstupnil jej na webove´ stra´nce http://www.oraperf.com/. Jakmile si uzˇivatel necha´
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vygenerovat zpra´vu o stavu databa´ze, nahraje ji na uvedenou internetovou stra´nku a ta z n´ı
vygeneruje analy´zu. Ta umozˇnˇuje rychle´ vyhodnocen´ı mozˇny´ch prˇ´ıcˇin proble´mu˚ vy´konnosti
databa´ze. Dalˇs´ı mozˇnost´ı je prove´st rucˇn´ı analy´zu pomoc´ı nejr˚uzneˇjˇs´ıch skript˚u.
Jsou take´ oblasti, ze ktery´ch neumı´ STATSPACK zachyta´vat data. Statistiky jako je
volna´ pameˇt’ cˇi vyuzˇit´ı CPU jsou dva body, ktere´ mohou by´t d˚ulezˇity´mi ukazateli na po-
tencia´ln´ı proble´m. S pouzˇit´ım na´stroj˚u jako je vmstat mu˚zˇe administra´tor nahl´ızˇet na tyto
statistiky, ale nemu˚zˇe se posunout zpeˇt v cˇase a zjistit, o co se jednalo. Pra´veˇ zde jsou
mozˇnosti pro rozsˇ´ıˇren´ı na´stroje STATSPACK, tedy kdyzˇ bude vytvorˇen sn´ımek databa´ze,
bude obsahovat informace z operacˇn´ıho syste´mu a ukla´dat je do jine´ tabulky. Z´ıska´va´n´ı do-
datkovy´ch informac´ı tohoto zameˇrˇen´ı je spra´vna´ cesta k obohacen´ı na´stroje STATSPACK
k odstraneˇn´ı neˇktere´ jeho slabosti.
2.3.3 U´rovneˇ sbeˇru dat
STATSPACK rozezna´va´ dva typy nastaven´ı sbeˇru dat. Jeden typ nastaven´ı je level a druhy´
threshold. Parametr level urcˇuje u´rovenˇ sbeˇru dat, zat´ımco parametr threshold se chova´
jako filtr pro ukla´da´n´ı SQL dotaz˚u do tabulky stat$sql summary.
Parametr Level
Sn´ımky, ktere´ jsou na´strojem STATSPACK porˇizova´ny, mohou by´t shromazˇd’ova´ny v r˚uz-
ny´ch u´rovn´ıch[24]. Kazˇda´ vysˇsˇ´ı u´rovenˇ sb´ıra´ vysˇsˇ´ı pocˇet informac´ı o databa´zi. S kazˇdy´m
vysˇsˇ´ım oznacˇen´ım u´rovneˇ, tato zahrnuje vsˇechny u´daje z prˇedchoz´ıch u´rovn´ı a prˇida´va´ neˇco
dalˇs´ıho. Seznam u´rovn´ı je v na´sleduj´ıc´ı tabulce.
U´rovenˇ Sb´ırane´ statistiky
0 Obecne´ vy´konnostn´ı statistiky
5 Prˇ´ıdavek: SQL dotazy
6 Prˇ´ıdavek: SQL pla´ny a jejich pouzˇit´ı
7 Prˇ´ıdavek: Statistiky na u´rovni segment˚u
10 Prˇ´ıdavek: Otcovske´ a synovske´ za´mky
Tabulka 2.1: Seznam u´rovn´ı sbeˇru dat na´stroje STATSPACK.
Vy´choz´ı u´rovn´ı sbeˇru dat je u´rovenˇ 5. Je ale mozˇne´ pouzˇ´ıt bal´ıcˇek pro zmeˇnu vy´choz´ıho
nastaven´ı nebo pro specia´ln´ı prˇ´ıpad. Toto je mozˇne´ prove´st funkc´ı statspack.snap. Prˇ´ıklady
zmeˇny nastaven´ı u´rovneˇ je mozˇne´ nale´zt take´ ve zdroji [27]. Podrobneˇjˇs´ı popis u´rovn´ı na-
lezneme na internetu [25].
Parametr Threshold
Parametr ”pra´h“ a jeho u´rovneˇ se ty´kaj´ı pouze SQL dotaz˚u, ktere´ jsou ulozˇeny v tabulce
stat$sql summary. Tato tabulka se mu˚zˇe rychle sta´t nejrozsa´hlejˇs´ı, protozˇe kazˇdy´ sn´ımek
v n´ı mu˚zˇe shroma´zˇdit neˇkolik tis´ıc rˇa´dk˚u, jeden pro kazˇdy´ SQL dotaz, ktery´ byl v tu dobu
ulozˇen ve vyrovna´vac´ı pameˇti.
U´rovneˇ prah˚u jsou ulozˇeny v tabulce stat$statspack parameter. Za´kladn´ıch prahy jsou:
• executions th — Pocˇet vykona´n´ı SQL dotazu (vy´choz´ı hodnota je 100)
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• disk reads th — Pocˇet cˇten´ı z disku prˇi vykona´n´ı SQL dotazu (vy´choz´ı hodnota je
1 000)
• parse calls th — Pocˇet vola´n´ı syntakticke´ho analyza´toru prˇi vykona´n´ı SQL dotazu
(vy´choz´ı hodnota je 1 000)
• buffer gets th — Pocˇet z´ıska´n´ı dat z vyrovna´vac´ı pameˇti prˇi vykona´n´ı SQL dotazu
(vy´choz´ı hodnota je 10 000)
Kazˇdy´ SQL dotaz bude hodnocen v˚ucˇi vsˇem teˇmto prah˚um a bude do tabulky
stat$sql summary vlozˇen, pokud ktery´koliv z teˇchto prah˚u bude prˇekrocˇen. Bude tam
vlozˇen, pokud bude splnˇovat ktery´koliv z teˇchto prah˚u, nikoliv kazˇdy´ – mezi nimi nen´ı
relace logicky´ soucˇin, ny´brzˇ logicky´ soucˇet. Toto opatrˇen´ı je zavedeno z d˚uvodu kontroly
extre´mn´ıho zvy´sˇen´ı pocˇtu rˇa´dk˚u v tabulce stat$sql summary, ktery´ velmi aktivn´ı databa´ze
s mnoha sty SQL dotazy ve vyrovna´vac´ı pameˇti prova´d´ı.
Vy´choz´ı nastaven´ı prah˚u je mozˇne´ zmeˇnit vola´n´ım funkce
statspack.modify statspack parameter. Prˇ´ıkazem
SQL > execute statspack.modify_statspack_parameter -
(i_buffer_gets_th=>100000, i_disk_reads_th=>100000);
zmeˇn´ıme vy´choz´ı nastaven´ı prah˚u ”disk reads“ a ”buffer gets“ na hodnotu 100 000. Ve
vsˇech na´sleduj´ıc´ıch sn´ımc´ıch budou ukla´da´ny pouze SQL dotazy, ktere´ prˇekrocˇ´ı tyto dva
prahy.
Na´stroj STATSPACK je vhodny´ jak pro reaktivn´ı, tak i proaktivn´ı ladeˇn´ı databa´ze. Jeho
pouzˇit´ı je jednoduche´ d´ıky existuj´ıc´ıch knihovn´ım funkc´ım. Lze jej take´ vhodneˇ rozsˇ´ıˇrit na
sn´ıma´n´ı pokrocˇily´ch a rozsˇ´ıˇreny´ch statistik, ktere´ zde doposud zahrnuty nejsou. Nevy´hodou,
hlavneˇ pro reaktivn´ı ladeˇn´ı je, zˇe se mus´ı instalovat. Data zaznamena´va´ azˇ od okamzˇiku,
kdy byl nainstalova´n. To je velmi omezuj´ıc´ı zejme´na prˇi pouzˇit´ı reaktivn´ıho ladeˇn´ı databa´ze,
jelikozˇ mus´ıme odstranit proble´m, ktery´ se vyskytl v minulosti. Pokud ale STATSPACK
nema´me nainstalovany´, teˇzˇko mu˚zˇeme po jeho instalaci neˇjake´ statistiky z minulosti z´ıskat.
2.4 Pokrocˇile´ diagnosticke´ na´stroje
Od verze Oracle7, kdy byl mechanismus Wait Interface do databa´ze noveˇ zabudova´n,
byl neusta´le vylepsˇova´n, aby informace j´ım zachyta´vane´ byly co nejefektivneˇji vyuzˇ´ıva´ny.
S prˇ´ıchodem Oracle 10g se vysledovane´ statistiky zlepsˇily co do kvality, hodnotnosti a
pouzˇitelnosti. Nav´ıc byla uvedena dalˇs´ı vylepsˇen´ı vy´konnosti a na´stroje. Na´stroje jako je
Active Session History, Automatic Database Diagnostic Monitor a dalˇs´ı, da´le zvy´sˇily efek-
tivitu ladeˇn´ı Oracle databa´ze.
Neˇktera´ z novy´ch rozsˇ´ıˇren´ı jsou samostatne´ produkty oddeˇlene´ od za´kladn´ı verze Oracle
databa´ze. Na´stroje AWR a ADDM jsou licencovane´ – Oracle vyzˇaduje specia´ln´ı licenci pro
prˇ´ıstup k nim.
Na´stroj Active Session History (ASH) sesta´va´ z dat jednotlivy´ch databa´zovy´ch relac´ı,
ktera´ jsou sn´ıma´na kazˇdou sekundu a ukla´da´na do kruhove´ vyrovna´vac´ı pameˇti, ktera´
je umı´steˇna v cˇa´sti pameˇti RAM, ktera´ je vyuzˇ´ıva´na vsˇemi procesy Oracle databa´ze.
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Kazˇda´ databa´zova´ relace je oznacˇena jako aktivn´ı tak dlouho, dokud necˇeka´ na uda´lost,
ktera´ prˇ´ıslusˇ´ı do trˇ´ıdy cˇekan´ı oznacˇene´ jako Idle. Ladeˇn´ı databa´ze pomoc´ı ASH zahrnuje
pouzˇit´ı pohledu v$active session history a tabulek tzv. pracovn´ı schra´nky, jako je naprˇ´ıklad
wrh$active session history. ASH ukla´da´ neda´vnou historii aktivit sezen´ı, vcˇetneˇ uda´lost´ı
cˇeka´n´ı, a umozˇnˇuje tak prova´deˇt analy´zu vy´konnosti databa´ze jak nyn´ı, tak i v jej´ı neda´vne´
minulosti. Protozˇe je na´stroj ASH navrzˇen jako kruhova´ pameˇt’, drˇ´ıveˇji nashroma´zˇdeˇne´
informace jsou prˇepsa´ny novy´mi, pokud je trˇeba.
Dalˇs´ım pokrocˇily´m na´strojem je Automatic Database Diagnostic Monitor (ADDM).
Pouzˇ´ıva´ se pro automaticke´ monitorova´n´ı a diagnostiku proble´mu˚ databa´ze. ADDM mo-
nitoruje data ulozˇena´ v pracovn´ı schra´nce a generuje doporucˇen´ı pro vyladeˇn´ı databa´ze
v oblastech jako je vyuzˇit´ı CPU, spra´va prˇipojen´ı k databa´zi, V/V operace, atd.
2.5 Na´stroj AWR – Automatic Workload Repository
Pokud jsme chteˇli v drˇ´ıveˇjˇs´ıch verz´ıch Oracle databa´ze zaznamena´vat data starsˇ´ı nezˇ jen
pa´r sekund nebo minut, bylo potrˇeba pouzˇ´ıt osobneˇ vytvorˇene´ procedury, STATSPACK
nebo aplikace trˇet´ıch stran. S verz´ı 10g vcˇlenˇuje do databa´ze samotne´ novou funkciona-
litu na´stroj Automatic Workload Repository (AWR), ktery´ vyuzˇ´ıva´ mnoho funkc´ı na´stroje
STATSPACK.
2.5.1 Struktura AWR
Na´stroj AWR je soucˇa´st´ı samotne´ databa´ze Oracle10g a vysˇsˇ´ı. To je jedna z jeho vy´hod
oproti na´stroji STATSPACK, zˇe se nemus´ı zvla´sˇt’ instalovat. AWR automaticky sb´ıra´ data
hned jak je databa´ze nainstalovana´ a beˇzˇ´ıc´ı. Narozd´ıl od na´stroje STATSPACK, kde bylo
potrˇeba nastavit frekvenci porˇizova´n´ı sn´ımk˚u a potom nastavit pla´novacˇ jejich porˇizova´n´ı,
AWR sn´ıma´ statistiky kazˇdy´ch 30 minut. Tento interval mu˚zˇe by´t ale uzˇivatelem zmeˇneˇn.
Z´ıskana´ data jsou v AWR ulozˇena po dobu sedmi dn˚u a pote´ jsou automaticky smaza´na.
Data jsou do AWR ukla´da´na pomoc´ı novy´ch proces˚u s na´zvem MMON a MMNL
(MMON Lite). Proces MMON je, mimo jine´, zodpoveˇdny´ za zobrazen´ı hla´sˇen´ı, ktera´ jsou
zobrazena jestlizˇe jsou nalezeny metriky, ktere´ prˇekrocˇily sve´ prahove´ hodnoty.
K prˇ´ıstupu k teˇmto dat˚um mu˚zˇe by´t take´ vyuzˇito na´stroje Oracle Enterpise Manager
(OEM), ktery´ ma´ pohodlne´ uzˇivatelske´ rozhran´ı.
AWR sesta´va´ z neˇkolika tabulek:
• dba hist active sess history
• dba hist baseline
• dba hist database instance
• dba hist snapshot
• dba hist sql plan
• dba hist wr control
Struktura tabulky dba hist active sess history je identicka´ se strukturou tabulky
v$active session history, pouze s vy´jimkou neˇkolika novy´ch pol´ı na zacˇa´tku s detailn´ımi in-
formacemi o tom, kdy a kde byla data sesb´ıra´na. Tato tabulka reprezentuje data, ktera´ jsou
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periodicky sb´ıra´na z pohledu v$active session history stejneˇ jako pomoc´ı na´stroje STAT-
SPACK.
2.5.2 Vytva´rˇen´ı zpra´v
Tak jak bylo v kapitole 2.3.2 uvedeno, zˇe STATSPACK generuje zpra´vy pomoc´ı dotazu
spreport.sql, tak i AWR poskytuje obdobnou funkcionalitu ve formeˇ skript˚u awrrpt.sql a
awrrpti.sql. Skript awrrpt.sql je velmi podobny´ skriptu spreport.sql, skript awrrpti.sql nav´ıc
obsahuje vytva´rˇen´ı zpra´v pro specificke´ databa´ze, kdyzˇ data z v´ıce databa´z´ı jsou ukla´da´na
do jednoho u´lozˇiˇsteˇ.
Skript awrrpt.sql poskytuje informace o cˇasove´m rozmez´ı, ktere´ zpra´va pokry´va´, o hos-
titeli, instanci, jme´nu databa´ze, mnozˇineˇ metrik, ukazatel˚u pro letme´ proveˇrˇen´ı funkcˇnosti
databa´ze, atd.
2.5.3 Skupina sn´ımk˚u a sn´ımky samotne´
Informace o databa´zi ve formeˇ skupiny sn´ımk˚u mohou by´t porovna´ny vzhledem k neˇjake´
jine´ skupineˇ sn´ımk˚u, pro zjiˇsteˇn´ı, zda databa´ze funguje le´pe, h˚urˇe nebo se nic nezmeˇnilo. Ta-
kove´to skupiny sn´ımk˚u se vytva´rˇej´ı pomoc´ı procedury
dbms workload repository.create baseline.
Sn´ımky samotne´ poma´haj´ı administra´torovi vzpomenout si na proble´my, ktere´ se v da-
taba´zi prˇihodily. Sn´ımek poskytuje mozˇnosti, jak si uchovat za´znam proble´mu˚, ktere´ zp˚uso-
buj´ı proble´my vy´konnosti databa´ze. Standardneˇ jsou sn´ımky porˇizova´ny kazˇdou hodinu
a jsou uchova´va´ny po dobu sedmi dn˚u. Tyto hodnoty vsˇak lze zmeˇnit pomoc´ı procedury
dbms workload repository.modify snapshot settings. Pla´nova´n´ı frekvence porˇizova´n´ı sn´ımk˚u
je analogicke´ jako u na´stroje STATSPACK.
DBMS_WORKLOAD_REPOSITORY.MODIFY_SNAPSHOT_SETTINGS(
retention IN NUMBER DEFAULT NULL,
interval IN NUMBER DEFAULT NULL,
dbid IN NUMBER DEFAULT NULL);
Cˇ´ıselne´ hodnoty pro uchova´n´ı sn´ımku a interval jejich porˇizova´n´ı maj´ı by´t uva´deˇny v mi-
nuta´ch. Pro oba je vy´choz´ı hodnota NULL. Pokud je hodnota NULL zada´na pro neˇkterou
z hodnot definuj´ıc´ı nastaven´ı frekvence porˇizova´n´ı sn´ımk˚u, ponecha´va´ se p˚uvodn´ı hodnota
beze zmeˇny. Pokud je parametr dbid opomenut nebo ponecha´n na NULL, procedura pouzˇije
aktua´ln´ı a loka´ln´ı parametr dbid.
Na´stroj AWR je spolu s na´strojem ASH nejd˚ulezˇiteˇjˇs´ım rozsˇ´ıˇren´ım databa´ze Oracle10g.
ASH udrzˇuje vzorky dat o sezen´ıch, ktere´ jsou pra´veˇ aktivn´ı a poskytuje tyto informace
pra´veˇ na´stroji AWR. Ten mu˚zˇeme povazˇovat za vestaveˇny´ syste´m pro ukla´da´n´ı statistik
o vy´konnosti databa´ze a zobrazova´n´ı zpra´v o nich, podobneˇ jako to umı´ STATSPACK.
Proto je AWR za´kladem pro mnoho tzv. samoladic´ıch vlastnost´ı Oracle10g databa´ze.
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Kapitola 3
Na´vrh aplikace
Pro na´vrh aplikace z cˇa´sti vyuzˇijeme mozˇnost´ı jazyka UML. Tento jazyk je v soucˇasne´
dobeˇ hojneˇ vyuzˇ´ıva´n v oboru zvane´m softwarove´ inzˇeny´rstv´ı. Jedna´ se o jazyk s grafic-
kou interpretac´ı, slouzˇ´ıc´ı pro vizualizaci, specifikaci, na´vrh a dokumentaci projekt˚u, jejichzˇ
na´pln´ı je vy´voj programove´ho vybaven´ı [41]. UML podporuje objektoveˇ orientovany´ prˇ´ıstup
k na´vrhovy´m prostrˇedk˚um, cozˇ je velmi vy´hodne´ z d˚uvodu, zˇe v dnesˇn´ı dobeˇ se jizˇ pouzˇ´ıva´
prˇeva´zˇneˇ objektoveˇ orientovany´ch programovac´ıch jazyk˚u. Dı´ky tomu mu˚zˇeme rychle a in-
tuitivneˇ prˇecha´zet z na´vrhu do implementace aplikace samotne´.
3.1 Prvotn´ı analy´za a pla´n na´vrhu
Prvn´ım krokem prˇi na´vrhu jake´hokoliv programove´ho vybaven´ı je specifikace neforma´ln´ıch
pozˇadavk˚u. Jedna´ se o zada´n´ı pozˇadavk˚u na program sepsane´ zadavatelem. Jde o cˇisteˇ tex-
tovou formu popisu. Na za´kladeˇ teˇchto pozˇadavk˚u bude vytvorˇena prvotn´ı analy´za aplikace,
na jej´ımzˇ za´kladeˇ bude da´le vytvorˇen pla´n projektu.
3.1.1 Neforma´ln´ı specifikace
Program, jenzˇ chceme vytvorˇit, ma´ shromazˇd’ovat, vyhodnocovat a v cˇloveˇku cˇitelne´ po-
dobeˇ zobrazovat informace o chodu Oracle databa´ze. Ma´ se jednat o klasickou aplikaci
s graficky´m uzˇivatelsky´m rozhran´ım (GUI), ktera´ se prˇipojuje k r˚uzny´m databa´zovy´m in-
stanc´ım a monitoruje jejich stav. Monitorova´n´ı databa´z´ı se prova´d´ı prostrˇednictv´ım modul˚u
aplikace, kde kazˇdy´ modul zjiˇst’uje a zobrazuje urcˇitou charakteristiku databa´ze, ke ktere´
je prˇipojen.
Graficke´ uzˇivatelske´ rozhran´ı
Z hlediska GUI se jedna´ o klasickou podobu aplikace, v jej´ımzˇ hlavn´ım okneˇ nalezneme
v horn´ı cˇa´sti liˇstu s menu, na n´ızˇ budou jednotliva´ menu slouzˇ´ıc´ı pro administraci aplikace
samotne´, seznamu databa´zovy´ch instanc´ı a take´ modul˚u, ktere´ v n´ı budou zaregistrova´ny.
Ve spodn´ı cˇa´sti bude tlacˇ´ıtkova´ liˇsta, v jej´ızˇ leve´ cˇa´sti bude tlacˇ´ıtko, ktere´ bude slouzˇit
k zobrazen´ı menu s kategoriemi modul˚u a s moduly uvnitrˇ teˇchto kategori´ı. Poklepa´n´ım na
polozˇku modulu bude vybrany´ modul spusˇteˇn. Po spusˇteˇn´ı modulu se ve spodn´ı liˇsteˇ objev´ı
tlacˇ´ıtko pra´veˇ pro ovla´da´n´ı okna spusˇteˇne´ho modulu.
Okno modulu se zobraz´ı v hlavn´ı cˇa´sti aplikace, tedy ve zbytku plochy okna mezi horn´ı
a spodn´ı liˇstou. Toto okno lze maximalizovat, minimalizovat, obnovit, podobneˇ jako to lze
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prova´deˇt s aplikacemi beˇzˇ´ıc´ımi v operacˇn´ıch syste´mech s grafickou na´dstavbou.
Databa´zove´ instance
Aplikace v sobeˇ bude mı´t zabudovany´ seznam databa´zovy´ch instanc´ı, ke ktery´m se bude
prˇipojovat a ktere´ bude zkoumat. Bude mozˇne´ registrovat nove´ instance, stejneˇ tak editovat
a odstranˇovat sta´vaj´ıc´ı, za prˇedpokladu, zˇe zˇa´dna´ databa´ze, jej´ızˇ nastaven´ı chceme meˇnit
nebo smazat, nebude v dany´ okamzˇik aktivn´ı.
Prˇipojit se k databa´zi bude mozˇne´ za beˇhu aplikace, prˇicˇemzˇ bude mozˇne´ se prˇipojit
k v´ıce databa´z´ım najednou. Bude take´ mozˇne´ se od databa´ze odpojit, ale pouze za prˇedpo-
kladu, zˇe nebude pouzˇ´ıva´na zˇa´dny´mi aktua´lneˇ beˇzˇ´ıc´ımi moduly.
Seznam databa´z´ı, ke ktery´m je aplikace prˇipojena, bude aplikace zprostrˇedkova´vat
spusˇteˇny´m modul˚um. Moduly se budou moci prˇipojit pouze k databa´z´ım, ktere´ naleznou
v tomto seznamu. Aplikace obhospodarˇuje pro kazˇdy´ modul vsˇechna jeho prˇipojen´ı k dane´
databa´zi (relace), tud´ızˇ, bude-li cht´ıt modul vytvorˇit novovou relaci k vybrane´ databa´zi,
mus´ı o to aplikaci pozˇa´dat. Ta prˇ´ıslusˇne´ prˇipojen´ı inicializuje a prˇeda´ jej modulu. Apli-
kace v sobeˇ pro kazˇdy´ modul uchova´va´ jemu poskytnute´ databa´zove´ relace a prˇi ukoncˇen´ı
cˇinnosti modulu vsˇechna tato prˇipojen´ı odpoj´ı, neucˇin´ı-li tak modul sa´m .
Moduly
Moduly budou tvorˇit vy´konnou cˇa´st aplikace. Kazˇdy´ modul bude samostatna´ aplikace,
ktera´ bude mı´t svoji aplikacˇn´ı logiku a svoje GUI uzp˚usobene´ tak, aby vhodneˇ zobrazovalo
vy´sledky monitorova´n´ı dane´ databa´ze. Jelikozˇ modul bude mı´t svoje vlastn´ı GUI, bude tedy
plneˇ za´viset na jeho naprogramova´n´ı, jaky´m zp˚usobem bude s uzˇivatelem komunikovat
a jake´ akce bude uzˇivateli poskytovat nad sebou sama. Acˇkoliv moduly maj´ı by´t plneˇ
autonomn´ı, musej´ı spolupracovat s aplikac´ı, ktera´ jim pro jejich chod bude poskytovat
za´zemı´, hlavneˇ co se ty´ka´ databa´zovy´ch prˇipojen´ı k vybrane´ databa´zi.
3.1.2 Prvotn´ı analy´za pozˇadavk˚u
Na za´kladeˇ neforma´ln´ı specifikace aplikace lze odvodit, zˇe se jedna´ o klasickou aplikaci
s graficky´m uzˇivatelsky´m rozhran´ım. Aplikace jako takova´ slouzˇ´ı jako podp˚urny´ prostrˇedek
pro beˇh jednotlivy´ch modul˚u. Jej´ım hlavn´ım u´kolem je administrovat seznam databa´zovy´ch
instanc´ı a modul˚u.
Pro administraci modul˚u bude nutne´ implementovat manazˇera kategori´ı a modul˚u, ktery´
bude prova´deˇt vesˇkere´ operace nad seznamem modul˚u a take´ nad seznamem kategori´ı, ktere´
bude, stejneˇ jako moduly, mozˇne´ vytva´rˇet, editovat a mazat. Stejne´ho manazˇera budeme
muset vytvorˇit pro administraci databa´z´ı.
Je zbytecˇne´ uvazˇovat o neˇjake´m syste´mu rˇ´ızen´ı ba´ze dat (SRˇDB), do ktere´ho budeme
ukla´dat informace o zaregistrovany´ch kategori´ıch, modulech i databa´z´ıch. Informac´ı o jed-
nom modulu, kategorii cˇi databa´zi bude minimum a celkovy´ pocˇet modul˚u, kategori´ı i
databa´z´ı nebude nikterak obsa´hly´, bude se jednat o rˇa´doveˇ des´ıtky. Pro tyto u´daje si plneˇ
vystacˇ´ıme s mozˇnostmi r˚uzny´ch forma´t˚u soubor˚u, jako je naprˇ´ıklad forma´t XML. Tyto sou-
bory ulozˇ´ıme jednodusˇe do souborove´ho syste´mu, ve ktere´m bude aplikace nainstalova´na.
Kazˇdy´ spusˇteˇny´ modul bude mı´t svoje vlastn´ı okno, zasazene´ uvnitrˇ pracovn´ı plochy
aplikace, a tlacˇ´ıtko na spodn´ı tlacˇ´ıtkove´ liˇsteˇ, pomoc´ı ktere´ho bude mozˇne´ ovla´dat zmı´neˇne´
okno modulu. Inspiraci lze vz´ıt naprˇ. z operacˇn´ıho syste´mu Windows.
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Prˇestozˇe moduly budou autonomn´ı aplikace, budou u´zce spolupracovat s aplikac´ı sa-
motnou a budou jej´ı soucˇa´st´ı. Proto je nutne´ vytvorˇit jednoduche´ aplikacˇn´ı programovac´ı
rozhran´ı (API), ktere´ mus´ı kazˇdy´ modul implementovat a vyuzˇ´ıvat.
Vzhledem k tomu, zˇe mus´ı by´t mozˇne´ moduly do aplikace prˇida´vat a spousˇteˇt dynamicky
za beˇhu aplikace, je trˇeba navrhnout a implementovat vhodne´ programove´ vybaven´ı. Jako
nejvhodneˇjˇs´ı se zda´ vyuzˇit´ı funkcionality zvane´ Java reflexe, kterou poskytuje vy´vojova´
sada spolecˇnosti Sun Microsystems, zvana´ Java Development Kit (JDK). Java reflexe bude
pouzˇita pro dynamicke´ vytva´rˇen´ı instanc´ı trˇ´ıd, v kombinaci s JAR arch´ıvem jako vy´stupn´ı
formou vytvorˇene´ho modulu. Musej´ı vsˇak by´t da´na urcˇita´ pravidla, jezˇ musej´ı by´t prˇi im-
plementaci modulu dodrzˇena, aby tato kombinace byla funkcˇn´ı. Prˇedevsˇ´ım bude trˇeba,
aby vytvorˇeny´ modul implementoval prˇ´ıpadna´ rozhran´ı cˇi definoval trˇ´ıdy odvozene´ z abs-
traktn´ıch trˇ´ıd, ktere´ bude poskytovat jizˇ zminˇovane´ API pro tvorbu modul˚u, protozˇe pouze
takto lze dosa´hnout c´ılene´ funkcˇnosti.
Jelikozˇ kazˇdy´ modul bude beˇzˇet neza´visle na ostatn´ıch, je potrˇeba, aby meˇl sv˚uj vlastn´ı
adresovy´ prostor a meˇl pro sv˚uj vy´pocˇet prˇideˇlen urcˇity´ cˇas procesoru. Proto bude vhodne´,
aby kazˇdy´ modul beˇzˇel ve sve´m vla´kneˇ, ktere´ mu bude da´no jizˇ prˇi spusˇteˇn´ı na za´kladeˇ
API, ktere´ bude implementovat. Bude-li cht´ıt vyuzˇ´ıvat v´ıce vla´ken, bude za´lezˇet jizˇ na
implementaci kazˇde´ho modulu zvla´sˇt’.
3.1.3 Napla´nova´n´ı projektu
Vy´voj aplikace bude prova´deˇn v neˇkolika etapa´ch. Nejdrˇ´ıve bude vytvorˇena aplikacˇn´ı logika
a GUI aplikace, aby bylo vytvorˇeno za´zemı´ pro beˇh modul˚u. Jedna´ se prˇedevsˇ´ım o rozmı´steˇn´ı
graficky´ch komponent a implementaci reakc´ı na jejich pouzˇit´ı. Konkre´tneˇ ma´me na mysli
okna modul˚u a tlacˇ´ıtka odpov´ıdaj´ıc´ı teˇmto okn˚um, umı´steˇna´ na spodn´ı tlacˇ´ıtkove´ liˇsteˇ, aby
byly tyto prvky korektneˇ propojeny.
Da´le je trˇeba implementovat manazˇery modul˚u, kategori´ı a databa´z´ı. Je nutne´ zvolit a
naprogramovat vhodne´ u´lozˇiˇsteˇ dat pro tyto manazˇery a implementovat operace nad teˇmito
seznamy.
Dalˇs´ı fa´z´ı projektu je nastudova´n´ı, vyzkousˇen´ı a implementace nacˇ´ıta´n´ı a spousˇteˇn´ı
modul˚u dynamicky za beˇhu aplikace. S t´ım souvis´ı take´ implementace vla´ken a na za´veˇr
bude trˇeba vytvorˇit API pro tvorbu modul˚u, jehozˇ funkcionality musej´ı moduly vyuzˇ´ıvat
pro spojen´ı s aplikac´ı.
V posledn´ı fa´zi jizˇ z˚usta´va´ implementace modul˚u. Hlavn´ı na´pln´ı modul˚u je samozrˇejmeˇ
monitorova´n´ı urcˇity´ch statistik a vlastnost´ı Oracle databa´ze. Statistiky budou sb´ıra´ny
veˇtsˇinou z pohled˚u mechanismu Wait Interface. Bude nutne´ prostudovat vsˇechny souvis-
losti, ktere´ se zobrazovany´mi statistikami souvisej´ı.
S t´ım take´ souvis´ı problematika zobrazen´ı z´ıskany´ch dat v cˇloveˇku srozumitelne´ podobeˇ,
prˇedevsˇ´ım pomoc´ı graf˚u. Je potrˇeba nastudovat r˚uzne´ knihovny, ktere´ se vykreslova´n´ım
graf˚u v jazyce Java zaby´vaj´ı, jejich mozˇnosti, omezen´ı, licencˇn´ı politiku, jednoduchost a
prˇedevsˇ´ım vhodnost nasazen´ı v nasˇ´ı aplikaci.
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Obra´zek 3.1: Diagram prˇ´ıpad˚u uzˇit´ı aplikace.
3.2 Diagram prˇ´ıpad˚u uzˇit´ı
Diagram prˇ´ıpad˚u uzˇit´ı, viz. obra´zek 3.1, je jaky´si prˇehled vsˇech u´kon˚u, ktere´ mu˚zˇou akte´rˇi
s aplikac´ı prova´deˇt. V kontextu cele´ho procesu na´vrhu programu je tento diagram posledn´ım
krokem, kdy se na navrhovanou aplikaci d´ıva´me z pohledu koncove´ho uzˇivatele, nebo-li
z hlediska toho, co vsˇechno by meˇla aplikace umeˇt.
Vsˇechny prˇ´ıpady uzˇit´ı jsou vztazˇeny na jednoho akte´ra. Nema´me definovanou zˇa´dnou
hierarchii uzˇivatelsky´ch pra´v, jelikozˇ aplikace jako takova´ je, d´ıky sve´mu charakteru, sama
o sobeˇ zameˇrˇena´ na u´zkou skupinu uzˇivatel˚u. Prˇedpokla´da´ se tedy, zˇe uzˇivatel je znaly´ dane´
problematiky a za´lezˇ´ı na neˇm, jak bude celou aplikaci vyuzˇ´ıvat.
Roli akte´ra pojmenovanou intuitivneˇ Uzˇivatel mu˚zˇeme oznacˇit jako roli superuzˇivatele
cˇi administra´tora se vsˇemi atributy, ktery´mi je tato role charakteristicka´.
Diagram je kategoricky rozdeˇlen na cˇtyrˇi oblasti. Podle prˇirovna´n´ı z kapitoly 3.1.2, kde
jsme uvedli, zˇe aplikace sama o sobeˇ slouzˇ´ı pouze jako na´stroj pro administraci prostrˇedk˚u,
se ktery´mi operuje vy´konne´ ja´dro v podobeˇ modul˚u, je diagram prˇ´ıpad˚u uzˇit´ı rozdeˇlen na
oblasti, ktere´ spolu v ra´mci administrace prostrˇedk˚u u´zce souvisej´ı.
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Vpravo nahorˇe je kategorie obsahuj´ıc´ı vy´cˇet operac´ı souvisej´ıc´ıch s registrac´ı modul˚u a
kategori´ı. Vycha´z´ıme ze zada´n´ı, ktere´ rˇ´ıka´, zˇe jednotlive´ moduly musej´ı by´t organizova´ny
v kategori´ıch. Proto aplikace mus´ı uzˇivateli umozˇnˇovat vytva´rˇen´ı, editaci a maza´n´ı kategori´ı
modul˚u.
Teprve s mozˇnostmi spra´vy kategori´ı je mozˇne´ da´le pracovat prˇ´ımo s moduly samotny´mi.
Editace modul˚u nen´ı mozˇna´, jelikozˇ modul je samostatny´ program, jehozˇ konfigurace a
funkcionalita je dana´ programem, ktery´ nelze upravit. Prˇ´ıpad uzˇit´ı Smazat kategorii v sobeˇ
zahrnuje prˇ´ıpad uzˇit´ı Smazat modul. To je zde zobrazeno proto, zˇe prˇi maza´n´ı kategorie je
provedeno smaza´n´ı vesˇkery´ch modul˚u, ktere´ jsou evidova´ny uvnitrˇ kategorie, kterou chceme
smazat. Analogicky k vy´sˇe uvedene´mu prˇ´ıpadu uzˇit´ı, prˇeje-li si uzˇivatel spustit modul, mus´ı
si nejdrˇ´ıve zobrazit nab´ıdku s kategoriemi a moduly, aby z te´to nab´ıdky mohl zvoleny´ modul
spustit. Posledn´ım prˇ´ıpadem uzˇit´ı z te´to oblasti je zavrˇen´ı vsˇech modul˚u, ktere´ vyuzˇ´ıva´ im-
plementace funkcionality obstara´vaj´ıc´ı zavrˇen´ı modulu, tentokra´t vsˇak pro vsˇechny spusˇteˇne´
moduly najednou.
Ostatn´ı trˇi oblasti diagramu prˇ´ıpad˚u uzˇit´ı jsou vy´mluvne´ samy o sobeˇ. Za zvy´razneˇn´ı
stoj´ı uzˇ pouze prˇ´ıpad uzˇit´ı v oblasti nazvane´ Operace se spusˇteˇny´m modulem, se strohy´m
na´zvem ”...“ , jezˇ ma´ za u´kol informovat o tom, zˇe se spusˇteˇny´mi moduly lze prova´deˇt jesˇteˇ
dalˇs´ı operace, ktere´ ale nejsme schopni v soucˇasne´ dobeˇ prˇesneˇ definovat. Jedna´ se totizˇ
o operace, ktere´ jsou da´ny implementac´ı kazˇde´ho vytvorˇene´ho modulu zvla´sˇt’. Neza´visej´ı
na nasˇem na´vrhu nebo na pozˇadavc´ıch zadavatele na funkcionalitu aplikace, ny´brzˇ na
pozˇadavc´ıch kladeny´ch na kazˇdy´ modul zvla´sˇt’.
3.2.1 Specifikace prˇ´ıpad˚u uzˇit´ı
Jednotlivy´ prˇ´ıpad uzˇit´ı charakterizuje podrobneˇ konkre´tn´ı postup, ktery´ je krok za krokem
prova´deˇn za u´cˇelem proveden´ı pozˇadovane´ akce uzˇivatelem. Kazˇdy´ takovy´ specificky´ prˇ´ıpad
uzˇit´ı ma´ sv˚uj na´zev, jednoznacˇny´ identifika´tor, ktery´ je zde pro dobrou orientaci ve vsˇech
prˇ´ıpadech uzˇit´ı, hlavneˇ z d˚uvodu, aby bylo videˇt, ktere´ alternativn´ı cˇi chybove´ toky patrˇ´ı ke
ktere´mu prˇ´ıpadu uzˇit´ı. Da´le jsou vyjmenovan´ı akte´rˇi, kterˇ´ı se dane´ akce u´cˇastn´ı. Jesˇteˇ prˇed
zacˇa´tkem prova´deˇn´ı musej´ı by´t specifikova´ny prˇedpoklady, cozˇ jsou, da´ se rˇ´ıct, podmı´nky,
ktere´ musej´ı by´t splneˇny, aby dana´ akce bezchybneˇ probeˇhla. Na´sleduje posloupnost ope-
rac´ı vedouc´ı k rˇa´dne´mu a u´speˇsˇne´mu dokoncˇen´ı pozˇadovane´ akce a definice na´sledny´ch
podmı´nek.
V teˇchto specifikac´ıch je popsa´no [44]:
• co syste´m deˇla´, ale ne jak to deˇla´
• jak a kdy cˇinnost zacˇ´ına´ a koncˇ´ı
• kdy ma´ syste´m interakce s akte´rem
• ktere´ u´daje jsou meˇneˇny
• jake´ kontroly vstupn´ıch u´daj˚u jsou prova´deˇny
• za´kladn´ı, alternativn´ı a chybove´ pr˚ubeˇhy
Alternativn´ımi toky oznacˇujeme postupy, ktere´ vedou take´ ke spra´vne´mu dokoncˇen´ı
pozˇadovane´ akce, ale neprˇ´ımy´m zp˚usobem. Typicky se jedna´ o nestandardn´ı situaci vzniklou
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uvnitrˇ hlavn´ıho toku prˇ´ıpadu uzˇit´ı. V alternativn´ım toku potom prova´d´ıme kroky, ktere´ na
vzniklou nestandardn´ı situaci reaguj´ı a smeˇrˇuj´ı k u´speˇsˇne´mu dokoncˇen´ı operace.
Oproti tomu chybove´ toky zobrazuj´ı postupy prˇi vzniku chyby beˇhem hlavn´ıho toku,
ktera´ nen´ı slucˇitelna´ s korektn´ım dokoncˇen´ım dane´ akce a popisuje co v tomto prˇ´ıpadeˇ
aplikace provede.
Specifikace prˇ´ıpad˚u uzˇit´ı pro nasˇi aplikaci odpov´ıdaj´ıc´ı diagramu prˇ´ıpad˚u uzˇit´ı z obra´zku
3.1 jsou uvedeny v prˇ´ıloze A.
3.3 Na´vrh architektury
Prˇi vy´beˇru modelu architektury je mozˇne´ zvolit prakticky mezi dveˇmi architekturami:
• Klasicky´ model – Oddeˇluje datovy´ model od uzˇivatelske´ho rozhran´ı s rˇ´ıd´ıc´ı logikou
• Model – View – Controller (MVC) – Oddeˇluje datovy´ model, uzˇivatelske´ rozhran´ı
a rˇ´ıd´ıc´ı logiku
Klasicky´ model architektury, nazy´vany´ Model 1, oddeˇluje uzˇivatelske´ rozhran´ı s aplikacˇn´ı
logikou od datove´ho modelu. Druha´ architektura vycha´z´ı z prˇedchoz´ı a jej´ı odliˇsnost spocˇ´ıva´
v oddeˇlen´ı aplikacˇn´ı logiky od uzˇivatelske´ho rozhran´ı prˇi zachova´n´ı oddeˇlen´ı datove´ cˇa´sti.
MVC je vhodna´ prˇedevsˇ´ım a hlavneˇ pro pouzˇit´ı pro webove´ aplikace. Komponenta Model
zahrnuje datovy´ model, tedy perzistentn´ı data aplikace (veˇtsˇinou databa´ze) spolu s aplikacˇn´ı
logikou nutnou k prova´deˇn´ı operac´ı nad modelem dat. Komponenta View se stara´ o zob-
razen´ı urcˇeny´ch dat koncove´mu uzˇivateli, cˇili ma´ na starosti spra´vu uzˇivatelske´ho rozhran´ı.
Posledn´ı cˇa´st zvana´ Controller je mezicˇla´nek mezi prvn´ımi dveˇma cˇa´stmi architektury. Re-
gistruje pozˇadavky uzˇivatelske´ho rozhran´ı a prˇeda´va´ je ke zpracova´n´ı aplikacˇn´ı logikou a
naopak urcˇuje, jak ma´ uzˇivatelske´ rozhran´ı nalozˇit s daty prˇedany´mi datovou cˇa´st´ı.
Struktura modelu MVC:
• Model – Reprezentuje informace, s nimizˇ aplikace pracuje
• View – Prˇeva´d´ı data do podoby vhodne´ k prezentaci
• Controller – Reaguje na uda´losti, zajiˇst’uje zmeˇny v pohledu (view) a modelu
V nasˇ´ı aplikaci pouzˇijeme architekturu MVC. Princip oddeˇlen´ı aplika-cˇn´ı logiky, GUI
a datove´ cˇa´sti je velmi uzˇitecˇny´, je flexibilneˇjˇs´ı, prˇehledneˇjˇs´ı a hlavneˇ cˇitelneˇjˇs´ı. Dı´ky sve´
strukturˇe je jednodusˇsˇ´ı definovat, ktere´ cˇinnosti patrˇ´ı do ktere´ vrstvy architektury.
Za cˇa´st architektury nazvane´ Model budeme povazˇovat trˇ´ıdy a objekty, ktere´ se staraj´ı
o spra´vu seznamu databa´z´ı a modul˚u cˇi kategori´ı. Jejich u´kolem je poskytnout takove´
rozhran´ı, s jehozˇ vyuzˇit´ım budeme schopni prova´deˇt vesˇkere´ potrˇebne´ operace. Za´rovenˇ,
v souladu s pojmem zapouzdrˇen´ı z terminologie OOP, zast´ın´ıme detaily pra´ce s teˇmito
seznamy, jako je zp˚usob jejich ulozˇen´ı (SRˇDB, ulozˇen´ı do souboru, naprˇ. ve forma´tu XML,
. . . ), s cˇ´ımzˇ jde ruku v ruce take´ zp˚usob z´ıska´va´n´ı, editace a vkla´da´n´ı dat, apod.
Komponenta View obsahuje vesˇkere´ graficke´ komponenty aplikace. Sem patrˇ´ı hlavn´ı
okno aplikace. Da´le graficka´ prostrˇed´ı vsˇech manazˇer˚u aplikace, tedy okna manazˇer˚u a
vsˇech dialogovy´ch oken, ktere´ jsou skrze manazˇery vyvola´va´na.
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Vrstvu Controller cha´peme jako prostrˇedn´ıka mezi prˇedchoz´ımi dveˇmi komponentami.
Vrstva Controller zpracova´va´ signa´ly, ktere´ jsou inicializova´ny uzˇivatelem aplikace skrze
prvky graficke´ho uzˇivatelske´ho rozhran´ı komponenty View. Na za´kladeˇ teˇchto zpra´v prova´d´ı
operace vedouc´ı k zˇa´dane´mu c´ıli, prˇicˇemzˇ, je-li to nutne´, vyuzˇ´ıva´ mozˇnost´ı komponenty Mo-
del, resp. jej´ıch slozˇek. V mnoha prˇ´ıpadech je trˇeba vy´sledek provedene´ akce opeˇt zobrazit,
cˇili komunikace mezi komponentami View a Controller je obousmeˇrna´.
Da´ se rˇ´ıct, zˇe komponenty View a Model jsou striktneˇ oddeˇleny a jedna o druhe´ nema´
zˇa´dne´ informace, ani o jejich samotne´ existenci, acˇkoliv jde prˇedevsˇ´ım o graficke´ zobrazen´ı
dat. Vsˇechno je prova´deˇno prostrˇednictv´ım vrstvy Controller.
3.4 Diagram bal´ık˚u
Obra´zek 3.2: Diagram bal´ık˚u
Vyv´ıjena´ aplikace vsˇak nen´ı staveˇna´ tak, zˇe se skla´da´ z jedne´ trˇ´ıdy View, Controller a
Model. Kazˇda´ vrstva architektury se skla´da´ z veˇtsˇ´ıho pocˇtu trˇ´ıd, ktere´ definuj´ı a implemen-
tuj´ı operace pro neˇkolik logicky´ch celk˚u, ktere´ dohromady tvorˇ´ı celou aplikaci.
Za´kladn´ı cˇleneˇn´ı teˇchto trˇ´ıd prova´d´ıme podle toho, ktery´ prvek architektury implemen-
tuj´ı. Trˇ´ıdy rozcˇlenˇujeme do tzv. bal´ık˚u. Propojen´ı teˇchto bal´ık˚u ukazuje, jak spolu bal´ıky
spolupracuj´ı.
Kromeˇ za´kladn´ıch trˇ´ı bal´ık˚u, ktere´ rozdeˇluj´ı aplikaci podle architektury aplikace, je zde
nav´ıc jesˇteˇ jeden bal´ık s na´zvem Module, ktery´ abstrahuje modul, ktery´ uvnitrˇ aplikace beˇzˇ´ı.
Teˇchto modul˚u mu˚zˇe by´t samozrˇejmeˇ v´ıc, ale kvantita na´s momenta´lneˇ nezaj´ıma´, jde tady
pouze o jake´si rozcˇleneˇn´ı, abychom veˇdeˇli, ktere´ operace se ty´kaj´ı modul˚u a ktere´ samotne´
aplikace.
Architektura modul˚u z˚usta´va´ stejna´, tedy MVC, cozˇ naznacˇuj´ı bal´ıky vnorˇene´ bal´ıku
Module. Nelze vsˇak prˇehle´dnout zna´zorneˇn´ı, zˇe samotny´ bal´ık Module nen´ı akte´rem zˇa´dne´
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komunikace v ra´mci aplikace. Jediny´m, kdo je v ra´mci modulu s aplikac´ı schopen komuni-
kovat s aplikac´ı, je vrstva Controller modulu. Tuto skutecˇnost mu˚zˇeme nazvat protokolem
komunikace mezi beˇzˇ´ıc´ım modulem a aplikac´ı samotnou.
Dı´ky tomuto rozlozˇen´ı aplikace definujeme komunikacˇn´ı kana´ly mezi jednotlivy´mi trˇ´ıda-
mi, resp. mezi vrstvami architektury. Cˇ´ım uzˇsˇ´ı je komunikacˇn´ı linka mezi jednotlivy´mi
bal´ıky, t´ım je cˇitelneˇjˇs´ı a prˇehledneˇjˇs´ı. Komunikacˇn´ı linky jsou tvorˇeny tak, aby jich mezi
bal´ıky bylo co nejme´neˇ. V ra´mci bal´ıku mohou trˇ´ıdy komunikovat te´meˇrˇ libovolny´m zp˚usobem,
prˇicˇemzˇ pokud chce neˇktera´ trˇ´ıda z jednoho bal´ıku komunikovat s trˇ´ıdou z jine´ho bal´ıku,
mus´ı veˇdeˇt, zˇe j´ı k tomu slouzˇ´ı ta a ta komunikacˇn´ı linka. Rozcˇleneˇn´ım aplikace do bal´ık˚u se
snazˇ´ıme vyhnout situaci, kdy kazˇda´ trˇ´ıda komunikuje s jinou trˇ´ıdou nahodile, cozˇ zp˚usobuje
zcela neprˇehlednou strukturu programu.
3.5 Diagram trˇ´ıd
Oproti diagramu bal´ık˚u aplikace na´m diagram trˇ´ıd poskytuje detailneˇjˇs´ı pohled na strukturu
navrhovane´ aplikace. Kromeˇ bal´ık˚u, jejichzˇ strukturu zachova´va´, zobrazuje konkre´tn´ı trˇ´ıdy,
ktere´ jsou soucˇa´st´ı vy´sledne´ aplikace, a vztahy mezi nimi.
Jedna´ se o konceptua´ln´ı diagram, je tedy nutne´ se na neˇj d´ıvat s nadhledem. Nelze jej
bra´t jako za´vazny´ prˇedpis pro implementaci aplikace z pohledu definice trˇ´ıd a jejich atribut˚u
a operac´ı. Tyto jsou sp´ıˇse na´vrhem z hlediska koncepce aplikace. Jejich u´kolem je prˇibl´ızˇit,
ktere´ funkce a vlastnosti jsou pro konkre´tn´ı trˇ´ıdu charakteristicke´ a ktere´ jsou z hlediska
jej´ıho vy´znamu steˇzˇejn´ı a d´ıky nimzˇ je patrne´, co se od dane´ trˇ´ıdy ocˇeka´va´ a k cˇemu ma´
slouzˇit.
Naprˇ. trˇ´ıda Databa´zovy´ kontrole´r aplikace by meˇla poskytovat operace pro pra´ci
s databa´zemi aplikace. Ve spolupra´ci s modelem by meˇla by´t schopna registrovat nove´ da-
taba´zove´ instance, editovat vlastnosti sta´vaj´ıc´ıch a take´ je mazat
(operace vytvorˇDataba´zi(), upravDataba´zi() a odstranˇDataba´zi()).
V souvislosti s teˇmito operacemi mus´ı ovla´dat zobrazen´ı graficke´ho rozhran´ı, ktere´
uzˇivateli poskytuje prostrˇedky pro operace (zobrazDataba´zovy´Manazˇer(),
zobrazDialogNove´Databa´ze() a zobrazDialogUpravenı´Databa´ze()), tedy mus´ı spolu-
pracovat s komponentou View.
Posledn´ım typem operac´ı je vytva´rˇen´ı instanc´ı databa´zovy´ch prˇipojen´ı pro moduly a
jejich spra´va. Funguje jako nadrˇazeny´ spra´vce, ktery´ je modulem pozˇa´da´n o z´ıska´n´ı instance
databa´zove´ho prˇipojen´ı k neˇktere´ databa´zi. Tato trˇ´ıda jej vytvorˇ´ı a prˇeda´ mu jej, za´rovenˇ
si vsˇak ale uchova´ informaci o jeho vytvorˇen´ı a je-li trˇeba, vsˇechna tato prˇipojen´ı deakti-
vuje, naprˇ. prˇi ukoncˇen´ı modulu, pokud to neimplementuje modul sa´m. Tuto funkcionalitu
popisuj´ı operace vytvorˇNove´Prˇipojenı´() a odstranˇVsˇechnaPrˇipojenı´Modulu().
Vztahy, ktere´ jsou v diagramu mezi trˇ´ıdami vyznacˇeny, definuj´ı strukturu cˇi slozˇen´ı
teˇchto trˇ´ıd. Uda´vaj´ı, zˇe jedna trˇ´ıda je, mimo jine´, slozˇena ze trˇ´ıdy druhe´, prˇ´ıpadneˇ z neˇkolika
trˇ´ıd z druhe´ho konce vztahu. Pro pochopen´ı vy´znamu udejme prˇ´ıklad, prˇicˇemzˇ vyuzˇijeme,
stejneˇ jako v prˇedchoz´ım prˇ´ıkladu, trˇ´ıdy Databa´zovy´ kontrole´r aplikace.
Tato trˇ´ıda ma´ s trˇ´ıdami Otevrˇena´ DB prˇipojenı´ modulu˚,
Aktivnı´ DB prˇipojenı´ aplikace a Seznam DB kontrole´ru˚ modulu˚ definova´n vztah kom-
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Obra´zek 3.3: Diagram trˇ´ıd
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pozice1 (specia´ln´ı typ agregace2). To znamena´, zˇe trˇ´ıda Otevrˇena´ DB prˇipojenı´ modulu˚
obsahuje instance objekt˚u teˇchto trˇ´ıd. Kardinalita tohoto vztahu je 1, cozˇ znamena´, zˇe trˇ´ıda
Otevrˇena´ DB prˇipojenı´ modulu˚ dane´ instance obsahuje pra´veˇ jednou.
Analogicky mu˚zˇeme sledovat vztahy take´ v bal´ıku View mezi trˇ´ıdami Okno aplikace,
Tlacˇı´tkova´ lisˇta, Plocha, Tlacˇı´tko START a Vyskakovacı´ menu modulu. Na za´kladeˇ
toho odvod´ıme, zˇe Okno aplikace obsahuje pra´veˇ jednu instanci trˇ´ıd Plocha, Tlacˇı´tkova´
lisˇta a Vyskakovacı´ menu modulu a protozˇe se jedna´ o trˇ´ıdy definovane´ v bal´ıku View,
takzˇe se nejsp´ıˇs jedna´ o graficke´ prvky, tak se lze dovt´ıpit, zˇe Okno aplikace by mohlo
by´t okno aplikace obsahuj´ıc´ı pra´veˇ jednu tlacˇ´ıtkovu liˇstu, plochu, na n´ızˇ se zobrazuj´ı okna
modul˚u, atd. Da´le mu˚zˇeme odvodit, zˇe tlacˇ´ıtkova´ liˇsta obsahuje pra´veˇ jedno tlacˇ´ıtko START
- trˇ´ıda Tlacˇı´tko START.
Vra´t´ıme-li se zpeˇt ke trˇ´ıdeˇ Databa´zovy´ kontrole´r aplikace, resp. ke trˇ´ıdeˇ
Otevrˇena´ DB prˇipojenı´ modulu˚, postrˇehneme, zˇe definuje jesˇteˇ jeden vztah a sice ke trˇ´ıdeˇ
Databa´zove´ prˇipojenı´. Nyn´ı se vsˇak jedna´ o vztah typu asociace3 s kardinalitou 0..*,
cozˇ znamena´, zˇe trˇ´ıda Otevrˇena´ DB prˇipojenı´ modulu˚ mu˚zˇe obsahovat N instanc´ı ob-
jektu trˇ´ıdy Databa´zove´ prˇipojenı´. Mu˚zˇeme si to prˇedstavit naprˇ. tak, zˇe Otevrˇena´ DB
prˇipojenı´ modulu˚ je z hlediska programovac´ıho jazyka promeˇnna´, do ktere´ lze vkla´dat
v´ıce hodnot, tedy pole, seznam, vektor, apod. a hodnoty, ktere´ do n´ı vkla´da´me, jsou pra´veˇ
instance objektu trˇ´ıdy Databa´zove´ prˇipojenı´.
Na prˇedchoz´ıch prˇ´ıkladech jsme uka´zali, jak se na diagram trˇ´ıd d´ıvat a jak jej cha´pat.
Definovali jsme tedy jaky´si koncept, od ktere´ho by se meˇl da´le na´vrh aplikace odv´ıjet.
Za´rovenˇ jsme kazˇdou trˇ´ıdu zarˇadili do neˇktere´ho z bal´ık˚u. Struktura bal´ık˚u i jejich na´zvy
odpov´ıdaj´ı komponenta´m architektury MVC, cˇ´ımzˇ jsme chteˇli uka´zat, ktere´ trˇ´ıdy patrˇ´ı do
ktere´ vrstvy architektury aplikace.
3.6 Diagramy interakce
Diagramem trˇ´ıd jsme definovali a popsali statickou strukturu aplikace. To ale samo o sobeˇ
nestacˇ´ı. Acˇkoliv jsme schopni na za´kladeˇ diagramu trˇ´ıd ra´mcoveˇ pochopit strukturu, nejsme
schopni si prˇedstavit jak spolu objekty (instance trˇ´ıd) komunikuj´ı. Tato komunikace utva´rˇ´ı
rˇ´ızen´ı toku aplikace – urcˇuje posloupnost prova´deˇn´ı prˇ´ıkaz˚u procesorem v cˇase, cˇ´ımzˇ jsme
schopni zobrazit dynamickou cˇa´st aplikace.
Ke zna´zorneˇn´ı dynamicke´ho chova´n´ı aplikace slouzˇ´ı tzv. diagramy interakce, konkre´tneˇ
diagramy sekvencˇn´ı. Pomoc´ı nich mu˚zˇeme prˇehledneˇ uka´zat, jak spolu objekty spolupracuj´ı
a d´ıky existenci cˇasove´ osy jsme schopni rozpoznat i na´vaznost jednotlivy´ch krok˚u vy´pocˇtu.
Prvn´ı sekvencˇn´ı diagram na obra´zku 3.4 zna´zornˇuje proces spusˇteˇn´ı modulu. Ukazuje jak
jsou prova´za´ny jednotlive´ vrstvy architektury MVC a jak vza´jemneˇ spolupracuj´ı. Uzˇivatel
spolupracuje pouze s vrstvou View, kterou zde reprezentuj´ı objekty zobrazuj´ıc´ı chybova´
a ta´zac´ı dialogova´ okna a take´ posluchacˇ, ktery´ zaregistroval akci uzˇivatele, zˇe zadal akci
spusˇteˇn´ı modulu. Tento posluchacˇ pak da´le komunikuje s vrstvou Controller, j´ızˇ reprezentuje
1kompozice — Specia´ln´ı typ agregace, ve ktere´ dany´ objekt mu˚zˇe existovat pouze v ra´mci definovane´ho
celku, nikoliv samostatneˇ a mu˚zˇe by´t soucˇa´st´ı maxima´lneˇ jednoho celku
2agregace — Vztah mezi trˇ´ıdami, resp. objekty. Specia´ln´ı forma spojen´ı objekt˚u, ktera´ specifikuje vztah
mezi celkem a jeho cˇa´st´ı. Objekt ve vztahu definovana´ jako cˇa´st mu˚zˇe existovat i bez sve´ho celku. Cˇa´st mu˚zˇe
by´t soucˇa´st´ı r˚uzny´ch celk˚u.
3asociace — Obecna´ souvislost (vztah) objekt˚u.
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Obra´zek 3.4: Sekvencˇn´ı diagram zna´zornˇuj´ıc´ı proces spusˇteˇn´ı modulu.
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Kontrole´r modulu˚ aplikace. Ten prˇeb´ıra´ kontrolu nad prova´deˇn´ım dalˇs´ıch akc´ı spojeny´ch
se spusˇteˇn´ım modulu a sta´va´ se rˇ´ıd´ıc´ım prvkem tohoto procesu.
Na pocˇa´tku je akce uzˇivatele, kterou zaregistroval prˇ´ıslusˇny´ posluchacˇ. Ten si nejdrˇ´ıve
od kontrole´ru zjist´ı, zda je aplikace prˇipojena k alesponˇ jedne´ databa´zi. Pokud ne, zobraz´ı
se chybove´ hla´sˇen´ı, ktere´ mus´ı uzˇivatel potvrdit, cˇ´ımzˇ da´ najevo, zˇe s t´ım byl srozumeˇn
a podnikne prˇ´ıslusˇne´ dalˇs´ı kroky. Jestlizˇe aplikace k neˇjake´ databa´zi prˇipojena´ je, posˇle
posluchacˇ zpra´vu spust’Modul(idKategorie, idModul) kontrole´ru, pro neˇjzˇ to znamena´,
aby prˇebral kontrolu nad dalˇs´ımi cˇinnostmi. Ten nejprve zjist´ı, zda jizˇ dany´ modul nebeˇzˇ´ı.
Pokud beˇzˇ´ı, ozna´mı´ to uzˇivateli a zepta´ se jej, zda chce spustit dalˇs´ı instanci tohoto modulu
cˇi ne. V prˇ´ıpadeˇ kladne´ odpoveˇdi na´sleduje vytvorˇen´ı objektu trˇ´ıdy, ktera´ poskytuje rozhran´ı
pro spousˇteˇn´ı modul˚u. Tu na´sledneˇ pozˇa´da´ o vytvorˇen´ı instance hlavn´ı trˇ´ıdy modulu a cˇeka´
na vyrˇ´ızen´ı zˇa´dosti. Mezit´ım je, v prˇ´ıpadeˇ bezchybne´ho pr˚ubeˇhu, vytvorˇen objekt hlavn´ı
trˇ´ıdy modulu, ktery´ je prˇeda´n kontrole´ru. Ten pote´ cely´ noveˇ spusˇteˇny´ modul inicializuje
posla´n´ım zpra´vy inicializace(). T´ım je proces spusˇteˇn´ı modulu ukoncˇen a vy´sledkem je
modul, ktery´ je prˇipraven k pra´ci.
Obra´zek 3.5: Sekvencˇn´ı diagram zna´zornˇuj´ıc´ı proces vytvorˇen´ı databa´zove´ho prˇipojen´ı mo-
dulu.
Druhy´ diagram (obra´zek 3.5) je velmi vy´znamny´ z hlediska cha´pa´n´ı aplikace navrzˇenou
na za´kladech architektury MVC. Nutno zd˚uraznit, zˇe na architekturˇe MVC nen´ı postavena
jenom aplikace samotna´, ale i moduly!
Cela´ operace zacˇ´ına´ opeˇt u uzˇivatele, ktery´ pomoc´ı graficky´ch prvk˚u v okneˇ modulu
zvol´ı operaci prˇipojen´ı modulu k neˇktere´ z nab´ızeny´ch databa´z´ı. Na´sledneˇ je posla´na zpra´va
kontrole´ru UI Kontrole´r modulu, ktery´ je v ra´mci modulu navrzˇen jako vy´hradn´ı komu-
nikacˇn´ı kana´l mezi vrstvou View a Controller uvnitrˇ modulu. Tento kontrole´r tedy zjist´ı,
zˇe se objevil pozˇadavek na prˇipojen´ı modulu k databa´zi a v´ı, zˇe pro operace nad da-
taba´zovy´mi prˇipojen´ımi modulu slouzˇ´ı objekt nazvany´ Databa´zovy´ kontrole´r modulu,
jemuzˇ zasˇle zpra´vu o tom, zˇe je pozˇadova´no, aby se modul prˇipojil k vybrane´ databa´zi.
Jakmile Databa´zovy´ kontrole´r modulu obdrzˇ´ı tuto spra´vu, zazˇa´da´ o nove´ prˇipojen´ı jemu
nadrˇazeny´ objekt, j´ımzˇ je Databa´zovy´ kontrole´r aplikace, ktery´ jizˇ nen´ı soucˇa´st´ı mo-
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Obra´zek 3.6: Sekvencˇn´ı diagram zna´zornˇuj´ıc´ı zˇitovn´ı cyklus beˇhu modulu.
dulu, ny´brzˇ se jedna´ o tzv. ”jedina´cˇka“
4 jezˇ je soucˇa´st´ı samotne´ aplikace jako nadrˇazene´
instance vsˇech spusˇteˇny´ch modul˚u. Teprve Databa´zovy´ kontrole´r aplikace na za´kladeˇ
zˇa´dosti o vytvorˇen´ı databa´zove´ho prˇipojen´ı toto inicializuje a prˇeda´ zpa´tky databa´zove´mu
kontrole´ru modulu, ktery´ uzˇ s n´ım da´le nakla´da´.
Nyn´ı uzˇ by meˇlo by´t snadneˇjˇs´ı pochopit architekturu aplikace. Prˇedevsˇ´ım, ve smyslu
toho, zˇe jak samotna´ aplikace, tak i jednotlive´ moduly jsou postaveny na architekturˇe
MVC, ktera´ striktneˇ vza´jemneˇ oddeˇluje aplikacˇn´ı logiku od prezentacˇn´ı vrstvy a modelu.
Dı´ky tomuto rˇesˇen´ı je struktura aplikace prˇehledna´ a jsou prˇesneˇ definovana´ pravidla k cˇemu
kazˇda´ vrstva a take´ komponenta v ra´mci vrstvy slouzˇ´ı.
Take´ jsou jasneˇ nastaveny komunikacˇn´ı kana´ly mezi kontrole´ry aplikace a kontrole´ry
modul˚u, ktere´ jizˇ z diagramu nevyply´vaj´ı, ale jejich spolupra´ce mu˚zˇe by´t logicka´. Naprˇ.
Databa´zovy´ kontrole´r modulu uvnitrˇ modulu zna´ a pouzˇ´ıva´ pro komunikaci s aplikac´ı je-
nom a pouze Databa´zovy´ kontrole´r aplikace, analogicky UI kontrole´r modulu, ktery´
4jedina´cˇek — Trˇ´ıda, jezˇ ma´ v programu pra´veˇ jednu instanci.
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se stara´ o komunikaci s prezentacˇn´ı vrstvou modulu, komunikuje v ra´mci aplikace jenom a
pouze s UI kontrole´r aplikace. Takto prˇesny´m definova´n´ım pravidel komunikace tvorˇ´ıme
take´ jaka´si bezpecˇnostn´ı pravidla, jelikozˇ zu´zˇen´ım rozhran´ı poskytovane´ho kontrole´ry apli-
kace prˇi vytva´rˇen´ı modul˚u cˇa´stecˇneˇ zajist´ıme, zˇe budou pro urcˇite´ operace, jezˇ slouzˇ´ı pro
komunikaci mezi aplikac´ı a modulem, pouzˇity spra´vne´ metody a konstrukce.
Posledn´ı sekvencˇn´ı diagram je opeˇt specificky´. Mu˚zˇeme na neˇm videˇt cely´ zˇivotn´ı cyklus
beˇhu modulu. Od jeho pocˇa´tku, prˇes pozastaven´ı, opeˇtovne´ spusˇteˇn´ı azˇ po ukoncˇen´ı beˇhu
modulu. Svy´m zp˚usobem se jedna´ o cˇtyrˇi neza´visle´ akce a interakce, ale kazˇda´ interakce sama
o sobeˇ by nebyla prˇ´ıliˇs vypov´ıdaj´ıc´ı a vsˇechny by byly te´meˇrˇ identicke´. Dı´ky spolecˇne´mu
zna´zorneˇn´ı lze le´pe popsat souvislosti, viz. obra´zek 3.6.
V cˇase 0 je, z pohledu diagramu, modul ve stavu inicializace. Je prˇipraven ke spusˇteˇn´ı, se
vsˇemi na´lezˇitostmi, ktere´ s t´ım souvisej´ı. Uzˇivatel tedy vybere akci spusˇteˇn´ı beˇhu modulu.
Tu, jak jizˇ zna´me z prˇedchoz´ıch diagramu˚, prˇevezme UI kontrole´r modulu, ktery´ ji prˇeda´
kontrole´ru Kontrole´r beˇhu modulu, ktery´ je urcˇeny´ pra´veˇ pro spra´vu beˇhu modul˚u. Ten
na´sledneˇ vytvorˇ´ı a inicializuje objekt Vy´konne´ ja´dro, jenzˇ je potomkem trˇ´ıdy Vla´kno.
Okamzˇiteˇ s vytvorˇen´ım vla´kna toto zacˇ´ına´ beˇzˇet a sice tak, zˇe v nekonecˇne´ smycˇce kontroluje
hodnotu promeˇnne´ stop a dokud je tato promeˇnna´ TRUE, tak se cela´ smycˇka opakuje.
Uvnitrˇ te´to smycˇky je podmı´neˇny´ prˇ´ıkaz nava´zany´ na promeˇnnou beˇzˇı´cı´, jezˇ signalizuje,
zda modul beˇzˇ´ı nebo zda je beˇh pozastaven. V prˇ´ıpadeˇ, zˇe modul beˇzˇ´ı, zasˇle objekt Vy´konne´
ja´dro zpra´vu hlavn´ı trˇ´ıdeˇ modulu s na´zvem proved’(), ktera´ v sobeˇ obsahuje implementaci
toho, co se ma´ za beˇhu vla´kna s modulem d´ıt. Pokud je beˇh modulu pozastaven, vla´kno
zmeˇn´ı sv˚uj stav na ”cˇekaj´ıc´ı“.
Obra´zek 3.7: Stavovy´ diagram zna´zornˇuj´ıc´ı jednotlive´ stavy modulu, do ktery´ch se mu˚zˇe
v pr˚ubeˇhu sve´ho zˇivotn´ıho cyklu dostat.
Vy´sˇe popsana´ smycˇka se po spusˇteˇn´ı beˇhu modulu porˇa´d opakuje, dokud do toho ne-
vstoup´ı uzˇivatel. Ten do toho mu˚zˇe vstoupit s pozˇadavkem na pozastaven´ı cˇinnosti mo-
dulu (pouze pokud modul beˇzˇ´ı), mu˚zˇe beˇh modulu opeˇtovneˇ spustit (mozˇne´ pouze po
prˇedchoz´ım pozastaven´ı beˇhu) nebo beˇh modulu u´plneˇ ukoncˇit. Toho lze dosa´hnout nasta-
ven´ım prˇ´ıslusˇny´ch promeˇnny´ch, ktere´ ovlivnˇuj´ı rozhodovac´ı proces uvnitrˇ smycˇky objektu
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Vy´konne´ ja´dro. V diagramu je pozˇadavek na pozastaven´ı beˇhu modulu popsa´n akcemi
s porˇadovy´mi cˇ´ısly 6 – 9, opeˇtovne´ spusˇteˇn´ı s cˇ´ısly 10 – 12 a ukoncˇen´ı beˇhu modulu pod
cˇ´ısly 13 – 15. Acˇkoliv na obra´zku jsou tyto akce zobrazeny, z pohledu cˇasove´ osy, za sebou,
ve skutecˇnosti je trˇeba je cha´pat jako asynchronn´ı zpra´vy, ktere´ jsou na sobeˇ neza´visle´ a
prˇicha´zej´ı jednotliveˇ. Jsou ale umı´steˇny v ra´mci nekonecˇne´ smycˇky, cˇ´ımzˇ chceme uka´zat,
zˇe smycˇka se opakuje neusta´le, ale d´ıky akc´ım uzˇivatele docha´z´ı k nastaven´ı promeˇnnny´ch,
ktere´ jsou pro chova´n´ı vy´konne´ jednotky rozhoduj´ıc´ı.
Po ukoncˇen´ı beˇhu modulu (jakmile promeˇnna´ stop == TRUE) koncˇ´ı hlavn´ı smycˇka vy´-
konne´ jednotky. Ihned po ukoncˇen´ı tohoto cyklu je objekt Vy´konne´ ja´dro zrusˇen, cozˇ kore-
sponduje s t´ım, zˇe po ukoncˇen´ı beˇhu modulu je mozˇne´ modul opeˇt spustit, cˇ´ımzˇ se vytvorˇ´ı
tento objekt novy´. Odstraneˇn´ı vy´konne´ jednotky po ukoncˇen´ı beˇhu modulu je tedy nutne´
pro cˇistotu aplikace, aby se opakovany´m spusˇteˇn´ım a ukoncˇova´n´ım beˇhu modulu zbytecˇneˇ
nezvysˇovala jej´ı pameˇt’ova´ na´rocˇnost.
Nyn´ı ma´me konkre´tn´ı prˇedstavu o tom, jaky´m zp˚usobem prob´ıha´ komunikace mezi
jednotlivy´mi cˇa´stmi aplikace pro zvla´dnut´ı neˇjake´ho u´kolu. Kromeˇ definova´n´ı pravidel ko-
munikace v ra´mci vrstev aplikace (MVC) jsme take´ objasnili, jaky´m zp˚usobem maj´ı by´t
implementova´ny neˇktere´ cˇinnosti aplikace, ktere´ mu˚zˇeme povazˇovat za steˇzˇejn´ı a mu˚zˇeme
si z nich vz´ıt prˇ´ıklad pro ostatn´ı u´kony.
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3.7 Diagram na´vaznosti obrazovek
Chceme-li programa´torovi aplikace prˇesneˇ zadat, jaky´m zp˚usobem na sebe maj´ı navazovat
r˚uzna´ okna a dialogy aplikace, mu˚zˇeme tak ucˇinit pomoc´ı diagramu na obra´zku 3.8. Pro
kazˇde´ okno prˇesneˇ urcˇ´ıme, ktere´ je jeho prˇedkem (ze ktere´ho je vola´no) a take´, ktera´ dalˇs´ı
okna mohou by´t z dane´ho okna vyvola´na (na´sledn´ıci).
Obra´zek 3.8: Diagram na´vaznosti obrazovek.
V tomto okamzˇiku jsme ve sta´diu, kdy ma´me konkre´tn´ı zada´n´ı a take´ ma´me zpracovany´
na´vrh, jak by meˇla aplikace vypadat. Pocˇa´tecˇn´ı specifikace pozˇadavk˚u na´m poskytuje velke´
mnozˇstv´ı informac´ı o tom, co vsˇechno by meˇl program umeˇt. Podrobneˇ popsany´ na´vrh
architektury a diagram trˇ´ıd na´m dodal konkre´tn´ı prˇedstavu o tom, jakou strukturu by
meˇla implementace aplikace odra´zˇet a na cˇem by meˇla by´t staveˇna. Diagramy interakce
doplnˇuj´ı dalˇs´ı pohled, ktery´ ukazuje, jaky´m zp˚usobem spolu maj´ı objekty tvorˇ´ıc´ı aplikaci
spolupracovat. Diagram na´vaznosti obrazovek cˇa´stecˇneˇ definuje, jak by se meˇla aplikace
chovat a jak by meˇla vypadat z pohledu uzˇivatele. Prezentacˇn´ı vrstva je ale jinak ponecha´na
na vy´voja´rˇi aplikace samotne´m. Prˇedpola´da´ se ale, zˇe aplikace bude jevit zna´mky kvalitn´ıho
programu, ktery´ je lehce ovladatelny´, prˇehledny´ a intuitivn´ı, se vsˇemi usnadneˇn´ımi, ktere´
lze nab´ıdnout.
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Kapitola 4
Implementace aplikace
Na pocˇa´tku implementace jsme sta´li prˇed rozhodnut´ım, jake´ technologie a programovac´ı
jazyky zvolit. Volba padla na programovac´ı jazyk Java a platformu Java Standard Edi-
tion(Java SE).
Programovac´ı jazyk Java je objektoveˇ orientovany´ a d´ıky tomu, zˇe vycha´z´ı z jazyk˚u
C a C++, jejichzˇ dobre´ vlastnosti se snazˇ´ı zachovat a sˇpatne´ odstranit cˇi vylepsˇit, tak je
jednodusˇsˇ´ı a je velmi robustn´ı, dynamicky´ a vy´konny´ [36]. Jedna´ o jazyk interpretovany´, cˇili
zdrojovy´ ko´d se nekompiluje do strojove´ho ko´du, ny´brzˇ do tzv. meziko´du, ktery´ je potom
interpretova´n virtua´ln´ım strojem, ktery´ se nazy´va´ Java Virtual Machine (JVM). Protozˇe
programovat v jazyce Java mus´ı by´t mozˇne´ na vsˇech existuj´ıc´ıch platforma´ch, mus´ı by´t
i JVM multiplatformn´ı. Dı´ky tomu jsou multiplatformn´ı i vsˇechny programy, ktere´ jsou
v jazyce Java implementovane´. Jeden ko´d je mozˇne´ pouzˇ´ıt na libovolne´ platformeˇ, cozˇ je
obrovska´ vy´hoda.
V pozdeˇjˇs´ıch verz´ıch jazyka Java jizˇ nen´ı meziko´d interpretova´n. Vyuzˇ´ıva´ se tzv. kompi-
lace v aktua´ln´ım cˇase (JIT – angl. Just In Time Compilation). Prˇed prvn´ım spusˇteˇn´ım pro-
gramu je meziko´d dynamicky zkompilova´n do strojove´ho ko´du dane´ho pocˇ´ıtacˇe. V soucˇasne´
dobeˇ se prˇeva´zˇneˇ pouzˇ´ıvaj´ı technologie zvane´ HotSpot compiler. Ty meziko´d zpocˇa´tku in-
terpretuj´ı a na za´kladeˇ statistik z´ıskany´ch z te´to interpretace pozdeˇji provedou prˇeklad do
strojove´ho ko´du.
Platforma Java SE je kompletn´ı prostrˇed´ı pro vy´voj aplikac´ı. Do rodiny platformy Java
SE patrˇ´ı dva produkty. Jedn´ım je Java SE Runtime Environment (JRE), ktere´ obsahuje
knihovny, JVM a dalˇs´ı komponenty, ktere´ jsou nutne´ pro beˇh aplet˚u a aplikac´ı naprogramo-
vany´ch v jazyce Java. Vsˇechno tohle a k tomu jesˇteˇ dalˇs´ı na´stroje pro vy´voj aplikac´ı, jako
je naprˇ. prˇekladacˇ cˇi ladic´ı program a dalˇs´ı, ktere´ jsou nezbytne´ nebo vhodne´ pro vy´voj
aplet˚u cˇi aplikac´ı, obsahuje produkt s na´zvem Java SE Development Kit (JDK) [1]. Java SE
obsahuje velke´ mnozˇstv´ı knihoven, od za´kladn´ıch, definuj´ıc´ı za´kladn´ı datove´ typy a operace
nad nimi, prˇes matematicke´ operace, V/V operace azˇ po knihovny pro tvorbu uzˇivatelsky´ch
rozhran´ı a mechanismus zvany´ Java reflexe.
Pro programovac´ı jazyk Java existuje take´ neˇkolik vy´vojovy´ch prostrˇed´ı (Netbeans,
Eclipse, JBuilder), ktera´ jesˇteˇ v´ıce programova´n´ı aplikac´ı v jazyce Java usnadnˇuj´ı. I my pro
vy´voj pouzˇijeme prostrˇed´ı Netbeans, jelikozˇ je mozˇne´ jej z´ıskat jako soucˇa´st bal´ıcˇku spolu
s JDK, cˇili je volneˇ dostupne´.
Programova´n´ı aplikace bylo prova´deˇno v neˇkolika fa´z´ıch. Jednotlive´ fa´ze jsou analogicke´
s napla´nova´n´ım projektu, ktere´ bylo popsa´no v kapitole 3.1.3.
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4.1 Forma ulozˇen´ı parametr˚u databa´z´ı
Za´hy po zacˇa´tku implementace aplikace bylo potrˇeba definovat zp˚usob ulozˇen´ı parametr˚u
databa´z´ı, jejichzˇ seznam aplikace spravuje. Jak bylo uvedeno v kapitole 3.1.2, pocˇet infor-
mac´ı, ktere´ je nutne´ o kazˇde´ databa´zi evidovat, nen´ı velky´. Prakticky se jedna´ cˇisteˇ o u´daje,
ktere´ jsou nezbytne´ pro vytvorˇen´ı spojen´ı s danou databa´z´ı – na´zev hostitele, cˇ´ıslo portu,
identifika´tor sezen´ı (SID), prˇihlasˇovac´ı jme´no a heslo. Prˇ´ıpadneˇ neˇjaka´ rozsˇ´ıˇrena´ nastaven´ı.
Acˇkoliv registrovany´ch databa´z´ı mu˚zˇe by´t teoreticky velke´ mnozˇstv´ı, je mozˇne´ prˇedpokla´-
dat, zˇe jejich pocˇet se bude pohybovat v rˇa´du des´ıtek. Take´ cˇetnost operac´ı nad seznamem
bude v pr˚ubeˇhu beˇhu aplikace minima´ln´ı. Ani rychlost prova´deˇny´ch operac´ı nen´ı rozho-
duj´ıc´ım faktorem.
Vzhledem k uvedeny´m prˇedpoklad˚um a pozˇadavk˚um na spra´vu seznamu registrovany´ch
databa´z´ı, jsme se rozhodli pouzˇ´ıt jako pameˇt’ovy´ modul klasicky´ soubor namı´sto neˇjake´ho
SRˇBD. Toto rozhodnut´ı bylo ucˇineˇno take´ v korespondenci s formou ulozˇen´ı modul˚u aplikace
(viz. kapitola 4.2). Vy´hodou ulozˇen´ı dat v souboru je mozˇnost prˇ´ıme´ho nahl´ızˇen´ı do neˇj
a take´ prˇ´ıme´ editace. Ikdyzˇ to nelze oznacˇit za zcela spra´vny´ prˇ´ıstup, jelikozˇ ke spra´veˇ
databa´z´ı i modul˚u slouzˇ´ı prˇ´ıslusˇn´ı manazˇerˇi aplikace. Nicme´neˇ prˇ´ıma´ editace nastaven´ı
nezp˚usob´ı prˇi chodu aplikace zˇa´dne´ proble´my a aplikace na nastale´ zmeˇny pruzˇneˇ reaguje.
Nejvhodneˇjˇs´ım forma´tem souboru, do ktere´ho budeme nastaven´ı ukla´dat, je forma´t
XML [3]. Dı´ky jeho strukturˇe jsou data ulozˇena strukturovaneˇ a prˇehledneˇ, a d´ıky vhodneˇ
zvoleny´m na´zv˚um popisny´ch znacˇek lze okamzˇiteˇ pochopit i se´mantiku ulozˇeny´ch dat.
Informace, ktere´ mus´ıme o kazˇde´ databa´zi zna´t, abychom se k n´ı mohli prˇipojit, jsou:
• Na´zev hostitele
• Cˇ´ıslo portu
• Identifika´tor sezen´ı (SID)
• Prˇihlasˇovac´ı jme´no
• Heslo
Da´le mus´ıme pocˇ´ıtat se situac´ı, kdy vy´sˇe uvedene´ u´daje nejsou postacˇuj´ıc´ı a je trˇeba
definovat neˇjaka´ rozsˇ´ıˇrena´ nastaven´ı.
Vy´slednou strukturu XML souboru lze spatrˇit na obra´zku 4.1. Kazˇdou registrovanou
databa´zi je potrˇeba v ra´mci aplikace jednoznacˇneˇ identifikovat. Proto ma´ kazˇda´ databa´ze
jednoznacˇny´ identifika´tor (znacˇka idConn) a kazˇdou databa´zi si mu˚zˇe uzˇivatel podle libosti
pojmenovat (connectionName), prˇicˇemzˇ i na´zev mus´ı by´t unika´tn´ı.
Aplikace umozˇnˇuje definovat dva zp˚usoby definice databa´z´ı. Oba dva jsou zobrazeny
v uka´zce. V porˇad´ı prvn´ı databa´ze (s na´zvem LOCALHOST ) je definova´na za´kladn´ım
zp˚usobem. Ma´ definova´ny vsˇechny za´kladn´ı polozˇky, ktere´ jsou pro ustaven´ı prˇipojen´ı k n´ı
potrˇeba. Bez povsˇimnut´ı jsme doted’ prˇesˇli znacˇky s na´zvy isExpert a expert. Prvn´ı z nich
slouzˇ´ı jako signalizace, zda jsou pro danou databa´zi definova´na rozsˇ´ıˇrena´ nastaven´ı cˇi nikoliv
(0 = NE, 1 = ANO). V prˇ´ıpadeˇ, zˇe jsou pouzˇita rozsˇ´ıˇrena´ (expertn´ı) nastaven´ı, tak jsou
za´kladn´ı parametry, kromeˇ prˇihlasˇovac´ıho jme´na a hesla, ignorova´ny a je pouzˇit rˇeteˇzec,
ktery´ je ulozˇen v elementu expert. Tento zp˚usob definice parametr˚u je pouzˇit v uka´zce
u databa´ze s na´zvem CISB.
Seznam databa´z´ı je ulozˇen v souboru APP_ROOT/config/connections.xml.
37
<?xml version="1.0" encoding="UTF-8"?>
<connections>
<conn>
<idConn>1</idConn>
<connectionName>LOCALHOST</connectionName>
<hostname>localhost</hostname>
<port>1521</port>
<SID>1</SID>
<user>USER</user>
<password>******</password>
<isExpert>0</isExpert>
<expert/>
</conn>
<conn>
<idConn>2</idConn>
<connectionName>CISB</connectionName>
<hostname/>
<port/>
<SID/>
<user>MIKULKA</user>
<password>******</password>
<isExpert>1</isExpert>
<expert>
(DESCRIPTION =
(ADDRESS_LIST = (ADDRESS = (PROTOCOL = TCP)
(HOST = cisb.ro.vutbr.cz)
(PORT = 1522)
)
)
(CONNECT_DATA = (SERVICE_NAME = cisb.ro.vutbr.cz)
(SERVER = DEDICATED)
)
)
</expert>
</conn>
</connections>
Obra´zek 4.1: Uka´zka ulozˇen´ı parametr˚u databa´z´ı v XML souboru.
Z pohledu aplikace ma´ plnou kontrolu nad seznamem databa´z´ı databa´zovy´ manazˇer.
Ten se stara´ o to, aby byl tento seznam platny´, generuje tzv. prˇipojovac´ı rˇeteˇzce, d´ıky nimzˇ
je vytva´rˇeno prˇipojen´ı k dane´ databa´zi. Inicializuje vsˇechna prˇipojen´ı, ktera´ jsou v ra´mci
cele´ aplikace i jednotlivy´ch modul˚u uzˇ´ıva´na a stara´ se i o jejich znicˇen´ı.
4.2 Forma ulozˇen´ı modul˚u aplikace a jejich parametr˚u
Moduly jsou vy´konny´mi jednotkami aplikace jako takove´. Kazˇdy´ modul prova´d´ı monito-
rova´n´ı urcˇity´ch vy´konnostn´ıch charakteristik databa´ze, ke ktere´ je prˇipojeny´. Moduly musej´ı
by´t, stejneˇ jako databa´ze, ktere´ se maj´ı sledovat, v aplikaci registrova´ny. Oproti seznamu
databa´z´ı je u modul˚u situace komplikovaneˇjˇs´ı. Nestacˇ´ı pouze zna´t pa´r informac´ı o modulu,
naprˇ. jak se jmenuje a jake´ je cˇ´ıslo jeho verze, ale je trˇeba take´ uchova´vat zdrojove´ sou-
bory modulu, z nichzˇ je modul spousˇteˇn. Proto deˇl´ıme seznam modul˚u a kategori´ı na dveˇ
cˇa´sti. Jedna cˇa´st je seznam ve formeˇ XML soubor, ve ktere´m se uchova´vaj´ı za´kladn´ı infor-
mace. Soubor se nacha´z´ı v APP_ROOT/config/modules.xml. Druha´ cˇa´st je mı´sto na disku
pocˇ´ıtacˇe, na neˇmzˇ je aplikace nainstalovana´. Zde se ukla´daj´ı spustitelne´ soubory modul˚u.
Korˇenovy´ adresa´rˇ, ve ktere´m jsou moduly ulozˇeny, je APP_ROOT/modules.
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Obra´zek 4.2: Uka´zka adresa´rˇove´ struktury ulozˇeny´ch modul˚u.
Moduly jsou organizova´ny v kategori´ıch. Ma´me tedy seznam kategori´ı a pro kazˇdou
kategorii seznam modul˚u, ktere´ pod danou kategorii spadaj´ı. Kategorie slouzˇ´ı jako jaky´si
porˇadacˇ, d´ıky neˇmuzˇ lze moduly trˇ´ıdit, naprˇ. podle toho, jake´ charakteristiky databa´ze
zkoumaj´ı, apod. Z hlediska polozˇek parametr˚u, ktere´ je potrˇeba o kazˇde´ kategorii schranˇovat,
se jedna´ pouze o jej´ı na´zev a identifika´tor, oboj´ı jsou unika´tn´ı. Tyto za´kladn´ı informace
jsou ulozˇeny v XML souboru. V korespondenci s t´ım existuje pro danou kategorii, v ad-
resa´rˇi APP_ROOT/modules, podadresa´rˇ, jehozˇ na´zev je identicky´ s registrovany´m unika´tn´ım
na´zvem kategorie.
Pro kazˇdy´ modul mus´ıme mı´t ulozˇeny jeho spustitelne´ soubory. Kazˇdy´ modul je samo-
statna´ aplikace. Je ulozˇena v podobeˇ JAR arch´ıvu a patrˇ´ı k n´ı dalˇs´ı adresa´rˇe a soubory,
bez ktery´ch by modul nebyl schopen fungovat (naprˇ. adresa´rˇ lib, ve ktere´m jsou ulozˇeny
knihovny, ktere´ modul vyuzˇ´ıva´). Celou strukturu adresa´rˇ˚u a soubor˚u modulu je trˇeba za-
pouzdrˇit do nadrˇazene´ho adresa´rˇe, ktery´ mu˚zˇeme oznacˇit jako korˇenovy´ adresa´rˇ modulu.
Jeho na´zev mus´ı by´t stejny´ s na´zvem modulu, ktery´ je definova´n v XML souboru. Korˇenovy´
adresa´rˇ modulu je umı´steˇn v adresa´rˇi kategorie, ve ktere´ je modul registrovany´, viz. obra´zek
4.2.
V XML souboru je o kazˇde´m modulu ulozˇeno jenom pa´r informac´ı. Vsˇechny jsou ale
d˚ulezˇite´. Na´zev modulu je d˚ulezˇity´ pro to, abychom nasˇli adresa´rˇ modulu se zdrojovy´mi
soubory, na´zev hlavn´ıho JAR arch´ıvu a cestu k hlavn´ı trˇ´ıdeˇ abychom modul korektneˇ spus-
tili. Uka´zka XML souboru, ve ktere´m se ukla´daj´ı informace o modulech a kategori´ıch je
na obra´zku 4.3. Struktura je analogicka´ s organizacˇn´ı strukturou modul˚u a kategori´ı. Sy-
novske´ uzly korˇenove´ho prvku s na´zvem modules definuj´ı kategorie, uvnitrˇ kategorie jsou
definova´ny moduly.
Vesˇkere´ operace nad seznamem modul˚u a kategori´ı obstara´va´ manazˇer modul˚u aplikace.
Ten je take´ zodpoveˇdny´ za to, zˇe adresa´rˇova´ struktura modul˚u odpov´ıda´ seznamu kategori´ı
a modul˚u ulozˇene´m v XML souboru. V prˇ´ıpadeˇ porusˇen´ı konzistence, dojde k odebra´n´ı
modulu cˇi cele´ kategorie ze seznamu. Konzistence mu˚zˇe by´t porusˇena dveˇma zp˚usoby. Bud’
je odebra´n modul cˇi kategorie ze seznamu v XML souboru, avsˇak adresa´rˇ modulu (kategorie)
z˚ustane zachova´n. V tom prˇ´ıpadeˇ je adresa´rˇ modulu sma´zan, vcˇetneˇ obsahu. Nebo je modul
v XML zachova´n, ale chyb´ı adresa´rˇ se zdrojovy´mi soubory. Potom je dany´ modul odstraneˇn
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<?xml version="1.0" encoding="UTF-8"?>
<modules>
<category name="Cat 1" id="1">
<module id="1">
<jarfile>ProcessMemoryInfo.jar</jarfile>
<name>Process Memory Info</name>
<version>1.0</version>
<mainclass>pmi/Main.class</mainclass>
</module>
<module id="2">
<jarfile>UsedFunctions.jar</jarfile>
<name>Used Functions</name>
<version>1.0</version>
<mainclass>uf/Main.class</mainclass>
</module>
</category>
<category name="Cat 2" id="2"/>
<category name="Cat 3" id="3"/>
<category name="Cat 4" id="4"/>
<category name="Cat 5" id="5"/>
</modules>
Obra´zek 4.3: Uka´zka ulozˇen´ı seznamu kategori´ı a modul˚u v XML souboru.
ze seznamu v XML souboru.
4.3 Modula´rn´ı struktura aplikace
Prvn´ı fa´z´ı implementace modul˚u a jejich zakomponova´n´ı do aplikace, je nastudova´n´ı mozˇnos-
t´ı vytvorˇen´ı modula´rn´ı aplikace a struktury modula´rn´ıch aplikac´ı v jazyce Java obecneˇ.
V te´to fa´zi bylo studova´no neˇkolik mozˇnost´ı.
Dokonce existuj´ı r˚uzne´ prˇipravene´ sestavy (angl. framework), ktere´ poskytuj´ı obsˇ´ırnou
funkcionalitu pro tvorbu modula´rn´ıch aplikac´ı. Jednou z mnoha, na ktere´ jsme narazili,
a o ktere´ se zminˇnuje veˇtsˇina internetovy´ch fo´r a stra´nek rˇesˇ´ıc´ıch danou problematiku, je
soustava s na´zvem Java Plug-in Framework (JPF)[19]. Tato soustava je vsˇak, stejneˇ jako
ostatn´ı, pro nasˇi potrˇebu zbytecˇneˇ robustn´ı a komplikovana´. Proto jsme za´hy od podobny´ch
soustav upustili a vydali se na dra´hu zkouma´n´ı jednoduchy´ch rˇesˇen´ı, ktera´ budou pro nasˇi
modula´rn´ı strukturu plneˇ postacˇuj´ıc´ı a prˇitom nena´rocˇna´. A aby se vy´sledek co nejv´ıce
bl´ızˇil vizi uvedene´ v analy´ze pozˇadavk˚u v kapitole 3.1.1, kde se uva´d´ı, zˇe idea´ln´ım rˇesˇen´ım
je kombinace mechanismu Java reflexe a JAR arch´ıvu, coby spustitelne´ho ko´du modulu.
Po prostudova´n´ı neˇkolika dokument˚u (naprˇ. [2]) jsme se postupneˇ propracovali ke kon-
kre´tneˇjˇs´ım prˇedstava´m jak by mohla by´t modula´rn´ı struktura rˇesˇena. Nalezli jsme a otesto-
vali rˇesˇen´ı, ktere´ pocˇ´ıta´ s vyuzˇit´ım mechanismu Java reflexe v kombinaci s JAR arch´ıvem,
j´ımzˇ je modul definova´n, cozˇ plneˇ odpov´ıda´ na´vrhu, jak by mohlo rˇesˇen´ı vypadat. K tomu
na´m, do jiste´ mı´ry, dopomohl cˇla´nek na internetove´ stra´nce Onyxbit [28] a take´ vla´kno
zna´me´ho fo´ra StackOverflow [35].
4.4 Spusˇteˇn´ı a ukoncˇen´ı modulu
Proces spusˇteˇn´ı a pote´ take´ ukoncˇen´ı modulu, byl nejslozˇiteˇjˇs´ım proble´mem, ktery´ byl
v ra´mci implementace aplikace rˇesˇen. Aby byl modul korektneˇ ukoncˇen, je potrˇeba prˇi
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jeho spusˇteˇn´ı dodrzˇet urcˇita´ pravidla a postupy. Proto je problematiku spusˇteˇn´ı a ukoncˇen´ı
modulu nutno rˇesˇit spolecˇneˇ.
Modul je samostatny´ JAR arch´ıv – samostatna´ aplikace. Z pohledu aplikace ma´ modul
nezna´mou strukturu a take´ nen´ı zna´ma ani jeho funkcˇnost. Jedine´, co o neˇm aplikace v´ı, je
skutecˇnost, zˇe je postaven na za´kladech API, ktere´ je pro tvorbu modul˚u vytvorˇeno (viz.
na´sleduj´ıc´ı kapitola 4.5). Dı´ky neˇmu jsou stanovena urcˇita´ pravidla, d´ıky nimzˇ je aplikace
schopna modul spustit.
V tomto ohledu nejvy´znamneˇjˇs´ı pravidlo je to, zˇe modul mus´ı mı´t jednu trˇ´ıdu, kterou
nazy´va´me hlavn´ı trˇ´ıdou modulu. Ta je zdeˇdeˇna z abstraktn´ı hlavn´ı trˇ´ıdy modulu, j´ızˇ po-
skytuje zmı´neˇna´ API. Hlavn´ı trˇ´ıda ma´ definovane´ mechanismy, ktere´ jsou vyvola´ny prˇi jej´ı
inicializaci, cˇ´ımzˇ dojde ke spusˇteˇn´ı modulu. Nasˇ´ım u´kolem je vytvorˇit instanci hlavn´ı trˇ´ıdy
modulu. Cesta k hlavn´ı trˇ´ıdeˇ modulu je jednou z informac´ı, ktere´ jsou uchova´ny v XML
souboru coby seznamu modul˚u.
Kromeˇ te´to informace jesˇteˇ zna´me cestu k JAR arch´ıvu modulu, z neˇjzˇ mus´ıme hlavn´ı
trˇ´ıdu modulu nacˇ´ıst a vytvorˇit jej´ı instanci. Vsˇechno mus´ı by´t mozˇne´ prove´st dynamicky
za beˇhu aplikace. Jazyk Java ma´ pro tyto potrˇeby mechanismus zvany´ Java reflexe.
Po zvla´dnut´ı za´kladn´ıch technik nacˇ´ıta´n´ı a instanciace trˇ´ıd bylo potrˇeba implementovat
zp˚usob jak hlavn´ı trˇ´ıdu modulu z´ıskat z JAR arch´ıvu. Zp˚usob nacˇten´ı trˇ´ıdy a vytvorˇen´ı
jej´ı instance byl prˇevzat z internetu [15][16][18]. Toto rˇesˇen´ı vkla´da´ cesty k trˇ´ıda´m, ktere´
se maj´ı nacˇ´ıst do tzv. CLASSPATH virtua´ln´ıho stroje JVM. Prˇi nacˇten´ı trˇ´ıdy pak JVM
procha´z´ı obsah adresa´rˇ˚u v CLASSPATH a nacˇte pozˇadovanou trˇ´ıdu pouze v prˇ´ıpadeˇ, zˇe ji
v neˇktere´ ze zadany´ch cest nalezne.
V pocˇa´tc´ıch vy´voje modul˚u, kdy jesˇteˇ nebylo trˇeba zˇa´dny´ch knihoven, ktere´ modul
vyuzˇ´ıval, pouzˇite´ rˇesˇen´ı stacˇilo. Proble´m nastal v momenteˇ, kdy uzˇ byly pro cˇinnost modulu
pouzˇity r˚uzne´ knihovny. Tyto knihovny se shromazˇd’uj´ı do adresa´rˇe lib, ktery´ se nacha´z´ı na
u´rovni JAR arch´ıvu modulu. Modul od te´ doby nebylo mozˇne´ nacˇ´ıst. Dı´ky vy´pis˚um ladic´ıho
programu jsme sice veˇdeˇli, kde ma´me proble´m hledat. V kontextu s prˇedchoz´ım odstavcem
jsme se nejprve pokusili prˇidat do CLASSPATH i cestu k adresa´rˇi lib dane´ho modulu,
ale bez u´speˇchu. Prˇi hleda´n´ı informac´ı na internetu jsme se v na fo´ru VelocityReviews[9]
dozveˇdeˇli, zˇe proble´m mu˚zˇe by´t zp˚usoben nespra´vny´m obsahem souboru MANIFEST.MF,
ktery´ se vytva´rˇ´ı prˇi generova´n´ı JAR arch´ıvu v dobeˇ kompilace modulu. A opravdu to tak
bylo. Ka´men u´razu byl v tom, zˇe v uvedene´m souboru nebyl uveden parametr Class-Path,
za ktery´m na´sledoval vy´cˇet cest ke knihovna´m modulu.
Dalˇs´ı proble´m vyplul na povrch, da´ se rˇ´ıct, na´hodou, kdyzˇ prˇi testova´n´ı aplikace bylo,
po spusˇteˇn´ı a na´sledne´m ukoncˇen´ı jake´hokoliv modulu, nemozˇne´ z pevne´ho disku smazat
jeho spustitelne´ soubory (JAR arch´ıv, atd.), cozˇ je soucˇa´st´ı operace vedouc´ı k odebra´n´ı
modulu ze seznamu modul˚u.
Bylo zjiˇsteˇno, zˇe za to mu˚zˇe nacˇ´ıta´n´ı soubor˚u do CLASSPATH. Rˇesˇen´ım je pouzˇit´ı
tzv. zavadeˇcˇe trˇ´ıd1, ktere´mu se zada´ cesta k souboru modulu a pote´ na´zev hlavn´ı trˇ´ıdy
modulu. On provede jej´ı nacˇten´ı a vytvorˇen´ı instance. Nejvhodneˇjˇs´ı zavadeˇcˇ trˇ´ıd v jazyce
Java je trˇ´ıda s na´zvem java.net.URLClassLoader, kterou pouzˇ´ıva´me. Podle diskus´ı je vsˇak
k u´speˇsˇne´mu uvolneˇn´ı soubor˚u z CLASSPATH nutne´ nejprve odstranit a uklidit vesˇkere´
instance trˇ´ıd, ktere´ jsou v dany´ch souborech (v nasˇem prˇ´ıpadeˇ se jedna´ o trˇ´ıdy obsazˇene´
1angl. Class Loader – Pouzˇ´ıva´ se prˇi potrˇebeˇ nacˇten´ı trˇ´ıdy za beˇhu programu.
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v JAR arch´ıvu modulu nebo jemu prˇidruzˇeny´ch knihoven) a vsˇech jejich referenc´ı. Potom
mus´ı by´t take´ uklizen samotny´ zavadeˇcˇ.
A v uklizen´ı zavadeˇcˇe byl dalˇs´ı proble´m. Jak informuj´ı r˚uzna´ fo´ra (naprˇ. [42]), ve sve´m
blogu John Mazz [30] a konecˇneˇ i sama spolecˇnost Sun Microsystems skrze cˇla´nek Michaela
McMahona [31] s odkazem na za´znam do databa´ze chyb[43] – jakmile dojde k uvolneˇn´ı vsˇech
zdroj˚u zavadeˇcˇe, nen´ı mozˇne´ prˇedpoveˇdeˇt, kdy dojde k tzv. finalizaci2 a t´ım k opravdove´mu
odstraneˇn´ı objektu pomoc´ı tzv. sbeˇracˇe smet´ı3. Proto se mu˚zˇe sta´t, zˇe pokud je potrˇeba
smazat soubor, jenzˇ byl zavadeˇcˇem nacˇten, nemus´ı by´t tento doposud uvolneˇn z JVM a
nebude mozˇne´ jej smazat.
My vsˇak mus´ıme by´t bezpodmı´necˇneˇ schopni umozˇnit uzˇivateli po ukoncˇen´ı modulu od-
stranit jej ze seznamu registrovany´ch modul˚u. Uvedeny´ proble´m se ty´ka´ prˇedevsˇ´ım operacˇ-
n´ıch syste´mu˚ Windows, ktere´ neumozˇnˇuj´ı smazat nebo prˇepsat otevrˇene´ soubory. Rˇesˇen´ı
ale nasˇteˇst´ı nab´ız´ı opeˇt sama spolecˇnost Sun Microsystems, ktera´ da´va´, na zmı´neˇny´ch in-
ternetovy´ch stra´nka´ch, k dispozici ko´d metody close()4, jezˇ ma´ by´t definova´na ve trˇ´ıda´ch
zdeˇdeˇny´ch z trˇ´ıdy java.lang.ClassLoader a jezˇ se ma´, prˇi jej´ım zavola´n´ı, postarat o okam-
zˇite´ uvolneˇn´ı svy´ch zdroj˚u.
T´ım byl nejveˇtsˇ´ı proble´m, ktery´ se ty´ka´ jak spusˇteˇn´ı, tak i ukoncˇen´ı modul˚u, vyrˇesˇen.
Pro jistotu jsme se vsˇak rozhodli prˇi spousˇteˇn´ı modul˚u kop´ırovat jejich spustitelne´ soubory
do docˇasne´ho adresa´rˇe a teprve z neˇj pozˇadovane´ trˇ´ıdy nacˇ´ıtat. Dı´ky te´to kombinaci se
nemu˚zˇe sta´t, zˇe nebude mozˇne´ prˇi odstraneˇn´ı modulu ze seznamu smazat jeho soubory
z disku pocˇ´ıtacˇe.
Prˇi rˇesˇen´ı tohoto proble´mu dosˇlo take´ k neziˇstne´mu vyrˇesˇen´ı dalˇs´ıho. Dı´ky tomu, zˇe
jsme donuceni prˇi ukoncˇen´ı kazˇde´ho modulu znicˇit instance vsˇech jeho trˇ´ıd i jejich reference,
docha´z´ı t´ım k uvolneˇn´ı operacˇn´ı pameˇti, kterou modul spotrˇeboval. Dokud nebyly moduly
uvolnˇova´ny, se stoupaj´ıc´ım pocˇtem spousˇteˇny´ch modul˚u rostla spotrˇeba pameˇti, ktera´ se
po jejich ukoncˇen´ı nezmensˇovala. Cozˇ by cˇasem vedlo k zaplneˇn´ı vesˇkere´ operacˇn´ı pameˇti
a ke zpomalen´ı chodu aplikace cˇi dokonce jej´ımu pa´du, ale i ke zmensˇen´ı vy´konu cele´ho
pocˇ´ıtacˇe. Dı´ky vyrˇesˇen´ı proble´mu spusˇteˇn´ı a ukoncˇen´ı modulu, ktere´ v sobeˇ obsahuje i
znicˇen´ı jizˇ nepotrˇebny´ch trˇ´ıd, je z pameˇt´ı pocˇ´ıtacˇe zacha´zeno hospoda´rneˇ.
4.5 API pro implementaci modul˚u
Kazˇdy´ modul je relativneˇ samostatny´ program. Z pohledu toho, jak se implementuje, tak
tomu tak je. Nicme´neˇ z hlediska samostatnosti fungova´n´ı samostatny´ nen´ı. Je naprogra-
mova´n tak, aby neza´visle na sve´m okol´ı poskytoval pozˇadovanou funkcionalitu. Ikdyzˇ v sobeˇ
aplikace moduly registruje, tak v˚ubec netusˇ´ı, jak modul pracuje a pro jaky´ u´cˇel je vytvorˇen.
Acˇkoliv je modul neza´visla´ vy´pocˇetn´ı jednotka, nemu˚zˇe by´t schopen fungovat mimo
prostrˇed´ı aplikace. Ta mu totizˇ poskytuje velke´ mnozˇstv´ı funkc´ı, bez ktery´ch se modul prˇi
beˇhu neobejde. Kazˇdy´ modul tedy mus´ı by´t schopen s aplikac´ı komunikovat.
Aby to bylo mozˇne´, mus´ı by´t na obou strana´ch komunikace doprˇedu definova´n a zna´m
jazyk, ktery´m mezi sebou mohou aplikace a modul komunikovat. Proto je pro moduly
potrˇeba vytvorˇit API. Aby byl modul schopen v ra´mci aplikace fungovat, mus´ı by´t postaven
2finalizace – skutecˇne´ uvolneˇn´ı pameˇti dane´ho objektu pomoc´ı sbeˇracˇe smet´ı.
3viz. http://cs.wikipedia.org/wiki/Garbage collector
4Metoda close() je jizˇ soucˇa´st´ı JDK7, build 48.
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na za´kladech tohoto API. Pokud se tak stane, ma´ programa´tor modulu jistotu, zˇe modul
lze do aplikace zabudovat a zˇe spolupra´ce aplikace a modulu bude korektn´ı.
API mu˚zˇeme oznacˇit jako ja´dro modulu. Implementuje rozhran´ı pro pra´ci s databa´zemi
– umı´ pro modul inicializovat prˇipojen´ı k vybrane´ databa´zi, poskytuje rozhran´ı pro ovla´da´n´ı
graficky´ch prvk˚u modulu a pro ovla´da´n´ı vla´kna, ktere´ modul vyuzˇ´ıva´ pro sv˚uj beˇh.
Za´kladn´ı soucˇa´st´ı API je abstraktn´ı hlavn´ı trˇ´ıda modulu. Z te´to trˇ´ıdy mus´ı by´t vzˇdy
zdeˇdeˇna hlavn´ı trˇ´ıda modulu! Ta obsahuje abstraktn´ı metodu public void proved’(),
ktera´ definuje co ma´ vla´kno modulu prova´deˇt.
Da´le API obsahuje grafickou komponentu, z n´ızˇ ma´ by´t odvozeno okno modulu. GUI
mus´ı by´t ned´ılnou soucˇa´st´ı kazˇde´ho modulu. Okno modulu je po jeho spusˇteˇn´ı umı´steˇno na
plochu aplikace a spolu s dalˇs´ımi prvky slouzˇ´ı pro ovla´da´n´ı modulu.
API obsahuje take´ kontrole´ry. Jeden slouzˇ´ı pro operace nad databa´zovy´mi prˇipojen´ımi
modulu a je napojen na kontrole´r aplikace. Druhy´ kontrole´r slouzˇ´ı jako prostrˇedn´ık mezi
GUI modulu a aplikace. Vzˇdy kdyzˇ v modulu dojde k neˇjake´ akci ze strany uzˇivatele, tento
kontrole´r danou zpra´vu, pokud je to nutne´, prˇeda´ aplikaci. Pokud aplikace potrˇebuje prove´st
akci uvnitrˇ GUI modulu, pouzˇije take´ tohoto kontrole´ru.
Posledn´ı kontrole´r poskytuje operace pro ovla´da´n´ı vy´konne´ jednotky modulu – vla´kna.
Umozˇnˇuje jeho start, pozastaven´ı, opeˇtovny´ start i u´plne´ zastaven´ı. Acˇkoliv API modulu
da´va´ kazˇde´mu modulu do v´ınku jedno vla´kno, ktere´ mu˚zˇe pro sv˚uj beˇh vyuzˇ´ıvat, za´lezˇ´ı
cˇisteˇ na programa´torovi, jestli jej vyuzˇije. Modul jeho vlastn´ı vy´konnou jednotku nemus´ı
potrˇebovat v˚ubec. Mu˚zˇe mu stacˇit tady tahle, ale take´ si mu˚zˇe vytvorˇit sve´ vlastn´ı. Ty uzˇ
jsou ale plneˇ v jeho rezˇii.
Podoba API se utva´rˇela v pr˚ubeˇhu cele´ho vy´voje aplikace. Jednotlive´ cˇa´sti byly postupneˇ
doplnˇova´ny o nove´ a nove´ funkcionality, aby API poskytovalo vsˇe co modul pro spra´vnou
funkci mu˚zˇe potrˇebovat. V soucˇasne´ dobeˇ je API zapozdrˇeno v JAR arch´ıvu, ktery´ lze
jednodusˇe prˇidat jako knihovnu do projektu, ve ktere´m se modul vyv´ıj´ı.
4.6 Dalˇs´ı rˇesˇen´ı
Stav databa´ze a jej´ı vlastnosti, jezˇ se moduly snazˇ´ı zobrazit, jsou cˇista´ data, ve veˇtsˇineˇ
prˇ´ıpad˚u cˇ´ıselny´ch hodnot. Proto je vhodne´, pokud to jde, zobrazit je v graficke´ podobeˇ, ktera´
je cˇloveˇku cˇitelneˇjˇs´ı. Pro tyto u´cˇely bylo v modulech pouzˇito pro neˇktera´ data zna´zorneˇn´ı po-
moc´ı graf˚u. Bylo tedy trˇeba zvolit neˇkterou z dostupny´ch knihoven, kterou by bylo mozˇne´
pro tyto u´cˇely vyuzˇ´ıt. Snazˇili jsme se vybrat co nejjednodusˇsˇ´ı knihovnu, ktera´ ma´ jed-
noduche´ pouzˇit´ı a nen´ı trˇeba dlouhe´ho nastudova´n´ı. Take´ bylo potrˇeba vz´ıt v potaz li-
cencˇn´ı podmı´nky jednotlivy´ch knihoven. Po zmapova´n´ı internetu byly do uzˇsˇ´ıho vy´beˇru
vybra´ny cˇtyrˇi knihovny – JFreeChart [21], Ptolemy II Ptplot [4], jCharts[6] a JCharts2D [20].
Po zva´zˇen´ı vsˇech pro a proti jsme se nakonec rozhodli pro knihovnu JCharts, ktera´ se zda´
nejjednodusˇsˇ´ı, splnˇuje vsˇechny pozˇadavky na podobu graf˚u.
Me´neˇ d˚ulezˇitou, avsˇak mnohdy velmi diskutovanou stra´nkou aplikace je jej´ı vzhled,
ktery´ je soucˇa´st´ı tzv. uzˇivatelsky prˇ´ıveˇtive´ho prostrˇed´ı. Jeho u´kolem je co nejv´ıce uzˇivateli
zjednodusˇit a zatraktivnit pra´ci s programem. V tomto duchu bylo pouzˇito znacˇne´ mnozˇstv´ı
prvk˚u na implementacˇn´ı u´rovni. Mimo to vsˇak bylo potrˇeba prvky GUI aplikace i modul˚u
vhodneˇ vybavit doplnˇky – ikonami.
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Na internetu je dnes neprˇeberne´ mnozˇstv´ı porta´l˚u, na ktery´ch lze sta´hnout nejr˚uzneˇjˇs´ı
motivy. My jsme se snazˇili drzˇet konzervativn´ıho stylu, jelikozˇ je potrˇeba uprˇednostnit
funkcionalitu a jednoduchost ovla´da´n´ı. K tomu prˇisp´ıvaj´ı i vhodneˇ zvolene´ ikony, kdyzˇ na
prvn´ı pohled da´vaj´ı uzˇivateli tusˇit, k cˇemu dane´ tlacˇ´ıtko slouzˇ´ı. Proto byly pro r˚uzne´ u´cˇely
zvoleny dva druhy ikon – Crystal Office Icon Collection[33] a 1000 Free Farm-Fresh Web
Icons[29]. Oba soubory ikon splnˇuj´ı jak pozˇadavek na graficky´ vzhled, tak take´ licencˇn´ı
politiku, aby bylo mozˇne´ je pouzˇ´ıt.
Licencˇn´ı politika obecneˇ je prˇi vy´voji aplikace velmi d˚ulezˇita´ a setka´va´me se s n´ı prak-
ticky kazˇdodenneˇ, chceme-li vyuzˇ´ıt dostupny´ch knihoven, ktere´ na´m vy´voj aplikace usnadn´ı.
Je nutne´ bra´t v potaz u´cˇel aplikace, pro ktery´ bude pouzˇ´ıva´na a teprve na jeho za´kladeˇ
vyb´ırat knihovny povoluj´ıc´ı pouzˇit´ı pro takove´ u´cˇely. V opacˇne´m prˇ´ıpadeˇ je porusˇen za´kon!
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Kapitola 5
Moduly
Moduly jsou vy´konny´m ja´drem aplikace, ktere´ chod databa´z´ı zkoumaj´ı. Cˇinnost modulu
je za´visla´ na pozˇadavc´ıch toho, kdo aplikaci pouzˇ´ıva´ a jake´ statistiky a charakteristiky
databa´ze potrˇebuje analyzovat. Modul˚u mu˚zˇe by´t tedy nekonecˇneˇ mnoho a pro vsˇelijake´
u´cˇely.
Po konzultaci s vedouc´ım a konzultantem te´to diplomove´ pra´ce jsme vytvorˇili cˇtyrˇi mo-
duly, o nichzˇ mu˚zˇeme rˇ´ıct, zˇe slouzˇ´ı pro monitorova´n´ı za´kladn´ıch velicˇin, ktere´ maj´ı na chod
databa´ze vliv. Vsˇechny statistiky jsou z´ıska´va´ny z pohled˚u mechanismu Wait Interface.
5.1 Modul
”
Process Memory Info“
Obra´zek 5.1: Sn´ımek beˇzˇ´ıc´ıho modulu ”Process Memory Info“.
Prvn´ı modul, jenzˇ ma´ pracovn´ı na´zev Process Memory Info, zobrazuje otevrˇene´ relace
databa´ze, ke ktere´ je prˇipojen. O kazˇde´ relaci pak da´va´ k dispozici detailn´ı informace
o procesu a o jeho spotrˇebeˇ pameˇti.
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Na obra´zku 5.1 je modul zobrazen v dobeˇ beˇhu. Nahorˇe v liˇsteˇ s menu je vy´beˇrove´
tlacˇ´ıtko, ve ktere´m je seznam databa´z´ı, ke ktery´m je aplikace prˇipojena a ke ktery´m lze
prˇipojit i tento modul. Toto vy´beˇrove´ tlacˇ´ıtko i jeho umı´steˇn´ı je stejne´ pro vsˇechny moduly.
V horn´ı cˇa´sti okna je tabulka, ktera´ zobrazuje akuta´lneˇ beˇzˇ´ıc´ı sezen´ı databa´ze. Data
pln´ıc´ı tuto tabulku jsou z´ıska´va´na z pohledu v$session. Dotaz, ktery´ tato data si generuje
automaticky sloupce, ktere´ se maj´ı zobrazit podle toho, ktere´ jsou uzˇivatelem vybra´ny. Po
spusˇteˇn´ı jsou nastaveny pro zobrazen´ı vybrane´ sloupce. Vy´choz´ı dotaz je:
SELECT
sid, serial#, username, status,
server, osuser, logon_time,
terminal, program
FROM
v$session;
Pod tabulkou je ovla´dac´ı panel, v jehozˇ strˇedn´ı cˇa´sti se nacha´z´ı mechanismus pro snad-
nou u´pravu cˇasove´ho intervalu, po jehozˇ naplneˇn´ı docha´z´ı k automaticke´ aktualizaci jizˇ
zmı´neˇne´ hlavn´ı tabulky.
V leve´ cˇa´st´ı ovla´dac´ıho panelu se nacha´z´ı tlacˇ´ıtko, ktere´ otev´ıra´ okno editoru sloupc˚u,
ktere´ se zobrazuj´ı v hlavn´ı tabulce. Zde je udrzˇova´n seznam vsˇech sloupc˚u, ktere´ je mozˇne´
v tabulce zobrazit, prˇicˇemzˇ uzˇivatel sa´m si mu˚zˇe zvolit, ktere´ sloupce se maj´ı zobrazit.
Seznam sloupc˚u pohledu v$session se z´ıska´ dotazem:
SELECT
column_name
FROM
dba_tab_columns
WHERE
owner = ’SYS’
AND table_name = ’V_$SESSION’;
Na prave´ straneˇ panelu se nacha´z´ı tlacˇ´ıtko Kill, ktere´ umozˇnˇuje ukoncˇit sezen´ı, ktere´ je
zvoleno v horn´ı tabulce. Tlacˇ´ıtko je po vybra´n´ı sezen´ı aktivova´no pouze pokud ma´ uzˇivatel,
ktery´ se k databa´zi prˇihla´sil, ma´ pra´va sezen´ı ukoncˇit. To se zjist´ı po prˇihla´sˇen´ı dane´ho
uzˇivatele dotazem:
SELECT
COUNT(1) AS can_kill
FROM
user_sys_privs
WHERE
privilege = ’ALTER SESSION’;
Po stisku tlacˇ´ıtka Kill se ukoncˇen´ı sezen´ı provede dotazem:
ALTER SYSTEM KILL SESSION ’:sid, :serial#’;
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V doln´ı polovineˇ modulu jsou zobrazeny detailn´ı informace o konkre´tn´ım sezen´ı. Tyto se
zobrazuj´ı pouze v prˇ´ıpadeˇ, zˇe je oznacˇeno neˇktere´ sezen´ı v horn´ı tabulce. Detail je rozdeˇlen
na dveˇ za´lozˇky. Prvn´ı obsahuje neˇkolik informac´ı o procesu sezen´ı – PID, PID v ra´mci
Oracle, zda proces beˇzˇ´ı na pozad´ı, apod. Dotaz, ktery´m data z´ıska´va´me je:
SELECT
pid AS oracle_pid,
spid AS os_ppid,
username AS os_username,
background
FROM
v$process
WHERE
addr = ’:addr’;
Druha´ cˇa´st zobrazuj´ıc´ı informace o vyuzˇit´ı pameˇti procesem je cˇleniteˇjˇs´ı. V leve´ cˇa´sti
zobrazuje v cˇ´ıselne´ formeˇ kolik pameˇti ma´ proces alokova´no, kolik j´ı vyuzˇ´ıva´, jake´ je pouzˇite´
maximum. V prave´ cˇa´sti je v graficke´ podobeˇ zobrazeno, ktera´ kategorie dotaz˚u pouzˇ´ıva´
kolik pameˇti. Data do tabulky tohoto detailu jsou z´ıska´va´na pomoc´ı dotazu:
SELECT
pm.category, pm.allocated, pm.used, pm.max_alocated
FROM
v$process AS p, v$process_memory AS pm
WHERE
p.pid = pm.pid
AND p.serial# = pm.serial#
AND p.addr = ’:addr’;
Vpravo v grafu je kola´cˇovy´ graf zobrazuj´ıc´ı sloupec pm.allocated podle kategori´ı.
Data zobrazena´ pod tabulkou jsou z´ıska´na dotazem:
SELECT
s.sid, s.serial#,
p.pga_used_mem, p.pga_alloc_mem, p.pga_freeable_mem, p.pga_max_mem
FROM
v$process AS p, v$session AS s
WHERE
s.paddr = p.addr
AND s.paddr = ’:addr’;
V prˇ´ıloze C je k dispozici zveˇtsˇeny´ sn´ımek modulu a take´ uka´zka editoru sloupc˚u hlavn´ı
tabulky modulu, stejneˇ jako dalˇs´ı uka´zky ostatn´ıch modul˚u.
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Obra´zek 5.2: Sn´ımek beˇzˇ´ıc´ıho modulu ”Used Functions“.
5.2 Modul
”
Used Functions“
Dalˇs´ı modul zobrazuje seznam funkc´ı, ktere´ jsou aktua´lneˇ databa´z´ı pouzˇ´ıva´ny.
Tento modul je oproti prˇedchoz´ımu strozˇejˇs´ı. Pro obnoven´ı obsahu zde slouzˇ´ı tlacˇ´ıtko,
cozˇ je v prˇ´ıpadeˇ tohoto modulu postacˇuj´ıc´ı.
Modul uzˇivateli poskytuje prˇehled vyuzˇit´ı funkc´ı, ktere´ Oracle databa´ze nab´ız´ı. Modul
je vhodny´ pro kontrolu funkc´ı, ktere´ jsou licencovane´ a pouzˇ´ıvaj´ı se, a naopak teˇch, ktere´
licencovane´ nejsou a take´ se pouzˇ´ıvaj´ı.
Dotaz, ktery´ z´ıska´va´ seznam pouzˇ´ıvany´ch funkc´ı je:
SELECT
fu.name, fu.detected_usages,
samp.version, samp.total_samples
DECODE(TO_CHAR(fu.last_usage_date, ’MM/DD/YYYY, HH:MI:SS’),
NULL, ’FALSE’,
TO_CHAR(fu.last_sample_date, ’MM/DD/YYYY, HH:MI:SS’),
’TRUE’, ’FALSE’) AS currently_used,
fu.first_usage_date,
fu.last_usage_date,
samp.last_sample_date,
mt.description
FROM
sys.wri$_dbu_usage_sample AS samp,
sys.wri$_dbu_feature_usage AS fu,
sys.wri$_dbu_feature_metadata AS mt
WHERE
samp.dbid = fu.dbid
AND samp.version = fu.version
AND fu.name = mt.name
AND fu.name NOT LIKE ’_DBFUS_TEST%’
AND BITAND(mt.usg_det_method, 4) != 4
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5.3 Modul
”
Actually Running SQLs“
Obra´zek 5.3: Sn´ımek beˇzˇ´ıc´ıho modulu ”Actually Running SQLs“.
Dalˇs´ı modul, ktery´ jsme v ra´mci te´to pra´ce implementovali, zobrazuje seznam SQL do-
taz˚u a jejich statistik, ktere´ jsou momenta´lneˇ nad databa´z´ı prova´deˇny. Statistiky jsou au-
tomaticky aktualizova´ny za pouzˇit´ı stejne´ho principu jako u modulu Process Memory Info.
Celkova´ struktura modulu je velmi podobna´, vcˇetneˇ rozlozˇe-n´ı graficky´ch prvk˚u. V detailu
se pro vybrany´ rˇa´dek hlavn´ı tabulky zobrazuj´ı v textove´m poli SQL dotaz, jezˇ je forma´tova´n
tak, jak byl databa´z´ı prˇijat. V prave´ cˇa´sti se zobrazuj´ı informace o sezen´ı, ve ktere´m byl
dotaz prova´deˇn, o stavu cˇeka´n´ı na vyrˇ´ızen´ı tohoto dotazu, apod.
Vsˇechna tato data vcˇetneˇ detailn´ıch informac´ı se z´ıska´vaj´ı dotazem pro svou obsa´hlost
uvedeny´m v prˇ´ıloze B.
Tlacˇ´ıtko na leve´ straneˇ ovla´dac´ıho panelu slouzˇ´ı pro zobrazen´ı pla´nu SQL dotazu, ktery´
databa´ze prˇed jeho proveden´ım zpracovala, v dialogove´m okneˇ – viz. prˇ´ıloha C, obra´zek
C.5. Pla´n SQL dotazu se z databa´ze z´ıska´ SQL dotazem:
SELECT
*
FROM
TABLE(dbms_xplan.display_cursor(’:sql_id’, :sql_child_number));
Modul zobrazuje seznam aktuua´lneˇ beˇzˇ´ıc´ıch SQL dotaz˚u, informace o databa´zove´ relaci,
ktera´ SQL dotaz spustila, v detailu zobrazuje text SQL dotazu a v dialogove´m okneˇ jeho
pla´n vykona´n´ı SQL dotazu, ktery´ se pouzˇ´ıva´ pro prˇ´ıpadne´ ladeˇn´ı dotazu.
5.4 Modul
”
System Statistics“
Posledn´ı modul je nejkomplexneˇjˇs´ı a nejrobustneˇjˇs´ı implementovany´ modul. Je rozdeˇlen na
trˇi te´maticke´ celky, ktere´ jsou graficky oddeˇleny za´lozˇkami.
49
Obra´zek 5.4: Sn´ımek beˇzˇ´ıc´ıho modulu ”System Statistics“.
Prvn´ı cˇa´st zobrazuje za´kladn´ı prˇehled statistik mechanismu Wait Interface, popsane´ho
v kapitole 2.2. Pomoc´ı graf˚u zna´zornˇuje dveˇ za´kladn´ı statistiky. Prvn´ı graf zobrazuje pocˇet
cˇeka´n´ı proces˚u na vy´pocˇet podle trˇ´ıd cˇeka´n´ı. Dotaz, podle ktere´ho se data z databa´ze
z´ıska´vaj´ı je:
SELECT
wait_class,
total_waits,
ROUND(100 * (time_waited / sum_time), 2) AS pct_time,
FROM
(SELECT
wait_class,
wait_class#,
total_waits,
time_waited
FROM
v$system_wait_class
WHERE
wait_class != ’Idle’),
(SELECT
SUM(total_waits) AS sum_waits,
SUM(time_waited) AS sum_time
FROM
v$system_wait_class
WHERE
wait_class != ’Idle’)
ORDER BY 3 DESC;
Druhy´ graf ukazuje celkovy´ cˇas stra´veny´ cˇeka´n´ım, opeˇt podle trˇ´ıd cˇeka´n´ı – dotaz:
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SELECT
wait_class,
time_waited,
ROUND(100 * (time_waited / sum_time), 2) AS pct_time,
FROM
(SELECT
wait_class,
wait_class#,
total_waits,
time_waited
FROM
v$system_wait_class
WHERE
wait_class != ’Idle’),
(SELECT
SUM(total_waits) AS sum_waits,
SUM(time_waited) AS sum_time
FROM
v$system_wait_class
WHERE
wait_class != ’Idle’)
ORDER BY 3 DESC;
Pro konkre´tn´ı trˇ´ıdu cˇeka´n´ı lze take´ zobrazit seznam cˇekac´ıch uda´lost´ı dotazem:
SELECT
se.INST_ID as INSTANCE_NUMBER,
en.EVENT#,
se.EVENT,
se.TOTAL_WAITS,
se.TOTAL_TIMEOUTS,
se.TIME_WAITED,
se.AVERAGE_WAIT,
se.TIME_WAITED_MICRO
FROM
gv$system_event AS se, gv$event_name AS en
WHERE
se.INST_ID = 1
AND se.INST_ID = en.INST_ID
AND en.EVENT_ID = se.EVENT_ID
AND se.wait_class# = :classID
ORDER BY time_waited_micro DESC;
Prˇi vy´beˇru konkre´tn´ı cˇekac´ı uda´losti se zobraz´ı jej´ı histogram zna´zornˇuj´ıc´ı pocˇet cˇeka´n´ı
a cˇas stra´veny´ cˇeka´n´ım. Vytazˇen´ı prˇ´ıslusˇny´ch dat provedeme dotazem:
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SELECT
eh.event,
eh.wait_time_milli,
eh.wait_count
FROM
gv$event_histogram AS eh
WHERE
eh.EVENT# = :eventID
AND eh.INST_ID = 1
ORDER BY 2,3;
Ve druhe´ cˇa´sti se zobrazuje seznam metrik cˇekac´ıch uda´lost´ı, ktery´ se mu˚zˇe automaticky
obnovovat. Seznam sb´ıra´ data podle dotazu:
SELECT
mh.INST_ID AS instance_number,
TO_CHAR(mh.begin_time,’dd.mm.yyyy hh24:mi’) AS begin_time,
TO_CHAR(mh.end_time,’dd.mm.yyyy hh24:mi’) AS end_time,
mh.ENTITY_ID,
en.NAME,
en.WAIT_CLASS,
en.WAIT_CLASS#,
mh.metric_id,
mh.metric_name,
mh.value || ’ ’ || mh.metric_unit,
en.EVENT#
FROM
gv$metric_history AS mh,
gv$metricgroup AS mg,
v$event_name AS en
WHERE
mh.inst_id = mg.inst_id
AND mh.group_id = mg.group_id
AND mg.group_id = 0
AND mh.ENTITY_ID = en.EVENT#
AND en.WAIT_CLASS# != 6
AND en.wait_class# = :classID
AND en.event# = :eventID
ORDER BY begin_time, metric_id;
Po vybra´n´ı zvolene´ uda´losti se v detailu zobraz´ı histogram vybrane´ metriky podle do-
tazu:
SELECT
eh.inst_id as instance_number,
eh.EVENT#,
eh.event,
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eh.wait_time_milli,
eh.wait_count
FROM
gv$event_histogram AS eh
WHERE
eh.event# = " + eventID + " " +
AND eh.event IN (SELECT
e.name
FROM
v$event_name AS e
WHERE
e.wait_class# != 6)
ORDER BY 1,3,4;
U tohoto modulu je specia´ln´ı to, zˇe kazˇdy´ ze dvou autoobnovovac´ıch mechanismu˚
v tomto modulu je neza´visly´. Pod panelem ovla´daj´ıc´ım autoobnovu se nacha´z´ı panel umozˇnˇu-
j´ıc´ı uzˇivateli filtrovat data zobrazena´ v tabulce podle dvou krite´ri´ı. Jedn´ım mu˚zˇe by´t filtrace
dat podle trˇ´ıdy cˇeka´n´ı a (nebo) podle cˇekac´ı uda´losti. Uzˇivatel ma´ mozˇnost vyb´ırat do filtru
cˇekac´ı uda´losti podle libosti. Prova´d´ı se ve specia´ln´ım editoru, viz. obra´zek C.8.
Posledn´ı cˇa´st zobrazuje historicka´ data metrik. SQL dotaz, ktery´ cˇerpa´ data ma´ podobu:
SELECT
dhss.instance_number,
TO_CHAR(dhss.begin_time,’dd.mm.yyyy hh24’) as begin_time,
TO_CHAR(dhss.end_time,’dd.mm.yyyy hh24’) as end_time,
dhss.metric_id,
dhss.metric_name,
dhss.metric_unit,
TRUNC(dhss.minval,4) AS minval,
TRUNC(dhss.maxval,4) AS maxval,
TRUNC(dhss.average,4) AS average,
TRUNC(dhss.standard_deviation,4) AS stddeviation
FROM
dba_hist_snapshot AS dhs,
dba_hist_sysmetric_summary AS dhss,
dba_hist_metric_name AS dhmn
WHERE
dhs.snap_id = dhss.snap_id
AND dhs.dbid = dhss.dbid
AND dhs.instance_number = dhss.instance_number
AND dhss.group_id = dhmn.group_id
AND dhss.dbid = dhmn.dbid
AND dhss.metric_id = dhmn.metric_id
AND dhss.instance_number = ’:instanceNumber’
AND dhss.metric_id = :metricID
AND TO_CHAR(dhss.begin_time,’dd.mm.yyyy hh24’) >= ’:begin_time’
AND TO_CHAR(dhss.end_time,’dd.mm.yyyy hh24’) <= ’:end_time’
ORDER BY begin_time, metric_id;
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Prˇi vybra´n´ı metriky v hlavn´ı tabulce se v detailu zobraz´ı histogram s pocˇtem cˇeka´n´ı
v za´vislosti na cˇase cˇeka´n´ı pro danou metriku. Viz. na´sleduj´ıc´ı dotaz:
SELECT
dhss.instance_number,
TO_CHAR(dhss.begin_time, ’dd.mm.yyyy hh24’) AS begin_time,
TRUNC(dhss.average,4) AS average,
TRUNC(dhss.standard_deviation,4) AS stddeviation,
TRUNC(dhss.minval,4) AS minval,
TRUNC(dhss.maxval,4) AS maxval,
dhss.metric_name,
dhss.metric_unit,
dhss.metric_id
FROM
dba_hist_snapshot AS dhs,
dba_hist_sysmetric_summary AS dhss,
dba_hist_metric_name AS dhmn
WHERE
dhs.snap_id = dhss.snap_id
AND dhs.dbid = dhss.dbid
AND dhs.instance_number = dhss.instance_number
AND dhss.group_id = dhmn.group_id
AND dhss.dbid = dhmn.dbid
AND dhss.metric_id = dhmn.metric_id
AND dhss.metric_id = :metricID
AND TO_CHAR(dhss.begin_time,’dd.mm.yyyy hh24’) >= ’:begin_time’
AND TO_CHAR(dhss.end_time,’dd.mm.yyyy hh24’) <= ’:end_time’
ORDER BY begin_time;
Tato cˇa´st jizˇ neobsahuje mechanismus pro automaticke´ obnovova´n´ı dat. Data lze filtro-
vat, konkre´tneˇ podle datove´ho intervalu cˇi instance cˇi metrik samotny´ch, jejichzˇ seznam
pro filtr se da´ definovat analogicky jako filtr cˇekac´ıch uda´lost´ı v prostrˇedn´ı cˇa´sti (obra´zek
C.10). Zaj´ımavost´ı te´to cˇa´sti je graficke´ zna´zorneˇn´ı celkove´ historie pro zvolenou metriku.
Ta si pamatuje ve ktere´m cˇasove´m okamzˇiku je zvoleny´ rˇa´dek metriky v grafu zobrazen a
na te´to pozici vykresl´ı zˇlutou svislou cˇa´ru. Tato drobnost je velmi uzˇitecˇna´ v prˇ´ıpadeˇ, kdy
se snazˇ´ıme zjistit, ktera´ statistika odpov´ıda´ ktere´mu okamzˇiku zobrazene´mu v grafu.
Modul zobrazuje syste´move´ statistily z mechanismu Wait Interface. Zobrazuje jednotlive´
cˇekac´ı uda´losti a jejich histogram podle jednotlivy´ch trˇ´ıd cˇeka´n´ı, cozˇ umozˇnˇuje zjistit, ve
ktery´ch situac´ıch databa´ze nejv´ıce cˇeka´. Histogram ukazuje rozlozˇen´ı, resp. pocˇet cˇeka´n´ı a
jak dlouho dana´ skupina cˇekala.
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Kapitola 6
Nasazen´ı aplikace a testova´n´ı
Aplikaci jsme nasadili na produkcˇn´ı databa´zi, abychom zjistili, zda je ma´ ambice sta´t
se pouzˇ´ıva´ny´m na´strojem pro sledova´n´ı chova´n´ı databa´ze v ostre´m provozu. Jedna´ se
o centra´ln´ı databa´zi VUT v Brneˇ – databa´zovy´ shluk, jenzˇ se skla´da´ ze trˇ´ı server˚u. Po
nasazen´ı aplikace byla zjiˇsteˇna na´sleduj´ıc´ı u´zka´ mı´sta sledovane´ databa´ze.
6.1 Proble´m
”
cursor: pin S wait on X “
Prˇi monitorova´n´ı databa´ze bylo zjiˇsteˇno, zˇe velkou cˇa´st cˇeka´n´ı databa´ze tvorˇily uda´losti
”cursor: pin S wait on X“ (viz. obra´zek 6.1) a ”library cache pin“. Tyto dveˇ uda´losti spolu
u´zce souvisej´ı a znamenaj´ı v podstateˇ tote´zˇ (V Oracle 10gR2 byla uda´lost ”library cache
pin“ nahrazena algoritmy vza´jemne´ho vyloucˇen´ı1, ktere´ jsou podrobneˇjˇs´ı).
Uda´lost ”cursor: pin S wait on X“ je v prˇeva´zˇne´ veˇtsˇineˇ spojena se vza´jemny´m vy-
loucˇen´ım a tzv. hrubou analy´zou.
Hruba´ analy´za znamena´ vykona´va´n´ı SQL dotaz˚u, ktere´ nejsou ulozˇeny ve specia´ln´ı
vyrovna´vac´ı pameˇti Oracle databa´ze zvane´ shared pool. Pameˇt’ shared pool je cˇa´st pameˇti
System Global Area (SGA) Oracle databa´ze, ve ktere´ jsou, mimo jine´, ulozˇeny:
• optimalizovane´ pla´ny SQL dotaz˚u
• bezpecˇnostn´ı kontroly
• analyzovane´ SQL dotazy
• bal´ıcˇky
• informace o objektech
Pameˇt’ shared pool je rychla´ vyrovna´vac´ı pameˇt’, d´ıky n´ızˇ jsou SQL dotazy prova´deˇny
rychleji.
1angl. mutual exclusion, mutex – Algoritmy, ktere´ se snazˇ´ı zabra´nit v´ıcena´sobne´mu prˇ´ıstupu do pameˇti
v´ıce procesy najednou. Viz. http://en.wikipedia.org/wiki/Mutual exclusion
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Obra´zek 6.1: U´zke´ mı´sto produkcˇn´ı databa´ze, ktere´ bylo zjiˇsteˇno vytvorˇenou aplikac´ı.
56
Prˇi pouzˇit´ı hrube´ analy´zy mus´ı databa´ze vykonat urcˇite´ operace nav´ıc. Prˇedevsˇ´ım mus´ı
• alokovat pameˇt’ pro vykona´vany´ SQL dotaz v pameˇti shared pool
• zkontrolovat syntaktickou spra´vnost SQL dotazu
• prove´st kontrolu, zda uzˇivatel vykona´vaj´ıc´ı SQL dotaz ma´ opra´vneˇn´ı nezbytna´ pro jeho vy-
kona´n´ı
Databa´ze take´ mus´ı pro tento SQL dotaz z´ıskat exkluzivn´ı prˇ´ıstup do pameˇti Library
cache pin. To znamena´, zˇe proces, ktery´ dotaz vykona´va´, mus´ı z´ıskat exkluzivn´ı prˇ´ıstup
do kriticke´ sekce. Za´rovenˇ jiny´ proces vykona´vaj´ıc´ı stejny´ SQL dotaz pozˇaduje take´ exklu-
zivn´ı prˇ´ıstup do stejne´ kriticke´ sekce, ale ten nemu˚zˇe z´ıskat, protozˇe je pouzˇ´ıva´na jimy´m
procesem.
Hruba´ analy´za SQL dotazu je velmi draha´ operace. Je na´rocˇna´ jak z hlediska vyuzˇit´ı
CPU, tak i z hlediska pocˇtu prˇ´ıstup˚u do pameˇti, ktere´ jsou nezbytne´ pro vykona´n´ı dotazu.
Je proto doporucˇeno a nanejvy´sˇe vhodne´ se tomuto zp˚usobu vykona´n´ı SQL dotazu vyhnout
kdykoliv je to mozˇne´.
Redukce tohoto cˇeka´n´ı je znacˇneˇ za´visla´ na tom, jaky´ sce´na´rˇ blokac´ı je prova´deˇn.
Beˇzˇny´m problematicky´m sce´na´rˇem je pouzˇ´ıva´n´ı dynamicky´ch SQL dotaz˚u2 uvnitrˇ PL-
SQL procedur, kde PLSQL ko´d je prˇekompilova´n a dynamicky´ SQL dotaz vola´ neˇco, co
je za´visle´ na volaj´ıc´ı procedurˇe. Pokud je toto cˇeka´n´ı rozsˇ´ıˇrene´ pausˇa´lneˇ, mu˚zˇe pomoct
vyladeˇn´ı pameˇti shared pool.
6.2 Proble´m
”
db file sequential read“
Da´le bylo zjiˇsteˇno, zˇe databa´ze take´ cˇeka´ na uda´lost ”db file sequential read“ (viz. obra´zek
6.2). Tato uda´lost rˇ´ıka´, zˇe databa´ze je nucena cˇ´ıst data z datove´ho souboru databa´ze,
namı´sto vyrovna´vac´ı pameˇti. Prˇestozˇe te´meˇrˇ vsˇechna tato cˇeka´n´ı skoncˇila v cˇase do jedne´
milisekundy, jedna´ se o nechteˇny´ jev.
Cˇten´ı dat prˇ´ımo z datovy´ch soubor˚u je nevyhnutelne´. C´ılem, ktery´ proble´m odstran´ı
nebo alesponˇ zmı´rn´ı pocˇet teˇchto cˇeka´n´ı, je minimalizace V/V operac´ı, ktere´ nen´ı nutne´
prova´deˇt. Toho lze nejle´pe dosa´hnout co nejlepsˇ´ım na´vrhem databa´zove´ aplikace a vytva´rˇe-
n´ım efektivn´ıch pla´n˚u vykona´va´n´ı SQL dotaz˚u. Drobne´ zmeˇny na syste´move´ u´rovni mohou
vylepsˇit vy´konnost o pa´r procent, naroz´ıl od toho u´pravy pla´n˚u vykona´va´n´ı SQL dotaz˚u
mu˚zˇe vy´konnost zlepsˇit znacˇneˇ.
Pro odstraneˇn´ı cˇi zmı´rneˇn´ı dopad˚u te´to cˇekac´ı uda´losti mu˚zˇe pomoci:
• Kontrola SQL dotaz˚u vyuzˇ´ıvaj´ıc´ıch neselektivn´ı skenova´n´ı index˚u.
• Zvy´sˇen´ı velikosti vyrovna´vac´ı pameˇti – Pro zvy´sˇen´ı velikosti se ma´ pouzˇ´ıt parametr
DB BLOCK BUFFERS, nikoliv DB BLOCK LRU EXTENDED STATISTICS. Ni-
kdy vsˇak nezvysˇujme velikost pameˇti zvane´ System Global Area (SGA), pokud to
mu˚zˇe vyvolat dodatecˇneˇ stra´nkova´n´ı syste´mu.
2angl. Dynamic SQL – jsou to SQL dotazy, jejichzˇ zneˇn´ı je zna´mo azˇ za beˇhu programu, viz.
http://www.cs.umbc.edu/portal/help/oracle8/server.815/a68022/dynsql.htm#588
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Obra´zek 6.2: U´zke´ mı´sto produkcˇn´ı databa´ze, ktere´ bylo zjiˇsteˇno vytvorˇenou aplikac´ı.
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• Ulozˇen´ı dat ve fyzicky´ch datovy´ch bloc´ıch. Prˇedpokla´dejme, zˇe cˇasto z´ıska´va´me data
z neˇjake´ tabulky podle jednoho sloupce, kde jeho hodnoty jsou v urcˇite´m rozsahu,
pomoc´ı sn´ıma´n´ı na za´kladeˇ indexu. Za prˇedpokladu, zˇe jeden blok indexu obsahuje
100 za´znamu˚, mohou nastat dva extre´mn´ı prˇ´ıpady:
– Kazˇdy´ rˇa´dek tabulky je fyzicky ulozˇen v jine´m datove´m bloku (Pro kazˇdy´ blok
indexu mus´ı by´t prˇecˇteno 100 datovy´ch blok˚u).
– Vsˇechny rˇa´dky tabulky jsou ulozˇeny v neˇkolika po sobeˇ jdouc´ıch bloc´ıch (Pouze
hrstka datovy´ch blok˚u je cˇtena pro kazˇdy´ blok indexu).
• Reorganizace dat nebo jejich prˇedbeˇzˇne´ serˇazen´ı.
• Umı´steˇn´ı datovy´ch soubor˚u na disky, ktere´ se nacˇ´ıtaj´ı do syste´move´ vyrovna´vac´ı
pameˇti. Potom budou prˇi SQL dotazu data cˇtena z vyrovna´vac´ı pameˇti operacˇn´ıho
syste´mu, cozˇ je lepsˇ´ı nezˇ prˇ´ıme´ cˇten´ı z disku.
Popsali jsme dveˇ chyby, ktere´ byly zjiˇsteˇny d´ıky nasazen´ı implementovane´ aplikace na pro-
dukcˇn´ı centra´ln´ı databa´zi VUT v Brneˇ. Za´rovenˇ jsme tyto chyby popsali a take´ jsme se
snazˇili navrhnout, jak tyto chyby odstranit.
Nejd˚ulezˇiteˇjˇs´ı vsˇak je, zˇe aplikace obsta´la v testech a mu˚zˇeme rˇ´ıct, zˇe je schopna fungovat
v rea´lne´m provozu a je schopna zobrazit administra´torovi databa´ze vy´sledky, na jejichzˇ
za´kladeˇ je schopen odhalit neduhy sledovane´ databa´ze.
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Kapitola 7
Za´veˇr
C´ılem te´to diplomove´ pra´ce bylo sezna´men´ı s na´stroji slouzˇ´ıc´ımi pro monitorova´n´ı Oracle
databa´ze, analyzovat intern´ı katalogy Oracle databa´ze a navrhnout a implementovat apli-
kaci, ktera´ bude v cˇloveˇku cˇitelne´ podobeˇ zobrazovat aktua´ln´ı stav databa´zove´ instance.
Sezna´mili jsme se tedy s na´stroji STATSPACK, Active Session History (ASH), Auto-
matic Database Diagnostic Monitor (ADDM) a Automatic Workload Repository (AWR).
Da´le jsme prozkoumali mechanismus zvany´ Wait Interface.
Pote´ jsme navrhli a implementovali aplikaci, ktera´ slouzˇ´ı pro sledova´n´ı databa´ze. Tato
aplikace je zalozˇena na modulech, jezˇ jsou vy´konny´mi jednotkami aplikace. Moduly mohou,
ale nemusej´ı, pro zobrazen´ı statistik, pouzˇ´ıvat vy´sˇe uvedeny´ch na´stroj˚u. To je velkou dev´ızou
aplikace. Jednotlive´ moduly lze naprogramovat podle konkre´tn´ıch pozˇadavk˚u tak, aby zob-
razovaly prˇesneˇ to, co chceme a potrˇebujeme. Pro tvorbu modul˚u bylo vytvorˇeno API, aby
byla implementace modul˚u jednodusˇsˇ´ı a aby byla zarucˇena struktura modulu, d´ıky n´ızˇ je
mozˇne´ modul do aplikace zakomponovat. Modulovatelnost aplikace, je, spolu s mozˇnost´ı
vytvorˇit moduly na mı´ru, znacˇna´ odliˇsnost oproti ostatn´ım komercˇn´ım aplikac´ım tohoto
druhu.
Vyvinuta´ aplikace mu˚zˇe kvalitativneˇ da´le r˚ust s dalˇs´ımi rozsˇ´ıˇren´ımi a vylepsˇen´ımi. Ty´ka´
se to implementace prvk˚u, ktere´ uzˇivateli jesˇteˇ v´ıce zprˇ´ıjemn´ı a ulehcˇ´ı pra´ci. Konkre´tneˇ
jmenujme zachyta´vac´ı mo´d pro okna modul˚u, ktery´ poma´ha´ uzˇivateli prˇi prˇesunu okna
jej zarovnat k jine´mu oknu. Da´le by bylo mozˇne´ prˇi ukoncˇen´ı aplikace ukla´dat konfiguraci
aplikace. Naprˇ. moduly, ktere´ byly prˇi ukoncˇen´ı spusˇteˇne´, ke ktery´m databa´zovy´m instanc´ım
byla aplikace prˇipojena, umı´steˇn´ı oken spusˇteˇny´ch modul˚u. Prˇi na´sledne´m spusˇteˇn´ı aplikace
by se pak ona sama inicializovala do stavu, ve ktere´m se prˇed ukoncˇen´ım nacha´zela.
Ikdyzˇ mozˇny´ch vylepsˇen´ı by se jizˇ nyn´ı nasˇla cela´ rˇada, aplikace je momenta´lneˇ na
takove´ u´rovni, ktera´ umozˇnˇuje jej´ımu uzˇivateli s n´ı zacha´zet a pracovat velmi jednodusˇe,
u´cˇelneˇ a intuitivneˇ.
Nasazen´ım aplikace na produkcˇn´ı databa´zi jsme doka´zali, zˇe aplikace je schopna fun-
govat a splnˇuje pozˇadavky, ktere´ byly na jej´ı vy´voj kladeny. Zˇivotn´ı cyklus aplikace nyn´ı
nekoncˇ´ı. Je trˇeba vytvorˇit dalˇs´ı a dalˇs´ı moduly, ktere´ budou nada´le aplikaci rozsˇiˇrovat a
d´ıky nim celkoveˇ hodnota cele´ aplikace da´le poroste.
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Seznam pouzˇity´ch zkratek a
symbol˚u
UML – Unified Modeling Language
GUI – Graficke´ uzˇivatelske´ rozhran´ı (Graphical User Interface)
UI – Uzˇivatelske´ rozhran´ı (User Interface)
API – Application Programming Interface
JDK – Java Development Kit
JVM – Java Virtual Machine
JRE – Java Runtime Environment
SRˇDB – Syste´m Rˇ´ızen´ı Datove´ Ba´ze
XML – Extensible Markup Language
OOP – Objektoveˇ Orientovane´ Programova´n´ı
MVC – Model-View-Controller architektura
CPU – Central Processing Unit
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Seznam prˇ´ıloh
A Prˇ´ıpady uzˇit´ı aplikace
B Dotaz pln´ıc´ı hlavn´ı tabulku v modulu ”Actually Used SQLs“
C Uka´zky modul˚u
D Datovy´ nosicˇ CD se zdrojovy´mi soubory
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Prˇ´ıloha A
Prˇ´ıpady uzˇit´ı aplikace dle
diagramu prˇ´ıpad˚u uzˇit´ı
V te´to prˇ´ıloze jsou uvedeny neˇktere´ prˇ´ıpady uzˇit´ı vyv´ıjene´ aplikace.
Na´zev Prˇidat databa´zi
Akte´rˇi Uzˇivatel
Popis Uzˇivatel ma´ v u´myslu zaregistrovat v aplikaci novou databa´zi.
Pocˇa´tecˇn´ı podmı´nky Uzˇivatel ma´ zobrazeno okno manazˇera databa´z´ı.
Okno manazˇera databa´z´ı obsahuje tlacˇ´ıtko, po jehozˇ klinut´ı se
spust´ı mechanismus pro vytvorˇen´ı nove´ databa´ze.
Existuje okno pro zada´va´n´ı u´daj˚u o nove´ databa´zi.
Koncove´ podmı´nky Nova´ databa´ze zaregistrova´na.
Hlavn´ı tok Registrace databa´ze
1. Zobraz´ı se okno pro zada´n´ı u´daj˚u o databa´zi.
2. Uzˇivatel vlozˇ´ı do prˇ´ıslusˇny´ch pol´ı u´daje o databa´zi.
3. Uzˇivatel potvrd´ı vytvorˇen´ı nove´ databa´ze s teˇmito u´daji.
4. Nova´ databa´ze je v aplikaci zaregistrova´na.
5. Nova´ databa´ze je zobrazena v seznamu databa´z´ı.
Vedlejˇs´ı toky Uzˇivatel nevyplnil vsˇechny povinne´ polozˇky (po kroku 4
hlavn´ıho toku)
1. Je zobrazena chybova´ hla´sˇka upozornˇuj´ıc´ı na nevyplneˇne´
povinne´ u´daje.
2. Uzˇivatel potvrd´ı chybove´ hla´sˇen´ı a vra´t´ı se k zada´n´ı u´daj˚u.
3. Pokracˇujeme krokem cˇ. 4 hlavn´ıho toku.
Vy´jimky Databa´ze se zadany´m na´zvem je jizˇ v aplikaci registro-
vana´ (po kroku 4 hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Vra´t´ıme se zpeˇt do okna pro zada´n´ı parametr˚u databa´ze.
Tabulka A.1: Prˇ´ıpad uzˇit´ı ”Prˇidat databa´zi“.
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Na´zev Prˇipojit k databa´zi
Akte´rˇi Uzˇivatel
Popis Aplikace se prˇipoj´ı k vybrane´ databa´zi.
Pocˇa´tecˇn´ı podmı´nky Uzˇivatel ma´ vybranou databa´zi, ke ktere´ se chce prˇipojit.
Koncove´ podmı´nky Aplikace je prˇipojena k vybrane´ databa´zi.
Ve vsˇech spusˇteˇny´ch modulech je aktualizova´n seznam databa´z´ı,
ke ktery´m se lze prˇipojit.
Hlavn´ı tok Prˇipojen´ı aplikace k databa´zi
1. Uzˇivatel si zobraz´ı seznam registrovany´ch databa´z´ı.
2. Uzˇivatel vybere databa´zi, ke ktere´ se chce prˇipojit.
3. Uzˇivatel potvrd´ı volbu.
4. Aplikace se prˇipoj´ı k vybrane´ databa´zi. V titulku okna
aplikace je prˇida´n na´zev databa´ze, ke ktere´ se aplikace noveˇ
prˇipojila.
Vedlejˇs´ı toky
Vy´jimky K databa´zi se nelze prˇipojit (po kroku 3 hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Aplikace z˚ustane ve vy´choz´ım stavu.
Aplikace je jizˇ k databa´zi prˇipojena (po kroku 3 hlavn´ıho
toku)
1. Aplikace z˚ustane ve vy´choz´ım stavu.
Tabulka A.2: Prˇ´ıpad uzˇit´ı ”Prˇipojit k databa´zi“.
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Na´zev Odpojit od databa´ze
Akte´rˇi Uzˇivatel
Popis Aplikace ukoncˇ´ı spojen´ı s vybranou databa´z´ı.
Pocˇa´tecˇn´ı podmı´nky Aplikace je prˇipojena k databa´zi, s n´ızˇ chceme spojen´ı ukoncˇit.
Koncove´ podmı´nky Aplikace je od zvolene´ databa´ze odpojena.
Ve vsˇech spusˇteˇny´ch modulech je aktualizova´n seznam databa´z´ı,
ke ktery´m se lze prˇipojit.
Hlavn´ı tok Odpojen´ı od databa´ze
1. Uzˇivatel vybere databa´zi, od ktere´ se ma´ aplikace odpojit.
2. Uzˇivatel potvrd´ı volbu.
3. Aplikace se odpoj´ı od vybrane´ databa´ze. Z titulku okna
aplikace je odebra´n na´zev databa´ze, od ktere´ se aplikace
odpojila.
Vedlejˇs´ı toky
Vy´jimky Od databa´ze se nelze odpojit. Je pouzˇ´ıva´na neˇktery´m ze
spusˇteˇny´ch modul˚u (po kroku 2 hlavn´ıho toku)
1. Uzˇivateli je zobrazeno chybove´ hla´sˇen´ı o tom, zˇe se nelze
od databa´ze odpojit.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Aplikace z˚ustane ve vy´choz´ım stavu.
Tabulka A.3: Prˇ´ıpad uzˇit´ı ”Odpojit od databa´ze“.
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Na´zev Prˇidat modul
Akte´rˇi Uzˇivatel
Popis Uzˇivatel prˇida´ novy´ modul do seznamu modul˚u aplikace.
Pocˇa´tecˇn´ı podmı´nky
Koncove´ podmı´nky V aplikaci je registrova´n novy´ modul.
Hlavn´ı tok Prˇidat modul
1. Uzˇivatel si zobraz´ı okno manazˇera modul˚u.
2. Vybere volbu pro prˇida´n´ı nove´ho modulu.
3. Zobraz´ı se dialogove´ okno, ve ktere´m se zada´va´ kategorie,
do ktere´ se ma´ modul zarˇadit, a kde se take´ zada´va´ cesta k
JAR arch´ıvu modulu.
4. Uzˇivatel potvrd´ı prˇida´n´ı vybrane´ho modulu.
5. Okno pro prˇida´n´ı modulu se uzavrˇe.
6. V manazˇeru modul˚u se aktualizuje seznam modul˚u.
Vedlejˇs´ı toky Uzˇivatel chce modul zarˇadit do nove´ kategorie, ktera´ nen´ı
dosud definovana´. (po kroku 2 hlavn´ıho toku)
1. Uzˇivatel nemu˚zˇe v seznamu kategori´ı naj´ıt tu, do ktere´ by
ra´d modul zarˇadil.
2. Klikne na odkaz smeˇrˇuj´ıc´ı na seznam kategori´ı.
3. Zvol´ı prˇida´n´ı nove´ kategorie.
4. Zada´ na´zev nove´ kategorie.
5. Potvrd´ı vytvorˇen´ı nove´ kategorie.
6. Aktualizuje se seznam kategori´ı.
7. Vra´t´ı se zpa´tky do okna pro prˇida´n´ı nove´ho modulu.
8. Pokracˇujeme krokem cˇ. 3 hlavn´ıho toku.
Vy´jimky Uzˇivatel nevybral kategorii, do ktere´ se ma´ modul
zarˇadit. (po kroku 4 hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Vra´t´ıme se zpeˇt do okna pro zada´n´ı nove´ho modulu.
Uzˇivatel nezadal cestu k JAR arch´ıvu modulu. (po kroku
4 hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Vra´t´ıme se zpeˇt do okna pro zada´n´ı nove´ho modulu.
Zvoleny´ modul jizˇ v dane´ kategorii existuje. (po kroku 4
hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Vra´t´ıme se zpeˇt do okna pro zada´n´ı nove´ho modulu.
Tabulka A.4: Prˇ´ıpad uzˇit´ı ”Prˇidat modul“.
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Na´zev Spustit modul
Akte´rˇi Uzˇivatel
Popis Uzˇivatel prˇida´ do seznamu modul˚u novy´ modul.
Pocˇa´tecˇn´ı podmı´nky Vybrany´ modul je registrovany´ v seznamu modul˚u aplikace.
Koncove´ podmı´nky Modul je spusˇteˇn.
Hlavn´ı tok Spustit modul
1. Uzˇivatel stiskne tlacˇ´ıtko Start na tlacˇ´ıtkove´ liˇsteˇ aplikace.
2. V hlavn´ı menu nab´ıdce aplikace zvol´ı kategorii a posle´ze
modul, ktery´ chce spustit.
3. Modul je spusˇteˇn.
Vedlejˇs´ı toky
Vy´jimky Vybrany´ modul je jizˇ spusˇteˇn. (po kroku 2 hlavn´ıho toku)
1. Zobraz´ı se hla´sˇen´ı o tom, zˇe je jizˇ modul spusˇteˇn s ota´zkou,
zda se ma´ i prˇesto dany´ modul spustit opeˇtovneˇ.
2. Pokud uzˇivatel potvrd´ı opeˇtovne´ spusˇteˇn´ı, modul bude
spusˇteˇn.
3. Uzˇivatel odmı´tne opeˇtovne´ spusˇteˇn´ı modulu, aplikace
z˚ustane ve vy´choz´ım stavu.
nelze nale´zt JAR arch´ıv modulu. (po kroku 2 hlavn´ıho toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Aplikace z˚ustane ve vy´choz´ım stavu.
Zadany´ modul nen´ı komapatibiln´ı. (po kroku 2 hlavn´ıho
toku)
1. Zobraz´ı se chybove´ hla´sˇen´ı.
2. Uzˇivatel potvrd´ı chybovou hla´sˇku.
3. Aplikace z˚ustane ve vy´choz´ım stavu.
Tabulka A.5: Prˇ´ıpad uzˇit´ı ”Spustit modul“.
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Na´zev Smazat modul
Akte´rˇi Uzˇivatel
Popis Uzˇivatel smazˇe vybrany´ modul ze seznamu modul˚u.
Pocˇa´tecˇn´ı podmı´nky V aplikaci je registrovany´ modul, jezˇ chce uzˇivatel odstranit.
Koncove´ podmı´nky Dany´ modul se jizˇ nevyskytuje v seznamu modul˚u aplikace.
Hlavn´ı tok Smazat modul
1. Uzˇivatel si zobraz´ı okno manazˇera modul˚u.
2. V seznamu modul˚u oznacˇ´ı ten, ktery´ chce smazat.
3. Stiskne tlacˇ´ıtko pro odebra´n´ı modulu.
4. Modul je odstraneˇn.
5. Aktualizuje se seznam modul˚u aplikace.
Vedlejˇs´ı toky
Vy´jimky Vybrany´ modul je momenta´lneˇ spusˇteˇn. (po kroku 3
hlavn´ıho toku)
1. Zobraz´ı se hla´sˇen´ı o tom, zˇe modul je momenta´lneˇ spusˇteˇn
a tud´ızˇ jej nen´ı mozˇne´ pra´veˇ odebrat.
2. Pokud uzˇivatel potvrd´ı hla´sˇen´ı.
3. Aplikace z˚ustane ve vy´choz´ım stavu.
Tabulka A.6: Prˇ´ıpad uzˇit´ı ”Smazat modul“.
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Prˇ´ıloha B
Dotaz pln´ıc´ı hlavn´ı tabulku v
modulu
”
Actually Used SQLs“
SELECT
s.SID,
s.serial#,
s.sql_id AS "current sql id",
s.username AS "db user",
DECODE(ROUND(s.last_call_et / 60),
’0’, ’< 1’,
ROUND(s.last_call_et / 60)) AS "runtime (mins)",
si.block_changes AS "sess bchgs",
si.physical_reads AS "sess preads",
si.consistent_gets AS "sess cgets",
ss_cpu."sess cpu" AS "sess cpu",
sa.optimizer_cost AS "curr sql cost",
su.blocks AS "temp blocks",
t.used_ublk AS "undo blocks",
s.program AS "program",
s.terminal AS "term",
pss_pr."px preads" "child px preads",
pss_cg."px cgets" "child px cgets",
pss_cpu."px cpu" "child px cpu",
DECODE(ps."px oper cnt",
’’, ’N/A’, ps."px oper cnt") AS "px opers",
DECODE(ps."px count",
’’, ’N/A’, ps."px count") AS "px slaves",
s.event AS "wait",
s.seconds_in_wait AS "wait secs",
s.state AS "wait state",
s.machine,
s.type AS "session type",
s.module,
s.action,
sa.sql_fulltext AS "sql text",
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s.sql_child_number
FROM
v$session AS s, v$sort_usage AS su, v$transaction AS t,
v$sess_io AS si, v$sql AS sa,
(SELECT qcsid, COUNT(DISTINCT server_set) AS "px oper cnt",
COUNT(*) AS "px count"
FROM v$px_session
WHERE NOT server_set IS NULL
GROUP BY qcsid, DEGREE) AS ps,
(SELECT qcsid, SUM(VALUE) AS "px preads"
FROM v$px_sesstat
WHERE statistic# = 54 AND sid != qcsid
GROUP BY qcsid) AS pss_pr,
(SELECT qcsid, SUM(VALUE) AS "px cgets"
FROM v$px_sesstat AS pss
WHERE statistic# = 50 AND sid != qcsid
GROUP BY qcsid) AS pss_cg,
(SELECT qcsid, SUM (VALUE) AS "px cpu"
FROM v$px_sesstat AS pss
WHERE statistic# = 12 AND sid != qcsid
GROUP BY qcsid) AS pss_cpu,
(SELECT ss.sid, SUM(ss.value) AS "sess cpu"
FROM v$sesstat AS ss
WHERE statistic# = 12
GROUP BY ss.sid) AS ss_cpu
WHERE
s.sql_address = sa.address AND s.sql_hash_value = sa.hash_value
AND s.saddr = su.session_addr(+) AND s.SID = ps.qcsid(+)
AND s.SID = si.SID(+) AND s.saddr = t.ses_addr(+)
AND s.SID = pss_pr.qcsid(+) AND s.SID = pss_cg.qcsid(+)
AND s.SID = pss_cpu.qcsid(+) AND s.SID = ss_cpu.sid(+)
AND s.TYPE != ’BACKGROUND’ AND s.status = ’ACTIVE’
AND program NOT LIKE (’%(C%’) AND program NOT LIKE (’%(A%’)
AND program NOT LIKE (’%(P%’)
ORDER BY sa.optimizer_cost DESC;
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Prˇ´ıloha C
Uka´zky modul˚u
Obra´zek C.1: Editor sloupc˚u hlavn´ı tabulky modulu ”Process Memory Info“.
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Obra´zek C.2: Beˇzˇ´ıc´ı modul ”Process Memory Info“.
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Obra´zek C.3: Beˇzˇ´ıc´ı modul ”Used Functions“.
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Obra´zek C.4: Beˇzˇ´ıc´ı modul ”Actually running SQLs“.
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Obra´zek C.5: Okno zobrazuj´ıc´ı pla´n zvolene´ho dotazu modulu ”Actually running SQLs“.
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Obra´zek C.6: Beˇzˇ´ıc´ı modul ”System Statistics“ – jeho cˇa´st zobrazuj´ıc´ı prˇehled Wait Inter-
face. 80
Obra´zek C.7: Beˇzˇ´ıc´ı modul ”System Statistics“ – jeho cˇa´st zobrazuj´ıc´ı metriky uda´lost´ı.
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Obra´zek C.8: Editor cˇekac´ıch uda´lost´ı modulu ”System Statistics“, podle ktery´ch se mohou
uda´losti filtrovat.
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Obra´zek C.9: Beˇzˇ´ıc´ı modul ”System Statistics“ – jeho cˇa´st zobrazuj´ıc´ı historii metrik.
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Obra´zek C.10: Editor metrik modulu ”System Statistics“, podle ktery´ch se mu˚zˇe filtrovat
historie metrik.
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