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A Trial to Support to Understand Decomposition Methods for Multidimensional Data 
by Solving 3-D Puzzles 
Naoki Yamamoto＊, Akio Ishida＊＊, Shodai Hirata＊†, Jun Murakami＊＊＊ 
 
We have studied about multidimensional data analysis, and the related themes with this have been given to our students in their 
graduation research. Although the higher-order singular value decomposition (HOSVD) method is often used to treat 
multidimensional data, such as many big data processing problem, it is difficult for the students to understand the fundamental 
principle of it. In order to improve this situation, as our previous work, we developed an understanding support system of 
HOSVD by visualizing its calculation process. This time, we tried to give three-dimensional (3-D) puzzles to the students to 
solve by using HOSVD and to let them study that principle with interest. We describe our trial in this paper. 
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本論文で取り扱う立体パズルは，サイズ1 � 1 � 1の立方
体を図 1のように積み重ねて作ったサイズ�� � �� � ��の立体
である．この立方体を用いたパズルの例(10)を次に示す． 
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図 1 立体パズルの例 
 (Fig.1 Example of 3-D puzzle) 
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［問題１］ 図 1において見えている面に与えられた数字は，
その面から穴を続けて開けた1 × 1 × 1の立方体の個数を表
す．なお，見えていない面からは穴は開けていない．この




















数を 3 = 1と固定して，1-モードおよび 2-モードの変数が任
意である面(𝑎𝑎𝑎𝑎𝑖𝑖𝑖𝑖1𝑖𝑖𝑖𝑖21), ( 1 = 1, ⋯ , 𝐼𝐼𝐼𝐼1;   2 = 1, ⋯ , 𝐼𝐼𝐼𝐼2)，すなわち，
赤色の菱形のある面を 1-2面と呼ぶ．同様に， 1 = 1と固定



























 入力： サイズ𝐼𝐼𝐼𝐼1 × 𝐼𝐼𝐼𝐼2 × 𝐼𝐼𝐼𝐼3の 3階テンソル𝒜𝒜𝒜𝒜 
出力： 正規直交行列𝑈𝑈𝑈𝑈(1), 𝑈𝑈𝑈𝑈(2), 𝑈𝑈𝑈𝑈(3)およびコアテンソルℬ 
（ステップ 1） 入力のテンソル𝒜𝒜𝒜𝒜を n-モード行列展開し，
行列𝐴𝐴𝐴𝐴(𝑛𝑛𝑛𝑛), (𝑛𝑛𝑛𝑛 = 1,2,3)を計算する． 
（ステップ 2） ステップ 1で得られた行列𝐴𝐴𝐴𝐴(𝑛𝑛𝑛𝑛)に SVDを適
用して，𝐴𝐴𝐴𝐴(𝑛𝑛𝑛𝑛) = 𝑈𝑈𝑈𝑈(𝑛𝑛𝑛𝑛)𝛴𝛴𝛴𝛴(𝑛𝑛𝑛𝑛)𝑉𝑉𝑉𝑉(𝑛𝑛𝑛𝑛), (𝑛𝑛𝑛𝑛 = 1,2,3)と分解する．ただし，
𝑈𝑈𝑈𝑈(𝑛𝑛𝑛𝑛)と𝑉𝑉𝑉𝑉(𝑛𝑛𝑛𝑛)は左および右特異行列，𝛴𝛴𝛴𝛴(𝑛𝑛𝑛𝑛)は対角要素が特異値
の対角行列を表す． 
（ステップ 3） 入力テンソル𝒜𝒜𝒜𝒜とステップ 2 で得られた行
列 𝑈𝑈𝑈𝑈(𝑛𝑛𝑛𝑛)の n-モード積により，コアテンソルを ℬ =
𝒜𝒜𝒜𝒜 ×1 𝑈𝑈𝑈𝑈(1)T ×2 𝑈𝑈𝑈𝑈(2)T ×3 𝑈𝑈𝑈𝑈(3)Tとして計算する．行列の右肩の
Tは行列の転置を表す． 


















入力： サイズ𝐼𝐼𝐼𝐼1 × 𝐼𝐼𝐼𝐼2 × 𝐼𝐼𝐼𝐼3の 3階テンソル𝒜𝒜𝒜𝒜 
 出力： n-モード行列展開𝐴𝐴𝐴𝐴(𝑛𝑛𝑛𝑛), (𝑛𝑛𝑛𝑛 = 1,2,3) 
以下のステップ 1～ステップ 3 では， 1 = 1, ⋯ , 𝐼𝐼𝐼𝐼1,  2 =1, ⋯ , 𝐼𝐼𝐼𝐼2,  3 = 1, ⋯ , 𝐼𝐼𝐼𝐼3のすべての場合について行う． 
（ステップ 1） 1-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜の要素𝑎𝑎𝑎𝑎𝑖𝑖𝑖𝑖1𝑖𝑖𝑖𝑖2𝑖𝑖𝑖𝑖3を行列𝐴𝐴𝐴𝐴(1)の 1行{( 2 − 1)𝐼𝐼𝐼𝐼3 +  3}
列となるように展開する． 
（ステップ 2） 2-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜の要素𝑎𝑎𝑎𝑎𝑖𝑖𝑖𝑖1𝑖𝑖𝑖𝑖2𝑖𝑖𝑖𝑖3を行列𝐴𝐴𝐴𝐴(2)の 2行{( 3 − 1)𝐼𝐼𝐼𝐼1 +  1}
列となるように展開する． 
（ステップ 3） 3-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜の要素𝑎𝑎𝑎𝑎𝑖𝑖𝑖𝑖1𝑖𝑖𝑖𝑖2𝑖𝑖𝑖𝑖3を行列𝐴𝐴𝐴𝐴(3)の 3行{( 1 − 1)𝐼𝐼𝐼𝐼2 +  2}
列となるように展開する． 




















入力： サイズ𝐼𝐼𝐼𝐼1 × 𝐼𝐼𝐼𝐼2 × 𝐼𝐼𝐼𝐼3の 3階テンソル𝒜𝒜𝒜𝒜 
 出力： n-モード行列展開𝐴𝐴𝐴𝐴(𝑛𝑛𝑛𝑛), (𝑛𝑛𝑛𝑛 = 1,2,3) 
（ステップ 1） 1-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜から部分行列𝐴𝐴𝐴𝐴𝑖𝑖𝑖𝑖2 = (𝑎𝑎𝑎𝑎∗𝑖𝑖𝑖𝑖2∗), ( 2 = 1, ⋯ , 𝐼𝐼𝐼𝐼2)を取
り出し，横に並べて𝐴𝐴𝐴𝐴(1) = (𝐴𝐴𝐴𝐴1|𝐴𝐴𝐴𝐴2| ⋯ |𝐴𝐴𝐴𝐴𝐼𝐼𝐼𝐼2)とする．ただし，
(𝑎𝑎𝑎𝑎 ∗ 𝑖𝑖𝑖𝑖2 ∗)は 2を固定した 1 = 1, ⋯ , 𝐼𝐼𝐼𝐼1，  3 = 1, ⋯ , 𝐼𝐼𝐼𝐼3の行列を
表し，以下のステップにおいても同様である． 
（ステップ 2） 2-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜から部分行列𝐴𝐴𝐴𝐴𝑖𝑖𝑖𝑖3 = (𝑎𝑎𝑎𝑎∗∗𝑖𝑖𝑖𝑖3), ( 3 = 1, ⋯ , 𝐼𝐼𝐼𝐼3)を取
り出し，転置して横に並べ𝐴𝐴𝐴𝐴(2) = (𝐴𝐴𝐴𝐴1T|𝐴𝐴𝐴𝐴2T| ⋯ |𝐴𝐴𝐴𝐴𝐼𝐼𝐼𝐼3T)とする． 
（ステップ 3） 3-モード行列展開 
 テンソル𝒜𝒜𝒜𝒜から部分行列𝐴𝐴𝐴𝐴𝑖𝑖𝑖𝑖1 = (𝑎𝑎𝑎𝑎𝑖𝑖𝑖𝑖1∗∗), ( 1 = 1, ⋯ , 𝐼𝐼𝐼𝐼1)を取
り出し，転置して横に並べ𝐴𝐴𝐴𝐴(3) = (𝐴𝐴𝐴𝐴1T|𝐴𝐴𝐴𝐴2T| ⋯ |𝐴𝐴𝐴𝐴𝐼𝐼𝐼𝐼1T)とする． 


















［解法 1］  
（ステップ 1） 立体パズルから，穴の有無の情報を与えた
3階テンソル𝒜𝒜𝒜𝒜を作成する． 










（ステップ 2）3階テンソルℬ, 𝒞𝒞𝒞𝒞, 𝒟𝒟𝒟𝒟について，それぞれの 1-
モード展開行列𝐵𝐵𝐵𝐵(1), 𝐶𝐶𝐶𝐶(1),  𝐷𝐷𝐷𝐷(1)を求める． 





 解法 1 は図 2 のイメージの処理を忠実に行うもので，図
中右側の𝐴𝐴𝐴𝐴(1)の色の付いていない要素をカウントするだけ
でよい．解法 2 は 1 面からのみ開けられた穴の情報をテン
ソルに与えて解法 1 と同じカウントを行い，これを 3 面分
繰り返すもので，解法１より手間数は増えるが，分かりや
すさはある方法である． 














1-mode matrix unfolding Original 3rd-order tensor 
図 2 1-モード行列展開の例 
 (Fig.2 Example of 1-mode matrix unfolding) 
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3.2 求解例 1（問題 1：図 1のパズル例） 
 本節では 2.1節の問題 1を解くことにする．まず，解法 1
で解く場合について説明する． 





unfold( tnsr, row_idx, col_idx ) 
関数内の引数の tnsr には，もとの高階テンソルを与え，




るから，引数 row_idx には tnsr の 1-モードが移されるので
row_idx=1 を，col_idx には tnsr の 2-モードと 3-モードが移





 この例は，次の Rスクリプトにより解くことができる． 
 
［求解例 1-1の Rスクリプト］ 
# 問題 1の解法 1による求解 
library(rTensor)   # rTensorを利用する（初回時のみ必要） 
I1  3; I2  3; I3  3   # 3階テンソルのサイズ指定 
A  array( 1, dim = c(I1,I2,I3) ) # 3階テンソル Aの初期化 
A  as.tensor( A )   # Aを rTensorのオブジェクトに変換 
# 図 1の立体パズルの 3階テンソルを作成 
A[ 2,2,1 ]  0    # A(2,2,1)に 1つ穴を開ける 
A[ 3,1,1:2 ]  0   # A(3,1,1)から連続して 2つ穴を開ける 
A[ 1:3,1,2 ]  0   # A(1,1,2)から連続して 3つ穴を開ける 
A[ 1,3,1 ]  0    # A(1,3,1)に 1つ穴を開ける 
A[ 2,3,2 ]  0    # A(2,3,2)に 1つ穴を開ける 
A[ 3,2:3,1 ]  0   # A(3,3,1)から連続して 2つ穴を開ける 
# 1-モード行列展開 
A_1mode  unfold( A, row_idx=1, col_idx=c(3,2) ) 
# 穴の開いていない要素数をカウント 











表 1 1-モード行列展開の結果 
（Table 1 Result of 1-mode matrix unfolding） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] 
[1,] 1 0 1 1 1 1 0 1 1 
[2,] 1 0 1 0 1 1 1 0 1 














［求解例 1-2の Rスクリプト］ 
# 問題 1の解法 2による求解 
 I1  3; I2  3; I3  3 
 B  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Bの初期化 
 C  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Cの初期化 
 D  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Dの初期化 
# B,C,Dを rTensorのオブジェクトに変換 
 B  as.tensor( B ); C  as.tensor( C ); D  as.tensor( D ) 
# 1-2面の穴の情報を B，2-3面を C，1-3面を Dに与える 
 B[ 2,2,1 ]  0; B[ 3,1,1:2 ]  0   # 1-2面の情報 
 C[ 1:3,1,2 ]  0; C[ 1,3,1 ]  0   # 2-3面の情報 
 D[ 2,3,2 ]  0; D[ 3,2:3,1 ]  0   # 1-3面の情報 
# 3階テンソル B,C,Dの 1-モード行列展開 
 B_1mode  unfold( B, 1, c(3,2) )   # テンソル Bの展開 
 C_1mode  unfold( C, 1, c(3,2) )   # テンソル Cの展開 
 D_1mode  unfold( D, 1, c(3,2) )   # テンソル Dの展開 
# 穴の開いていない要素数をカウント 
 temp  B_1mode@data*C_1mode@data*D_1mode@data 






階テンソル Bの 1-モード行列展開 B_1modeを表 2に示す．
この表から，B_1mode は図 2 における 1-2 面の赤の菱形で
示された穴の情報のみを持っていることが確かめられる． 
同様に，表 3と表 4にテンソル Cおよび Dの 1-モード行
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表 2 3階テンソル Bの 1-モード行列展開 
（Table 2 1-mode matrix unfolding of 3rd order tensor B） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] 
[1,] 1 1 1 1 1 1 1 1 1 
[2,] 1 1 1 0 1 1 1 1 1 
[3,] 0 0 1 1 1 1 1 1 1 
 
表 3 3階テンソル Cの 1-モード行列展開 
（Table 3 1-mode matrix unfolding of 3rd order tensor C） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] 
[1,] 1 0 1 1 1 1 0 1 1 
[2,] 1 0 1 1 1 1 1 1 1 
[3,] 1 0 1 1 1 1 1 1 1 
 
表 4 3階テンソル Dの 1-モード行列展開 
（Table 4 1-mode matrix unfolding of 3rd order tensor D） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] 
[1,] 1 1 1 1 1 1 1 1 1 
[2,] 1 1 1 1 1 1 1 0 1 
[3,] 1 1 1 0 1 1 0 1 1 
 




 解法 2は，表 1のみを利用する解法 1と比べ，表 2～表 4
のようにもとのテンソルの各面ごとの穴の情報を用いるの
で記憶領域が多く必要となる．しかし次のような利点もあ
る．表 1 の(3,2)要素は 0 で，そこには穴が開いているとい





3.3 求解例 2（問題 2：問題 1の拡張） 
 次に，問題 1を任意のサイズの立体（3次元とする）の任
意の位置に任意の個数の穴を開けるパズルに拡張して，こ
の問題を既述の解法 1および解法 2により解いてみる． 
 
［問題 2］ 図 1 のようなサイズ1 × 1 × 1の小立方体を積み














ここでは立体パズルのサイズは3 × 2 × 4とし（スクリプト
の 3行目），各面において穴を開ける位置と個数，各位置か
らて連続して開ける個数を，R の関数 sample を用いてラン
ダムに設定している． 
 
［求解例 2の Rスクリプト］ 
#  問題 2の解法 1による求解 
 I1  3; I2  2; I3  4   # 3階テンソルのサイズ指定 
 A  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Aの初期化 
 B  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Bの初期化 
 C  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Cの初期化 
 D  array( 1, c( I1, I2, I3 ) )   # 3階テンソル Dの初期化 
# A,B,C,Dを rTensorのオブジェクトに変換 
 A  as.tensor( A ); B  as.tensor( B ) 
 C  as.tensor( C ); D  as.tensor( D ) 
# 各面に開ける穴の最大個数をランダムに選択 
 no12  sample( 1:(I1*I2), 1 )   # 1-2面 
 no23  sample( 1:(I2*I3), 1 )   # 2-3面 
 no13  sample( 1:(I1*I3), 1 )   # 1-3面 
# 1-2面の穴の情報を B，2-3面を C，1-3面を Dに与える 
 for( loop in 1:no12 ){   # 1-2面の情報作成 
    i1  sample( 1:I1, 1 )   # 添字 i1をランダムに選択 
    i2  sample( 1:I2, 1 )   # 添字 i2をランダムに選択 
  # (i1,i2)から開ける穴の個数をランダムに選択 
    hn  sample( 1:I3, 1 ) 
    B[ i1, i2, 1:hn ]  0    # 1-2面に穴を開ける 
 } 
 for( loop in 1:no23 ){   # 2-3面の情報作成，以下同様 
    i2  sample( 1:I2, 1 ); i3  sample( 1:I3, 1 ) 
    hn  sample( 1:I1, 1 ); C[ 1:hn, i2, i3 ]  0 
 } 
 for( loop in 1:no13 ){   # 1-3面の情報作成，以下同様 
    i1  sample( 1:I1, 1 ); i3  sample( 1:I3, 1 ) 
    hn  sample( 1:I2, 1 ); D[ i1, (I2-hn+1):I2, i3 ]  0 
 } 
# 立体パズルの 3階テンソル作成 
 A@data  B@data * C@data * D@data 
# 解法 1で解く 
# 3階テンソル Aの 1-モード行列展開  
 A_1mode  unfold( A, 1, c(3,2) ) 
# 穴の開いてない要素数をカウント 
 ans2_1  sum( A_1mode@data ) 
# 解法 2による求解 
# 3階テンソル B,C,Dの 1-モード行列展開  
 B_1mode  unfold( B, 1, c(3,2) )   # テンソル Bの展開 
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 C_1mode  unfold( C, 1, c(3,2) )   # テンソル Cの展開 
 D_1mode  unfold( D, 1, c(3,2) )   # テンソル Dの展開 
# 穴の開いてない要素数をカウント 
 temp  B_1mode@data*C_1mode@data*D_1mode@data 








 表 5 はすべての穴の情報を持つ立体パズルの 3 階テンソ
ルAを 1-モード行列展開したA_1modeの結果を示すもので
ある．穴のある所は 0 で，色付けは表 1 の場合と同様であ
る．この表から，(1,4)要素，(1,8)要素および(2,8)要素は 2-3
面と 1-3 面から開けた穴が重なっていることが分かる（黄
色）が，図 3 の穴の情報は正しく表されている．解法 1 で






 表 6～表 8は 1-2面，2-3面および 1-3面のうちの各面の
みから開けられた穴の情報を持つ 3階テンソル B，C，Dを
それぞれ 1-モード行列展開した B_1mode，C_1mode，
D_1modeを示す．表 6は 1-2面のみの穴の情報，つまり図 3
の赤の菱形で示された穴が開けられた情報を，表中の(2,1)






表 5 3階テンソル Aの 1-モード行列展開 
（Table 5 1-mode matrix unfolding of 3rd order tensor A） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] 
[1,] 0 1 0 0 1 0 0 0 
[2,] 0 0 1 1 0 1 1 0 
[3,] 1 1 1 1 1 0 1 0 
 
表 6 3階テンソル Bの 1-モード行列展開 
（Table 6 1-mode matrix unfolding of 3rd order tensor B） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] 
[1,] 1 1 1 1 1 1 1 1 
[2,] 0 0 1 1 1 1 1 1 
[3,] 1 1 1 1 1 1 1 1 
 
表 7 3階テンソル Cの 1-モード行列展開 
（Table 7 1-mode matrix unfolding of 3rd order tensor C） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] 
[1,] 0 1 1 0 1 1 1 0 
[2,] 1 1 1 1 1 1 1 0 
[3,] 1 1 1 1 1 1 1 0 
 
表 8 3階テンソル Dの 1-モード行列展開 
（Table 8 1-mode matrix unfolding of 3rd order tensor D） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] 
[1,] 1 1 0 0 1 0 0 0 
[2,] 1 1 1 1 0 1 1 0 
[3,] 1 1 1 1 1 0 1 1 
  
3.4 求解例 3（問題 3：別の立体パズルの例） 
 ここでは，2.1節の図 1の立体パズルおよび 3.3節で述べ
たその拡張とは別タイプの立体パズルを考える(12)． 
 
［問題 3］ 図 4(a)のようなサイズ1 × 1 × 1の透明な小立方


































(a) 3-d puzzle with size (b) Perspective view from each side 
図 4 別の立体パズルの例 
(Fig.4 Example of another 3-D puzzle) 





















1 2 3 4
図 3 作成した立体パズルの例 
(Fig.3 Example of created 3-D puzzle) 
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 ［問題 3を解く Rスクリプト］ 
# 問題 3の求解 
# Aの初期値：全ての箱に玉があるとし 1を入れる 
 A  array( 1, c(3,3,3) )  
 A  as.tensor( A )   # Aを rTensorのオブジェクトに変換 
# Aの各要素に箱に玉の無い情報（0）を入れる 
 A[1,3, ]  0  # 正面(1,3,1)から奥に玉がない．以下同様 
 A[2,1, ]  0  # 正面(2,1,1)から奥 
 A[3,1, ]  0  # 正面(3,1,1)から奥 
 A[3,3, ]  0  # 正面(3,3,1)から奥 
 A[ ,1,1]  0  # 真上(1,1,1)から縦に玉がない．以下同様 
 A[ ,1,3]  0  # 真上(1,1,3)から縦 
 A[ ,2,1]  0  # 真上(1,2,1)から縦 
 A[ ,3,1]  0  # 真上(1,3,1)から縦 
 A[ ,3,2]  0  # 真上(1,3,2)から縦 
 A[1, ,1]  0  # 左面(1,1,1)から横に玉がない．以下同様 
 A[1, ,3]  0  # 左面(1,1,3)から横 
 A[2, ,1]  0  # 左面(2,1,1)から横 
 A[3, ,1]  0  # 左面(3,1,1)から横 
 A[3, ,3]  0  # 左面(3,1,3)から横 
# テンソル Aの 1-モード行列展開 
 A_1mode  unfold( A, 1, c(3,2) ) 
# 玉の入った箱の数をカウント 
   ans3  sum( A_1mode@data ) 
（スクリプト終わり） 
 
表 9 に玉の有無を表すテンソル A の 1-モード行列展開
A_1mode を示す．これから，図 4(b)の透視図の玉の配置を
正しく表現していることが確認できる．また，解を与える
変数 ans3の値は 6となり，玉の最大数は 6個であることが
分かる． 
 
表 9 3階テンソル Aの 1-モード行列展開 
（Table 9 1-mode matrix unfolding of 3rd order tensor A） 
 [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] 
[1,] 0 1 0 0 1 0 0 0 0 
[2,] 0 0 0 0 1 1 0 0 1 





























































および IoT（Internet of things）とビッグデータ解析の組み合
わせは今後さらに重要性を増すと思われ，我々もさらに高
度な研究に取り組むことになる．その基礎知識を学生に咀




















（平成 29年 XX月 XX日受付） 
（平成 29年 XX月 XX日受理） 
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