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Index Terms-software logging, log improvement, mining software repositories I. OVERVIEW Software developers typically insert logging statements in their source code to record runtime information. Logging statements produce execution logs at runtime, which help software practitioners better understand the behaviour of large scale software systems and assist in improving the quality of the systems. However, providing proper logging statements remains a challenging task. Both logging too little and logging too much is undesirable. Logging too little may result in the lack of runtime information that is crucial for understanding and diagnosing software systems; while logging too much can increase system runtime overhead and mask the truly important information.
Prior approaches aim to improve software failure diagnosis by automatically adding more logged information to the existing code, as a post-implementation process. Such automatic approaches do not take into account developers' domain knowledge. Nevertheless, developers usually need to carefully design the logging statements since logs are a rich source about the field operation of a software system. In this paper [1] , we propose an approach that can provide developers with log change suggestions as soon as they commit a code change, which we refer to as "just-in-time" suggestions for log changes. The goals of this paper include: i) understanding the reasons for log changes; and ii) proposing an approach that can provide just-in-time suggestions as to whether a log change is needed for a code change. In particular, we derive a set of measures based on manually
The full version of this work was published as journal article [1] .
examining the reasons for log changes and our experiences. We use these measures as explanatory variables in random forest classifiers to model whether a code commit requires log changes. These classifiers can provide just-in-time suggestions for log changes. We perform a case study on four open source projects: Hadoop, Directory Server, Commons HttpClient, and Qpid.
We find that: (i) The reasons for log changes can be grouped along four categories: block change, log improvement, dependence-driven change, and logging issue; (ii) our random forest classifiers can effectively suggest whether a log change is needed: the classifiers that are trained from withinproject data achieve a balanced accuracy of 0.76 to 0.82, and the classifiers that are trained from cross-project data achieve a balanced accuracy of 0.76 to 0.80; (iii) the characteristics of code changes in a particular commit (e.g., the number of changed control flow statements) and the current snapshot of the source code (e.g., the number of existing logging statements) are the most influential factors for determining the likelihood of a log change in a commit.
Our work provides insights about the reasons why developers change (add, modify or delete) logging statements in their code. Inexperienced developers may learn from these reasons to understand the current logging practices (e.g., the need to change logging statements when changing catch blocks). Our findings also show that developers can leverage machine learning models to guide their log changing practices.
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