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Our	  project	  was	  part	  of	  an	  ongoing	  effort	  to	  develop	  a	  system	  to	  test	  HEPA	  filters	  in	  fire	  conditions.	  This	  device	  will	  
be	   used	   to	   evaluate	   a	   new	   generation	   of	   fire-­‐resistant	   HEPA	   filters.	   This	   project	   is	   sponsored	   by	   Lawrence	  
Livermore	  National	  Labs	  (LLNL).	  
The	  physical	  device-­‐	   the	  heating	  elements,	   flow	  system	  and	  ducting	  was	  constructed	  by	  Team	  Icarus	  who	  began	  
their	  project	  in	  September	  2011,	  and	  finished	  in	  June	  2012.	  
Our	  team,	  CP	  HEPA,	  was	  responsible	  for	  designing,	  building,	  and	  testing	  the	  control	  and	  data	  acquisition	  systems	  
for	   this	   device.	   Our	   team	   consists	   of	   Andrew	   Woolrich,	   general	   mechanical	   engineer,	   Matt	   Gainer,	  
thermodynamics/fluid-­‐mechanics	   engineer,	   and	   Marc	   Goupil,	   mechatronics	   engineer.	   Additionally,	   LLNL	   is	  
sponsoring	   additional	   senior	   project	   teams	   to	   add	   features	   beyond	   the	   scope	   of	   our	   project.	   Among	   the	  
requirements	  for	  this	  project	  was	  to	  manage	  the	  handoff	  to	  the	  next	  team.	  
The	  variables	  controlled	   in	  the	  testing	  device	  are	  temperature,	  differential	  pressure,	  and	  airflow	  rate.	  They	  were	  
important	  in	  modeling	  the	  conditions	  the	  filters	  must	  be	  able	  to	  handle.	  Additional	  parameters	  for	  data	  collection	  
will	  be	  included	  in	  future	  developments	  of	  the	  project-­‐	  this	  includes	  video	  footage	  of	  the	  filter	  face	  through	  a	  close	  
circuit	  television	  (CCTV)	  system	  and	  a	  leak	  detection	  system	  which	  is	  the	  responsibility	  of	  the	  next	  team,	  Hi-­‐Top.	  
Initially,	  we	  focused	  on	  understanding	  the	  inner	  workings	  of	  the	  system	  so	  that	  we	  could	  effectively	  implement	  our	  
designs.	  Through	  meetings	  with	  team	  Icarus	  and	  computer	  analysis,	  we	  developed	  a	  preliminary	  flow	  model	  of	  our	  
system,	  which	  was	  used	  to	  model	  system	  response	  to	  control	  inputs.	  We	  also	  built	  a	  small-­‐scale	  physical	  model	  of	  
the	  system	  to	  evaluate,	  refine,	  and	  validate	  our	  results.	  
Next,	  we	  determined	  our	  methods	  of	   control	  and	  data	   collection	  and	  assisted	   team	   Icarus	   in	   the	   final	   stages	  of	  
their	   project.	   A	  manual	   control	   system	   for	   the	   device	  was	   provided,	   and	   flow	  measurements	  were	   taken	   from	  
analog	  devices.	  
Finally,	  we	   installed	   our	   digital	   data	   capture	   devices,	  which	   allowed	   us	   to	   build	   and	   implement	   our	   automated	  
controls	  system	  for	  testing.	  Progressively	  more	  thorough	  tests	  were	  taken,	  and	  tuning	  was	  performed	  to	  perfect	  




FIGURE	  1	  DESIGN	  OF	  HEPA	  FILTER	  TEST	  FIXTURE	  BY	  TEAM	  ICARUS	  
	  
FIGURE	  2	  PICTURE	  OF	  HTTU	  TAKEN	  AT	  SENIOR	  EXPO	  




Fire	   resistance	   of	   the	   HEPA	   filter	   banks	   in	   nuclear	   and	   chemical	   plants	   is	   an	   important	   safety	   measure	   and	  
development	  of	  truly	  fire-­‐resistant	  filters	  is	  ongoing.	  Originally,	  cellulose	  filter	  media	  was	  used,	  but	  it	  proved	  to	  be	  
very	  susceptible	   to	  combustion.	   In	  an	   incident	  at	   the	  Rocky	  Flats	  Plant	   in	  September	  1957,	  a	  plutonium	  fire	   in	  a	  
glovebox	   burned	   400	   out	   of	   700	   HEPA	   filters,	   resulting	   in	   Building	   71	   being	   contaminated	   with	   radiation.	  
Recognizing	   the	   need	   for	   filter	  media	   that	   could	   resist	   fire	   conditions,	   glass-­‐fiber	   filter	  media	   in	   stainless	   steel	  
frames	  was	  adopted.	  This	  approach	  also	  proved	   insufficient,	  as	  another	  glovebox	  fire	   in	  1969	  damaged	  the	  filter	  
banks.	  This	  triggered	  a	  closer	  look	  at	  HEPA	  fire	  resistance	  measures,	  leading	  to	  the	  adoption	  of	  water	  spray	  nozzles	  
in	  filter	  plenums,	  with	  the	  goal	  of	  reducing	  the	  temperature	  of	  incoming	  gases.	  
	  
FIGURE	  3	  1957	  FILTER	  PLENUM	  FIRE,	  1969	  PLENUM	  FIRE,	  1980	  HIGH	  TEMPERATURE	  HEPA	  FILTER	  FIRE	  RESPECTIVELY	  
However,	  this	  solution	  failed	  to	  address	  a	  major	  failure	  mode:	  filters	  can	  become	  packed	  with	  water	  (aggravated	  
by	  the	  presence	  of	  other	  particulates)	  and	  fail	  structurally	  -­‐-­‐	  either	  by	  being	  blown	  out	  of	  their	  frames	  or	  by	  having	  
the	  media	   itself	   tear	   (Ruedinger	   et	   al).	   The	   1980	   Rocky	   Flats	   fire,	   for	   instance,	   demonstrated	   this	   effect	   when	  
urethane	  bonding	  filter	  media	  to	  frame	  failed	  under	  high	  heat,	  which	  was	  followed	  by	  a	  blowout	  induced	  by	  water	  
and	  particle	  caused	  clogging.	  This	  demonstrated	  the	  need	  for	  HEPA	  units	  to	  use	  not	  only	  resilient	  filter	  media,	  but	  
also	  frame-­‐to-­‐media	  and	  frame-­‐to-­‐duct	  sealing	  capable	  of	  resisting	  fire	  conditions.	  
This	   project	   aims	   to	   develop	   a	   test-­‐bed	   to	   evaluate	   the	   behavior	   of	   HEPA	   filter	   units	   at	   high	   temperatures.	   To	  
simulate	  fire-­‐like	  conditions,	  the	  test	  bed	  will	  reach	  up	  to	  1300˚F	  (with	  room	  for	  future	  upgrades	  to	  1800	  ˚F)	  across	  
varying	  air	  flow	  rates,	  as	  well	  as	  provide	  soot	  loading,	  seal	  integrity,	  and	  direct	  flame	  impingement	  tests.	  Key	  to	  the	  
evaluation	  of	  the	  filter	  integrity	  is	  not	  just	  the	  thermal	  conditions	  at	  the	  filter,	  but	  also	  flow	  conditions,	  especially	  
the	  pressure	  drop	  across	  the	  filter.	  	  
Team	  Icarus	  was	  tasked	  with	  the	  design	  of	  the	  physical	  device,	  a	  fixture	  that	  tests	  the	  seal	  performance	  of	  the	  filter	  
media	  at	   fire-­‐like	  conditions	   (see	  Figure	  2).	  Originally	  planned	  to	  reach	  a	  temperature	  of	  1800°F,	   the	  device	  was	  
later	  re-­‐specified	  to	  a	  target	  of	  1300	  ˚F	  with	  a	  minimum	  of	  1000	  ˚F	  due	  to	  cost	  constraints.	  Our	  team,	  CP	  HEPA,	  
expanded	  the	  device’s	   functionality	  by	  designing	  and	   implementing	  the	  control	  system	  and	  data	  acquisition	  unit	  
for	  the	  device.	  
	  




The	  scope	  of	  this	  project	  covered	  the	  development	  of	  two	  major	  systems:	  
• A	  control	  system	  for	  the	  testing	  apparatus.	  
• A	  data	  acquisition	  system	  (DAQ)	  that	  provides	  room	  for	  sensor/data	  expansion.	  
These	  two	  components	  had	  the	  following	  requirements:	  	  
1. Control	  unit	  
a. Control	  major	  system	  parameters	  
i. Filter	  face	  temperature	  from	  room	  to	  1300	  °F	  
ii. Flow	  rate	  from	  5	  to	  250	  SCFM	  
iii. Differential	  pressure	  from	  1-­‐6	  in	  H20	  
b. Maintain	  system	  stability:	  sample	  and	  actuate	  quickly	  enough	  to	  avoid	  unstable	  operation	  
c. Develop	  torch	  control	  units	  
i. Be	  less	  expensive	  than	  equivalent	  Farnham	  controllers	  ($2000	  per)	  
ii. Offer	  similar	  functionality	  
1. thermal	  cutoff	  
2. no	  flow	  cutoff	  
3. snap	  cutoff	  
4. power	  requirements	  (up	  to	  16.25kW	  per	  torch)	  
iii. Be	  UL	  listed	  or	  similarly	  rated	  
d. Offer	  acceptable	  fidelity	  
i. To	  be	  determined	  later	  in	  the	  project	  
ii. Based	  on	  cost-­‐benefit	  analysis	  
2. DAQ	  system	  
a. Record	  major	  system	  parameters	  at	  specified	  time	  intervals	  (determined	  by	  universal	  clock	  unit)	  
i. Temperature,	  T	  
ii. Flow	  Rate,	   	  
iii. Differential	  Pressure,	  ΔP	  
b. Collect	  data	  acceptably	  quickly	  -­‐-­‐	  target	  minimum:	  2	  Hz	  
c. Offer	  expandable	  control	  bus	  
i. Able	  to	  accept	  CCTV	  shots	  	  
ii. Accept	  leak	  detection	  information	  
iii. Universal	  clock	  system	  to	  aid	  in	  synchronization	  of	  data	  collection	  
In	   addition,	   the	   two	   components	   also	   have	   shared	   requirements,	   namely	   a	   common	   UI.	   They	   offer	   real-­‐time	  
display	  of:	  
1. Controller	  operation	  parameters	  (system	  effort)	  
2. Current	  system	  parameters	  (temperature,	  differential	  pressure	  and	  flow	  rate).	  
3. Safety	  information/errors	  (cutoff	  state,	  cutoff	  type)	  
Additionally,	   for	  reasonably	  remote	  access	  was	  added-­‐	  that	   is,	  a	  user	   is	  able	  to	  start	  and	  stop	  the	  device	   from	  a	  
safe	  distance	  away,	  as	  well	  as	  a	  provision	  for	  remote	  emergency	  cutoff.	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Because	  of	  the	  high-­‐power,	  high-­‐temperature	  operation	  of	  this	  device,	  we	  also	  ensured	  user	  safety	  in	  all	  aspects	  of	  
operation.	  
• Safety	   cutoff	   disables	   power	   to	   torches	   within	   1	   second	   of	   a	   thermal	   overrun,	   be	   it	   in	   the	   torch	   or	  
elsewhere	  in	  the	  device.	  	  
• Shutoff	  functions	  even	  if	  main	  control	  unit	  fails.	  	  
• Flow	  device	  has	  a	  disable-­‐for-­‐installation	  key	  to	  prevent	  flow	  when	  the	  user	  is	  installing	  a	  filter,	  as	  well	  as	  
a	  fail-­‐on	  method	  for	  thermal	  overrun.	  
• Torches	  do	  not	  enable	  until	  sufficient	  flow	  rate	  is	  reached	  (see	  torch	  requirements)	  
• Shock	   risk	   is	  mitigated-­‐	   480V	   3	   phase	   power	   is	   kept	   separate	   from	   control	   system	   and	   user-­‐accessible	  
areas	  per	  applicable	  standards.	  
TABLE	  1	  ENGINEERING	  SPECIFICATIONS	  SUMMARY	  
Spec	  #	   Description	   Target	   Tolerance	   Risk	   Compliance	  
1	   T,P	  curve	  fidelity	   Based	   on	   cost	  
analysis-­‐	  TBD	  
MIN	   M	   Analysis	  
Testing	  
2	   Safety	   cutoff	  
response	  time	  
1	  s	   MAX	   H	   Analysis	  
Testing	  
3	   DAQ	   sampling	  
speed	  
2	  samples/second	   MIN	   M	   Analysis	  
Testing	  
5	   Sensor	  accuracy	   Based	   on	   cost	  
analysis-­‐	  TBD	  
MIN	   H	   Analysis	  
Testing	  
Similarity	  
6	   Number	   of	   DAQ	  
thermal	  
channels	  
4	   MIN	   L	   Analysis	  
Testing	  
7	   Number	   of	   DAQ	  
pressure	  
channels	  
3	  (1	  diff	  for	  pitot,	  1	  
diff	   for	   filter,	   1	  
extra)	  
MIN	   L	   Analysis	  
Testing	  
8	   Number	   of	   DAQ	  
misc.	  channels	  
3	   MIN	   L	   Analysis	  
Testing	  
	  
Table	  1	  contains	  the	  strictly	  quantitative	  list	  of	  our	  design,	  showing	  the	  tolerances	  for	  variation	  (for	  instance,	  the	  
desired	  fidelity	  is	  at	  least	  as	  accurate	  as	  specified)	  and	  the	  risks	  associated	  with	  them	  (high	  risk	  for	  safety	  cutoffs,	  
for	  instance,	  ensuring	  safe	  operation	  was	  both	  necessary	  and	  nontrivial).	  
The	  “compliance”	  column	  indicates	  how	  we	  checked	  for	  the	  conformation	  of	  the	  system	  to	  our	  requirements.	  For	  
instance:	  “similarity”	  means	  comparison	  to	  similar	  systems.	  
This	  table	  does	  not	  represent	  the	  only	  design	  goals	  we	  had,	  merely	  the	  key	  numbers	  behind	  a	  selection	  of	  them.	  
Additionally,	  we	  considered	  compliance	  to	  the	  relevant	  safety	  codes,	  namely:	  	  
-­‐	  NFPA72	  National	  Electrical	  Code	  
-­‐	  UL508A	  Industrial	  Control	  Equipment	  —	  equipment	  electrical	  code.	  
-­‐	  DOE-­‐STD-­‐1066-­‐97	  DOE	  Fire	  Protection	  Standard	  
-­‐	  ASME	  N510	  Testing	  of	  Nuclear	  Air	  Treatment	  Systems	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METHOD	  OF	  APPROACH	  
Our	  first	  step	  was	  to	  understand	  the	  problem	  at	  hand.	  We	  expanded	  on	  design	  goals	  and	  translated	  our	  general	  
requirements	  into	  measurable,	  definite	  engineering	  specifications.	  The	  design	  specifications	  in	  this	  document	  were	  
used	  as	  guidelines	  as	  we	  considered	  the	  available	  technologies	  and	  methods.	  As	  much	  as	  possible,	  we	  desired	  to	  
use	  the	  current	  stock	  of	  control,	  instrumentation,	  and	  measurement	  devices	  in	  the	  LLNL	  inventory.	  To	  this	  end,	  we	  
originally	   opted	   to	   use	   Rockwell	   Automation	   500	   series	   controllers,	   as	   they	   were	   available	   from	   Lawrence	  
Livermore	  stock.	  	  
Unfortunately,	   the	   originally	   specified	   SLC-­‐500	   controller	   had	   a	   non-­‐operational	   power	   supply.	   While	   the	  
replacement	   cost	   was	   not	   in	   itself	   prohibitive,	   the	   lead-­‐time	   for	   procurement	   and	   the	   possibility	   that	   other	  
modules	  may	  be	  similarly	  nonfunctional	  was.	  As	  such,	  we	  went	  forward	  with	  an	  AVR-­‐based	  solution.	  	  
	  
FIGURE	  4	  AN	  ATMEGA	  2650	  DEVELOPMENT	  BOARD.	  IMAGE	  COURTESY	  OF	  SPARKFUN	  ELECTRONICS	  
AVRs	  are	  a	   family	  of	  8-­‐bit	  microcontrollers	  produced	  by	  Atmel	   and	  used	   in	   a	   variety	  of	   embedded	  applications.	  
They	  are	  low-­‐power	  consumption	  and	  tend	  to	  be	  capable	  of	  comparatively	  “robust”	  output	  signals-­‐	  generally	  up	  to	  
50mA	  at	  5V.	  AVRs	  are	  popular	  among	  hobbyists	  and	  since	  the	  development	  of	   the	  Arduino	   line	  of	  development	  
tools;	  they	  are	  also	  well	  documented	  and	  have	  large	  libraries	  of	  open-­‐source	  code.	  We	  have	  used	  Arduino-­‐based	  
AVR	   tools	   previously	   in	   this	   project;	   the	  mini	   heat	   torch	   test	   controller	   and	   the	   Icarus	   hardware	   tests	   used	   an	  
ATMega	  328p	  based	  controller.	  As	  such,	  AVRs	  were	  the	  natural	  choice	  for	  replacing	  the	  SLC-­‐500.	  
There	  were,	  however	  drawbacks	  to	  switching	  to	  the	  AVR:	  
1. Lower	  ADC	  resolution:	  The	  SLC-­‐500	  modules	  provided	  impressive	  16	  bit	  ADC	  readings,	  which	  provides	  
65,536	  discrete	  values.	  An	  ATMega	  2560	  only	  has	  a	  10-­‐bit	  DAC,	  which	  provides	  1,024	  discrete	  values.	  
2. No	  built-­‐in	  DAC:	  Our	  SLC-­‐500	  setup	  included	  several	  digital-­‐to-­‐analog	  output	  channels.	  Most	  AVRs	  lack	  
this	  feature,	  only	  having	  pulse-­‐width-­‐modulation	  (PWM)	  outputs.	  These	  can	  approximate	  analog	  outputs,	  
but	  do	  so	  at	  the	  cost	  of	  high-­‐frequency	  (1-­‐20kHz)	  noise.	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3. Software	  requirements:	  There	  is	  no	  official	  GUI-­‐based	  environment	  for	  AVR	  development,	  although	  there	  
are	  many	  options.	  We	  will	  have	  to	  parse	  the	  serial	  output	  from	  the	  AVR	  and	  develop	  a	  method	  for	  user-­‐
friendly	  storage	  and	  display	  of	  this	  data.	  
We	  also	  gained	  some	  benefit	  from	  the	  switch:	  
1. More	  I/O:	  An	  ATMega2560	  provides	  us	  with	  many	  more	  channels	  than	  the	  SLC-­‐500	  in	  its	  current	  form.	  	  
• Up	  to	  54	  digital	  input/outputs	  
• 14	  PWM	  (pseudo	  analog)	  capable	  output	  pins	  
• 16	  analog	  inputs	  
2. Expandability:	  While	  not	  module-­‐based	  like	  the	  SLC-­‐500,	  an	  AVR	  based	  system	  allows	  us	  full	  control	  and	  
knowledge	  of	  our	  controller,	  giving	  us	  the	  ability	  to	  do	  replacements,	  updates,	  and	  fixes	  in-­‐house.	  
Additionally,	  the	  changes	  to	  the	  base	  electronics	  of	  the	  system	  from	  switching	  controllers	  was	  negligible,	  and	  re-­‐
inserting	  a	  PLC	  or	  other	  type	  of	  controller	  was	  simply	  a	  matter	  of	  changing	  power	  supply	  configuration	  and	  some	  
rewiring	  inside	  of	  the	  control	  cart’s	  electronics	  enclosure.	  Beyond	  that,	  all	  changes	  happened	  in	  software.	  
	  
Ensuring	   safety	  was	   a	   constant	   effort	   in	   our	   design-­‐	   features	   to	   ensure	   safe	   operation	  were	   specified	   from	   the	  
beginning,	  and	  were	  designed	  to	  be	  integral	  to	  the	  device.	  We	  implemented	  a	  series	  of	  active	  safety	  measures	  that	  
include	  thermal	  cutoffs,	  as	  well	  as	  passive	  safety	  measures,	  such	  as	  clear,	  easy-­‐to-­‐understand	  user	  interfacing.	  The	  
first	  quarter	  of	  our	  senior	  project	  consisted	  primarily	  of	  developing	  a	  pneumatic	  model	  of	  the	  HEPA	  filter	  testing	  
device,	  planning	  out	  successive	  quarters	  as	  well	  as	  gathering	  information	  on	  components	  necessary	  for	  completion	  
of	  the	  project.	  The	  second	  quarter	  consisted	  of	  refining	  our	  design,	  ordering	  some	  parts,	  and	  assisting	  Icarus	  with	  
testing.	  During	  the	  third	  quarter	  we	  ordered	  the	  rest	  of	  our	  parts,	  installed	  them	  on	  the	  system,	  wrote	  our	  control	  




FIGURE	  5	  FLOWCHART	  FOR	  CONTROL	  SYSTEM	  DESIGN,	  VERIFICATION,	  AND	  TESTING	  PROCEDURE	  
Figure	  5	  shows	  the	  process	  flow	  for	  the	  development	  of	  our	  controller-­‐	  our	  method	  was	  to	  develop	  and	  evaluate	  
the	  physical	  system	  and	  the	  computer	  model	   in	  parallel,	  and	  refine	  our	  control	  methods	  based	  on	  the	  results	  of	  
testing.	  This	  development	  began	  on	  a	  small-­‐scale	  model,	  which	  prepared	  us	  to	  work	  with	  the	  full-­‐scale	  device	  that	  






FIGURE	  6.SYSTEM	  SCHEMATIC	  
Error!	   Reference	   source	   not	   found.	   shows	   the	   overall	   system	   view.	   This	   schematic	   describes	   the	   major	  
relationships	  between	  components	  and	  subsystems.	  The	  system	  can	  be	  divided	  along	  “rungs”	  (Figure	  7)	  or	  “loops”	  
(Figure	   8).	   These	   delineations	   are	   a	   useful	  way	   to	   discuss	   the	   device-­‐	   rungs	   are	   layers	   of	   abstraction,	   and	   they	  
represent	  the	  degrees	  of	  physicality	  of	  the	  device.	  These	  rungs	  are	  the	  physical	  device,	  the	  actuators	  and	  sensors,	  
and	  the	  logic	  level.	  	  
	  




FIGURE	  8	  SYSTEM	  LOOPS	  
Passing	  through	  each	  rung	  are	  the	  loops-­‐	  these	  are	  the	  paths	  of	  physical	  information	  and	  the	  signals	  resulting	  from	  
them.	  We	  describe	  the	  device	  in	  two	  loops:	  the	  fluid	  control	   loop	  (blue)	  and	  the	  temperature	  control	   loop	  (red).	  
These	   loops	   each	   have	   their	   own	   controller	   software	   and	   tuning,	   and	   are	   largely	   separate.	   There	   is	   some	  




FIGURE	  9	  COMPLETE	  SYSTEM	  VIEW	  
This	  figure	  shows	  a	  more	  complete	  system	  view.	  As	  with	  the	  previous,	  it	  is	  divided	  into	  rungs,	  although	  here	  it	  







FIGURE	  10	  OUTLINE	  OF	  THE	  CONTROL	  LOGIC	  PORTION	  OF	  THE	  HTTU	  
The	  control	  system,	  which	  can	  be	  seen	   in	  Figure	  10,	  acts	  as	  an	   intelligent	   intermediary.	   It	   takes	  commands	  from	  
the	  computer,	  start,	  stop	  and	  other	  command	  inputs	  from	  the	  user,	  and	  sends	  this	  to	  the	  HTTU.	  It	  then	  makes	  the	  
moment-­‐to-­‐moment	  decisions	  concerning	  the	  operation	  of	  the	  device	  in	  order	  to	  ensure	  it	  acts	  the	  way	  we	  want	  it	  
to.	  An	   important	   feature	  of	   the	   controller	  was	  maintaining	   system	  stability.	   This	  means	   it	   samples	  and	  actuates	  
quickly	  enough	  to	  avoid	  unstable	  operation	  and	  control	  transient	  disruptions.	  Part	  of	  this	  was	  correcting	  the	  cross	  
coupling	  of	  the	  fluid	  and	  temperature	  systems	  inherent	  in	  such	  a	  device.	  	  
	  
FIGURE	  11	  PICTURE	  OF	  PHYSICAL	  CONTROLLER	  AND	  POWER	  SUPPLIES	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The	  high	  power	  and	  temperature	  associated	  with	  HTTU	  operation	  sharpened	  our	  focus	  on	  the	  reliability	  and	  safety	  
of	   our	   control	   system	   and	   wiring.	   Our	   primary	   safety	   concern	   was	   low/high	   voltage	   systems	   isolation.	   A	   480V	  
intrusion	   into	   our	   low	   voltage	   systems	  would	   have	   been	   both	   destructive	   to	   the	   equipment	   and	   dangerous	   to	  
operators	  and	  personnel.	  As	  such,	  our	  design	  followed	  LLNL	  guidelines:	  
• Low-­‐voltage	  DC	  common	  is	  not	  tied	  to	  AC	  earth	  ground;	  it	  is	  tied	  to	  our	  power	  supply’s	  DC	  neutral.	  	  
• Thermocouples	  were	  either	  open	  type	  (on	  the	  heat	  torches)	  or	  ungrounded	  (process	  thermocouple).	  As	  
such,	  the	  thermocouple	  amplifiers	  were	  not	  grounded	  to	  the	  chassis,	  and	  not	  a	  path	  for	  an	  AC	  mains	  
intrusion.	  
• Relay	  control	  signals	  were	  optoisolated	  to	  1,000	  V,	  factory	  standard.	  Even	  in	  the	  event	  of	  a	  relay	  failure,	  
our	  control	  system	  would	  not	  be	  energized	  with	  high	  voltage.	  
Beyond	  isolating	  low	  and	  high	  voltage	  systems	  from	  one	  another,	  we	  also	  wanted	  to	  make	  sure	  to	  isolate	  the	  users	  
from	  both.	   This	  was	  more	   than	   just	   keeping	  energized	   surfaces	   away	   from	  prying	   fingers-­‐	   it	   also	  meant	  making	  
design	  choices	  that	  reduced	  the	  incidence	  of	  elements	  getting	  plugged	  in	  backwards,	  shaken	  loose,	  or	  shorted	  out	  
during	  routine	  setup.	  
• All	  electrical	  systems	  were	  kept	  in	  NEMA	  1	  rated	  enclosures.	  
• Low	  voltage	  systems	  were	  kept	  in	  separate	  enclosures	  from	  high	  voltage	  systems.	  
• All	  external	  metal	  was	  tied	  to	  earth	  ground.	  This	  reduced	  the	  risk	  of	  electric	  shock	  from	  chassis	  
energization	  due	  to	  damaged	  power	  wires.	  
• All	  control	  connectors	  were	  locking	  type-­‐	  this	  included	  all	  on-­‐cart	  cabling	  and	  the	  control	  cart’s	  umbilical	  
data	  cable.	  	  
• All	  connectors	  were	  polarized	  and	  incapable	  of	  momentary	  reverse-­‐polarity	  contact.	  
• All	  connecters	  included	  adequate	  strain	  relief.	  
• Power	  supply	  cables	  gender	  was	  chosen	  such	  that	  the	  unplugged	  end	  during	  setup	  or	  transport	  was	  the	  
less	  likely	  geometry	  to	  short.	  That	  is,	  the	  DC	  power	  cable	  ended	  in	  a	  male	  plug,	  the	  DB25	  control	  cable	  
ended	  in	  a	  female	  plug.	  	  
In	   addition	   to	   being	   safe,	   we	   also	   wanted	   our	   wiring	   and	   systems	   to	   minimize	   measurement	   noise	   and	  
interference.	  To	  this	  end,	  we	  adhered	  to	  the	  following	  guidelines:	  
• Shielding	  cable	  with	  internal	  twisted	  pairs	  was	  standard	  on	  all	  control	  lines.	  This	  served	  to	  block	  outside	  
EM	  interference	  and	  provided	  some	  common	  mode	  rejection.	  
• Extra	  conductors	  in	  the	  DB25	  umbilical	  cable	  were	  reserved	  for	  DC	  common.	  	  
• All	  analog	  signals	  were	  converted	  to	  current	  at-­‐amplifier;	  current-­‐based	  signals	  are	  much	  more	  noise-­‐
immune	  than	  their	  voltage-­‐based	  counterparts.	  
• A	  voltage	  regulator	  was	  included	  on	  the	  thermocouple	  amplifier	  board	  to	  isolate	  the	  amplifiers’	  power	  




FIGURE	  12	  CONTROL	  CART	  ENCLOSURE	  INTERCONNECTS	  
Figure	  12	  shows	  the	  functional	  wiring	  of	  the	  control	  cart.	  Note	  that	  the	  enclosure	  is	  tied	  to	  earth	  ground,	  as	  was	  
the	  power	  supply	  (whose	  case	  is,	  itself,	  ground).	  Earth	  grounding	  was	  achieved	  via	  the	  110	  VAC	  mains	  wiring.	  DC	  
common	   is	   shared	   by	   the	   controller	   and	   power	   supply,	   and,	   by	   extension,	   the	   USB	   port	   of	   the	   computer	   is	  





FIGURE	  13	  HTTU	  WIRING	  DIAGRAM	  
Figure	  13	  shows	  a	  functional	  diagram	  of	  the	  HTTU	  wiring.	  Note	  that	  two	  of	  the	  relay	  control	  lines	  were	  run	  through	  
limit	   switches	   in	   their	   respective	  gating	  valve.	  This	  was	  done	   to	  block	  control	   signals	   to	   torches	  when	  their	  gate	  
valve	   is	   closed.	   Earth	   grounding	   of	   external	   elements	   is	   achieved	   via	   the	   480	  VAC	  mains	  wiring.	   DC	   common	   is	  
carried	  via	  the	  DB25	  control	  cable	  and	  the	  DC	  power	  cable,	  and	  is	  only	  accessible	  to	  devices	  within	  the	  low	  voltage	  
enclosure.	  





FIGURE	  14	  CODE	  TASK	  RELATIONSHIPS	  (EXTERNAL	  HARDWARE	  IN	  LIGHT	  GREY)	  
GENERAL	  CONCEPT:	  
Our	   controller	   code	   is	   based	   on	   cooperative	   multitasking.	   This	   is	   an	   approach	   to	   multi-­‐thread	   computing	   that	  
allows	  a	  single	  processor	  to	  have	  real	  time	  control	  over	  multiple	  processes.	  Individual	  processes	  within	  the	  control	  
system	  are	  broken	  into	  individual	  tasks,	  which	  are	  distinguished	  by	  their	  timing	  requirements.	  
21	  
	  
A	  timing	  requirement	  is	  a	  way	  of	  categorizing	  how	  fast	  a	  given	  task	  must	  run-­‐	  this	  is	  a	  requirement	  often	  derived	  
from	  the	  dynamics	  of	  the	  system	  with	  which	  it	  interfaces;	  a	  more	  unstable,	  faster	  responding	  actuator	  requires	  a	  
faster	  timing	  requirement	  to	  be	  adequately	  controlled.	  	  
In	  our	   case,	  our	   system	   reacts	   relatively	   slowly,	   and	  has	   comparatively	   stable	   actuators.	  As	   such,	  we	   can	  afford	  
timing	   requirements	   in	   the	  hundreds	  of	  milliseconds.	  We	  do,	   however,	   have	   two	  processes	   that	   respond	   faster	  
than	  this:	  the	  user	  command	  interface	  and	  the	  torch	  overtemperature	  response.	  Both	  of	  these	  are	  therefore	  set	  to	  
execute	  every	  cycle	  through	  our	  main	  code.	  
Our	   controller	   code	  begins	   in	   a	   setup	   loop,	  which	   initializes	   the	   system	  and	   then	  passes	   execution	   to	   the	  main	  
loop.	  The	  main	  loop	  contains	  a	  scheduler,	  which	  checks	  a	  universal	  timestamp	  to	  see	  if	  it	  is	  time	  to	  execute	  a	  task	  
or	  not.	  Each	  individual	  task	  executes	  relatively	  quickly,	  allowing	  multiple	  tasks	  to	  run	  on	  a	  single-­‐threaded	  system	  
without	  affecting	  system	  control.	  
Communication	  between	  tasks	  takes	  the	  form	  of	  program	  variables,	  which	  may	  be	  a	  set	  point,	  sensor	  reading,	  or	  a	  
flag.	   Setpoints	   and	   sensor	   readings	  are	  also	  available	   to	   the	  user	   in	   the	   form	  of	   the	  UI.	   Flags	  are	  purely	   for	   the	  
program's	  use-­‐	  these	  are	  semaphores	  used	  by	  one	  task	  to	  signal	  another.	  For	   instance,	  there	  is	  a	  flag	  to	  activate	  
the	   torches-­‐	   this	   is	   set	  when	   the	  UI	   receives	  a	  command	   to	  begin	   temperature	  control,	  and	  signals	   to	   the	   torch	  
supervisor	  to	  activate	  its	  control	  loop	  and	  energize	  the	  torches.	  	  
TASKS	  
USER	  INTERFACE	  (UI)	  
Activated/deactivate	  by:	   Always	  active	  
Activates/deactivates:	   Torch	   control,	   filter	   face	   temperature	   control,	   flow	  
control	  
Hardware	  associated	  with:	   PC	  
Execution	  period:	   At	  startup	  (Header	  printout)	  
Continuous	  (user	  input	  checking)	  
500	  ms	  (data	  reporting)	  
	  
This	  handles	  user	  input-­‐output	  on	  the	  microcontroller	  side.	  As	  is,	  the	  interface	  is	  designed	  to	  be	  accessed	  via	  text	  
commands	  through	  a	  serial	  port,	  but	  future	  developments	  could	  include	  a	  GUI	  overlay	  on	  the	  PC	  side.	  The	  actual	  
code	  is	  relatively	  sparse-­‐	  the	  UI	  performs	  three	  major	  duties:	  	  
1. On	  startup,	  controller	  settings	  and	  other	  relevant	  data	  is	  printed	  as	  a	  header	  
2. Every	   500	  ms,	   the	   system	  prints	   the	   operating	   variables	   (time,	   temperatures,	   flow	   rates	   and	   operating	  
variables)	   in	  a	  comma,	   separated	   format.	  This	  allows	  us	   to	   import	   the	   raw	  serial	  port	  output	   into	  excel	  
and	  have	  it	  parsed	  into	  a	  usable	  format.	  	  
3. Every	  time	  through	  the	  main	  loop,	  the	  UI	  checks	  the	  serial	  buffer	  for	  incoming	  user	  commands,	  and	  sets	  
flags	  accordingly.	  Note	  that	  the	  code	  only	  sets	  flags;	  it	  does	  not	  directly	  enable/disable	  process	  behaviors.	  
This	   is	  done	  on	  purpose;	  we	  want	   the	   scope	  of	  our	  UI	   code	   to	  be	  well	  defined,	   as	   this	   lays	  out	  a	   clear	  





Activated/deactivate	  by:	   Always	  active	  
Activates/deactivates:	   Nothing	  
Hardware	  associated	  with:	   All	   analog	   inputs,	   pressure	   transducers,	   thermocouple	  
amplifiers	  
Execution	  period:	   5	  ms	  (sample	  acquisition)	  
50	  ms	  (measurement	  updates)	  
The	  DAQ	  handles	  the	  acquisition	  of	  sensor	  data,	  as	  well	  as	  rudimentary	  denoising.	  The	  DAQ	  profile	  acquires	  data	  at	  
regular	   intervals,	   and	   averages	   a	   predefined	   number	   data	   points	   into	   a	   single	   measurement	   to	   be	   fed	   to	   the	  
controllers	  and	  UI.	  Through	  testing,	  we’ve	  determined	  that	  the	  10	  samples	  acquired	  over	  50	  milliseconds	  is	  a	  good	  
value	  for	  reducing	  EMI	  and	  systems	  noise,	  as	  it	  tends	  to	  filter	  out	  most	  high	  frequency	  components	  of	  our	  signal.	  	  
	  
TORCHES	  
Activated/deactivate	  by:	   UI	  (also	  requires	  flow	  control)	  
Activates/deactivates:	   Nothing	  
Hardware	  associated	  with:	   Power	  relays,	  torches	  
Execution	  period:	   500	  ms	  (torch	  controller)	  
1000	  ms	  (filter	  face	  temperature	  controller)	  
The	   torch	   controller	   is	   a	   two-­‐level	   system	  of	  PID	   loops.	   The	   first,	   and	  most	  basic	   level	   is	   the	   torch	   temperature	  
control	  loop.	  There	  are	  three	  of	  these	  loops,	  one	  for	  each	  torch.	  This	  loop	  monitors	  the	  temperature	  at	  its	  specific	  
torch	  and	  modulates	  its	  assigned	  relay	  accordingly.	  This	  loop	  is	  also	  tasked	  with	  preventing	  torch	  overtemperature,	  
and	   contains	   code	   to	   shut	   off	   power	   to	   the	   torch	  when	   it	   reaches	  maximum	   temperature.	   Relay	  modulation	   is	  
achieved	  by	  time-­‐proportioning	  relay	  on	  time,	  which	  is,	  essentially,	  a	  software-­‐level	  PWM	  signal	  run	  at	  a	  very	  low	  
frequency	  (2	  Hz,	  in	  our	  case).	  
Torch	   control	   can	   be	   set	   manually,	   in	   which	   case	   the	   system	   will	   endeavor	   to	   run	   the	   torch	   at	   its	   maximum	  
temperature,	  or	  it	  can	  be	  enabled	  with	  filter	  face	  temperature	  control.	  The	  latter	  will	  let	  the	  system	  set	  the	  torch	  
temperature	  so	  as	  to	  maintain	  a	  constant	  filter	  temperature,	  whereas	  the	  former	  is	  used	  for	  step	  response	  tests.	  
As	  mentioned	  above,	  the	  second	  level	  of	  the	  temperature	  control	  loop	  is	  the	  filter	  face	  control-­‐	  this	  is	  a	  PID	  loop	  
that	  monitors	   the	   filter	   face	   thermocouple	   and	   adjusts	   the	   torch	   controller	   targets	   to	  maintain	   the	   target	   filter	  
temperature.	  	  




Activated/deactivate	  by:	   UI	  
Activates/deactivates:	   Gating	  valve	  control	  
Hardware	  associated	  with:	   PWM	  smoothing	  circuit,	  control	  valve	  
Execution	  period:	   100	  ms	  
Flow	  control	   is	   accomplished	  by	  a	  PID	  controller	   that	  monitors	   the	   transducer	  across	   the	  upstream	  orifice	  plate	  
and	   modulates	   that	   pressure	   via	   the	   control	   valve.	   Our	   current	   code	   makes	   a	   concession	   to	   our	   hardware	  
shortcomings	  and	   instead	  controls	  against	  the	  filter	  face	  differential	  pressure,	  but	  our	  code	  methods	  are	  equally	  
suited	  to	  either.	  
Note	  that	  the	  output	  of	  our	  flow	  control	  task	  is	  sent	  to	  the	  control	  valve	  which	  itself	  contains	  a	  PID	  controller	  (see	  
fluid	  control	  system	  section).	  Because	  of	  this,	  we	  run	  our	  flow	  control	  code	  much	  faster	  than	  we	  would	  if	  it	  were	  a	  
direct	   interface	   to	  a	   valve,	   as	  we	  are	  not,	   in	   effect,	   a	   controller,	   but	   rather	   a	   sort	  of	   simulated	   sensor.	   This	  has	  
another	  implication:	  we	  cannot	  use	  open	  loop	  commands	  to	  control	  our	  valve.	  	  
Our	  code	  contains	  an	  optional	  method	  to	  manually	  adjust	  the	  signal	  to	  the	  control	  valve,	  but	  this	  leads	  to	  a	  gradual	  
but	  inevitable	  runaway	  of	  the	  valve	  opening.	  This	  is	  because	  of	  the	  integrator	  action	  on	  the	  control	  valve	  and	  the	  
slight	  mismatch	  between	  our	  output	  to	  it	  and	  the	  setpoint	  provided.	  	  
GATING	  VALVE	  CONTROL	  
Activated/deactivate	  by:	   Flow	  control	  
Activates/deactivates:	   Nothing	  
Hardware	  associated	  with:	   Gating	  valves	  and	  limit	  switch	  
Execution	  period:	   1000	  ms	  
	   The	  gate	  valve	  controller	   is	  tasked	  with	  choosing	  when	  to	  use	  1,	  2	  or	  3	  torches.	  This	   is	  based	  off	  of	  two	  
separate	  parameters:	  the	  flow	  rate	  and	  the	  target	  temperature.	  There	  is	  a	  degree	  of	  hysteresis	  to	  the	  transitions;	  
choosing	  to	  activate	  an	  additional	  torch	  is	  based	  on	  separate	  criteria	  from	  the	  decision	  to	  deactivate	  a	  torch.	  
Activation	  is	  a	  power	  consideration-­‐	  depending	  on	  the	  desired	  temperature	  and	  flow	  rate;	  the	  system	  may	  require	  
multiple	  torches	  active	  to	  reach	  that	  target.	  
Deactivation	   is	   a	   purely	   flow-­‐based	   consideration;	   at	   very	   low-­‐flow	   conditions,	   torches	   can	   burn	   up	   before	   the	  
airflow	   through	   them	   can	   heat	   their	   thermocouple.	   In	   these	   cases,	  we	   cut	   off	   flow	   and	   power	   to	   one	   or	  more	  
torches,	  thus	  increasing	  the	  flow	  rate	  (and	  power	  into)	  the	  active	  torches.	  	  
Currently,	  our	  operation	  code	  does	  not	  contain	  behaviors	   to	  handle	  gating	  choices,	  as	  we	  have	  only	   tested	  on	  a	  
single-­‐torch	   system.	   The	   prototype	   code,	   however,	   shows	   the	   methods	   we	   would	   include	   handling	   these	  
behaviors.	  
SCHEDULER	  
The	  scheduler	  is	  not	  in	  and	  of	  itself	  a	  task-­‐	  rather	  it	  is	  the	  code	  that	  chooses	  when	  to	  run	  each	  task.	  As	  our	  system	  
has	  relatively	  lax	  timing	  requirements,	  we	  are	  using	  a	  simple	  cooperative	  scheduler.	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Cooperative	  scheduling	  entails	  writing	  code	  that	  executes	  quickly	  enough	  to	  not	  interrupt	  the	  timely	  operation	  of	  
other	  tasks.	  While	  it	  is,	  strictly	  speaking,	  possible	  to	  cooperatively	  schedule	  without	  using	  a	  scheduler	  (allowing	  the	  
code	  to	  execute	  every	  section	  it	  has	  as	  quickly	  as	  possible),	  rigidly	  scheduling	  execution	  affords	  us	  more	  processor	  
overhead	  and	  is	  necessary	  for	  timing-­‐sensitive	  tasks	  such	  as	  the	  DAQ	  and	  UI.	  	  
Our	  scheduler	  uses	  a	  universal,	  software-­‐based	  timer	  that	  keeps	  track	  of	  the	  elapsed	  time	  since	  system	  startup	  and	  
uses	  that	  to	  check	  against	  the	  timing	  requirements	  of	  individual	  tasks.	  So,	  a	  generalized	  scheduler	  behavior	  would	  
be:	  
	   universal_timer	  =	  current	  time	   	   	   //updating	  the	  universal	  timer	  
	   if	  (task_timer	  <=	  universal	  timer)	  	   	   //checking	  the	  task	  timer	  against	  the	  universal	  timer	  
	   	   {	  
	   	   	   //	  if	  it	  is	  time	  to	  execute	  the	  task,	  we	  should	  refresh	  the	  task	  timer	  by	  adding	  the	  	  
	   	   	   //	  task	  timestep	  to	  it	  
	   	   	   task_timer	  =	  current	  time	  +	  task	  period	   	  
	   	   	   task	  execution	  goes	  here…	  
	   	   }	  
	  
This	   code	   repeats	   continuously	   during	   system	   operation.	  We	   use	   several	   such	   task	   timers	   for	   the	   various	   time	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FLUID	  CONTROL	  SYSTEM	  
	  
FIGURE	  15	  DIAGRAM	  OF	  THE	  FLUID	  CONTROL	  SYSTEM.	  
The	   fluid	   control	   system	  was	   comprised	  of	   two	  pressure	   transducers	   and	   a	   control	   valve,	  which	   can	  be	   seen	   in	  
Figure	  15.	  	  One	  pressure	  transducer	  is	  located	  across	  the	  upstream	  orifice	  and	  the	  other	  is	  across	  the	  filter.	  	  These	  
both	   connect	   to	   an	   analog	   input	   located	   in	   the	   PLC	   and	   are	   responsible	   for	   measuring	   the	   pressure	   in	   their	  
respective	  locations.	  The	  control	  valve,	  which	  is	  connected	  to	  the	  analog	  output,	  does	  one	  of	  two	  things:	  control	  
the	  flow	  rate	  or	  the	  filter	  pressure.	  It	  is	  important	  to	  note	  that	  the	  orifice	  plate	  and	  valve	  were	  built	  into	  the	  HTTU	  
by	  Team	  Icarus	  and	  that	  they	  are	  used	  physical	  gages	  for	  their	  measurements.	  For	  our	  system,	  we	  needed	  analog	  
sensors,	  which	  is	  the	  reason	  we	  chose	  the	  pressure	  transducers.	  	  	  
We	  had	   two	  major	   concerns	  with	   the	   transducers:	   temperature	  and	   response	   time.	  High	  ambient	   temperatures	  
can	   affect	   a	   transmitter’s	  mechanical	   components	   and	   shorten	   the	   life	   of	   its	   electronics.	  No	   transducer	   that	   fit	  
within	   our	   budget	   range	   could	   withstand	   the	   high	   temperatures	   the	   HTTU	   reaches.	   As	   a	   result,	   the	   pressure	  
sensors	   were	   isolated	   from	   these	   high	   temperatures	   using	   impulse	   lines.	   An	   impulse	   line	   is	   a	   length	   of	   tube	  
between	   the	   pressure	   you	   are	   measuring	   and	   the	   pressure	   sensor.	   Because	   high	   temperatures	   can	   damage	   a	  
transducer-­‐	   an	   impulse	   line	   allows	   it	   to	   be	   placed	   away	   from	   the	   heat	   source.	   In	   essence	   it	   acts	   as	   a	   thermal	  
isolator.	  But	  we	  also	  had	  to	  consider	  a	   transducer’s	   time	  response	  and	  consequently	  a	   trade-­‐off	  came	   into	  play.	  
The	  shorter	  the	  impulse	  line,	  the	  greater	  the	  temperature	  effect	  but	  the	  better	  the	  time	  response.	  The	  longer	  the	  




FIGURE	  16	  RELATIONSHIP	  BETWEEN	  TEMPERATURE	  AND	  TIME	  RESPONSE	  FOR	  AN	  IMPULSE	  LINE.	  
In	  order	  to	  give	  a	  better	  idea	  of	  the	  relationship	  between	  temperature	  and	  time	  response	  for	  an	  impulse	  line	  we	  
created	  an	  EES	  program	  whose	  results	  can	  be	  seen	  in	  Figure	  16.	  Using	  an	  equation	  provided	  by	  Kulite,	  an	  impulse	  
line	   manufacturer,	   to	   determine	   the	   temperature	   at	   the	   pressure	   source	   and	   the	   equations	   for	   finding	   the	  
harmonic	  frequency,	  the	  above	  relationship	  was	  found.	  This	  program	  code	  can	  be	  found	  in	  APPENDIX	  C.	  The	  graph	  
shows	  this	   relationship	  based	  on	  the	   length	  of	   the	   impulse	   line.	  The	  blue	   line	   is	   temperature	  and	  the	  red	   line	   is	  
time.	  The	  temperature	  drops	  off	  quickly	  whereas	  the	  time	  increases	  steadily.	  This	  relates	  to	  a	  diminishing	  return	  
on	   the	   length	   of	   tubing	  we	   choose.	  We	   needed	   a	  minimum	  of	   15	   inches	   but	   no	  more	   than	   20	   inches	   because	  
beyond	  this	  point	  there	  will	  be	  no	  benefits.	  However,	   fabrication	  ultimately	  decided	  the	  final	   length	  because	  we	  




FIGURE	  17	  HONEYWELL	  TRANSDUCERS.	  
As	  a	  result	  of	  the	  effects	  of	  the	  impulse	  lines,	  we	  did	  not	  have	  strict	  sensor	  requirements.	  So,	  we	  chose	  Honeywell	  
transducers,	  seen	  in	  Figure	  17,	  because	  they	  combined	  several	  features	  we	  wanted.	  The	  transducers	  needed	  to	  be	  
available	  in	  several	  full-­‐scale	  pressure	  ranges,	  0	  to	  12	  inches	  of	  water	  for	  the	  filter	  face,	  and	  higher	  for	  the	  orifice	  
plate,	   as	   well	   as	   have	   some	   sort	   temperature	   correction	   to	   prevent	   thermal	   drift.	   The	   sampling	   speed	   of	   the	  
transducers	  was	  fast	  enough	  for	  our	  needs	  at	  300Hz.	  We	  were	  limited	  by	  the	  actuation	  valve	  because	  it	  could	  not	  
be	   switched	   too	   quickly.	   Ultimately,	   these	   transducers	   met	   or	   exceeded	   our	   requirements	   and	   fit	   within	   our	  
budget.	  	  
	  




FIGURE	  19	  CONTROL	  VALVE	  USAGE	  
Figure	  19	  shows	  our	  modified	  usage	  of	  the	  control	  valve.	  The	  control	  valve	  has	  an	  embedded	  PID	  controller,	  but	  
we	  want	  to	  read	  the	  upstream	  orifice	  plate	  transducer	  readings	  directly	  to	  our	  system,	  so	  using	  the	  typical	  wiring	  
setup	  is	  not	  feasible.	  To	  circumvent	  this,	  we	  have	  our	  controller	  read	  the	  transducer,	  run	  a	  control	  loop	  based	  off	  
of	  that	  reading	  and	  the	  desired	  value,	  and	  then	  act	  as	  a	  simulated	  sensor	  for	  the	  control	  valve.	   In	  doing	  this,	  we	  
can	  train	  the	  valve	  opened	  or	  closed	  while	  keeping	  the	  actual	  transducer	  reading	  in-­‐system.	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TEMPERATURE	  CONTROL	  SYSTEM	  
	  
FIGURE	  20	  TEMPERATURE	  CONTROL	  SYSTEM-­‐	  ACTUATORS	  AND	  SENSORS	  
While	  the	  fluid	  control	  system	  design	  was	  defined	  by	  sensors	  needs,	  the	  temperature	  control	  system	  was	  defined	  
by	  the	  needs	  of	  the	  heat	  torches.	  These	  heaters	  are	  high-­‐power	  devices,	  and	  have	  special	  safety	  and	  modulation	  
concerns.	  The	  system	  shown	  in	  Figure	  20	  shows	  the	  sensors,	  actuators	  and	  control	  logic	  that	  met	  these	  needs.	  	  
There	   were	   two	  major	   concerns	   behind	   the	   automation	   of	   the	   heat	   torches:	   overtemperature	   prevention	   and	  
power	  modulation.	  	  
The	  heat	  torches	  needed	  to	  be	  kept	  below	  1300	  °F	  to	  prevent	  coil	  damage-­‐	  to	  this	  end,	  each	  torch	  has	  two	  built-­‐in	  
thermocouples,	   which	   were	   used	   to	   monitor	   coil	   temperature	   and	   trigger	   a	   soft	   shutoff	   if	   the	   torch	   runs	  
overtemperature.	   However,	   these	   thermocouples	   measure	   the	   temperature	   of	   the	   airstream,	   not	   the	   coil	  
themselves.	  As	  such,	   low	  airflow	  exacerbates	  the	  danger	  of	  overtemperature	  damage,	  as	  the	  air	  stream	  may	  not	  
be	  sufficient	  to	  change	  the	  thermocouple	  temperature	  before	  the	  coil	  itself	  is	  damaged.	  
To	  manage	  this	  risk,	  we	  implemented	  shutoff	  valves	  into	  the	  manifold.	  These	  valves	  can	  cut	  the	  flow	  to	  two	  of	  the	  
three	  heaters,	  and	  allow	  us	  to	  selectively	  run	  air	  through	  one,	  two	  or	  three	  heaters.	  With	  this	  method,	  we	  could	  
maximize	  the	  airflow	  through	  the	  active	  torches.	  	  
To	  further	  protect	  the	  torches	  from	  low-­‐flow	  damage,	  we	  selected	  shutoff	  valves	  with	  built	  in	  limit	  switches-­‐	  these	  
switches	  close	  when	  the	  valve	  is	  open.	  We	  can	  route	  the	  relay	  control	  signal	  through	  these	  switches,	  meaning	  that	  
even	  if	  the	  control	  logic	  erroneously	  tries	  to	  run	  power	  to	  a	  torch	  with	  the	  shutoff	  valve	  closed,	  the	  valve	  itself	  will	  
prevent	  the	  signal	  from	  triggering	  the	  relays.	  
To	  get	  accurate	  temperature	  readings	  for	  our	  temperature	  control,	  we	  need	  to	  convert	  our	  thermocouple	  voltages	  
to	  a	  current-­‐based	  signal.	  This	   is	  handled	  by	   the	  thermocouple	  amplifier	  board	   (see	  section	  below).	  This	  current	  
signal,	  however,	  needs	  to	  be	  subsequently	  converted	  back	  to	  a	  voltage	  signal	  for	  our	  microcontroller’s	  analog	  to	  
digital	   converter	   to	   read.	   This	   is	   done	   with	   a	   voltage	   divider-­‐	   by	   measuring	   in	   the	   middle	   of	   two	   equal-­‐value	  




FIGURE	  21	  INTERFACE	  BETWEEN	  CONTROL	  CART	  AND	  HTTU	  LOW-­‐VOLTAGE	  BOX	  
THERMOCOUPLE	  AMPLIFIER/SOLENOID	  DRIVER	  (TAD)	  BOARD:	  
Interfacing	  our	  AVR	  controller	  with	  our	  system	  requires	  some	  concessions	  to	  the	  limited	  voltage	  and	  current	  inputs	  
and	   outputs	   available	   in	   a	   microcontroller.	   Amplified	   thermocouple	   signals	   can	   exceed	   10V,	   while	   the	   current	  
required	  to	  switch	  our	  gating	  valves	  is	  in	  excess	  of	  100	  mA-­‐	  both	  roughly	  twice	  the	  capacity	  of	  and	  AVR.	  As	  such,	  
we	  produced	  a	  go-­‐between	  board	  to	  handle	  these	  needs.	  This	  board,	  the	  TAD,	   is	  designed	  to	  be	  simple	  to	  build	  
and	  modular;	  each	  TAD	  has	  the	  componentry	  necessary	  to	  operate	  two	  torches-­‐	  two	  thermocouple	  amps	  and	  two	  
solenoid	  driver	  channels.	  	  
The	  TAD	  uses	  a	  thermocouple	  amplifier	  chip	  to	  convert	  raw	  voltages	  into	  a	  0-­‐10V	  signal	  (allowing	  us	  to	  measure	  up	  
to	  1500°	  F).	  At	   this	  point,	   the	  amplifier	  output	   is	   fed	   to	  an	  op-­‐amp	  configured	  as	  a	  voltage	  buffer.	  This	  element	  
makes	  the	  current	  draw	  from	  the	  amp	  effectively	  nil	  (good	  for	  the	  amp,	  which	  is	  not	  a	  high	  power	  device)	  and	  acts	  
as	  the	  “muscle”	  of	  the	  output	  signal,	  providing	  the	  0-­‐20mA	  of	  current	  our	  controller	  read.	  
	  
FIGURE	  22	  TAD	  WIRING	  SCHEMATIC	  
31	  
	  
We	  have	  also	   included	  a	  general-­‐purpose	  power	  driver	  chip.	  This	  chip	  acts	  as	  a	  voltage-­‐controlled	  switch	  for	  the	  
gating	  valve’s	  solenoid.	  We	  cannot	  drive	  the	  solenoids	  directly	  from	  our	  controller	  for	  two	  reasons:	  
1. High	  current	  draw:	  High	  is	  a	  relative	  term	  in	  this	  case,	  but	  at	  roughly	  100mA	  each,	  the	  gate	  valve	  
solenoids	  are	  too	  power	  hungry	  for	  logic	  transistors.	  
2. Inductive	  loading:	  Solenoids	  tend	  to	  generate	  big	  voltage	  spikes	  when	  they	  are	  switched,	  easily	  capable	  of	  
damaging	  delicate	  electronics.	  	  
The	  driver	  chip	  handles	  both	  of	  these	  problems	  quite	  nicely;	  it	  is	  rated	  to	  flow	  1A	  per	  channel	  continuous,	  and	  has	  
built	  in	  flyback	  diodes	  to	  insulate	  itself	  from	  inductive	  loading	  effects.	  
The	   final	   component	   on	   the	   TAD	   board	   is	   a	   linear	   voltage	   regulator.	   This	   regulator	   is	   for	   the	   benefit	   of	   the	  
thermocouple	   amplifiers,	   and	   serves	   as	   a	   defense	   against	   line	   noise	   caused	   by	   the	   solenoids.	   Essentially,	   the	  
regulator	  takes	  the	  somewhat	  dirty	  +24V	  power	  coming	  to	  the	  HTTU	  and	  converts	  it	  into	  clean,	  low	  ripple	  18V	  and	  
sends	  that	  to	  the	  amplifiers.	  This	  not	  only	  prevents	  solenoid	  noise	  from	  creeping	  into	  the	  thermocouple	  readings,	  
but	  it	  also	  reduces	  self-­‐heating	  errors	  from	  the	  thermocouple	  amps	  being	  fed	  comparatively	  high	  voltage	  power.	  
Figure	   22	   shows	   the	   device	   schematic	   for	   the	   TAD.	   JP1,	   JP2	   and	   JP3	   are	   screw	   terminals	   for	   output	   to	   the	  
appropriate	  elements.	  
	  
Error!	   Reference	   source	   not	   found.	   shows	   the	   physical	   layout	   of	   the	   board.	   The	   thermocouple	   amplifiers	   are	  
socketed,	  meaning	  that	  they	  can	  be	  removed	  and	  replaced	  with	  no	  special	  tools.	  Otherwise,	  the	  board	  is	  designed	  
as	  a	  single-­‐sided	  copper	  pour,	  which	  is	  easy	  to	  make	  by	  hand	  with	  basic	  supplies.	  We	  used	  a	  toner	  transfer	  method	  
and	  ammonia	  persulfate	   to	  etch	  these	  boards.	  This	  method,	  however,	   is	   time	  consuming	  and	   inaccurate.	  Future	  
boards	  should	  be	  outsourced	  to	  a	  dedicated	  printed	  circuit	  board	  fabricator.	  
Error!	  Reference	  source	  not	   found.	   shows	  the	  wiring	   in	   the	   low	  voltage	  box	  on	  the	  HTTU.	  The	  two	  beige	  circuit	  
boards	  at	  the	  top	  are	  the	  current	  iterations	  of	  the	  TAD	  board.	   	  
FIGURE	  23	  TAD	  BOARD	  DESIGN	  AND	  LAYOUT	  






Without	  a	  physical	  system	  to	  perform	  testing	  on,	  some	  design	  decisions	  had	  to	  be	  tabled.	  The	  development	  of	  a	  
computer	  system	  simulation	  allowed	  us	  to	  begin	  making	  design	  decisions	  by	  rapidly	  changing	  design	  variables	   in	  
the	  model	  to	  observe	  the	  changes	  in	  performance.	  With	  this	  information	  we	  could	  size	  sensors	  for	  their	  operating	  
range	  or	  gain	  system	  performance	  information	  to	  begin	  designing	  the	  controllers.	  
CONSTRUCTION	  
The	   computer	   model	   was	   written	   in	   the	   program	   Engineering	   Equation	   Solver,	   or	   EES,	   which	   uses	   numerical	  
methods	  to	  solve	  for	  variables	  in	  the	  fluid	  system.	  The	  simulation	  used	  an	  electrical	  resistance	  model	  to	  determine	  
the	  flow	  properties	  in	  our	  system.	  The	  system	  pressure	  nodes	  are	  analogous	  to	  voltages,	  and	  the	  flow	  of	  air	  is	  like	  
the	   current.	   Each	  major	   component	   in	   the	   system	  acts	   like	   a	   resistor,	   using	   empirical	   formulas	   to	   solve	   for	   the	  
pressures	  on	  each	  side	  of	   the	   individual	  components.	  With	  the	  appropriate	  constraints	  and	  boundary	  conditions	  
the	   system	   solves	   for	   the	   pressures	   throughout	   the	   system	   from	   the	   outside	   in.	   For	   a	   detailed	   analysis	   of	   the	  
equations	  used	  in	  the	  model,	  see	  Appendix	  A.	  
RESULTS	  
The	  current	  system	  simulation	  provided	  us	  with	  some	  insightful	  data.	  The	  size	  of	  the	  pressure	  transducer	  for	  the	  
upstream	  orifice	  plate	  was	  determined	  using	  the	  results	  from	  testing	  in	  the	  model.	  The	  most	  useful	  data	  currently	  
collected	  was	  the	  sensitivity	  of	  the	  controlled	  variables,	  flow	  rate	  and	  filter	  differential	  pressure,	  to	  changes	  in	  our	  
main	  fluid	  control	  variable,	  the	  valve	  opening.	  
	  




FIGURE	  26	  MODELED	  SYSTEM	  SENSITIVITY	  OF	  DIFFERENTIAL	  PRESSURE	  WITH	  VALVE	  OPENING	  
The	   simulated	   system	   response	   at	   steady	   state	   is	   depicted	   in	   Figure	   25.	   The	   system	   sensitivity	   based	   on	   this	  
response	  is	  shown	  in	  Figure	  26.	  The	  sensitivity	  shows	  us	  where	  we	  did	  and	  did	  not	  want	  to	  operate	  our	  system.	  The	  
places	  on	  the	  chart	  that	  have	  the	  lowest	  sensitivity,	  or	  the	  “dead	  spots”,	  mean	  that	  large	  changes	  in	  valve	  opening	  
have	  relatively	  small	  effects	  on	   the	  system	  response.	  From	  Figure	  26,	  valve	  openings	  of	   less	   than	  approximately	  
40%	  and	  greater	   than	  around	  90%	  are	  dead	  spots.	  The	  places	  with	   the	  highest	   sensitivity,	  or	  “sweet	  spots”,	  are	  
where	   small	   changes	   in	   valve	   opening	   produced	   the	   largest	   changes	   in	   the	   system.	   This	   corresponds	   to	   valve	  
openings	  ranging	  from	  40%	  to	  90%.	  The	  sweet	  spots	  are	  where	  we	  wanted	  to	  operate	  our	  system,	  assuming	  the	  
control	  system	  had	  high	  enough	  fidelity	  and	  accuracy	  to	  not	  introduce	  error.	  
	  
RELAY	  CHOICE	  
The	  primary	  concern	   in	  the	  choice	  of	  power	  relays	  was	  their	  ability	  to	  modulate	  power	  to	  the	  heat	  torches.	  The	  
most	  feasible	  approach	  to	  power	  modulation	  was	  to	  rapidly	  switch	  the	  power	  to	  the	  torches	  on	  and	  off-­‐	  at	  high	  
enough	  frequencies.	  This	  resulted	  in	  the	  torches	  averaging	  out	  this	  power	  into	  a	  smooth	  output.	  As	  the	  switching	  
frequency	  decreases,	  more	  and	  more	  of	  this	  power	  switching	  became	  apparent	   in	  the	  torch	  output.	  As	  such,	  we	  
concerned	  ourselves	  with	  choosing	  a	   relay	  capable	  of	   switching	  quickly	  enough	   to	   smoothly	  modulate	  power	   to	  
the	  torches.	  
In	   AC	   power,	   there	   are	   two	   primary	  methods	   of	   switching	   solid-­‐state	   power	   electronics:	   zero-­‐cross	   and	   phase	  
angle.	  Zero-­‐cross	  firing	  relays	  are	  considerably	  cheaper	  than	  their	  phase-­‐angle	  fired	  brethren,	  although	  they	  also	  
have	  a	  lower	  effective	  switching	  frequency.	  As	  such,	  our	  analysis	  focused	  on	  whether	  zero-­‐cross	  firing	  would	  work	  
acceptably	  well	  for	  our	  purposes.	  





FIGURE	  27	  ZERO-­‐CROSS	  FIRED	  WAVEFORMS,	  OMEGA	  ENGINEERING	  
Zero-­‐cross	  firing	  is	  a	  cheap,	  robust	  method	  to	  switch	  AC	  power,	  especially	  to	  inductive	  loads.	  As	  shown	  in	  Figure	  
27,	  a	  zero-­‐cross	  signal	  only	  switches	  at	  the	  zero	  voltage	  cross	  of	  the	  AC	  waveform.	  By	  alternating	  between	  on	  and	  
off	   across	  multiple	  waves,	   it	   is	   possible	   to	   create	   a	   time-­‐averaged	  modulated	   signal.	   The	  number	  of	  waves	   in	   a	  
cycle	   is	   called	   the	   “time	  base,”	   and	   the	  percent	  of	   those	  waves	  during	  which	   the	   relay	   is	   on	   is	   called	   the	   “duty	  
cycle”.	  
Zero-­‐cross	  firing	  has	  the	  advantage	  of	  being	  cheap	  and	  robust,	  but	  it	  suffers	  from	  a	  major	  disadvantage:	  the	  time	  
base	  determines	  how	  many	  discrete	  duty	  cycles	  can	  be	  achieved.	  As	  such,	  the	  resolution	  of	  these	  relays	  is	  spread	  
across	  time.	  This	  means	  that	  these	  relays	  are	  poorly	  suited	  to	  controlling	  systems	  with	  low	  thermal	  mass,	  as	  these	  
systems	  will	  not	  average	  out	  the	  discretized	  nature	  of	  a	  zero-­‐cross	  signal,	  and	  their	  output	  will	  be	  unstable.	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PHASE	  ANGLE	  FIRING	  
	  
FIGURE	  28	  PHASE	  ANGLE	  FIRED	  WAVEFORMS,	  OMEGA	  ENGINEERING	  
Phase	  angle	  firing	  is	  better	  suited	  to	  fast-­‐responding	  systems.	  Essentially,	   it	  modulates	  power	  as	  shown	  in	  Figure	  
28	  by	  cutting	  off	  an	  AC	  waveform	  at	  a	  specified	  point	  in	  its	  phase.	  This	  allows	  for	  an	  infinitely	  variable	  signal	  with	  a	  
time	  base	  of	  two	  half-­‐cycles.	  This	  method	  is	  very	  desirable	  from	  a	  control	  standpoint,	  but	  comparable	  phase	  angle	  
fired	  relays	  tend	  to	  be	  more	  expensive	  than	  zero-­‐cross	  systems.	  
As	  such,	  our	  primary	  design	  question	  in	  relay	  choice	  was	  whether	  zero-­‐cross	  relays	  offer	  acceptable	  modulation	  for	  
our	  purposes.	  To	  this	  end,	  we	  simulated	  the	  effects	  of	  putting	  a	  zero-­‐cross	  fired	  signal	  into	  a	  system	  representative	  
of	   a	   heat	   torch.	   We	   modeled	   this	   system	   as	   a	   first-­‐order	   system	   with	   a	   two-­‐second	   time	   constant.	   This	   time	  
constant	   represented	  a	  worst-­‐case	  scenario;	   it	  was	  determined	  experimentally	   from	  testing	  on	  a	  miniature	  heat	  
torch,	  and	  is	  as	  such	  smaller	  than	  we	  would	  have	  expected	  from	  a	  full-­‐sized	  system.	  We	  did	  not	  characterize	  the	  
steady-­‐state	  gain	  of	  our	  miniature	  torch	  for	  this	  analysis,	  as	  we	  were	  considering	  the	  time	  and	  frequency	  response	  
of	  our	  system,	  and	  were	  not	  particularly	  interested	  in	  the	  actual	  temperature.	  
	  
FIGURE	  29	  SIMULATED	  RESPONSE	  OF	  PROTOTYPE	  HEAT	  TORCHES	  TO	  ZERO-­‐CROSS	  FIRING	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Figure	  29	  shows	  the	  temperature	  output	  of	  a	  torch	  fed	  a	  zero-­‐cross	  signal	  with	  a	  6-­‐cycle	  time	  base	  and	  a	  50%	  duty	  
cycle.	  The	  jaggedness	  of	  the	  output	  shows	  the	  effect	  of	  a	  low-­‐frequency	  component	  of	  the	  input.	  	  
	  
FIGURE	  30	  NORMALIZED	  SYSTEM	  RESPONSIVENESS	  AND	  SIGNAL	  POWER	  ACROSS	  FREQUENCY	  
Figure	  30	  shows	  the	  result	  of	  a	  frequency	  analysis	  on	  the	  torch	  system	  (blue)	  and	  input	  signal	  (red).	  The	  cause	  of	  
the	   jaggedness	   in	   the	   system’s	   time	   response	   is	   the	   red	   peak	   at	   3.8	   Hz-­‐	   this	   is	   the	   low-­‐frequency	   cyclical	  
disturbance	  caused	  by	  the	  period	  of	  the	  input	  signal	  (the	  time	  base).	  The	  red	  peak	  on	  the	  far	  left	  side	  is	  the	  desired	  
component	   of	   the	   response;	   it	   is	   a	   steady-­‐state	   pulse-­‐	   any	   peak	   outside	   of	   0Hz	   is	   a	   spurious	   frequency,	  which	  
induces	  some	  cyclical	  disturbance	   in	  the	  torch	  output.	  Higher	   frequency	  disturbances,	  however,	  have	  a	   lessened	  
effect	  because	  the	  system	  is	  less	  responsive	  to	  them-­‐	  this	  is	  represented	  in	  the	  decreasing	  system	  responsiveness	  
curve.	  For	  instance,	  the	  input	  signal	  has	  a	  large	  component	  at	  60	  and	  120	  Hz	  (not	  shown	  on	  plot),	  but	  these	  do	  not	  
manifest	  themselves	  in	  the	  output	  because	  they	  are	  comparatively	  high	  frequency.	  
	  
FIGURE	  31	  EFFECT	  OF	  VARYING	  DUTY	  CYCLE	  ON	  SIMULATED	  TORCH	  HEAT	  OUTPUT	  
	  
While	   these	  effects	  are	  undesirable,	   they	  are	  not	  sufficient	   to	   justify	   the	  higher	  cost	  of	  a	  phase-­‐angle	  relay.	  Our	  
analysis	  is	  based	  off	  of	  a	  worst-­‐case	  scenario,	  and	  even	  in	  this	  example,	  the	  total	  variation	  was	  acceptably	  low.	  The	  
actual	   system	  was	  slower	   responding,	  and	   thus	   less	   susceptible	   to	   the	   low-­‐frequency	  disturbances.	  Additionally,	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the	  effect	  of	  zero-­‐cross	  component	  frequencies	  is	  reduced	  as	  duty	  cycle	  approaches	  100%	  as	  shown	  in	  Figure	  31,	  
with	   the	   effect	  worst	   around	  50%	  duty	   cycle.	   As	   such,	   our	   approach	  of	  maximizing	   the	   capacity	   used	  per-­‐torch	  
further	   reduced	   the	   effect	   of	   zero-­‐cross	   firing.	   Overall,	   the	   drawbacks	   to	   zero-­‐cross	   firing	   are	   low,	   even	   in	   our	  
worst-­‐case	  analysis,	  and	  is	  why	  we	  chose	  zero-­‐cross	  based	  relays.	  
PROTOTYPE	  
PURPOSE	  
We	  did	  not	  have	  guaranteed	  access	  to	  the	  Icarus	  device	  until	  late	  in	  our	  own	  development	  cycle.	  As	  such,	  we	  built	  
a	  small-­‐scale	  prototype	  to	  allow	  us	  to	  develop	  and	  evaluate	  our	  methods	  independently	  from	  team	  Icarus.	  
GOALS	  
This	  prototype	  was	  not	  expected	  to	  be	  an	  exact	  scale	  model	  of	  the	  full	  device;	  it	  was	  simply	  to	  be	  a	  similar	  system	  
to	  the	  full-­‐sized	  model.	  The	  main	  benefit	  to	  having	  a	  prototype	  system	  was	  the	  ability	  to	  test	  a	  temperature	  system	  
representative	  of	  the	  final	  device,	  as	  a	  small-­‐scale	  system	  is	  easier	  and	  safer	  to	  work	  with.	  
DESCRIPTION	  
The	  prototype	  was	  based	  around	  a	  small	  Tutco-­‐Farnham	  heat	  torch	  (similar	  to	  those	  specified	  in	  the	  Icarus	  device,	  
but	  lower	  power	  and	  single-­‐phase).	  The	  torch	  was	  driven	  by	  solid-­‐state	  relays	  (SSRs)	  and	  used	  a	  thermocouple	  and	  
amplifier	   to	   monitor	   temperature.	   Control	   logic	   was	   an	   AVR	   8-­‐bit	   microcontroller,	   chosen	   for	   low	   cost	   and	  
familiarity.	  
The	  test	  section	  was	  made	  of	  common	  plumbing	  pipes/fittings	  to	  reduce	  cost	  and	   increase	  modularity.	  We	  used	  
shop	   air	   and	   a	  manually	   operated	   valve	   to	   provide	   flow	   through	   the	   test	   section,	  which	   simulated	   fluid	   system	  
control	  inputs	  and	  their	  effect	  on	  the	  temperature	  system.	  
APPROACH	  
The	   primary	   information	   we	  wanted	   to	   extract	   from	   the	   prototype	  was	   the	   time	   response	   characteristics	   and,	  
ultimately,	   the	   suitability	  of	   zero-­‐cross	   relays	   to	   control.	  As	   such,	  our	  approach	  was	   to	  quickly	  develop	  a	   simple	  
system,	  which	  provided	  basic	  user	  feedback	  (actual	  temperature,	  target	  temperature,	  on/off/hot	   indicator	  and	  a	  
“relay	  active”	  LED	  indicator).	  
DESIGN	  
CONTROL	  LOGIC	  
Logic	  was	  based	  on	  the	  AVR	  standard,	  as	  this	  is	  an	  inexpensive,	  readily	  available	  and	  rugged	  architecture.	  We	  used	  
an	  ATMega	  328	  based	  development	  board,	  the	  Arduino	  Uno.	  This	  system	  has	  sensing	  and	  processing	  capabilities	  
sufficient	  for	  our	  prototype.	  
POWER	  CONTROLLER	  
We	  used	  two	  off-­‐the	  shelf	  optoisolated	  solid-­‐state	  relays	  (SSRs).	  Two	  110V	  8A	  relays	  are	  used	  in	  parallel,	  providing	  
us	   with	   16A	   of	   available	   current,	   a	   60%	   safety	  margin	   above	   the	   rated	  maximum	   draw	   of	   the	   heat	   torch.	   The	  
inclusion	   of	   optoisolators	   insulated	   logic	   from	   line	   voltage,	   providing	   an	   added	   layer	   of	   safety.	   The	   power	  
controller,	  fuse,	  and	  power	  block	  were	  mounted	  on	  their	  own	  panel	  to	  minimize	  the	  risk	  of	  high-­‐voltage	  incursion	  
into	  the	  control	  board.	  




The	   test	   section	   was	   a	   3/8”	   NPT	   long	   nipple,	   which	   served	   mainly	   as	   a	   convenient	   place	   to	   hold	   the	   process	  
thermocouple	  and	  to	  route	  hot	  air	  away	  from	  the	  operator.	  	  
SENSORS	  
We	  used	  a	  K-­‐type	  thermocouple	  to	  monitor	  the	  outlet	  of	  the	  torch.	  This	  thermocouple	  served	  as	  our	  control	  signal	  
as	  well	  as	  our	  thermal	  shutoff	  sensor.	  We	  used	  a	  low-­‐cost	  bare-­‐ended	  thermocouple,	  as	  we	  did	  not	  intend	  to	  run	  
the	  system	  up	  to	  max	  torch	  temperature;	  without	  an	  exhaust	  circuit	  or	  insulation,	  we	  preferred	  to	  keep	  the	  
prototype	  at	  or	  below	  100°	  C.	  
	  
	  
FIGURE	  32	  PROTOTYPE	  SCHEMATIC	  
The	  system	  layout	  is	  shown	  in	  Figure	  32-­‐	  the	  control	  valve	  was	  a	  hand-­‐operated	  ball	  valve	  integrated	  into	  the	  air	  
line.	   Note	   that	   the	   data-­‐out	   component	   was	   still	   in	   development	   during	   our	   prototype	   testing;	   we	   used	   an	  




FIGURE	  33	  PROTOTYPE	  TIME	  RESPONSE,	  STEP	  INPUT	  
Figure	  33	   shows	   the	   result	  of	   a	   step-­‐response	   test-­‐	   this	  plot	  was	   recreated	   from	   the	  data	  we	   recorded	   from	  an	  
oscilloscope	  capture.	  The	  main	  data	  we	  gleaned	  from	  this	  was	  the	  time	  constant	  of	  the	  prototype	  heat	  torch-­‐	  we	  
found	  it	  to	  be	  roughly	  two	  seconds.	  This	  was	  the	  baseline	  we	  used	  for	  our	  relay	  choice	  analysis,	  as	  it	  represents	  the	  
fastest	  response	  we	  expected	  from	  our	  system.	  
Additionally,	   we	   implemented	   a	   PID	   control	   library	   to	   evaluate	   the	   feasibility	   of	   using	   PID	  methods	   to	   control	  
temperature	  via	  time	  proportioning.	  After	  minimal	  tuning,	  we	  were	  able	  to	  achieve	  modest	  control	  of	  temperature	  
at	  50-­‐70°	  C	  with	  an	  approximately	  7°	  C	  variance.	  This	  was	  a	  promising	  first	  step,	  as	  it	  demonstrated	  the	  feasibility	  
of	  using	  zero-­‐cross	  firing	  to	  modulate	  a	  heat	  torch,	  even	  a	  comparatively	  fast-­‐responding	  one.	  	  
	  
FIGURE	  34	  OVERALL	  VIEW	  OF	  PROTOTYPE	  SYSTEM	  (LEFT)	  AND	  DETAIL	  VIEW	  OF	  LOGIC	  BOARD	  (RIGHT)	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Figure	  34	   shows	   the	  prototype.	   Physically,	   it	  was	  divided	   into	   two	  boards:	   the	  high	   voltage	  board	  and	   the	   logic	  
board.	  They	  were	  connected	  by	  the	  braided	  white	  and	  red	  cable,	  which	  runs	  to	  the	  optoisolated	  input	  of	  the	  SSRs.	  
The	  test	  section	  and	  torch	  were	  at	  the	  top,	  with	  the	  gray	  cable	  being	  the	  modulated	  power	  line	  and	  the	  red	  being	  a	  
grounding	   strap.	  The	  close-­‐up	  of	   the	   logic	  board	   shows	   the	   thermocouple	  amplifier,	  microcontroller,	  UI	  and	   the	  
driving	  circuitry	  for	  the	  SSR	  inputs.	  




Our	  approach	  to	  the	  testing	  of	  this	  system	  was	  based	  on	  successive	  testing	  of	  features:	  
1. Hot	  flow	  hardware	  tests-­‐	  We	  provided	  Team	  Icarus	  with	  a	  simple	  power	  proportioner	  that	  was	  used	  to	  
modulate	  torch	  power	  for	  a	  full-­‐temperature	  run	  of	  the	  HTTU.	  This	  validated	  their	  target	  flow	  and	  
temperatures,	  and	  provided	  a	  baseline	  for	  our	  subsequent	  hot	  flow	  test	  methods.	  
2. Valve	  interface	  verification-­‐	  This	  tested	  the	  air	  lines,	  orifice	  plate,	  and	  valve	  currently	  installed	  in	  the	  
engines	  lab.	  To	  this	  end,	  we	  built	  a	  small	  interface	  board	  used	  to	  modulate	  the	  Worcester	  control	  valve.	  
The	  design	  used	  two	  potentiometers	  and	  current-­‐limiting	  resistors	  to	  provide	  0-­‐20	  mA	  signals	  to	  the	  
control	  valve	  setpoint	  
3. Code	  development	  and	  testing-­‐	  This	  was	  a	  broad	  range	  of	  actions,	  primarily	  focused	  around	  developing	  
and	  verifying	  the	  AVR	  code	  and	  its	  interface	  and	  stability.	  This	  can	  be	  described	  as	  a	  series	  of	  progressive	  
tests:	  
a. Preliminary	  data	  acquisition	  testing-­‐	  This	  was	  simply	  a	  test	  of	  the	  analog	  capture	  channels	  of	  our	  
AVR.	  We	  ensured	  that	  all	  used	  channels	  provide	  an	  accurate	  reading.	  Note	  that	  the	  structure	  of	  
an	  AVR’s	  analog-­‐to-­‐digital	  converters	  (ADC)	  means	  that	  we	  only	  need	  to	  verify	  one	  channel;	  all	  
ADC	  channels	  are	  multiplexed	  to	  a	  single,	  internal	  ADC	  device.	  
b. Preliminary	  output	  testing-­‐	  Here,	  we	  verified	  the	  accuracy	  and	  behavior	  of	  the	  analog	  outputs	  of	  
our	  AVR.	  These	  were	  performed	  by	  hooking	  an	  oscilloscope	  into	  our	  system	  to	  verify	  both	  the	  
voltage	  and	  waveform	  of	  our	  outputs.	  
c. Control	  cod	  testing	  (temperature	  system)-­‐	  We	  performed	  several	  low-­‐temperature	  temperature	  
control	  tests	  with	  a	  fixed	  valve	  opening.	  These	  allowed	  us	  to	  tune	  our	  torch	  controllers	  for	  
stability	  and	  performance.	  
d. Shutoff	  tests-­‐	  We	  then	  enabled	  simple	  safety	  overrides,	  such	  as	  temperature	  cutoffs,	  into	  our	  
control	  code.	  These	  we	  set	  to	  be	  well	  below	  the	  threshold	  for	  system	  damage,	  allowing	  us	  to	  test	  
them	  without	  risking	  damage	  to	  our	  controller	  or	  the	  HTTU.	  Once	  these	  shutoffs	  were	  
determined	  to	  be	  functioning	  properly,	  we	  re-­‐tested	  them	  at	  their	  target	  values.	  
e. Control	  code	  testing	  (flow	  system)-­‐	  Once	  we	  knew	  that	  our	  inputs	  and	  outputs	  were	  reliable,	  we	  
moved	  to	  real-­‐time	  PID	  control	  of	  a	  system-­‐	  here	  we	  opted	  for	  the	  full-­‐scale	  flow	  system,	  and	  
tested	  our	  code’s	  ability	  to	  maintain	  a	  set	  point.	  	  
f. Sensor	  calibration-­‐	  Sensor	  checks	  and	  calibration	  were	  performed	  throughout	  our	  code	  
revisions,	  especially	  for	  our	  temperature	  reading	  systems.	  
4. Data	  acquisition	  testing-­‐	  When	  our	  system	  was	  under	  full,	  reliable	  control	  we	  moved	  to	  testing	  the	  user	  
interface,	  time	  stamping	  and	  data	  handling	  of	  our	  DAQ.	  This	  step	  prepared	  us	  for	  final	  characterization	  
tests	  and	  tuning.	  
5. Tuning-­‐	  This	  entailed	  the	  optimization	  of	  control	  parameters,	  as	  well	  as	  data	  acquisition	  from	  the	  test	  
section	  of	  sample	  operating	  curves.	  




Testing	  was	  done	  in	  the	  Engines	  Lab	  under	  supervision	  on	  Nov.	  16,	  Nov.	  19,	  	  Nov.	  20,	  Nov	  26	  and	  Nov	  27,	  2012.	  	  
TORCH	  CONTROL	  TESTING	  
	   Our	  first	  test	  involved	  checking	  the	  time	  response	  behavior	  of	  a	  single	  torch	  when	  controlled	  directly.	  We	  
ran	  several	  runs	  of	  tests	  to	  determine	  the	  appropriate	  tuning	  parameters	  for	  the	  PID	  controls.	  We	  also	  used	  this	  
test	  to	  adjust	  the	  timebase	  of	  the	  time	  proportioning	  routing	  of	  the	  torch	  controller.	  
	  
FIGURE	  35	  TORCH	  CONTROL	  RESPONSE,	  EARLY	  TESTING 
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   Figure	  35	  and	  Figure	  36	  show	  the	  torch	  response	  across	  our	  tests.	  The	  instability	  present	  in	  early	  tests	  was	  
due	  to	  a	  window	  size	  issue;	  we	  initially	  used	  a	  one	  second	  long	  window	  for	  torch	  modulation,	  but	  this	  needed	  to	  
be	  brought	  down	  to	  500	  milliseconds	  to	  prevent	  excessive	  oscillation.	  	  
FILTER	  FACE	  TEMPERATURE	  CONTROL	  TESTING	  
Once	  we	  established	  stable	  torch	  temperature	  control,	  we	  began	  testing	  the	  higher-­‐level	   filter	   face	  temperature	  
control	  loop.	  Figure	  41	  shows	  the	  effect	  of	  early	  tests-­‐	  an	  overly	  aggressive	  tuning	  leads	  to	  rapid	  torch	  saturation	  
and	  comparatively	  large	  oscillations	  in	  temperature.	  The	  torch	  temperature	  saturation	  algorithm	  (to	  prevent	  torch	  
overtemperature	  events)	  is	  working	  well,	  however;	  the	  torches	  cut	  off	  at	  750°F,	  our	  initial	  test	  cutoff	  temperature.	  
During	  this	  test	  we	  had	  some	  thermocouple	  miscalibration	  and	  as	  such	  the	  temperature	  is	  biased	  30°F	  high.	  
	  
FIGURE	  37	  UNSTABLE	  OPERATION	  OF	  TORCHES	  AND	  FILTER	  FACE	  TEMPERATURE	  CONTROL	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Figure	   37	   shows	   a	   successful	   filter	   face	   temperature	   control	   run;	   while	   we	   began	   with	   the	   filter	   face	  
already	  warmed	  from	  previous	  tests,	  the	  system	  does	  a	  good	  job	  of	  bringing	  the	  filter	  face	  up	  to	  and	  keeping	  it	  at	  
300	  °F.	  The	  control	  is	  to	  within	  2-­‐3	  LSB	  of	  temperature,	  which	  is	  roughly	  ±6	  °F.	  
Following	  these	  tests	  we	  moved	  on	  to	  longer-­‐term	  testing	  involving	  combined	  flow	  and	  temperature	  control.	  We	  
were	  still	  only	  using	  the	  downstream	  pressure	  transducer	  to	  actuate	  flow	  and	  only	  one	  torch	  was	  used	  to	  control	  
temperature.	  The	  charts	  for	  the	  selected	  runs	  are	  provided	  below	  and	  the	  raw	  data	  is	  provided	  in	  Appendix	  G.	  	  	  
	  
FIGURE	  39	  LONG	  TERM	  FILTER	  FACE	  TEMPERATURE	  CONTROL	  TEST	  
	   To	  validate	  our	   torch	  saturation	  control	  at	   realistic	  operating	   temperatures	  we	  redefined	  our	  maximum	  
torch	  temperature	  to	  1100	  °F	  and	  ran	  a	  test	  with	  the	  desired	  filter	  temperature	  set	  to	  400°F.	  Figure	  39	  shows	  the	  
results	   of	   this	   test.	   Note	   that	   the	   torch	   saturates	   safely	   at	   its	   new	  maximum	   temperature	   until	   the	   filter	   face	  
reaches	   its	   target,	   at	   which	   point	   torch	   temperature	   is	   modulated	   to	   maintain	   the	   filter	   face	   at	   the	   target	  
temperature.	  There	  are	  some	  macro-­‐scale	  swings,	  such	  as	  the	  event	  at	  1200	  seconds,	  but	  overall	  the	  temperature	  
is	  maintained	  to	  within	  the	  noise	  band	  of	  ±6	  °F.	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FLOW	  CONTROL	  TESTING	  
Though	  the	  upstream	  differential	  pressure	  transducer	  has	  not	  been	   installed,	   flow	  control	  was	  established	  using	  
the	  differential	  pressure	  across	  the	  downstream	  restriction.	  This	  was	  to	  validate	  the	  use	  of	  controls	  to	  actuate	  the	  
control	  valve	  to	  a	  given	  setpoint.	  	  
	  
FIGURE	  40	  INITIAL	  	  FLOW	  RATE	  CONTROL	  TEST,	  UNSTABLE	  RESPONSE	  
Filter	  face	  differential	  pressure	  was	  used	  to	  actuate	  our	  flow	  control	  system.	  Figure	  45	  shows	  the	  effect	  of	  
our	   initial	   (and	   excessively	   aggressive)	   tuning	   parameters-­‐	   note	   that	   the	   actuation	   saturates	   within	   two	   to	  
controller	  cycles,	  leading	  to	  large	  oscillations	  in	  pressure.	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   Figure	  41	  shows	  the	  results	  during	  an	  intermediate	  step	  in	  tuning.	  The	  system	  is	  still	  unstable,	  and	  grows	  
in	  instability	  until	  it	  reaches	  the	  same	  oscillation	  amplitude	  as	  test	  1.	  From	  here,	  we	  performed	  several	  iterations	  
of	  reducing	  controller	  aggressiveness.	  
	  	  
FIGURE	  42	  FLOW	  CONTROL	  TEST	  #18	  LONG-­‐TERM	  STABILITY	  
Figure	  42	  shows	  a	  successful	  flow	  control	  test.	  The	  system	  maintained	  the	  target	  pressure	  to	  within	  2-­‐3	  
LSB	   (least	   significant	  bits),	  which	  corresponds	   to	  about	  3%	  of	   full-­‐scale	   range.	  Note	   that	   the	   system	  actuation	   is	  
consistently	  between	  100-­‐80%.	  This	  is	  likely	  due	  to	  the	  fixed	  setpoint	  current	  used	  on	  the	  control	  valve.	  As	  is,	  the	  
system	   behaves	   acceptably,	   but	   future	   developments	   should	   include	   recalibrating	   the	   fixed	   setpoint	   range	   to	  
better	  use	  the	  full-­‐scale	  of	  our	  PWM	  output.	  
IN-­‐SOFTWARE	  THERMOCOUPLE	  CALIBRATION	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   During	   our	   tests,	   we	   noticed	   that	   our	   system’s	   reported	   temperature	   and	   our	   backup	   thermocouple	  
reader’s	   values	   began	   diverging	   at	   higher	   temperatures.	  We	   recorded	   these	   differences	   and	   used	   the	   result	   to	  
create	   a	   calibration	   curve.	   This	   curve	  was	   then	   integrated	   into	   the	   controller	   firmware	   to	   get	   our	   temperature	  
readings	  back	  to	  reasonable	  values.	  
	  
NOISE	  REDUCTION	  TESTS	  
	  
FIGURE	  44	  NOISE	  MEASURMENT	  TESTS,	  VARYING	  AVERAGES,	  CONSTANT	  TEMPERATURE	  
	   In	  the	  interest	  of	  bringing	  our	  system’s	  random	  noise	  down,	  we	  implemented	  a	  multisampling	  averaging	  
algorithm	   to	   reduce	   high	   frequency	   noise.	  With	   the	  HTTU	  off	   and	   unheated,	  we	   recorded	   temperature	   data	   as	  
reported	  by	  our	  system.	  These	  points	  were	  then	  normalized	  to	  the	  median	  of	  their	  values,	  and	  we	  then	  used	  the	  
peak	  deviation	  from	  the	  median	  value	  as	  an	  indication	  of	  the	  noise	  present	  in	  the	  system.	  Tests	  were	  run	  for	  1,	  4,	  








































	   Figure	   43	   and	   Figure	   44	   show	   unexpected	   and	   currently	   unexplained	  measurement	   noise.	   These	  were	  
acquired	  during	  system	  cool	  downs,	  with	  torches	  inactive	  and	  the	  flow	  control	  system	  running.	  Note	  that	  in	  Error!	  
Reference	   source	   not	   found.	   there	   appears	   to	   be	   random	   spikes	  much	   greater	   than	   the	   standard	   noise	   band,	  
suggesting	   some	   form	   of	   intermittent,	   comparatively	   high	   power	   interference.	   The	   frequency	   of	   occurrence	  
appears	  to	  be	  random,	  which	  rules	  out	  AC	  mains	  noise.	  	  
	  
FIGURE	  45	  COOLDOWN	  TEMPERATURE	  TEST,	  DEMONSTRATION	  OF	  UNKNOWN	  SYSTEM	  NOISE	  
	  
FIGURE	  46	  COOLDOWN	  TEMPERATURE	  TEST,	  DEMONSTRATION	  OF	  UNKNOWN	  MEASUREMENT	  GAP	  
Figure	  45	  there	  is	  a	  sudden	  step	  in	  the	  temperature.	  While	  we	  do	  not	  know	  what	  caused	  this,	  it	  may	  be	  
some	   form	  of	   grounding	   issue.	   The	  nature	  of	   the	   slow	   rise	  of	   the	  measurements	   suggests	   some	   form	  of	   charge	  
buildup,	   but	   it	   is	   difficult	   to	  determine	   the	   location	   and	   cause	  of	   this.	  We	   suggest	   further	   testing	   specifically	   to	  
locate	  the	  source	  of	  this	  noise,	  as	  it	  clearly	  causes	  significant	  variations	  in	  the	  measured	  variables.	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FIGURE	  47	  ALLOCATION	  OF	  FUNDS	  
Figure	  47	   illustrates	   the	  breakdown	  of	  our	  budget,	  which	  was	  $10,000.	  The	  major	  costs	  of	  our	   system	  were	   the	  
fluid	  sensors	  and	  the	  gating	  valves.	  The	  fluid	  sensors	  needed	  to	  fit	  within	  certain	  requirements	  and	  so	  sensors	  that	  
contained	   these	   features	   dictated	   the	   cost.	   Gating	   valves	   also	   comprised	   a	   large	   portion	   of	   our	   budget	   and	   in	  
general	  are	  expensive	  pieces	  of	  equipment.	  A	  little	  more	  than	  half	  of	  our	  budget	  was	  not	  spent	  and	  instead	  will	  be	  
rolled-­‐over	  to	  team	  Hi-­‐Top.	  	  
MANAGEMENT	  PLAN	  
Key	  Milestones:	  
Project	  Proposal	  –	  February	  23,	  2012	  
Concept	  Progress	  Report	  –	  February	  28,	  2012	  
Conceptual	  Design	  Review	  –	  March	  8,	  2012	  
Critical	  Design	  Review	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  14,	  2012	  
Begin	  Components	  Purchasing	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  Design	  Report	  –	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  2012	  
Device	  Handoff-­‐	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  Design	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Final	  Project	  Report	  –	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  29,	  2012	  	  
	  
	  
	  $1,322.00	  	  
	  $348.20	  	  
	  $204.17	  	  
	  $108.67	  	  
	  $1,221.42	  	  
	  $403.80	  	  
	  $387.25	  	  
	  $358.81	  	  
	  $200.00	  	  
	  $80.00	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  Matt	  Gainer	   	   	  -­‐	  Lead	  in	  thermal/fluid	  analysis	  
	   	   	   	   	  -­‐	  Lead	  in	  control	  processes	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Marc	  Goupil	   	   	  -­‐	  Component	  selection	  and	  research	  
	   	   	   	  	   	  -­‐	  Lead	  in	  electronics	  fabrication	  and	  coding	  of	  Data	  Acquisition	  System	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Andrew	  Woolrich	  	   	  -­‐ Primary	  coordinator	  between	  the	  sponsor	  and	  the	  team	  
	   	   	   	   	  -­‐	  Lead	  in	  control	  unit	  development	  	   	  
Intra	  and	  extra-­‐team	  communication	  took	  place	  largely	  over	  email.	  The	  cphepa@gmail.com	  email	  was	  accessible	  
by	  all	  of	  the	  CP	  HEPA	  members	  and	  was	  used	  as	  a	  repository	  for	  scheduling,	  documents	  and	  communications,	  as	  
well	  as	  a	  unified	  contact	  method.	  Physical	  copies	  of	   important	  documents,	   spec	  sheets	  and	  other	  material	  were	  
kept	  in	  a	  communal	  binder	  on-­‐site	  in	  192-­‐132.	  We	  kept	  in	  close	  contact	  with	  our	  sponsor,	  LLNL.	  Additionally,	  we	  




As	  of	  the	  time	  of	  the	  writing	  of	  this	  report	  the	  HTTU	  control	  system	  is	  operational,	  although	  it	  does	  not	  meet	  all	  of	  
the	   requirements	   laid	   out	   at	   the	   inception	   of	   this	   project.	   The	   user	   interface,	   gating	   control,	   and	   multi	   torch	  
systems	   require	   additional	   development	   before	   they	   are	   ready	   to	   be	   used.	   To	   this	   end,	   we	   will	   be	   providing	  
continuing	  support	  to	  the	  next	  teams	  working	  on	  this	  project,	  up	  until	  July	  2013.	  This	  support	  will	  mostly	  be	  in	  the	  
form	  of	   training	  and	  code	  debugging	  and	  development,	  although	   the	   role	   is	   flexible	   to	   the	  needs	  of	   subsequent	  
teams.	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EES	  MODEL:	  DEVELOPMENT	  
The	  computer	  simulation	  works	  as	  described	  previously.	  Each	  component	  of	  the	  system	  is	  treated	  as	  a	  resistor	  in	  
our	   pneumatic	   circuit.	   The	   pressure	   is	   analogous	   to	   the	   voltage,	   and	   airflow	   acts	   like	   the	   system	   current.	   This	  
section	   will	   describe	   in	   depth	   the	   constraining	   equations	   used	   for	   each	   resistor,	   described	   in	   stages	   between	  
pressure	  nodes	  in	  our	  system.	  
UPSTREAM	  ORIFICE	  PLATE	  
	  
FIGURE	  48	  TYPICAL	  ORIFICE	  PLATE	  FUNCTION	  
The	  first	  component	  in	  the	  system	  is	  the	  upstream	  orifice	  plate,	  used	  to	  measure	  the	  flow	  rate	  of	  the	  compressed	  
air	  coming	   in.	  An	  orifice	  plate	   is	  what	   is	  called	  a	  “differential	  producer”,	  which	  means	  that	   it	   induces	  a	  pressure	  





Where	  Q	  is	  the	  volumetric	  flow	  rate	  in	  m3/s,	  ΔPt	  is	  the	  total	  pressure	  drop	  across	  the	  orifice	  plate	  in	  Pascals,	  ρ	  is	  
the	  fluid	  density	  in	  kg/m3,	  and	  β	  is	  the	  ratio	  of	  the	  diameter	  of	  the	  orifice	  plate	  to	  the	  diameter	  of	  the	  line.	  This	  
equation	  is	  developed	  from	  Bernoulli’s	  Equation,	  and	  therefore	  assumes	  inviscid,	  incompressible	  flow	  along	  a	  
streamline.	  Additionally,	  it	  is	  assumed	  that	  there	  is	  no	  elevation	  change	  for	  the	  fluid	  across	  the	  plate.	  The	  problem	  
with	  exclusively	  using	  this	  equation	  to	  determine	  the	  pressure	  drop	  is	  the	  pressure	  recovery	  that	  happens	  after	  the	  




Where	  ΔPpermanent	  is	  the	  final	  resultant	  pressure	  drop	  from	  the	  orifice	  plate	  in	  Pa,	  and	  the	  other	  two	  variables	  are	  
the	  same	  as	  described	  in	  Equation	  1.	  
CONTROL	  VALVE	  




Where	   ΔP	   is	   the	   pressure	   drop	   across	   the	   valve	   in	   Pascals,	   ρ	   is	   the	   air	   density	   in	   kg/m3,	   K	   is	   the	   minor	   loss	  
coefficient,	  and	  V	  is	  the	  velocity	  of	  the	  air	  in	  m/s.	  	  It	  is	  assumed	  that	  the	  air	  is	  incompressible	  for	  this	  portion	  of	  the	  
flow.	  The	  minor	   loss	  coefficient	  changes	  with	   the	  percent	  opening	  of	   the	  valve.	  The	  more	  closed	   it	   is,	   the	  more	  
pressure	   is	   lost	   across	   the	   valve.	   The	   relationship	   was	   examined	   and	   an	   empirical	   relationship	   was	   chosen	   to	  
represent	  this	  phenomenon,	  shown	  below.	  
EQUATION	  4	  
	  
Where	  the	  %	  Opening	  is	  on	  a	  scale	  of	  0-­‐100.	  The	  velocity	  of	  the	  air	  is	  calculated	  using	  the	  principle	  of	  conservation	  
of	  mass,	  shown	  below:	  
EQUATION	  5	  
	  
Where	  Ac	  is	  the	  cross-­‐sectional	  area	  of	  the	  pipe	  or	  duct	  for	  air	  flow	  in	  m
2,	  V	  is	  the	  velocity	  of	  the	  air	  in	  m/s,	  ρ	  is	  the	  
density	  of	  the	  air	  in	  kg/s,	  and	   	  is	  the	  mass	  flow	  rate	  of	  the	  air	  in	  kg/s.	  	  Mass	  flow	  rate	  is	  a	  constant	  throughout	  
the	   system	   regardless	   of	   the	  pressure	  node	   considered,	   so	   can	  be	  used	   to	   constrain	   the	   system	  using	   the	   local	  





FIGURE	  49.	  TUTCO	  FARNAM	  HEAT	  TORCH	  200	  
http://www.farnam-­‐custom.com/air_heaters/heatTorch.php	  
For	   the	  heater,	   the	  best	  version	  of	  a	   constraining	  equation	  without	  empirical	  data	  was	   to	  be	   found	   in	   the	  basic	  
assumptions	  of	  Rayleigh	  Flow,	  which	  considers	  the	  flow	  characteristics	  of	  a	  fluid	  undergoing	  heat	  transfer	  without	  
frictional	   losses.	   An	   in-­‐depth	   analysis	   of	   Rayleigh	   Flow	   includes	   a	   choked	   flow	   analysis	   including	   empirical	  
correlations	  with	  Mach	   number	   correlations,	  which,	   for	   the	   purposes	   of	   this	  model	   is	   unnecessary.	   Instead	   the	  
simulation	   incorporates	   one	   of	   the	   main	   foundational	   equations	   upon	   which	   Rayleigh	   Flow	   is	   based,	   the	  
momentum	  balance	  equation,	  shown	  below	  in	  the	  form	  the	  simulation	  uses.	  
EQUATION	  6	  
	  
Where	  P	  is	  the	  pressure	  in	  Pascals,	   	  is	  the	  mass	  flow	  rate	  through	  one	  heater	  in	  kg/s,	  A	  is	  the	  cross-­‐sectional	  
area	  in	  m2	  and	  ρ	  is	  the	  density	  of	  the	  air	  in	  kg/m3.	  	  The	  subscript	  1	  is	  before	  heating,	  and	  the	  subscript	  2	  is	  after	  the	  
heat	  is	  added.	  The	  major	  change	  in	  the	  system	  pressure	  in	  the	  heaters	  is	  due	  to	  the	  change	  in	  density	  because	  of	  




Where	  ΔP	  is	  the	  change	  in	  pressure	  in	  Pascals,	  f	  is	  the	  friction	  factor,	  which	  is	  a	  function	  of	  Reynolds	  number	  and	  
therefore	  air	  density	  and	  velocity,	  but	  is	  currently	  assumed	  to	  a	  value	  of	  0.02,	  L	  is	  the	  length	  of	  pipe	  considered	  in	  
m,	  D	  is	  the	  diameter	  of	  the	  pipe	  in	  m,	  ρ	  is	  the	  density	  of	  the	  air	  in	  kg/m3,	  and	  V	  is	  the	  velocity	  of	  the	  air	  in	  m/s.	  
60	  
	  
EXPANSION	  AND	  DUCT	  
	  
FIGURE	  50.	  EXPANSION	  FROM	  HEATERS	  TO	  DUCT	  
The	  air	  exits	   the	  heater	  manifold	  and	  enters	   the	  duct	  proper	  suddenly.	  A	  sudden	  expansion	  has	  minor	   frictional	  
losses,	   but	   also	   experiences	   a	   rapid	   change	   in	   fluid	   velocity	   and	   static	   pressure.	   Therefore	   the	   energy	   balance	  
equation	  was	  used	  to	  describe	  the	  situation.	  
EQUATION	  8	  
	  
Where	   P	   is	   the	   pressure	   in	   Pascals,	   V	   is	   the	   velocity	   in	  m/s,	   ρ	   is	   the	   density	   in	   kg/m3,	   and	   K	   is	   the	  minor	   loss	  
coefficient.	   The	   subscripts	   1	   and	   2	   correspond	   to	   before	   and	   after	   the	   expansion,	   respectively.	   The	  minor	   loss	  
coefficient	  is	  based	  on	  the	  geometry	  of	  the	  expansion	  and	  is	  given	  by	  the	  equation:	  
EQUATION	  9	  
	  
Where	  K	  is	  the	  minor	  loss	  coefficient	  and	  A	  is	  the	  area	  in	  m2.	  Following	  the	  minor	  losses	  is	  the	  major	  losses	  within	  
the	  duct,	  which	  uses	  Equation	  7	  above.	  





FIGURE	  51.	  ORIFICE	  PLATE	  TO	  REPRESENT	  HEPA	  FILTER	  
The	  filter	  is	  being	  modeled	  as	  an	  orifice	  plate,	  because	  Team	  Icarus	  will	  have	  an	  orifice	  plate	  or	  similar	  differential	  
producer	   to	   create	   the	  back	  pressure	   for	   flow	   to	  occur.	   Therefore	   Equation	  1	   and	   Equation	  2	   developed	   above	  
apply	  for	  the	  filter	  as	  well.	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EES	  MODEL:	  PREVIOUS	  ITERATION	  RESULTS	  
Mass	  Flow	  Rate	  Varying	  with	  Valve	  Percent	  Opening	  
	  
FIGURE	  52.	  MODELED	  MASS	  FLOW	  RATE	  AT	  DIFFERENT	  VALVE	  OPENINGS	  
	  
FIGURE	  53.	  HOW	  THE	  PRESSURE	  AT	  THE	  VARIOUS	  NODES	  CHANGES	  WITH	  INCREASED	  VALVE	  PERCENT	  OPENING	  
	  
FIGURE	  54.	  PRESSURE	  VARIATION	  AT	  NODES	  WITH	  INCREASED	  HEATER	  TEMPERATURE	  T2	  
These	  graphs	   show	  the	   results	   from	  our	   initial	  pneumatic	   system	  model.	  The	  pressures	  noted	  are	   the	  pressures	  
indicated	   in	   Figure	   54.	   For	   this	   model,	   the	   orifice	   plate	   was	   not	   included.	   The	   model	   was	   created	   fixing	   the	  






TABLE	  2.	  TASK	  TIMELINE	  CREATED	  USING	  MICROSOFT	  PROJECT	  
Task	  Name	   Duration	   Start	   Finish	  
Design	   9.2	  wks	   Fri	  1/20/12	   Fri	  3/23/12	  
	  	  	  Concept	  Design	  Proposal	   6	  days	   Fri	  1/27/12	   Fri	  2/3/12	  
	  	  	  Available	  Equipment	   6	  days	   Tue	  2/14/12	   Tue	  2/21/12	  
	  	  	  System	  Model	   8	  days	   Tue	  2/14/12	   Thu	  2/23/12	  
	  	  	  Data	  Acquisition	   11	  days	   Wed	  2/22/12	   Wed	  3/7/12	  
	  	  	  User	  Interface	  Design	   11	  days	   Wed	  2/22/12	   Wed	  3/7/12	  
	  	  	  Sensor	  Placement	   9	  days	   Fri	  2/24/12	   Wed	  3/7/12	  
	  	  	  CCTV	  Selection	   8	  days	   Mon	  2/27/12	   Wed	  3/7/12	  
	  	  	  Concept	  Design	  Review	   5	  days	   Fri	  3/2/12	   Thu	  3/8/12	  
	  	  	  Finish	  Torch	  Driver	  PCB	  Design	   5	  days	   Mon	  3/12/12	   Fri	  3/16/12	  
	  	  	  Solder	  in	  Discretes/Components	   5	  days	   Mon	  3/12/12	   Fri	  3/16/12	  
	  	  	  Etch	  Boards	  for	  Torch	  Driver	   5	  days	   Mon	  3/12/12	   Fri	  3/16/12	  
	  	  	  Test	  Driver	  on	  a	  Lightbulb	  (Safety	  Test)	   5	  days	   Mon	  3/19/12	   Fri	  3/23/12	  
	  	  	  Get	  Test	  Section	  Materials	   5	  days	   Mon	  3/19/12	   Fri	  3/23/12	  
Build	   10	  wks	   Mon	  3/26/12	   Fri	  6/1/12	  
	  	  	  Heater	  Controllers	   10	  wks	   Mon	  3/26/12	   Fri	  6/1/12	  
	  	  	  	  	  	  Reverse	  Engineer	  Controllers	   5.2	  wks	   Mon	  3/26/12	   Mon	  4/30/12	  
	  	  	  	  	  	  Prototype	  Heater	  Controller	   4.8	  wks	   Tue	  5/1/12	   Fri	  6/1/12	  
	  	  	  Critical	  Design	  Review	   1	  day	   Mon	  4/9/12	   Mon	  4/9/12	  
	  	  	  Acquire	  LLNL	  Materials	   7	  days	   Mon	  4/9/12	   Tue	  4/17/12	  
	  	  	  Order	  Parts	   1.2	  wks	   Mon	  4/9/12	   Mon	  4/16/12	  
	  	  	  	  	  	  Order	  CCTV	   6	  days	   Mon	  4/9/12	   Mon	  4/16/12	  
	  	  	  	  	  	  Order	  Controller	  Parts	   6	  days	   Mon	  4/9/12	   Mon	  4/16/12	  
	  	  	  System	  Install	   34	  days	   Tue	  4/17/12	   Fri	  6/1/12	  
	  	  	  	  	  	  Sensor	  Installation	   28	  days	   Wed	  4/18/12	   Fri	  5/25/12	  
	  	  	  	  	  	  DAQ	  Installation	   28	  days	   Wed	  4/18/12	   Fri	  5/25/12	  
	  	  	  	  	  	  UI	  Implementation	   28	  days	   Wed	  4/18/12	   Fri	  5/25/12	  
	  	  	  	  	  	  CCTV	  Installation	   6	  days	   Fri	  5/25/12	   Fri	  6/1/12	  
Testing	  and	  Tuning	   11.2	  wks	   Mon	  9/17/12	   Mon	  12/3/12	  
	  	  	  System	  Characterization	   3	  wks	   Mon	  9/17/12	   Fri	  10/5/12	  
	  	  	  Sensor	  Calibration	   36	  days	   Mon	  10/8/12	   Mon	  11/26/12	  
	  	  	  UI	  Testing	   36	  days	   Mon	  10/8/12	   Mon	  11/26/12	  
	  	  	  DAQ	  Testing	   36	  days	   Mon	  10/8/12	   Mon	  11/26/12	  




EES	  MODEL:	  IMPULSE	  LINES	  
	  





//PID/UI	  FOR	  PETITE	  AUTOMATION	  TESTER	  
//This	  is	  the	  control	  and	  UI	  program	  for	  the	  PAT	  system	  
	  
#define	  INPIN	  A0	  	  	  	  	  	  //main	  thermocouple	  in	  pin	  
#define	  TARGPIN	  A5	  	  	  	  //target	  adjust	  pot	  pin	  
#define	  ONPIN	  2	  	  	  	  	  	  //high	  is	  start	  
#define	  LEDPIN	  3	  	  	  	  	  	  //status	  LED	  
#define	  THRESHOLD	  40	  	  //"danger	  heat"	  
#define	  ACTUATEPIN	  5	  //pin	  driving	  MOSFET	  driving	  SSR	  driving	  HT	  
#define	  MAXTEMP	  100	  	  	  	  //shut	  off	  temp	  
#define	  COUNT	  900	  	  	  	  	  	  //number	  of	  counts	  to	  get	  to	  a	  time	  to	  display	  state	  
#define	  MINSET	  20	  	  	  	  //MINIMUM	  temperature	  setpoint	  
#define	  MAXSET	  99	  	  	  	  //MAXIMUM	  temperature	  setpoint	  
#define	  SAMPLETIME	  100	  	  //evaluation	  time	  
	  








double	  temp	  =	  0;	  	  	  	  	  	  //actual	  temperature	  
double	  target	  =	  100;	  //target	  temperature	  
double	  output	  =	  0;	  	  	  	  //PID	  output	  
double	  Kp	  =	  100;	  	  	  	  //PID	  experimental	  
double	  Ki	  =	  4;	  	  	  	  //ignore	  the	  fancy	  stuff	  for	  now	  
double	  Kd	  =	  0;	  
boolean	  tooHot	  =	  false;	  
boolean	  shouldBeOn	  =	  false;	  
	  
int	  dummy	  =	  0;	  	  //the	  dummy	  counter,	  yay!	  
	  
PID	  thisPID(&temp,	  &output,	  &target,	  Kp,	  Ki,	  Kd,	  REVERSE);	  //initialize	  the	  PID	  object	  
	  
int	  windowSize	  =	  200;	  	  //time	  proportioning	  window	  size	  
unsigned	  long	  windowStartTime;	  
	  
void	  setup(){	  











	  digitalWrite(LEDPIN,	  LOW);	  
	  digitalWrite(ACTUATEPIN,	  LOW);	  
	  	  











	  	  temp	  =	  	  analogRead(INPIN);	  
	  	  temp	  =	  temp/2;	  	  	  	  	  	  //mad	  sweet	  conversion,	  bro	  
	  	  	  
	  	  target	  =	  analogRead(TARGPIN);	  
	  	  target	  =	  map(target,0,1023,MINSET,MAXSET);	  	  	  	  //map	  to	  amxset	  C	  max	  
	  	  dummy	  ++;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //increment	  dummy	  
if	  (dummy	  >	  COUNT)	  
{	  	  	  	  	  //display	  state	  
	  	  lcd.setCursor(4,1);	  
	  	  lcd.print("	  	  	  	  ");	  
	  	  lcd.setCursor(4,1);	  
	  	  lcd.print(temp);	  
	  	  dummy	  =	  0;	  
	  	  	  
	  	  	  	  if(digitalRead(ONPIN)&&	  (!tooHot))	  	  	  	  	  	  	  //is	  the	  heater	  on	  and	  not	  supposed	  to	  be	  off	  
	  
	  	  	  	  {	  	  
	  	  	  	  	  	  digitalWrite(LEDPIN,HIGH);	  
//	   	   	   	   	   	   digitalWrite(ACTUATEPIN,HIGH);	   	   	   	   ///////DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  
DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  
	  	  	  	  	  	  //write	  target	  information	  if	  system	  is	  on	  
	  	  	  	  	  	  digitalWrite(LEDPIN,	  HIGH);	  
	  	  	  	  	  	  lcd.setCursor(0,0);	  
	  	  	  	  	  	  lcd.print("TAR	  	  	  	  	  ");	  	  	  
	  	  	  	  	  	  lcd.setCursor(4,0);	  
	  	  	  	  	  	  lcd.print(target);	  
	  	  	  	  	  	  shouldBeOn	  =	  true;	  
	  	  	  	  	  	  }	  
	  	  	  
	  
	  	  	  	  	  	  if((!(tooHot))&&(!(digitalRead(ONPIN)))&&((temp	  <	  THRESHOLD)))	  	  	  	  //not	  too	  hot,	  not	  above	  threshold,	  not	  on	  
	  	  	  	  {	  
	  	  	  	  	  	  //display	  to	  user	  that	  control	  is	  not	  running	  
	  	  	  	  	  	  lcd.setCursor(0,0);	  
	  	  	  	  	  	  lcd.print("CONT	  OFF");	  
	  	  	  	  	  	  digitalWrite(LEDPIN,LOW);	  
	  	  	  
	  	  	  	  }	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  if(!(digitalRead(ONPIN))){	  
//	  	  	  	  	  	  	  	  	  	  	  	  digitalWrite(ACTUATEPIN,LOW);	  	  ///////DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  
DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  DANGER	  
	  	  	  	  	  	  	  	  	  	  	  	  lcd.setCursor(0,0);	  
	  	  	  	  	  	  	  	  	  	  	  	  lcd.print("CONT	  OFF");	  	  	  	  	  	  	  	  
	  	  	  	  	  	  	  	  	  	  	  	  shouldBeOn	  =	  false;	  
	  	  	  }	  
	  	  	  	  	  	  	  if((!(digitalRead(ONPIN)))&&tooHot)	  	  	  	  //controller	  has	  been	  cycled	  to	  reenable	  after	  an	  overheat	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  tooHot	  =	  false;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
	  	  	  	  	  	  	  	  lcd.setCursor(0,0);	  
	  	  	  	  	  	  	  	  lcd.print("REENABLE");	  	  
	  	  	  	  	  	  	  	  delay(900);	  
	  	  	  	  	  	  }	  
}	  
	  	  /*The	  REDLED	  goes	  on	  when	  the	  system	  is	  turned	  on	  (regardless	  of	  temp)	  or	  the	  system	  is	  above	  the	  THRESHOLD	  
temp,	  note	  that	  the	  system	  shuts	  off	  above	  MAXTEMP	  
	  	  */	  
	  
if(temp>=THRESHOLD)	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //is	  the	  heater	  hot?	  
{	  
	  	  	  	  	  	  	  	  	  	  digitalWrite(LEDPIN,	  HIGH);	  	  	  	  	  
	  	  	  	  }	  	  	  	  	  
	  	  if(temp	  >=	  MAXTEMP){	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //is	  the	  heater	  too	  hot?	  
	  	  	  	  tooHot	  =	  true;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //overheat	  flag	  
	  	  	  	  digitalWrite(ACTUATEPIN,LOW);	  	  	  	  //shut	  off	  heater	  
	  	  	  	  lcd.setCursor(0,0);	  
	  	  	  	  lcd.print("TOO	  HOT	  ");	  	  	  	  	  	  	  	  	  	  	  	  //notify	  user	  
	  	  }	  
//taken	  from	  the	  relay	  example	  text	  from	  the	  thing	  
//if	  the	  system	  should	  be	  on,	  let	  it	  be	  on	  
if(shouldBeOn)	  
{	  	  	  
	  	  thisPID.Compute();	  
//window	  size	  proportioning	  
	  	  if(millis()	  -­‐	  windowStartTime>windowSize)	  
	  	  {	  //time	  to	  shift	  the	  Relay	  Window	  
	  	  	  	  windowStartTime	  +=	  windowSize;	  
	  	  }	  
	  	  if(output	  <	  millis()	  -­‐	  windowStartTime)	  digitalWrite(ACTUATEPIN,HIGH);	  
	  	  else	  digitalWrite(ACTUATEPIN,LOW);	  	  	  
	  	  	  
}	  
//if	  it	  shouldn't,	  turn	  the	  system	  off	  
else{	  
	  	  digitalWrite(ACTUATEPIN,LOW);	  
}	  
}	  




HTTU	  FUNCTIONING	  CODE	  
/*	  HTTU	  CONTROL	  CODE	  V	  0.5-­‐	  	  
	  	  AUTHOR	  M.	  GOUPIL	  	  
	  	  DATE	  11/29/12	  
	  	  This	  code	  is	  the	  currently	  functioning	  controller	  code	  for	  the	  HTTU	  project.	  Note	  that	  
	  	  as	  of	  this	  update,	  this	  code	  ONLY	  runs	  one	  torch	  and	  does	  not	  actuate	  the	  shutoff	  valves.	  
	  	  Additionally,	  flow	  control	  is	  based	  off	  of	  the	  downstream	  transducer	  rather	  than	  the	  upstream	  
	  	  transducer	  as	  specified	  in	  our	  project	  scope.	  These	  developments	  are	  still	  pending,	  but	  as-­‐is	  
	  	  this	  code	  is	  well-­‐suited	  to	  temperature	  testing	  
	  	  	  
	  	  LICENCE:	  This	  code	  is	  free-­‐to-­‐use	  and	  open	  source.	  Feel	  free	  to	  use	  it,	  modify	  it,	  and	  disseminate	  it	  
	  	  as	  you	  see	  fit.	  The	  only	  restriction	  on	  the	  use	  of	  this	  code	  is	  that	  you	  MAY	  NOT	  SELL	  THIS	  
	  	  CODE,	  UNMODIFIED,	  AS	  A	  PRODUCT.	  Integration	  within	  another	  system	  and	  the	  sale	  of	  those	  	  
	  	  combined	  devices	  is	  acceptable,	  as	  is	  sale	  of	  a	  significantly	  modified	  version	  of	  this	  code.	  
*/	  
	  





//Thermocouple	  conversion	  defines-­‐	  these	  definitions	  are	  used	  as	  the	  basis	  for	  
//realtime	  temperature	  readout.	  Should	  you	  notice	  a	  significant	  mismatch	  between	  
//the	  system's	  TC	  reads	  and	  those	  of	  your	  calibrated	  reference,	  redefine	  these	  
//variables.	  Note	  that	  the	  best	  method	  is	  to	  run	  the	  torch	  controller	  across	  
//several	  targets	  and	  compare	  °F(system)	  to	  °F(actual).	  Roll	  the	  linear	  fit	  into	  
//the	  current	  setup.	  
	  
#define	  TEMPSCALER	  1.64	  	  //the	  ADC	  bits	  to	  deg	  F	  conversion	  factor	  
#define	  TEMPOFFSET	  32	  	  	  	  //offset	  in	  the	  measurement	  system	  
	  
	  
//PIN	  DEFINITIONS-­‐	  these	  are	  the	  Wiriing	  IDE	  definitions	  of	  our	  system	  variable	  pins.	  
//Each	  pin	  has	  a	  handle	  which	  describes	  its	  function	  for	  easier	  coding.	  Note	  that	  you	  
//can	  redefine	  these	  if	  you	  wish	  to	  wire	  the	  controller	  differently.	  Refer	  to	  the	  Ard-­‐	  
//uino	  documentation	  for	  which	  pins	  are	  PWM	  capable,	  Analoginput	  capable,	  etc.	  
#define	  RelayPin	  4	  
#define	  TTC	  A0	  
#define	  PTC	  A1	  
#define	  DXD	  A2	  
#define	  THE_VALVE	  11	  	  	  	  	  	  	  
	  
//PROCESS	  DEFINITIONS-­‐	  These	  #defines	  are	  used	  to	  setup	  the	  operating	  conditions	  for	  
//a	  run.	  Note	  that	  MAXOUT	  is	  the	  °F	  value	  where	  the	  torch	  saturates	  and	  cuts	  off	  power-­‐	  
//DO	  NOT	  PUT	  PAST	  1300°F	  
#define	  MAXTOUT	  (1100+TEMPOFFSET)/TEMPSCALER	  	  //Torch	  saturation	  temperature	  (°F)	  
#define	  PRESSTAR	  155	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //target	  filter	  face	  pressure	  TEMPORARY!	  
#define	  PROCTARG	  400	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //target	  filter	  face	  temeperature	  (°F)	  
	  
	  
//MULTISAMPLING	  PREFERENCES-­‐	  These	  defines	  are	  used	  as	  the	  settings	  for	  our	  denoising	  
//algorithm.	  Define	  the	  number	  of	  averages	  per	  sample	  and	  the	  time	  (in	  ms)	  between	  those	  
//samples.	  Try	  not	  to	  go	  over	  100	  ms	  total	  time-­‐to-­‐update	  
#define	  NOAVG	  10	  	  	  	  //	  number	  of	  samples	  per	  measurement	  average	  
#define	  AVERAGING_STEP	  	  5	  //the	  amount	  of	  time	  between	  averaging	  steps	  
int	  index=0;	  	  	  	  //averaging	  index-­‐	  this	  is	  simply	  a	  run	  counter	  
	  
//SAMPLE	  ARRAYS-­‐	  these	  are	  containers	  for	  the	  N	  number	  of	  averaging	  steps	  we	  use	  per	  
//actual	  measurement	  update.	  Basically	  a	  placeholder,	  don't	  worry	  about	  what's	  in	  them	  
//from	  a	  UI	  perspective.	  
double	  torch_samples[NOAVG];	  	  	  	  	  	  	  	  	  	  //multisample	  averaging	  container	  
71	  
	  
double	  process_samples[NOAVG];	  	  	  	  	  	  	  	  //multisample	  averaging	  container	  
double	  pres_samples[NOAVG];	  	  	  	  	  	  	  	  //multisample	  averaging	  container	  
	  
//PID	  SETUP	  VARIABLES-­‐	  these	  variables	  contain	  the	  setpoint,	  input	  and	  output	  
//variables	  of	  the	  controllers.	  Note	  that	  they	  are	  doubles,	  which	  is	  a	  big,	  un-­‐	  
//wieldly	  data	  type	  for	  this	  processor	  size.	  If	  you're	  going	  to	  be	  adding	  in	  a	  	  
//faster	  control	  loop,	  it	  may	  make	  sense	  to	  creat	  your	  own	  PID	  code.	  
double	  TSetpoint,	  TInput,	  TOutput;	  	  	  	  //torch	  variables	  
double	  PSetpoint,	  PInput,	  POutput;	  	  	  	  //process	  variables	  
double	  PresSetpoint,	  dixdro,	  the_valve;	  	  	  	  //process	  variables	  
	  
//OPERATION	  STEPS-­‐	  These	  varaibles	  are	  the	  number	  of	  milliseconds	  between	  different	  program	  
//task	  executions.	  Note	  that	  STEP	  is	  currently	  unused,	  although	  it	  IS	  used	  if	  you	  decide	  to	  run	  
//single-­‐sample	  averaging	  
const	  int	  STEP	  =	  150;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //single	  sample	  averaging	  timestep-­‐	  dictates	  the	  period	  of	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //analogRead()	  calls	  
const	  int	  BIGSTEP	  =	  500;	  	  	  	  	  	  	  	  	  	  	  	  	  //This	  is	  the	  period	  of	  Serial.write()	  commands,	  so	  it's	  what	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //dictates	  how	  often	  your	  system	  sends	  you	  DAQ	  data	  





//PID	  INITIALIZATION-­‐	  Here	  we	  construct	  our	  control	  objects,	  giving	  them	  their	  operational	  para-­‐	  
//meters,	  such	  as	  input	  and	  output	  pointes	  (point	  TO	  the	  values	  they're	  working	  with),	  the	  control	  
//gains	  (Kp,Ki,Kd)	  and	  the	  actuation	  direction	  (DIRECT	  if	  increasing	  output	  increases	  input,	  REVERSE	  
//if	  decreasing	  output	  increases	  input	  
PID	  Torch1(&TInput,	  &TOutput,	  &TSetpoint,8,1,1,	  DIRECT);	  
PID	  SmartGuy(&PInput,	  &POutput,	  &PSetpoint,50,0.1,1,	  DIRECT);	  
PID	  that_valve(&dixdro,	  &the_valve,&PresSetpoint,2.5,0.1,1.5,	  DIRECT);	  
	  
//FLAG	  INITIALIZATION-­‐	  We	  use	  several	  boolean	  flags	  to	  determine	  which	  systems	  should	  run.	  For	  safety	  
//EVERYTHING	  should	  initialize	  to	  "OFF",	  all	  offs	  should	  be	  false.	  
bool	  TORCHON	  =	  false;	  	  	  	  	  	  	  	  //Torch	  control	  loop	  activation	  flag	  
bool	  BESMART	  =	  false;	  	  	  	  	  	  	  	  //Filter	  face	  temperature	  control	  loop	  activation	  flag	  
bool	  ISHOT	  =	  false;	  	  	  	  	  	  	  	  	  	  //Active	  flag-­‐	  currently	  unused,	  although	  it	  is	  set	  and	  cleared	  in	  program	  
bool	  FLOWON	  =	  false;	  	  	  	  	  	  	  	  //Flow	  control	  activation	  flag	  
	  
	  
//COUNTER	  INITILIZATION-­‐	  Here	  we	  start	  up	  our	  task	  timing	  counters.	  These	  are	  used	  to	  determine	  when	  next	  	  
//to	  run	  their	  respective	  code	  conditions.	  Note	  that	  we	  can	  explicitly	  initialize	  them	  to	  zero	  OR	  simply	  
//initialize	  without	  a	  starting	  value.	  Preference	  is	  the	  former	  for	  safety-­‐related	  settings.	  
long	  univ_counter;	  
long	  spec_counter	  =	  0;	  
long	  super_spec_counter	  =	  0;	  
long	  valve_timer	  =	  0;	  
long	  averaging_timer;	  
	  
//WINDOWING	  SETTINGS-­‐	  the	  torch	  is	  time-­‐proportioned	  using	  a	  windowed	  approach	  (very	  similar	  to	  an	  ultraslow	  
//PWM	  signal.	  The	  size	  (in	  ms)	  is	  defined,	  as	  is	  a	  counter	  for	  the	  window	  period.	  
int	  WindowSize	  =	  500;	  
unsigned	  long	  windowStartTime;	  
	  
//MAIN	  SETUP	  LOOP-­‐	  this	  loop	  is	  used	  to	  initialize	  all	  the	  major	  systems,	  note	  that	  it	  runs	  ONCE	  at	  startup.	  
//Once	  setup	  has	  run,	  execution	  falls	  through	  to	  the	  main()	  loop,	  which	  runs	  continuously	  until	  the	  heat	  death	  
//of	  the	  universe.	  
void	  setup()	  
{	  
	  	  //SERIAL	  INITIALIZATION-­‐	  this	  begins	  a	  serial	  transfer	  protocol	  (FTDI	  out,	  basically)	  on	  TX0,	  which	  is	  the	  
	  	  //6	  pin	  header	  at	  the	  top	  of	  the	  dev	  board.	  
	  	  Serial.begin(9600);	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Defining	  Baud	  rate-­‐	  your	  serial	  port	  monitor	  should	  be	  set	  to	  9600	  as	  well	  
	  	  //HEADER	  INFO-­‐	  this	  will	  print	  once	  at	  the	  top,	  which	  is	  nice	  if	  you	  jigger	  it	  to	  display	  well	  when	  the	  data	  is	  
	  	  //imported	  to	  excel.	  We're	  just	  printing	  a	  confirmation	  message	  and	  the	  data	  column	  information,	  although	  future	  
	  	  //designs	  should	  print	  the	  date,	  system	  settings,	  controller	  gains,	  etc.	  
	  	  Serial.println("ACTIVE");	  	  	  	  	  	  	  	  	  




	  	  //RELAY	  INITIALIZATION-­‐	  by	  convention,	  Arduino	  IDE	  initializes	  all	  pins	  to	  high	  impedance	  inputs.	  We	  need	  to	  
	  	  //explicitly	  set	  our	  relay	  pin	  to	  an	  output	  because	  our	  relay	  optocoupler/isolater	  is,	  essentially,	  an	  LED	  
	  	  //and	  draws	  a	  lot	  of	  current	  (30-­‐40	  mA)	  when	  active.	  If	  you	  are	  getting	  the	  relay	  light	  to	  trigger,	  but	  not	  
	  	  //getting	  power	  to	  torch,	  check	  the	  relay	  pin	  mode	  FIRST	  
	  	  pinMode(RelayPin,	  OUTPUT);	  
	  
	  	  //COUNTER	  START-­‐	  We're	  setting	  all	  the	  timer	  counters	  to	  the	  current	  time	  in	  milliseconds-­‐	  from	  here,	  they'll	  
	  	  //automatically	  be	  incremented	  by	  their	  step	  value	  when	  they	  execute.	  
	  	  windowStartTime	  =	  millis();	  
	  	  spec_counter	  =	  millis();	  
	  	  univ_counter	  =	  millis();	  
	  	  valve_timer	  =	  millis();	  
	  	  	  
	  	  	  
	  	  //SETPOINT	  INITIALIZATION-­‐	  We	  set	  up	  the	  sytem	  to	  convert	  our	  °F	  targets	  into	  internally-­‐scaled	  values.	  The	  
	  	  //actual	  numbers	  that	  the	  microcontroller	  works	  in	  are	  not	  terribly	  important,	  although	  they	  are	  pretty	  close	  
	  	  //to	  °C.	  UI	  should	  always	  behave	  in	  °F,	  so	  this	  step	  is	  invisible	  to	  the	  user	  
	  
	  	  //Torch	  setpoint	  is	  initially	  MAX	  torch	  temp-­‐	  this	  value	  is	  normally	  immediately	  overwritten	  by	  the	  process	  
	  	  //control	  output,	  but	  if	  the	  user	  chooses	  to	  initialize	  only	  torch	  control,	  this	  lets	  us	  run	  a	  step	  input	  	  
	  	  //test	  on	  filter	  face	  temp,	  which	  is	  useful	  for	  characterizing	  the	  time	  response	  of	  the	  thermal	  system.	  
	  	  TSetpoint	  =	  (MAXTOUT-­‐TEMPOFFSET)/TEMPSCALER;;	  	  	  	  	  	  	  	  	  	  	  
	  	  	  
	  	  //Process	  setpoint	  is	  initialized	  to	  the	  user-­‐define	  target	  
	  	  PSetpoint	  =	  (PROCTARG-­‐TEMPOFFSET)/TEMPSCALER;	  
	  	  //Same	  with	  flow	  setpoint	  
	  	  PresSetpoint	  =	  PRESSTAR;	  
	  	  	  
	  	  //OUTPUT	  LIMIT	  SETTINGS-­‐	  These	  methods	  serve	  to	  tell	  the	  PID	  controller	  when	  it's	  saturated	  its	  control	  
	  	  //Useful	  in	  that	  it	  prevents	  integrator	  windup	  once	  the	  control	  saturates,	  and	  keeps	  the	  outputs	  within	  	  
	  	  //reasonable	  limits	  
	  	  Torch1.SetOutputLimits(0,	  WindowSize);	  	  	  	  	  	  //Max	  on	  time	  is	  the	  length	  of	  the	  window	  (100%	  duty	  cycle)	  
	  	  SmartGuy.SetOutputLimits(0,700);	  	  	  	  	  	  	  	  	  	  	  //Max	  output	  is	  max	  torch	  temperature	  °C	  (sort	  of)	  
	  	  that_valve.SetOutputLimits(200,255);	  	  	  	  	  	  	  //The	  band	  of	  actuations	  over	  which	  the	  control	  valve	  responds	  
	  
	  	  //RUNTIME	  SETTINGS-­‐	  These	  settings	  are	  the	  period	  (in	  ms)	  over	  which	  the	  various	  PID	  loops	  run-­‐	  note	  that	  
	  	  //these	  are	  discrete-­‐time	  controllers,	  so	  choosing	  an	  appropriately	  small	  run	  period	  is	  vital.	  You	  can	  go	  	  
	  	  //arbitrarily	  small	  from	  a	  systems	  perspective,	  but	  eventually	  you'll	  run	  out	  of	  processor	  overhead,	  so	  
	  	  //any	  modifications	  to	  these	  settings	  should	  be	  carefully	  verified	  during	  a	  processor-­‐intensive	  test	  
	  	  //(all	  controllers	  active)	  
	  	  Torch1.SetSampleTime(500);	  	  	  	  	  	  	  	  	  	  //500	  ms	  (also	  the	  window	  size,	  coincidentally)	  	  	  	  	  	  	  
	  	  SmartGuy.SetSampleTime(1000);	  	  	  	  	  	  	  //1	  s	  
	  	  that_valve.SetSampleTime(100);	  	  	  	  	  	  //100	  ms	  (the	  control	  valve	  is	  pretty	  wonky,	  so	  we're	  babying	  it	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //with	  extra	  control	  cycles	  
}	  
	  
//MAIN	  LOOP-­‐	  This	  is	  the	  loop	  to	  be	  in,	  daddy-­‐o.	  Runs	  continuously	  in	  a	  flat	  loop.	  The	  structure	  of	  a	  main()	  
//execution	  cycle	  is	  thus:	  
/*	  
	  	  	  	  	  	  1.	  Check	  serial	  input	  for	  user	  input	  
	  	  	  	  	  	  	  	  	  	  -­‐If	  available,	  read	  the	  input	  and	  parse	  it	  and	  run	  the	  associated	  flag	  setting	  behaviors	  
	  	  	  	  	  	  2.	  Check	  control	  flags	  
	  	  	  	  	  	  	  	  	  	  -­‐If	  flow	  control	  flag	  high,	  call	  PID	  function	  
	  	  	  	  	  	  	  	  	  	  	  	  -­‐If	  ready	  for	  next	  PID	  calculation,	  recompute	  output	  
	  	  	  	  	  	  	  	  	  	  -­‐If	  Torch	  control	  flag	  is	  high,	  check	  flow	  control	  flag	  
	  	  	  	  	  	  	  	  	  	  	  	  -­‐If	  flow	  is	  LOW,	  refuse	  to	  activate	  torch	  
	  	  	  	  	  	  	  	  	  	  	  	  -­‐If	  flow	  is	  ACTIVE,	  perform	  control	  actions	  on	  torch	  
	  	  	  	  	  	  	  	  	  	  -­‐If	  Torch	  control	  flag	  is	  LOW,	  deactivate	  relays	  and	  both	  temperature	  controllers	  
	  	  	  	  	  	  	  	  	  	  -­‐If	  process	  flag	  is	  high,	  run	  process	  computations	  
	  	  	  	  3.	  Check	  special	  function	  timers	  
	  	  	  	  	  	  	  	  	  	  -­‐Averaging	  acquisition	  timer	  
	  	  	  	  	  	  	  	  	  	  -­‐Print	  timer	  






	  	  //The	  nature	  of	  serial	  communication	  is	  such	  that	  a	  call	  to	  receive	  a	  value	  from	  the	  serial	  buffer	  tends	  
	  	  //to	  block	  program	  execution	  indefinitely	  if	  there	  is	  nothing	  in	  the	  serial	  buffer.	  For	  that	  reason,	  we	  
	  	  //first	  check	  to	  see	  if	  the	  serial	  buffer	  contains	  anything	  
	  	  if(Serial.available())	  	  	  	  	  	  //If	  there	  is	  a	  serial	  command	  available:	  
	  	  {	  
	  	  	  	  char	  the_command	  =	  Serial.read();	  	  	  	  //We	  grab	  the	  command	  
	  	  	  	  switch(the_command)	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //And	  branch	  based	  off	  of	  it	  
	  	  	  	  {	  
	  	  	  	  //TORCH	  ACTIVATION	  
	  	  	  	  case	  'a':	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Torch	  activation	  command	  
	  	  	  	  	  	  if(!FLOWON)	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Check	  the	  flow	  condition	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  Serial.println("oops!	  intialize	  flow	  first,	  dummy!");	  	  //If	  there's	  no	  flow	  control,	  chide	  the	  inattentive	  user	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  else	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //If	  there	  is	  flow	  control:	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  TORCHON	  =	  true;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Enable	  the	  torch	  controller	  
	  	  	  	  	  	  	  	  Serial.println("TORCH	  ENGAGED");	  //Notify	  user	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  break;	  
	  	  	  	  	  	  	  
	  	  	  	  //TORCH	  DEACTIVATION	  
	  	  	  	  case	  'b':	  
	  	  	  	  	  	  TORCHON	  =	  false;	  
	  	  	  	  	  	  BESMART	  =	  false;	  
	  	  	  	  	  	  Serial.println("NAP	  TIME");	  
	  	  	  	  	  	  break;	  
	  	  	  	  	  	  	  
	  	  	  	  //PROCESS	  CONTROL	  ACTIVATION-­‐	  This	  command	  sets	  the	  system	  to	  set	  torch	  target	  to	  maintain	  filter	  face	  temperature	  
	  	  	  	  //Note	  that	  you	  need	  to	  initialize	  the	  torch	  control	  first	  if	  you	  want	  the	  torches	  to	  actually	  heat	  up	  	  	  	  	  
	  	  	  	  case	  'c':	  
	  	  	  	  	  	  BESMART	  =	  true;	  
	  	  	  	  	  	  Serial.println("PROCESS	  CONTROL	  ON");	  
	  	  	  	  	  	  break;	  
	  	  	  	  	  	  	  
	  	  	  	  //VALVE	  MODUALTION	  COMMANDS-­‐	  The	  next	  three	  commands	  are	  mostly	  for	  giggles,	  although	  they're	  good	  for	  debug	  purposes	  
	  	  	  	  //	  These	  are	  direct	  control	  connections	  to	  the	  valve	  actuation	  output,	  and	  allow	  the	  user	  to	  manually	  open	  or	  close	  	  
	  	  	  	  //	  the	  valve.	  Note	  that	  the	  'Close	  valve'	  command	  (s)	  is	  a	  good	  failsafe	  for	  emergency	  flow	  stopping.	  Also	  not	  that	  turning	  
	  	  	  	  //The	  microcontroller	  off	  or	  unplugging	  the	  control	  cable	  have	  the	  same	  effect.	  
	  	  	  	  	  
	  	  	  	  //NOTE:	  the	  PID	  control	  on	  the	  control	  valve	  means	  that	  an	  open	  loop	  setting	  of	  the	  flow	  behavior	  is	  NOT	  STABLE!	  	  
	  	  	  	  //eventually,	  the	  system	  WILL	  start	  to	  open	  or	  close	  itself	  due	  to	  the	  integrator	  on	  the	  control	  valve.	  For	  this	  
	  	  	  	  //reason,	  NEVER	  try	  to	  run	  a	  constant-­‐flow	  test	  without	  using	  the	  control	  algorithm.	  
	  	  	  	  case	  'd':	  
	  	  	  	  	  	  if(the_valve	  <	  255)	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  the_valve++;	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  break;	  
	  	  	  	  case	  'f':	  
	  	  	  	  	  	  if(the_valve	  >	  0)	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  the_valve-­‐-­‐;	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  break;	  
	  	  	  	  case	  's':	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  the_valve	  =	  0;	  	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  break;	  
	  
	  	  	  	  //FLOW	  CONTROL	  ACTIVATION/DEACTIVATION	  COMMANDS-­‐	  These	  command	  set	  the	  flags	  to	  run	  or	  disable	  flow	  control	  
	  	  	  	  case	  'v':	  
	  	  	  	  	  	  FLOWON	  =	  true;	  	  //turn	  on	  flow	  control	  
	  	  	  	  	  	  Serial.println("Flow	  control	  ON");	  
74	  
	  
	  	  	  	  	  	  break;	  
	  	  	  	  case	  'x':	  
	  	  	  	  	  	  FLOWON	  =	  false;	  //turn	  flow	  control	  off	  
	  	  	  	  	  	  Serial.println("Flown	  control	  OFF");	  
	  	  	  	  	  	  break;	  
	  	  	  	  	  	  	  
	  	  	  	  //HELP	  SCREEN-­‐	  This	  is	  a	  somewhat	  underdeveloped	  display	  to	  give	  a	  useful	  message	  to	  the	  confused	  user.	  Any	  key	  that	  
	  	  	  	  //does	  not	  alreay	  perform	  a	  function	  runs	  this	  command	  
	  	  	  	  default:	  
	  	  	  	  	  	  Serial.println("PRESS	  'a'	  to	  engage	  torch,	  b	  to	  end,	  c	  to	  engage	  process	  control");	  
	  	  	  	  }	  
	  	  	  
	  	  //FLOW	  CONTROL	  HANDLING-­‐	  This	  code	  checks	  the	  flow	  enable	  flag.	  If	  the	  flag	  is	  high,	  it	  sets	  the	  flow	  controller	  
	  	  //to	  run	  (AUTOMATIC)	  and	  calls	  a	  compute	  scheduler	  for	  the	  actual	  PID	  algorithm	  
	  	  }	  
	  	  if(FLOWON)	  
	  	  {	  
	  	  	  	  that_valve.SetMode(AUTOMATIC);	  	  	  	  	  	  //Activate	  PID	  algortihm	  
	  	  	  	  that_valve.Compute();	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Call	  computation	  scheduler	  
	  	  }	  
	  	  	  
	  	  else	  
	  	  {	  
	  	  	  	  that_valve.SetMode(MANUAL);	  	  	  	  	  	  	  	  //Deactivate	  PID	  algorithm	  
	  	  	  	  the_valve	  =0;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Close	  valve	  
	  	  }	  
	  	  	  
	  	  //TORCH/TEMPERATURE	  HANDLING-­‐	  here	  we	  check	  the	  falg	  for	  a	  valid	  torch	  actiavtion	  state-­‐	  flow	  should	  be	  
	  	  //on	  and	  the	  torches	  should	  be	  enabled	  
	  	  if(TORCHON	  &&	  FLOWON)	  
	  	  {	  
	  	  	  	  Torch1.SetMode(AUTOMATIC);	  	  	  	  //If	  we	  have	  a	  proper	  signal,	  we	  can	  activate	  the	  torch	  PID	  controller	  	  	  	  	  
	  	  	  	  Torch1.Compute();	  	  	  	  	  	  	  	  	  	  	  	  	  //Run	  the	  Torch	  PID	  control	  algorthim	  computations	  scheduler	  
	  
	  	  	  	  //PROCESS	  CONTROL	  HANDLING	  
	  	  	  	  if(BESMART)	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //If	  the	  process	  control	  is	  enabled,	  we	  have	  a	  few	  more	  steps:	  
	  	  	  	  {	  
	  	  	  	  	  	  SmartGuy.SetMode(AUTOMATIC);	  	  //Activate	  PID	  controller	  algorithm	  
	  	  	  	  	  	  SmartGuy.Compute();	  	  	  	  	  	  	  	  	  	  	  //Run	  computation	  scheduler	  
	  	  	  	  	  	  TSetpoint	  =	  POutput;	  	  	  	  	  	  	  	  	  	  //Pass	  output	  to	  torches	  
	  	  	  	  }	  
	  	  	  	  	  
	  	  	  	  else	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //If	  the	  process	  controller	  should	  be	  off,	  we	  turn	  it	  off	  for	  real	  
	  	  	  	  {	  
	  	  	  	  	  	  SmartGuy.SetMode(MANUAL);	  
	  	  	  	  }	  
	  
	  	  	  	  //WINDOWING	  HANDLER-­‐	  This	  code	  is	  designed	  to	  time	  proportion	  our	  relay	  signal	  to	  modulate	  
	  	  	  	  //the	  torches	  temperature.	  
	  	  	  	  unsigned	  long	  now	  =	  millis();	  	  	  	  	  	  	  	  //This	  is	  a	  redundat	  timer,	  but	  that's	  okay	  
	  	  	  	  if(now	  -­‐	  windowStartTime>WindowSize)	  //Check	  if	  the	  window	  time	  is	  past	  the	  current	  time	  
	  	  	  	  {	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
	  	  	  	  	  	  windowStartTime	  +=	  WindowSize;	  	  	  	  //If	  it	  is,	  we	  move	  the	  window	  over	  by	  its	  width	  
	  	  	  	  }	  
	  	  	  	  //Now,	  we	  check	  to	  see	  if	  we're	  still	  within	  the	  window	  range	  that	  determines	  that	  our	  
	  	  	  	  //torches	  should	  be	  hot	  
	  	  	  	  if(TOutput	  >	  now	  -­‐	  windowStartTime)	  	  
	  	  	  	  {	  
	  	  	  	  	  	  digitalWrite(RelayPin,HIGH);	  	  	  	  	  	  //If	  we	  are,	  gotta	  set	  the	  relay	  pin	  high	  to	  power	  
	  	  	  	  	  	  ISHOT	  =	  true;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //UNUSED!	  
	  	  	  	  }	  
	  
	  	  	  	  //If	  we're	  beyond	  our	  scheduled	  on	  time,	  we	  turn	  the	  relay	  off	  
	  	  	  	  else	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
	  	  	  	  {	  
	  	  	  	  	  	  ISHOT	  =	  false;	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  digitalWrite(RelayPin,LOW);	  
	  	  	  	  }	  
	  	  	  	  	  
	  	  	  	  //TORCH	  SATURATION	  HANDLER-­‐	  We	  ALWAYS	  check	  if	  our	  torch	  is	  at	  or	  above	  its	  maximum	  temperature.	  
	  	  	  	  //If	  it	  is,	  we	  override	  the	  controller	  setting	  and	  cut	  power	  to	  the	  torch.	  This	  prevents	  us	  
	  	  	  	  //from	  an	  overtemperature	  condition.	  
	  	  	  	  if(TInput	  >=	  MAXTOUT)	  
	  	  	  	  {	  
	  	  	  	  	  	  digitalWrite(RelayPin,LOW);	  
	  	  	  	  }	  
	  	  }	  
	  
	  	  //TEMPERATURE	  CONTROL	  DEACTIVATION-­‐	  if	  we	  have	  anything	  other	  than	  the	  proper	  program	  state	  to	  run	  
	  	  //temperature	  control,	  we	  make	  double	  sure	  that	  temperature	  and	  power	  elements	  are	  OFF.	  
	  	  else	  
	  	  {	  
	  	  	  	  Torch1.SetMode(MANUAL);	  	  	  	  	  	  //Disabling	  the	  torch	  PID	  algorithm	  
	  	  	  	  SmartGuy.SetMode(MANUAL);	  	  	  	  //Disabling	  the	  process	  control	  algorithm	  
	  	  	  	  digitalWrite(RelayPin,LOW);	  	  //Manually	  turning	  off	  the	  torch	  power	  
	  	  	  	  ISHOT	  =	  false;	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //UNUSED!	  
	  	  }	  
	  
	  	  //*UNUSED!!!*	  THIS	  CODE	  CAN	  BE	  USED	  TO	  RUN	  SINGLE	  SAMPLE	  ACQUISITION*//	  
	  	  /*	  
	  	  if(spec_counter	  <=	  univ_counter)	  
	  	  	  {	  
	  	  	  spec_counter	  =	  millis()+STEP;	  
	  	  	  TInput	  =	  analogRead(TTC);	  
	  	  	  PInput	  =	  analogRead(PTC);	  
	  	  	  dixdro	  =analogRead(DXD);	  
	  	  	  }	  
	  	  	  */	  
	  
	  
	  	  univ_counter	  =	  millis();	  	  	  	  //Update	  the	  universal	  time	  stamp	  
	  
	  	  //MULTISAMPLE-­‐	  this	  code	  checks	  the	  time	  elapsed	  since	  last	  sample	  acquisition	  
	  	  //and	  then	  acquires	  a	  new	  sample	  if	  it	  is	  time	  to	  do	  so.	  The	  code	  also	  handles	  the	  averaging	  
	  	  //of	  the	  samples	  
	  	  if(averaging_timer	  <=	  univ_counter)	  
	  	  {	  
	  	  	  	  //Here,	  we	  add	  a	  new	  sample	  to	  the	  array	  of	  values	  at	  the	  INDEX	  location	  
	  	  	  	  torch_samples[index]	  =	  analogRead(TTC);	  
	  	  	  	  process_samples[index]	  =	  analogRead(PTC);	  
	  	  	  	  pres_samples[index]	  =	  analogRead(DXD);	  
	  
	  	  	  	  //We	  then	  tick	  the	  index	  up	  one	  value	  
	  	  	  	  index++;	  
	  	  	  	  if(index	  ==	  NOAVG)	  	  //If	  the	  index	  hits	  the	  number	  of	  averages,	  we	  are	  ready	  to	  average	  
	  	  	  	  {	  
	  	  	  	  	  	  index	  =	  0;	  	  	  	  	  	  	  	  //reset	  index	  
	  	  	  	  	  	  TInput	  =	  0;	  	  	  	  	  	  	  //reset	  all	  variables	  
	  	  	  	  	  	  PInput	  =	  0;	  
	  	  	  	  	  	  dixdro	  =	  0;	  
	  	  	  	  	  	  //This	  loop	  handles	  the	  actual	  averaging-­‐	  we	  run	  through	  the	  array	  sample-­‐by-­‐sample	  
	  	  	  	  	  	  //adding	  each	  to	  the	  measurement	  value,	  giving	  us	  NOAVG*AVG	  as	  the	  value	  
	  	  	  	  	  	  for(int	  j	  =0;	  j<NOAVG;	  j++)	  
	  	  	  	  	  	  {	  
	  	  	  	  	  	  	  	  TInput	  =	  TInput	  +	  torch_samples[j];	  
	  	  	  	  	  	  	  	  PInput	  =	  PInput	  +	  process_samples[j];	  
	  	  	  	  	  	  	  	  dixdro	  =	  dixdro	  +	  pres_samples[j];	  
	  	  	  	  	  	  }	  
	  	  	  	  	  	  //Now,	  we	  divide	  out	  our	  sum	  of	  samples	  by	  the	  number	  of	  samples	  
	  	  	  	  	  	  TInput	  =	  TInput/NOAVG;	  
	  	  	  	  	  	  PInput	  =	  PInput/NOAVG;	  	  	  	  	  
	  	  	  	  	  	  dixdro	  =	  dixdro/NOAVG;	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  }	  
	  	  	  	  //Finally,	  we	  increment	  the	  timer	  
	  	  	  	  averaging_timer	  =	  millis()+AVERAGING_STEP;	  
	  	  }	  
	  
	  	  //PRINTOUT-­‐	  this	  code	  checks	  to	  see	  if	  we've	  hit	  the	  time	  stamp	  for	  a	  new	  data	  printout	  
	  	  //and	  then	  pushes	  the	  current	  data	  to	  the	  serial	  port	  
	  	  	  
	  	  if(super_spec_counter	  <=	  univ_counter)	  
	  	  {	  
	  
	  	  	  	  Serial.print(millis());	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Timestamp	  (ms)	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.print((TInput*TEMPSCALER+TEMPOFFSET));	  	  //Torch	  temp	  (°F)	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.print((PInput*TEMPSCALER+TEMPOFFSET));	  	  //Filter	  face	  temp	  (°F)	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.print(dixdro);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Filter	  dP	  (bits)	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.print(the_valve);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Valve	  actuation	  (bits)	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.print(TOutput);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Torch	  window	  actuation	  
	  	  	  	  Serial.print(",");	  
	  	  	  	  Serial.println(POutput);	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  //Process	  window	  actuation	  
	  	  	  	  	  
	  	  	  	  //Finally,	  we	  increment	  the	  timer	  
	  	  	  	  super_spec_counter	  =	  super_spec_counter	  +BIGSTEP;	  
	  	  }	  
	  	  	  
	  	  //VALVE	  UPDATE-­‐	  this	  is	  simple	  code	  which	  updates	  the	  valve	  actuation	  
	  	  if(valve_timer	  <=	  univ_counter)	  	  	  	  	  	  //Check	  the	  timer	  
	  	  {	  
	  	  	  	  analogWrite(THE_VALVE,the_valve);	  	  	  	  //Push	  actuation	  value	  to	  the	  valve	  control	  pin	  
	  	  	  	  valve_timer	  =	  valve_timer	  +	  VALVESTEP;	  	  //increment	  timer	  
	  	  }	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o Ensure that the device is unplugged from 480V and that all breakers are in the off position 
o Ensure that the control cart's DC power supply is unplugged 
o Ensure that all personnel in the test area are wearing safety glasses and are aware of the test 
protocol 
o Ensure that there are at least two fire extinguishers accessible- one should be by the control cart, 
and another a safe distance from the HTTU. 
o Monitor torch #1 with an external thermocouple reader; this serves as a checksum against the 
control system’s thermocouples. 
o Check to make sure that supply hose is firmly attached to both HTTU and supply line 
o Check that exhaust pipe is firmly connected to HTTU and in exhaust circuit of the engines lab 
o Power on exhaust fan and supply air (switches are located to the right of the test cell's double 
doors as you enter them. 
o Check 480V power cable for wear 
o Check gating valves' connections to shop air line. 
o Ensure that the shutoff valve to torch #1 is open  
o Clear area of tripping hazards, tape any loose cables to the ground 
o Detach front panel from relay box 
o Attach 7 pin control cable to valve interface box 
o Open terminal client to view controller information, ensure that startup message displays 
§ Readout should report torch temperatures as 32° F if DC power is unplugged 
o Plug control cable (DB25) into the jack on the control cart, and then to the HTTU 
o Plug DC power cable into control cart and then to HTTU 
o Connect power to DC supply at control cart 
o Verify thermocouple temperature readout on PC- check all four readings for skew 
 
INITIALIZING	  FLOW	  
o Check flow and temperature setpoints- make sure they are what you want. 
o Ensure that control valve is in the off position 
o Turn shutoff valve into the OPEN position- you should hear the lines leading to the control valve 
pressurize 
o Power on control valve 
o Engage flow control, allow the system to reach steady state (10-30 seconds) 
§ During this time, check that the flow feedback transducer is working- if the readings are 
not going up, shut the control off immediately 
 
ENERGIZING	   	  




o Shut breaker cabinet door. 
o Prepare to connect to 480V power- notify all personnel that the device is going to be energized.  
o One person should monitor the control cart, another should prepare to connect power, and the 
rest should remain 6-10 feet away from the HTTU. 
o Plug 480V into the jack, ask for final confirmation from control cart operator to energize 
o When confirmed, throw switch to energize circuit.  
o Control cart operator should now engage the temperature control and verify that torch readings 
are correct- if they do not rise as expected, turn off torch controller immediately 
o Once proper operation is verified, personnel may now approach the HTTU, being careful to not 
touch any metal surfaces. 
 
DURING	  TEST	  
o Make sure that at least one person is monitoring the torch temperatures at all time. 
o Allow test to run, make sure there is at least one person at the control cart at all times. 
o For safety reasons, the controller software does not allow you to disengage flow control while the 
torch control is active. If, for any reason, you must end flow control, first end torch control and 
then flow. Note that when flow control is disengaged, the valve will close and flow through the 
system will stop. 
o Gating valves default to "open"- if power or air pressure is lost, they will open. 
o If, at any point, the control cable is detached the torches will automatically shutoff, the control 
valve will close and the gating valves will open.  
 
POST-­‐TEST	  
o Once test is complete, disable torch control. 
o Throw breaker switch on 480V outlet and detach cable. 
o Once internal temperature is at or below 85°F, you may disengage flow control and close the 
control valve. 
o Once control valve is closed, shut off power to the actuator and close the supply air line. 
o Begin system disassembly. Ensure that: 
§ 7-pin cable is detached from valve interface box 
§ Supply hose is detached from both HTTU and supply line and is coiled on the carrier loop 
on HTTU. 
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