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INGENIERO EN COMPUTACIÓN
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Resumen
La tecnoloǵıa avanza muy rápidamente, permitiendo que el acceso a la información
sea más amplio y sencillo. El aprendizaje en ĺınea es uno de los entornos que más
demanda ha tenido en los últimos años, y ya que permite romper el tradicional esquema
de enseñanza, descarta la necesidad estar presente para aprender. Por otro lado, la
inteligencia artificial (IA) es una de las más grandes tendencias actualmente cuando de
computación se trata. Los algoritmos genéticos son una de las ramas que abarca la IA
y cumplen un destacable rol en la resolución de problemas de búsqueda y optimización.
Al ser tendencia, es en ocasiones dif́ıcil encontrar información acerca de ella, y esto
ocasiona que su aprendizaje sea complejo. El objetivo de este trabajo es el desarrollar
una aplicación móvil para enseñar de una manera fácil y concisa los algoritmos genéticos.
ii
Abstract
The tecnology advances very quickly, allowing that the access to information be wider
and easier. The online learning is one of the enviroments that has had more demand in
the last years, and since it allows breaking the traditional scheme of teaching, discards
the need of being present to learn. On the other hand, the artificial intelligence (AI)
is one of the greatest trends currently when is about computing. Genetic algorithms is
one of the branches that includes the AI and achieves a remarkable role in the resolution
of searching and optimization problems. As trend, it is sometimes difficult to find out
information about it, and this makes it complex to learn. The objective of this work
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2.2 EJEMPLO DE UN TABLERO BÁSICO DE SCRUM . . . . . . . . . . 58
2.3 TABLERO DEL SPRINT 1 . . . . . . . . . . . . . . . . . . . . . . . . 60
2.4 TABLERO DEL SPRINT 2 . . . . . . . . . . . . . . . . . . . . . . . . 61
2.5 TABLERO DEL SPRINT 3 . . . . . . . . . . . . . . . . . . . . . . . . 62
2.6 TABLERO DEL SPRINT 4 . . . . . . . . . . . . . . . . . . . . . . . . 63




En la actualidad las nuevas tecnoloǵıas como Internet han permitido que el tradicional
modelo de aprendizaje evolucione, pues al existir la posibilidad de aprender a distancia,
se descarta la de estar en un espacio f́ısico para aprender o enseñar. Lo anterior
resuelve algunas dificultades sobre la educación presencial, como la reducción de costos
económicos, materiales y tiempo.
Por otra parte, la inteligencia artificial es una de las actuales tendencias en el mundo,
dentro de esta vasta área de la computación, los algoritmos genéticos (AG) juegan
un papel importante en las heuŕısticas para optimización. Los algoritmos genéticos
cumplen un rol destacable en la resolución de problemas de búsqueda y de optimización.
Al estar basados en la teoŕıa de la evolución de las especies, los algoritmos genéticos
usan varios ”individuos” que representan soluciones a un problema para tratar de elegir
al más apto. Sin embargo, a pesar de que el estudio de esta rama de la IA puede darse
por medio de libros, páginas web, videos, foros o cursos; hasta el momento de redactar
este documento no se encontró un software enfocado en el aprendizaje de estos. Este
documento plantea el desarrollo de una aplicación móvil para sistema operativo Android
orientada al aprendizaje de algoritmos genéticos, con el fin de facilitar el entendimiento
y dominio del tema.
1
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1.1 Planteamiento del problema
El aprendizaje en ĺınea es una tendencia a nivel mundial. Esto debido a diversas razones
favorables como las siguientes: la reducción de costos tanto para las instituciones y
personas que imparten cursos como para quienes los toman, pues no se requiere de una
infraestructura f́ısica; el acceso a una plataforma electrónica en cualquier momento, ya
que al estar disponible el contenido el usuario puede acceder a éste cuando mejor le
convenga.
Actualmente existe una gran cantidad de plataformas para el aprendizaje en ĺınea,
muchas de ellas relacionadas con el área de computación; sin embargo, hay pocos
recursos electrónicos (cursos, espećıficamente) para el aprendizaje de los AG. La
necesidad de aprenderlos ha orillado a desarrollar cursos, temarios, y foros en los que se
incluye información sobre el tema, pero no hay una que cubra lo fundamental y central
de éste. En este trabajo, se propone llenar este hueco mediante el desarrollo de una
aplicación para dispositivos móviles orientada a la enseñanza de los AG.
1.2 Hipótesis
Esta tesis tiene como hipótesis de partida que es posible desarrollar una aplicación
para dispositivos móviles con sistema operativo Android que permita mostrar los
temas principales y de mayor relevancia sobre algoritmos genéticos. Se considera que,
mediante esta aplicación, se facilitaŕıa su aprendizaje.
1.3 Objetivos
1.3.1 Objetivo general
Desplegar un sistema e-learning para aprendizaje de algoritmos genéticos en un
dispositivo Android.
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1.3.2 Objetivos espećıficos
Los objetivos espećıficos de esta tesis son los siguientes:
1. Realizar una revisión de los principales conceptos de algoritmos genéticos.
2. Realizar una revisión de las caracteŕısticas de los sistemas e-learning.
3. Establecer los requisitos y alcances del sistema a desarrollar.
4. Describir las herramientas y frameworks disponibles para desarrollo de
aplicaciones Android para elegir la más adecuada.
5. Diseñar la arquitectura y representarla mediante diagramas UML.
6. Implementar el tema ”Representación entera” en el sistema e-learning.
7. Realizar pruebas de funcionamiento al sistema para verificar que cumple con los
requisitos establecidos.
1.4 Justificación
Los AG son una parte fundamental en el estudio de la IA. El modo de empleo se basa
en el proceso genético de los organismos vivos, y al repetirlo un determinado número de
veces, lo que se conoce como generaciones, las poblaciones permiten producir diversas
soluciones a un problema. Es importante mencionar que el uso de AG en la resolución
de problemas es en muchas ocasiones la última alternativa para encontrar la mejor
solución.
Este trabajo busca desarrollar un software para su enseñanza; la complejidad
de estos es considerable, por lo que para facilitar su aprendizaje, es necesaria la
implementación de una aplicación enfocada en el tema previamente mencionado.
Además, la contingencia por COVID-19 a nivel mundial en el año 2020, ha demostrado
la necesidad del uso de herramientas para aprendizaje a distancia y de auto-aprendizaje
haciendo uso de las TIC, por lo que este trabajo contribuiŕıa en este sentido.
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1.5 Alcance del proyecto
El sistema desarrollado con base en este trabajo se limita a cubrir las siguientes
funcionalidades básicas:
• Registro de un usuario en el sistema mediante cuenta de correo electrónico Gmail.
• Mostrar el curso: Representación entera.
• Interfaz para visualizar contenido del curso.
• Interfaz para navegar entre los temas del curso.
• Interfaz de usuario para mostrar su información personal, además de controlar el
acceso a la cuenta.
Caṕıtulo 2
Marco teórico
Este caṕıtulo se divide en tres partes. La primera muestra a los sistemas e-learning,
presentando sus caracteŕısticas, ventajas y desventajas. La segunda se enfoca en los
fundamentos de los algoritmos genéticos, dando a conocer sus principales componentes.
La tercera abarca las tecnoloǵıas involucradas para desarrollar la aplicación e-learning.
2.1 Aprendizaje en ĺınea
Internet ha sido uno de los pilares de apoyo del sector educativo y otras áreas, siendo
un medio de difusión y comunicación abierto y flexible. Esta red de redes ha abierto la
posibilidad de existencia a diversas aplicaciones; de entre las primeras que se dieron a
conocer y más comunes están la mensajeŕıa electrónica, negocios web y entretenimiento
en ĺınea.
Una limitante para la educación es la ubicación geográfica; Internet por otro lado,
rompe con esta barrera además de los esquemas tradicionales de enseñanza-aprendizaje.
La Web como medio de difusión de la información, ha facilitado la creación y acceso
a más contenidos de todo tipo, incluyendo el didáctico, además de servir como
infraestructura para impartir educación a distancia. La implementación de dicha
tecnoloǵıa ha causado el surgimiento de un modelo de aprendizaje conocido como
e-learning [12], que en inglés significa “Electronic learning”, y en español se traduce
5
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como “Aprendizaje electrónico”. Para implementar un sistema de este tipo, se requiere
seguir algunos pasos:
• Es necesario dar un panorama general sobre la importancia de los sistemas web
en el ámbito educativo a distancia.
• Se definen los diversos entornos e-learning para centrarse en el contexto del
trabajo.
• Se deben mostrar algunos sistemas que intervienen en estos entornos, por ejemplo,
los Sistemas de Administración de Aprendizaje. Se deben considerar y tratar las
caracteŕısticas deseables de éstos y se finaliza con un entorno integral e-learning.
A continuación se muestran algunas ventajas y desventajas de los sistemas de
aprendizaje en ĺınea.
Ventajas del aprendizaje en ĺınea
• Se elimina la necesidad de asistir f́ısicamente a un lugar para tomar una clase.
• El costo de una clase, curso o acceso a información puede ser menor o incluso
gratis, que uno de modalidad presencial.
• La mayoŕıa de las veces, el acceso a la información a través de la Web puede darse
en cualquier momento [12].
• El tener disponibles diversas fuentes e-learning, permite comparar la información
y discernir de ella más fácilmente.
• Actualmente, consultar información utilizando sistemas e-learning, puede darse
desde casi cualquier lugar y casi cualquier dispositivo de comunicación como una
computadora, smartphone o tableta electrónica, por mencionar algunos.
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Desventajas del aprendizaje en ĺınea
• La información disponible en Internet puede no ser correcta. Es necesario
asegurarse que los cursos o información consultada sea proveniente de una fuente
confiable.
• El costo inicial puede ser mayor en una plataforma e-learning que en la modalidad
presencial. Sin embargo, a mediano y largo plazo el costo de las plataformas
e-learning es menor con respecto a la educación presencial.
• Al estudiar de manera autodidacta mediante recursos en ĺınea, usualmente surgen
dudas, por lo que en ocasiones es más complicado resolverlas a través búsquedas en
Internet a comparación de un tutor presencial que pudiera ofrecer una explicación
más precisa. Para minimizar este problema, muchas de las plataformas actuales
tienen un sistema para comunicación en ĺınea con otros participantes o con el
instructor.
• Algunas plataformas e-learning exigen completar cierto curso en un tiempo
determinado, de modo que si esto no se cumple, la información deja de estar
disponible para el usuario.
Una vez mostradas algunas de las ventajas y desventajas del aprendizaje en ĺınea,
se presentarán sus tipos.
2.1.1 Tipos de aprendizaje en ĺınea
Antes que nada, es preciso definir que el término aprendizaje en ĺınea se forma a partir
de conceptos que son la enseñanza virtual y los estilos de aprendizaje.
Enseñanza virtual
La enseñanza virtual tiene como objetivo enfocarse en el estudiante para fortalecer
y actualizar su conocimiento en combinación con distintos elementos de ı́ndole
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pedagógica [9], sustentándose en las TIC. En la actualidad el tradicional modelo de
interacción-aprendizaje puede darse por medio de videoconferencias, videotutoriales
o chats; el contacto difiere entre tutores y compañeros a través de foros de debate y
correo electrónico, y una diferente interacción con materiales de estudio por medio los
multimedios.
Actualmente los paradigmas de educación pedagógica se centran en la construcción
del conocimiento y de los procesos reflexivos, esto ofrece mayor oportunidad del docente
hacia el discente el proporcionar actividades para reflexión y de ese modo dar soporte a
su aprendizaje [9], por lo tanto puede sugerir diversas fuentes de información y ampliar
el campo de explicaciones para favorecer el proceso de comprensión, es decir, el profesor
tiene la oportunidad y hasta cierto punto la obligación de guiar y orientar al alumno.
En la comunidad virtual las interacciones entre los individuos son mayores y se logra
con el uso de diversas herramientas disponibles como por ejemplo lo es un foro, el cual
se presenta como un espacio con amplias posibilidades para contribuir a las relaciones
sociales a través de interacción y colaboración.
La educación es y hace referencia a dirigir, encaminar y desarrollar. Este concepto
se puede extender a perfeccionar las habilidades f́ısicas o intelectuales de un individuo
a través de preceptos, ejercicios y/o ejemplos [13].
El concepto de aprendizaje puede tomar distintos rumbos según se considere al
autor, por ejemplo el cognitivismo, que es considerado como un proceso de modificación
interna y con cambios tanto cuantitativos como cualitativos el cual existe a partir de un
proceso interactivo entre la información que procede de un medio y un sujeto activo [9].
Por otro lado, el autor John Cotton Dana afirma que el aprendizaje sólo existe cuando
se adquiere un nuevo conocimiento y no sólo una retención temporal, por lo que se trata
de un cambio permanente en el individuo. El autor González Romero menciona que la
información son sólo datos con un significado, por lo que no se considera conocimiento,
y para que esté presente, se debe asimilar e interiorizar la información a fin de lograr
un aprendizaje [13].
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Existen diversos factores que implican que de un proceso de aprendizaje se
obtengan distintos resultados; se pueden considerar cuatro elementos que abarcan
ciertos est́ımulos externos al momento del aprendizaje, los sociológicos que son la edad,
el nivel socioeconómico y la cultura. Un concepto proveniente de la psicoloǵıa es el
de “Estilos de Aprendizaje” [9], que hace referencia a la manera en que las personas
perciben e interactúan con un entorno de aprendizaje.
Estilos de aprendizaje
Los estilos de aprendizaje pueden definirse de diferente manera, según los autores
Quiroga y Rodŕıguez [6] son aquellos que reflejan las diferencias cualitativas y
cuantitativas de cada persona, por lo que determinan la manera en que ésta desarrolla
el aprendizaje a través de la percepción, atención y pensamiento. Otros autores como
Dunn y Price proporcionan una definición en donde estos estilos son la manera en que
la habilidad para absorber y retener información de una persona se ve afectada por
est́ımulos externos. Otra definición dice que son estrategias cognitivas con las que se
recopila, interpreta y organiza la información adquirida [9]. Dado que no existe una
definición única y total de los estilos de aprendizaje, se plantean varios de ellos.
• Estilo activo: Se caracteriza por tratarse de personas sin temor a nuevas
experiencias y de mente abierta.
• Estilo reflexivo: Aplica a aquellos individuos que prefieren analizar, observar y
entender la situación antes de realizar algún movimiento.
• Estilo teórico: Similar al estilo reflexivo, pero en este las personas observan las
situaciones de una manera más lineal para buscar la racionalidad y objetividad a
• Estilo pragmático: Implica a aquellas personas que buscan aplicar ideas nuevas
tan pronto sea posible, por lo que la planificación de actividades no es algo muy
importante.
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Se tienen también los estilos de aprendizaje según Kolb [6]:
• Estilo convergente: Busca aplicar ideas a través de un conocimiento organizado
y la resolución de problemas mediante un razonamiento hipotético-deductivo.
• Estilo divergente: Aquel que se basa en la flexibilidad el pensamiento y por lo
tanto en la imaginación teniendo la capacidad de considerar las situaciones desde
muchas perspectivas.
• Estilo asimilador: Se enfoca en comprender los modelos técnicos dejando de
lado la aplicación de lo concreto.
• Estilo acomodador: Está centrado en crear, experimentar y aplicar ideas en
situaciones nuevas sin temor a los riesgos.
Por otro lado están los estilos según Witkin [6]:
• Dependencia del campo: Su base fundamental es la de un plan concreto y
el trabajo en equipo es su herramienta principal. No gusta de trabajar con algo
desestructurado.
• Independencia de campo: Se muestra interesado en trabajar con ideas
abstractas y con materiales muy poco estructurados. Es riesgoso pero se compensa
con la flexibilidad que proporciona.
Las definiciones para los estilos de aprendizaje difieren sutilmente. Con base en los
conceptos anteriores, se pueden definir dos estilos de aprendizaje en donde uno se trata
de personas que buscan un plan estructurado o lineal para aprender, mientras que el
otro implica adquirir información de manera dinámica y flexible.
Los tipos de aprendizaje en ĺınea se ven reflejados de distinta manera en el individuo,
pues como se menciona anteriormente, existen diversas maneras de aprender. El
aprendizaje a través de la Web puede tornarse sencillo o complicado dependiendo del
estilo en que el individuo aprende.
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2.2 La educación a distancia
La educación a distancia en conjunto con las nuevas tecnoloǵıas desarrolladas en los
últimos años ha tenido un proceso de evolución a la par a tal grado de producir diversos
medios de comunicación como la radio, la televisión, el teléfono, entre otros. Internet ha
sido una de las tecnoloǵıas que mayores cambios han sufrido en cuanto a los diferentes
servicios que provee [12], los cuales han causado que la educación a distancia sea una
alternativa para aquellas personas que tienen limitantes de tipo geográfico, ocupacional
o f́ısicas como lo plantea el modelo tradicional.
Dejando de lado por un momento las tecnoloǵıas web, pero tomando como base
que éstas han sido uno de los medios por los que la gestión de información tiene tres
formas en las que es participe en un proceso de enseñanza-aprendizaje, se definen de la
siguiente manera:
1. Web para la gestión de información: La gestión implica el almacenamiento,
diseminación y recuperación. Las personas pueden consultar información o tener
acceso a diversos contenidos a través de la Web.
2. Web para enseñanza en dos medios (mixta): Dicho de otra forma, enseñanza
semipresencial; una parte de la instrucción es presencial y la otra parte por medio
de la Web; se le conoce como aprendizaje mixto (”blendend learning”).
3. Aprendizaje basado en la Web: Se centra en llevar todo el proceso educativo
a una plataforma web, haciendo nulo al modelo de aprendizaje presencial.
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2.3 Los entornos e-learning
Como se ha mencionado anteriormente, la educación a distancia es una de las
modalidades de enseñanza más populares. Al estar basada en la Web, los sistemas o
entornos de tipo e-learning posibilitan y facilitan el proceso de enseñanza-aprendizaje.
E-learning es un término que abarca un amplio grupo de aplicaciones y procesos.
El aprendizaje donde está basado en Web y en computación, las aulas virtuales y
colaboración digital forman parte de éste. Dicho concepto, integra diversos tipos de
contenido que pueden recuperarse v́ıa Internet por medio de audios y videograbaciones,
transmisiones satelitales, televisión interactiva, CD-ROM, entre otros más [12].
La definición de e-learning permite abrir un extenso rango de posibilidades para
cualquier proceso relacionado con educación y tecnoloǵıas. En los últimos años se han
implementado dos técnicas conocidas como m-learning y b-learning [8].
2.3.1 M-learning
Mobile-learning es una evolución de e-learning, pero enfocada al uso de tecnoloǵıas que
no involucran un lugar estacionario como ocurre con las computadoras de escritorio. En
todo caso se utilizan laptops, smartphones, tabletas o agendas electrónicas y cualquier
dispositivo que tenga conectividad inalámbrica a Internet.
2.3.2 B-learning
Blended-learning o en español aprendizaje combinado, unifica la formación presencial
con e-learning. Implica el uso de técnicas presenciales de enseñanza con actividades de
e-learning. Para implementar este método de aprendizaje se requiere de al menos un
dispositivo electrónico que permita acceder a la Web y la presencia de un educador.
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2.4 Plataformas para aprendizaje a distancia
La educación a distancia ha evolucionado de distintas formas permitiendo ampliar el
campo de distribución en donde los sistemas e-learning actualmente no están sólo
en la Web. Con el desarrollo de tecnoloǵıas como los smartphone [1], el campo de
desarrollo de herramientas y aplicaciones ha ido en aumento permitiendo aśı extender
el aprendizaje hacia distintos enfoques. La tabla 2.1 muestra algunas de las plataformas
de aprendizaje en internet más utilizadas que aplican el concepto e-learning.
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2.5 Educación a distancia en situaciones
extraordinarias
El acceso a Internet por parte de las personas alrededor del mundo abrió la posibilidad
de educación a distancia usando medios electrónicos desde hace más de una década.
Aunque la necesidad de un aprendizaje no presencial ha estado latente desde hace
varios años, y pese a que muchas instituciones han optado por impartir educación
académica de manera virtual, esta necesidad se ha incrementado gradualmente debido
a situaciones extraordinarias.
En diciembre de 2019 en Wuhan, China surgieron varios casos reportados como
neumońıa, que fueron asociados a un virus poco conocido, y aunque esto inició como
una epidemia limitada a China, pronto se convirtió en una pandemia. Hasta marzo de
2021 se estima que a nivel global hay más de 133 millones de casos de infección y más
de 2 millones de muertes [21]. Esto indica que el virus nombrado SARS COVID2-19
es muy peligroso, y dado que el número de infectados y muertos es muy alto, muchos
páıses se han visto en la necesidad de tomar medidas de extrema precaución para evitar
su propagación en la población. Inglaterra [15] por ejemplo, fue uno de los primeros
páıses que declaró el cierre temporal de cines, gimnasios, bares, teatros, restaurantes
por mencionar algunos; muchos otros páıses del mundo han hecho lo mismo con la
finalidad de implementar una cuarentena dentro del hogar, sin embargo, uno de los
factores más importantes por dicha acción, ha sido el cierre temporal de escuelas,
que va desde la educación básica hasta la educación superior, lo que rápidamente
incrementó la necesidad de aprendizaje a distancia.
En México por ejemplo, el gobierno ha implementado dos estrategias para apoyar
dicho tipo de enseñanza, por medio de la Web y a través de la televisión para aquellos
que no tienen acceso a Internet. Otro factor importante son los profesores que en
conjunto con los padres pueden facilitar la implementación del aprendizaje a distancia
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en los alumnos/hijos. Situaciones sanitarias como la mencionada anteriormente, además
de la económica y cultural, permiten ver más claramente la necesidad de crear nuevas
herramientas para aprendizaje en todos los niveles educativos.
2.6 Algoritmos genéticos
Los algoritmos genéticos son métodos adaptables que se pueden usar en la resolución
de problemas de optimización, se basan en la selección natural y en ciertos casos
implican genética natural [2]. Una caracteŕıstica en particular de éstos es que se
pueden obtener diversas soluciones a un problema, por lo que no hay garant́ıa de que
la mejor respuesta sea obtenida en el primer, segundo o enésimo intento [5].
La base del funcionamiento de los algoritmos genéticos es el proceso genético de
los seres vivos; por lo que se manejan conceptos de la genética como: alelo, gen,
cromosoma, individuo, aptitud, generación, población, cruza, selección y mutación.
Las generaciones y las poblaciones a lo largo de los años evolucionan con base en
los principios de la selección natural, postulado propuesto por Charles Darwin en
1859 [16], la cual menciona que los individuos más fuertes y capaces de adaptarse
a un entorno sobreviven. Por medio de la imitación de este proceso, los algoritmos
genéticos tienen el potencial para generar soluciones a problemas del mundo real. Es
importante tener en cuenta que la cantidad y viabilidad de las soluciones, dependerá de
la codificación que se emplee en las mismas, por lo que en ocasiones y dependiendo del
problema que se pretenda solucionar, el primer código del algoritmo genético puede no
ser el mejor, de modo que si se presenta este caso, es necesario modificarlo y mejorarlo
cuantas veces se requieran para aśı lograr soluciones óptimas.
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La naturaleza de los individuos en una población se enfoca en la supervivencia
o reconocimiento por ser el mejor en algo, es por eso que existe una constante
competencia por la búsqueda de diversos recursos según la necesidad del individuo.
Las relaciones sociales interpersonales como el noviazgo, son un claro ejemplo en el
que dos o más personas se encuentran en constante competencia, esforzándose por
conquistar y cortejar a otra persona por la que siente atracción. Con base en este
ejemplo, a aquellos individuos con más probabilidad éxito para sobresalir y por lo
tanto atraer un número más alto de compañeros tienen mayor probabilidad de generar
más descendientes [16]. Visto del lado de la genética, los genes de los individuos mejor
adaptados tienden a propagarse en las futuras generaciones hacia un considerable
incremento de descendientes.
La combinación de buenos rasgos entre dos individuos ancestros puede presentar
el caso en el que se produzcan “súper individuos” los cuales tienen las mejores
caracteŕısticas de todas las generaciones pasadas, de esta manera se presenta el término
conocido como evolución, que muestra que los rasgos del individuo se adaptan cada vez
más y mejor al entorno en el que se desarrollan.
2.6.1 Antecedentes teóricos
Los algoritmos genéticos trabajan con una población de individuos en la que cada uno
representa una solución factible a un problema y cada uno tiene un valor relacionado
con la viabilidad de la solución. Cuanto mejor sea dicho valor, mayor probabilidad
tendrá para ser seleccionado para reproducirse con otro individuo seleccionado del
mismo modo, y al final producir un descendiente [2] con caracteŕısticas de los padres.
De esta manera se produce una nueva población de nuevas posibles soluciones, la cual
pasa a reemplazar a la anterior, pues no habŕıa lógica en mantenerla si ya se han
seleccionado los mejores individuos para la generación futuro, y por lo tanto las mejores
caracteŕısticas se heredan. Este proceso se repite a lo largo de las generaciones para
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favorecer el cruce entre los individuos mejor adaptados y la obtención de una o más
soluciones óptimas [5].
Gracias a la robustez de los algoritmos genéticos, éstos tienen gran potencial para
resolver problemas que otras áreas o metodoloǵıas encuentran dif́ıciles [16]. Es de gran
importancia tener en cuenta que muchos de los problemas que los algoritmos genéticos
resuelven y otros métodos no, se debe a que no existe una técnica o fórmula especializada
para hallar una solución; por el contrario, tener un método espećıfico para un problema
puede ser más eficiente que utilizar un algoritmo genético.
Existe un ejemplo denominado como Algoritmo Genético Simple o Canónico, el
cual consiste en generar una población inicial y computar la función de evaluación o de
aptitud de cada individuo; es necesario cumplir el criterio de parada, aśı que mientras
no se obtenga un resultado esperado se debe generar una nueva generación, después
comienza el proceso de reproducción, en el que se seleccionan [2] dos individuos de
la población anterior con base en su función de aptitud, se cruzan con la posibilidad
de obtener dos descendientes, y éstos mutan con la probabilidad de tener la función
de aptitud de los individuos que les preceden, al final ambos se insertan en la nueva
generación y todo el proceso se repite hasta que se cumpla el criterio de parada o bien,
el número de generaciones haya finalizado.
2.7 Componentes de un algoritmo genético
2.7.1 Codificación
En los algoritmos genéticos, los individuos pueden representarse como un conjunto de
valores denominados como genes [16], los cuales agrupados de cierta manera forman un
cromosoma. Usualmente al cromosoma más simple se le atribuye el uso de números
1 y 0 para su representación; en términos biológicos el conjunto de parámetros que
representan un cromosoma en particular se le llama fenotipo que contiene la información
genética conocida como genotipo y es requerida para formar un organismo.
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La resolución de un problema tiene como punto de partida la función de aptitud
[2] del individuo, y puede ser programada a partir del cromosoma; cada función de
adaptación debe ser diseñada de manera particular para cada problema. Entonces,
cada función de aptitud le asigna un número real que refleja el nivel de adaptación al
problema del individuo.
Durante la fase de reproducción se seleccionan los individuos de la población para
cruzarse y generar descendientes los cuales posteriormente se mutan y forman parte de
la nueva generación. La selección de los padres es aleatoria y la probabilidad de ser
seleccionados es proporcional a su función de aptitud. Se dice que dicho procedimiento
se basa en una ruleta.
2.7.2 Cromosoma, gen y alelo
En algoritmos genéticos existen algunos conceptos básicos que son necesarios de
aprender para una mejor comprensión del tema ya que será lo primordial para comenzar
a trabajar, y dado que están basados en la genética y evolución humana no hay gran
diferencia en significado y sólo diferirán al momento de representarse e implementarse.
• Cromosoma: Es un elemento que se compone de material genético (ADN) y
protéınas básicas. Contiene información genética que se presenta en la transmisión
de los caracteres hereditarios [18].
• Gen: Es la unidad de acción y combinación del material genético presente en los
cromosomas y que se forma de un segmento de ADN que es responsable de los
caracteres hereditarios [18].
• Alelo: Es cada uno de los genes que se encuentran en el mismo lugar de los
cromosomas [18].
Los conceptos anteriores aplican tanto a la bioloǵıa como a los algoritmos genéticos,
sin embargo, sólo cambia la manera en que se visualizan.
Un cromosoma va a estar conformado por una cadena o arreglo de parámetros en donde
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usualmente son representados con bits, un gen por otro lado va a mostrar cada posición
en dicha cadena, mientras que un alelo va a representar el valor de un gen.
2.7.3 Operadores genéticos
En el punto anterior se mencionaron tres elementos básicos de la genética que son
necesarios para la implementación de los operadores genéticos la cruza y mutación;
ambos son imprescindibles para la creación de un algoritmo genético básico.
Para efectuar dichos operadores es necesario tener dos individuos a los que les conoce
como padres de los cuales se tomaran ciertos valores.
Cruza
Aunque existen varios tipos de operador de cruce, el más básico se es el ”cruce por un
punto”, el cual consiste en dividir el cromosoma de los padres al azar para producir
dos pares iniciales y finales de valores del cromosoma para después combinar los finales
en dos cromosomas nuevos completos [5], de este modo ambos descendientes heredan
genes de cada padre.
Usualmente la selección de padres se realiza aleatoriamente aplicando una
probabilidad de 0.5 a 1.0. Cabe mencionar que si la cruza no se aplica, entonces se
duplican los padres generando los mismos valores cromosómicos en la descendencia y
de nada serviŕıa generar nuevos individuos.
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Figura 2.1: Operador de cruce por un punto
Existen otros operadores de cruce en donde usualmente se toman en cuenta más de
un punto de cruce. De Jong encontró que dicho operador puede lograrse por medio del
cruce de múltiples puntos, sin embargo, el cruce por dos puntos representa una mejora
mientras que añadir más puntos no beneficiaba cómo se comportaba el algoritmo. La
principal ventaja de tener más de un punto es que el espacio de búsqueda se puede
explorar más fácilmente.
La figura 2.2 representa el modo en que la cruza por dos puntos se puede visualizar
y en la que se realiza la selección aleatoria de dichos puntos obteniendo dos variantes
de individuos posibles.
Mutación
La mutación es un proceso que se va a aplicar a cada hijo o descendiente de
manera individual. Consiste en la alteración [5] aleatoria (usualmente con una
probabilidad pequeña) de uno o más genes en el cromosoma. La figura 2.3 muestra
este procedimiento.
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Figura 2.2: Cruza por dos puntos
Debido a que la cruza proporciona un exploración más rápida del espacio de
búsqueda [16], se puede pensar que esta tendŕıa mayor prioridad que la mutación, sin
embargo, este último indica que ningún punto en el espacio de búsqueda debe quedar
con cero probabilidad de ser examinado, por lo que es realmente importante tener segura
la convergencia de los algoritmos genéticos.
Figura 2.3: Mutación en el primer descendiente de la figura 2.2
La convergencia según De Jong [16] indica que si el algoritmo genético se implementó
de manera correcta, la población evolucionará a través de las generaciones posteriores
CAPÍTULO 2. MARCO TEÓRICO 23
de modo que la adaptación media será extendida a cada individuo, aśı mismo como la
adaptación del mejor individuo irá en ascenso hacia el óptimo global. Este concepto
se relaciona con la progresión hacia la uniformidad, que ocurre cuando un gen ha
convergido cuando mı́nimo el 95% de individuos de una población, éstos tienen el mismo
valor para ese gen. Una población converge cuando todos los genes han convergido.
La mutación es necesaria debido a que la selección y cruce no es tan crucial para
llegar al valor óptimo [16]. La mayoŕıa de implementaciones de algoritmos genéticos
indican que la probabilidad del operador de cruce y mutación permanecen constantes.
2.7.4 Función de aptitud
Es aquella que representa la función objetivo del problema de optimización, se encarga
de asignar valores reales a cada fenotipo y es la base para seleccionar a los individuos;
la función será más útil en tanto discrimine más los valores [3], pues de este modo serán
diferentes y descriptibles para facilitar las posteriores implementaciones en el algoritmo
genético.
2.7.5 Mecanismos de selección
Una parte fundamental de los algoritmos genéticos es la selección de individuos en
una población, para esto se requiere un mecanismo selectivo que permita efectuar
dicha acción. Afortunadamente existen distintos mecanismos de selección que permiten
facilitar esta tarea dependiendo de la solución que se esté empleando y del valor
óptimo que se esté buscando. Existen algunos mecanismos selectivos que se emplean
individualmente, mientras que otros pueden combinarse [5]. Es importante mencionar
que todos los métodos de selección tienen un nivel de complejidad y se encuentran
dentro del esquema de tres grupos que son la selección proporcional, selección mediante
torneo y selección de estado uniforme.
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Selección proporcional
Describe a un grupo de mecanismos de selección propuestos por John Holland. Se
enfoca en elegir a los individuos con base en la contribución de su aptitud con respecto
a la población total. Las técnicas de selección que abarca son lo siguientes [7]:
• Ruleta: Fue propuesta por De Jong en 1975, en esa época era el más utilizado en
los inicios de los algoritmos genéticos. Esta técnica es simple pero no muy eficiente
ya que un individuo puede ser seleccionado más de una vez y su complejidad es
de O(n2).
• Sobrante estocástico: Su intención aproximarse a los valores esperados de cada
individuo y se asigna de manera determińıstica las partes enteras de los valores
que se esperan en cada individuo.
Existen dos variantes del sobrestante estocástico que son con reemplazo y sin
reemplazo. En la primera se construye la ruleta con partes decimales y se usa en
la selección de los padres faltantes; su nivel de complejidad es de O(n2̂).
En la segunda se invierte el valor con las partes decimales y aśı se escogen los
padres restantes; su nivel de complejidad es de O(n).
• Universal estocástica: Su objetivo es reducir la mala distribución de los
individuos con base en los valores esperados, sin embargo, puede presentar
convergencia prematura o hacer que los individuos más aptos se multipliquen
mucho más rápido. Su nivel de complejidad es O(n).
• Muestreo determińıstico: Requiere de una asignación determińıstica a la parte
entera del valor esperado, después ordena la población de mayor a menor según
las partes decimales y obtiene los padres faltantes. Al igual que el sobrante
estocástico, el individuo puede ser seleccionado más de una vez. Su nivel de
complejidad vaŕıa en la asignación y la ordenación, donde es O(n) y O(nlogn)
respectivamente.
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• Escalamiento sigma: Fue ideada para el mapeo de la aptitud original de
un individuo con su valor esperado, es decir, mantener constante la presión
de selección durante el proceso de evolución y aśı reducir la probabilidad de
convergencia prematura en el algoritmo. En este mecanismo el valor esperado
de un individuo se encuentra en su función de aptitud, la media de la población
y la desviación estándar de la misma.
• Selección de jerarqúıas: Su objetivo es la prevención de convergencia
prematura. Su complejidad es de O(nlogn) más el tiempo de selección, lo que
causa una convergencia más lenta.
• Selección de Boltzmann: Utiliza una función de variación de ”temperatura”
para controlar la selección. Al inicio el valor de ésta debe ser alto para que la
presión en la selección sea más baja, pero al paso de las generaciones se van
invirtiendo los roles, dejando aśı a la temperatura con un valor más bajo y la
selección con uno más alto.
Selección mediante torneo
Es similar al uso de jerarqúıas en cuanto a la presión para selección, pero es más
eficiente al computarizar y paralelizar. La idea básica de esta es seleccionar a los
individuos con base en una comparación directa [7]; hay dos formas de hacerlo, de
manera determińıstica y probabiĺıstica.
• Determińıstica: Se tienen que ”barajar” los individuos de la población, elegir
un número ”p” de individuos (usualmente son 2), comparar sus aptitudes y el
ganador del torneo se tomará como el individuo más apto. Para obtener N número
de padres, es necesario ”barajar” P veces la población.
• Probabiĺıstica: Implica los mismos pasos que la determińıstica, a excepción de
la velocidad en que se elige al ganador. En lugar de seleccionar al individuo con la
mayor aptitud, se aplica una inversión a la probabilidad ”flip(p)” y si el resultado
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es verdadero, se selecciona el más apto y si no, entonces al menos apto. El valor
de la probabilidad ”p” permanece fijo y va de 0.5 a 1.
La versión determińıstica asegura que el mejor individuo será seleccionado ”p”
veces. Cada competencia requiere de una selección aleatoria de un número constante de
individuos en la población. Dado que se requieren ”n” competencias [7] de comparación
de individuos en tiempo constante para completar una generación, el algoritmo es de
complejidad O(n).
La selección por torneo es eficiente y de fácil implementación, la comparación en la
función de aptitud es directa y la presión de selección puede ser muy alta permitiendo
descartar a los individuos menos aptos más fácilmente.
Selección de estado uniforme
Se usa en los algoritmos genéticos no generacionales, en donde sólo los individuos menos
aptos son reemplazados en cada generación. Se aplica mayormente en sistemas basados
en reglas donde el aprendizaje es incremental [7], como los sistemas clasificadores. Dicha
técnica es útil en entornos donde los individuos de manera colectiva buscan solucionar
un problema y no individualmente, además si es necesario ”recordar” lo aprendido
antes, es también una buena opción. Su complejidad es O(nlogn).
El algoritmo de implementación de esta técnica requiere de seleccionar ”R”
individuos de una población ”G” de entre los más aptos (1¡= R ¡=M), donde usualmente
”R = 1” O ”R = 2”. Posteriormente se realiza la cruza y mutación a los R individuos
para obtener ”H” hijos, de los cuales se obtendrá el más apto o aptos en cuyo caso
serán hijos ”S”, finalmente se reemplazan los peores individuos de ”G” por ”S” [7].
• Selección más (+): Usualmente utilizada en problemas de optimización global.
Consiste en unir las poblaciones, las padres con las de hijos y seleccionar la mejor
mitad de esta.
• Brecha generacional: Es la cantidad de ”traslape” que exista entre padres
e hijos. Es similar a la selección de estado uniforme, pero en esta técnica las
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selecciones pueden ser ”traslapables” y ”no traslapables”. Esa primera indica que
los padres van a competir con los hijos. La segunda implica un reemplazo total
de los padres por los hijos.
Otras técnicas de selección
• Selección elitista: La selección de individuos hacia la siguiente generación
está asegurada; algunos algoritmos genéticos no usan elitismo puro, sino un tipo
modificado de éste.
• Selección escalada: Si se incrementa la aptitud media de una población,
entonces la selectividad será mayor y la función de aptitud más discriminatoria.
• Selección por rango: Cada individuo tiene asignado un rango numérico basado
en su aptitud y la de sus competidores, lo que impide a los más aptos abarcar
la dominancia sobre los menos aptos, por lo que se efectúa una reducción en
la diversidad genética poblacional que causa dificultades en la búsqueda de una
solución aceptable [5].
• Selección disruptiva: Utilizada para normalizar aptitudes con respecto a cierto
valor moderado. Esto se logra a través la distribución del esfuerzo al buscar las
mejores y peores soluciones para de esta manera deshechar a los individuos cuya
aptitud se acerca a la media [7].
2.7.6 Estructura general de un algoritmo genético
Para construir un algoritmo genético básico o canónico, se va a requerir de ciertos
elementos como ha mencionado anteriormente. Para una mayor compresión de la
estructura general, se utilizará el pseudocódigo como se muestra en la figura 2.4.
Como se puede ver, un AG siempre va a requerir de una población inicial que
puede ser generada al azar en la cual cada individuo deberá tener una aptitud
asignada, es decir, se debe efectuar la función de evaluación para cada uno. Como
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Figura 2.4: Pseudocódigo del algoritmo genético simple [16]
los algoritmos genéticos se basan en la evolución humana, entonces se van a requerir
diversas generaciones [2] para llegar el óptimo; visto de otro modo, se deberá repetir
el proceso una y otra vez hasta llegar a éste. Si no se ha conseguido el valor óptimo,
se deberá generar una nueva generación y entonces se aplicarán ”n” veces el tamaño
de la población la selección de individuos para ejecutar la cruza, después mutar a
los descendientes e insertarlos en una nueva generación. Al término de esto se debe
comprobar si la población ha convergido para entonces finalizar el AG.
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2.8 Tecnoloǵıas involucradas
En esta sección se explican brevemente las tecnoloǵıas y herramientas más relevantes
que se usaron e involucran con el sistema desarrollado.
2.8.1 Android
Historia
En 2003, Android Inc. fue fundada por Andy Rubin, Rich Miner, Nick Sears y Chris
White con el objetivo de crear dispositivos móviles ”al corriente y preferencia del
usuario”. Aunque la idea inicial era el desarrollo de un sistema operativo avanzado
para cámaras digitales, se cambió el enfoque a un sistema capaz de competir contra
Symbian y Windows Mobile, es decir, un sistema operativo para teléfonos móviles [19].
En 2005, Google compró Android Inc. y se inició el desarrollo de una plataforma
móvil basada en el kernel de Linux para aśı crear un sistema similar al de BlackBerry
que utilizaba el teclado ”QWERTY”, sin embargo, para ese entonces siendo ya 2007,
el iPhone hab́ıa sido lanzado al mercado teniendo como innovación la pantalla táctil,
por lo que Google se vio en la necesidad de hacer lo mismo. Como dato curioso el
logo y mascota de Android fue diseñado por Irina Blok, una diseñadora gráfica que
creó a Andy, el robot o ”bugdroid” de color verde basándose en un personaje de un
videojuego de los años 90.
El 23 de septiembre de 2008 se lanzó el primer teléfono con sistema operativo
Android, el HTC-Dream / T-Mobile G1. Conforme pasaba el tiempo se empezaron
a sacar nuevas versiones y subversiones de dicho sistema [19].
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Versiones
Android, desde su lanzamiento en 2008 y hasta la actualidad ha tráıdo consigo versiones
y subversiones mejorándolo y agregando nuevas caracteŕısticas con cada una de ellas.
• Android 1.0: Lanzada en 2008. Utilizaba el teclado f́ısico, conteńıa algunos
de los bloques de desarrollo que hasta la actualidad se siguen utilizando, inclúıa
Google Maps, pestaña de notificaciones, Android Market, integración de Gmail,
navegador web, calculadora y reloj. Esta primer versión no tráıa un ”postre”
como lo seŕıa con los lanzamientos y actualizaciones posteriores [19].
• Android 1.1 (Petit Four): Única actualización para la versión 1.0 en la que
se correǵıan errores. Algo interesante para ese entonces fue que Android era el
único sistema que pod́ıa utilizar ”over-the-air”, que es una caracteŕıstica para
actualizaciones por medio de Wi-Fi.
• Android 1.5 (Cupcake): El 27 de abril de 2009 llegó la versión 1.5 de Android,
trayendo consigo la tradición de nombrar a las versiones mayores con el nombre de
un postre y por orden alfabético. El cambio más importante fue quizás la inclusión
del teclado virtual y la capacidad de implementar widgets de otras aplicaciones.
• Android 1.6 (Donut): Lanzado el 25 de septiembre de 2009. Un cambio muy
importante fue la barra de búsqueda sin la necesidad de abrir el navegador web.
También se implementaron mejoras de Android Market, adaptación del Sistema
Operativo (SO) a nuevos tamaños y resoluciones de pantalla, sintetizador de voz
multilenguaje, cámara y galeŕıa mejoradas, se agregó el soporte para redes CDMA
y conexiones VPN [19].
• Android 2.0 (Eclair): En octubre 26 de 2009 se lanzó esta versión con nuevas
caracteŕısticas como las rutas en Google Maps, la posibilidad de multicuentas en
el dispositivo y sincronización de cuentas de terceros como Facebook. El diseño
de aplicaciones como el navegador web, calendario o teclado virtual mejoraron.
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• Android 2.0.1: La primera actualización para Android 2.0, lanzada el 4 de
diciembre de 2009 trajo consigo corrección de errores.
• Android 2.0.2: La segunda actualización para Android 2.0, incluyó mejoras y
una revisión de la ”Application Programming Interface” (API) que es un conjunto
de herramientas para una versión espećıfica de Android, lo que permit́ıa a los
fabricantes personalizar el sistema, con esto nació el programa Nexus.
• Android 2.2 (Froyo): Lanzada en mayo de 2010 y con dos cambios muy
importantes que eran el soporte para comandos de voz y la posibilidad de creación
de puntos de acceso Wi-Fi. Otra caracteŕıstica fue sobre el navegador web, que
mejoró con la inclusión de soporte del motor v8 de Javascript de Google Chrome,
soporte para subir archivos, visualización de GIF animados y soporte para Adobe
Flash. Se implementaron las notificaciones push [19].
• Android 2.2.1, 2.2.2 y 2.2.3: Son las tres actualizaciones para Android 2.0.
Se centraban principalmente en la corrección de errores y parches de seguridad.
• Android 2.3 (Gingerbread): Fue lanzada el 6 de diciembre de 2010. Dado
que el sistema comenzaba a madurar, nuevas y mejores implementaciones deb́ıan
mostrarse como la API para juegos, el soporte para tecnoloǵıa ”Near Field
Communication” (NFC), visualización del uso de bateŕıa, mejoras en la interfaz
y la tradición de los huevos de pascua. Esta tradición comenzó como una broma
entre lo desarrolladores, el primero fue la imagen de un zombie que se mostraba
tras tocar repetidas veces la versión de Android en las opciones del dispositivo [19].
Otras caracteŕısticas muy importantes fueron el soporte para diversas cámaras
como la vista frontal y soporte nativo para otros sensores como el giroscopio y el
barómetro.
• Android 2.3.1, 2.3.2 y 2.3.3: Son tres de las siete actualizaciones en las que
sólo se hizo corrección de errores.
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• Android 2.3.4: Una actualización importante sin duda, pues gracias a
que Android soportaba más de una cámara, Gingerbread implementó las
videollamadas en Hangouts.
• Android 2.3.5, 2.3.6 y 2.3.7: Las últimas tres actualizaciones para Android
2.3 se enfocaron en cambios y correcciones menores antes de la siguiente versión.
• Android 3.0 (Honeycomb): Esta versión cuyo lanzamiento fue el 22 de febrero
de 2011 fue únicamente para tabletas electrónicas. Se introdujo la ”System bar”
similar a la barra de tareas de Windows en la que se pod́ıa ver la hora, fecha,
bateŕıa restante y estado de conexión. Dado que Honeycomb se enfocó tabletas, se
hicieron cambios a diversas aplicaciones: el navegador web teńıa pestañas, modo
incógnito y relleno de formularios, en cuanto a los contactos y correo electrónico,
se incorporó la doble columna para su vista. El huevo de pascua de Honeycomb
era una abeja androide [19].
• Android 3.1 y 3.2: Estas actualizaciones se enfocaron en la revisión de últimos
cambios a la versión actual de Android como permitir las aplicaciones el acceso a
la memoria SD.
• Android 3.2.1, 3.2.2, 3.2.3, 3.2.4, 3.2.5 y 3.2.6: Actualizaciones enfocadas
en la corrección de errores.
• Andorid 4.0 (Ice Cream Sandwich): El 18 de octubre de 2011 se lanzó la
versión 4.0 de Android. Algunas de las caracteŕısticas que eran únicas de las
tabletas utilizando Android 3.0 fueron implementadas en los teléfonos móviles
como la barra de navegación en la pantalla. El sistema adoptó el ”Holographic
Design” (Holo) que es el modo en que las aplicaciones se visualizaban. Muchas
otras caracteŕısticas se implementaron como la inclusión de carpetas y estad́ısticas
de red, captura de pantalla al presionar los botones de encendido y volumen al
mismo tiempo, estad́ısticas de uso totales de datos y de aplicaciones permitiendo
mostrar el primer y segundo plano, se incluyó el desbloqueo facial y eliminado
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individual de notificaciones. El huevo de pascua de Ice Cream Sandwich eran
sándwiches de helado voladores [19].
• Android 4.0.1, 4.0.2, 4.0.3 y 4.0.4: Estas actualizaciones correǵıan errores y
agregaban optimización y mejoras de rendimiento.
• Android 4.1 (Jellybean): Lanzada el 9 de julio de 2012 y permite ver a
”Google Now” nacer; abarca la API 16, 17 y 18 para desarrolladores. Se mejoró el
rendimiento, se incluyó mayor accesibilidad para usar la lupa, deslizamiento con
los dedos para hacer zoom a la pantalla. En esta versión ser permit́ıan agregar
widgets a la pantalla de bloqueo, y en la versión 4.3, siendo esta la última revisión,
se implementó el soporte nativo para emojis y mejoras de rendimiento en OpenGL
ES 3.0. El huevo de pascua de Jellybean eran frijoles dulces.
• Android 4.4 (Kitkat): El 31 de octubre de 2013 llegó Kitkat, una de las más
emblemáticas versiones de Android. Se cambió la estética de diseño de la interfaz
añadiendo iconos más claros, transparencias. Una caracteŕıstica interesante era
el modo inmersivo en el que la barra de estado y de navegación se ocultaban para
mostrar totalmente una aplicación.
Kitkat incluye ”Android Runtime” (ART) para reemplazar a la máquina virtual
de Dalvik. Las cuatro actualizaciones que recibió, de Android 4.4.1 a 4.4.4 se
enfocaban en cambios menores, mejor compatibilidad, corrección de errores y
parches de seguridad. El huevo de pascua de esta versión es un homenaje a
versiones anteriores de Android [19].
• Android 5.0 (Lollipop): El 25 de junio de 2014 fue dado a conocer esta versión
de Android. Una caracteŕıstica muy importante fue la llegada de ”Material
Design” para varias aplicaciones. Se implementó una mejora en el rendimiento
de la bateŕıa, búsqueda integrada en las opciones de configuración. El huevo de
pascua de Lollipop es una versión clonada del juego ”Flappy bird”.
• Android 5.1: Agregada en marzo de 2015, y siendo la única actualización para
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Lollipop. Implementó la protección antirobo y soporte para más de una tarjeta
SIM.
• Android 6.0 (Marshmallow): La sexta versión de Android fue lanzada el 5
de octubre de 2015. El enfoque principal para Marhsmallow era la de mejorar y
concretar todo el sistema. Algo nuevo que Google implementó fue el modo ”Doze”
que consist́ıa en poner a ”dormir” las aplicaciones y reduce el rendimiento del CPU
cuando el teléfono no se está utilizando y la pantalla esté apagada, esto con la
intención de prolongar la duración de la bateŕıa. Otras caracteŕısticas fueron el
soporte USB-C, modo 4K para aplicaciones, modo multiventana y soporte para
lector de huella dactilar. El huevo de pascua de esta versión era el mismo que en
Lollipop pero con malvaviscos y multijugador [19].
• Android 6.0.1: Fue la única actualización lanzada el 7 de diciembre de 2015
para Marshmallow y en ella se inclúıa el soporte para emojis de Unicode 7.0 y
8.0, una nueva barra de navegación y la apertura de la cámara tocando dos veces
el botón de encendido.
• Android 7.0 (Nougat): Lanzada el 18 de mayo de 2016 y siguiendo el enfoque
de Marshmallow hacia elementos que requeŕıan atención. Se mejoró el modo Doze,
implementación de un nuevo compilador ”Just In Time” (JIT) que redućıa tanto
la instalación de una aplicación como el espacio en memoria. Nougat permitió que
las aplicaciones pudiesen agregar botones a ajustes rápidos. El huevo de pascua
de Nougat es un juego que consiste en atrapar gatos.
• Android 7.1: Se dio a conocer el 4 de octubre de 2016 trayendo consigo cambios
para desarrolladores como el soporte para iconos circulares y actualizaciones del
sistema A/B. Con la actualización 7.1.1 llegaron más emojis y env́ıo de GIF
por medio del teclado. La segunda actualización 7.1.2 agregó cambios a los
dispositivos Pixel y Nexus.
• Android 8.0 (Oreo): Lanzado el 21 de agosto de 2017, en donde la caracteŕıstica
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más emblemática era el ”Project Treble” para actualizaciones más rápidas. El
modo ”Picture in Picture” se implementó en teléfonos móviles dejando de ser
exclusivo de Android TV. Una novedad importante fue la API de autocompletado
de formularios la cual permit́ıa incluirse en aplicaciones y no sólo navegadores web
como lo era en un principio. El huevo de pascua de Oreo es un pulpo con la idea
de hacer creer a los usuarios que esta versión seŕıa ”Octopus” [19].
• Android 8.1: La única actualización de Oreo, lanzada en diciembre de 2017
implementó algunos cambios visuales.
• Android 9.0 (Pie): Tras cinco versiones beta de esta fue lanzada en agosto de
2018. La primer cosa que se pod́ıa ver respecto a Pie era la privacidad y el modo
en que limitaba a las aplicaciones a usar la cámara de fondo. Otras caracteŕısticas
se enfocaban en la modernización de Android, como el brillo, la bateŕıa inteligente,
navegación por gestos, el bienestar digital para gestionar el modo en que se utiliza
el dispositivo [19].
• Android 10 o Android Q: Esta versión que fue lanzada en 2019, trajo consigo
novedades como ser la primer versión sin un postre, pero con caracteŕısticas más
atractivas siendo una de estas el modo oscuro, gestión inteligente de enerǵıa con
base en el uso de inteligencia artificial y el machine learning, también el ”Live
Caption” permitiendo agregar subt́ıtulos automáticos al reproducir archivos de
audio o video incluso sin conexión a internet, también el ”Smart Reply” haciendo
al sistema operativo capaz de reconocer el tipo de mensaje que se recibe y
sugiriendo un tipo de respuesta acorde a ésta, más emojis, mejoras en el control
por gestos y en el control de privacidad y Android 10 Go para teléfonos con 1.5GB
de RAM [11].
• Android 11: En febrero de 2020 se lanzó la primer beta de esta versión. Las
principales caracteŕısticas de Android 11 son el anclaje de aplicaciones en el
menú de compartir, reducción de preguntas constantes al conceder permisos a
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una aplicación, el modo oscuro se puede activar a horas espećıficas de manera
automática, mejoras de rendimiento y mejora en la sensibilidad táctil cuando se
utilicen guantes [10].
Ciclo de vida de una aplicación Android
Una aplicación Android funciona a base elementos conformados por algo llamado
Activity o Actividad, que son vistas las cuales muestran y ayudan a gestionar lo que
aparece en la pantalla de la aplicación.
El sistema se va a componer de una pila de actividades previamente visualizadas
de modo que el usuario pueda moverse de una a otra cada vez que lo desee. Android
es sensible al ciclo de vida de una actividad, por lo que es importante conocer y saber
manejar las distintas etapas por las que ésta puede pasar.
Una actividad tiene distintos estados [14] en el que se puede encontrar y va a
depender de la interacción del usuario con esta el modo en que permanecerá dicha
actividad. Los estados de una actividad son los siguientes:
• Activa: Es cuando la actividad se inicia y está al principio de la pila de
actividades, por lo tanto se está ejecutando y puede ser visualizada por el usuario.
• Pausada: La actividad pasa a estar en pausa porque una o más actividades pasan
a estar activas y por lo tanto, esta primera es visible pero no es la primera en la
pila.
• Detenida: Cuando una actividad está en segundo plano porque el usuario cerró
la aplicación, esta pasa a estar detenida y no es visible.
• Destruida: La actividad termina su función y es destruida por el sistema.
Usualmente ocurre porque el usuario cerró totalmente la aplicación.
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Figura 2.5: Ciclo de vida de una actividad en Android
La figura 2.5 muestra los métodos que se ejecutan dependiendo de su estado.
• onCreate(): Es el primero en ejecutarse al crearse la actividad, mayormente se
usa para inicializaciones de datos y creación de la interfaz de usuario.
• onStart(): Es el segundo en ejecutarse y se encarga de indicar que la actividad
está a punto de ser mostrada.
• onResume(): Se ejecuta cuando el usuario va a interactuar con la actividad.
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• onPause(): La actividad está a punto de ser puesta en segundo plano debido a
que otra actividad fue llamada.
• onStop(): La actividad deja de visualizarse. En ocasiones por falta de memoria
este método no se llama y en su lugar simplemente se destruye.
• onRestart(): Se invoca cuando la actividad ya pasó por onStop() pero va a ser
mostrada nuevamente.
• onDestroy(): Este método se invoca antes de que la actividad sea destruida.
Como se puede ver, los tres primeros métodos corresponden al estado ”Activo” de
la actividad, mismos que se ejecutan uno tras otro hasta que una nueva actividad sea
creada y se invoca a onPause(), por lo que esta primera pasa a segundo plano dejando
como principal a la nueva actividad, aśı hasta que se deje de visualizar, y ya sea que se
retorne a la actividad inicial, se llamará al método onStop(), poniéndola en el estado
”Detenido”. Dependerá del usuario y su interacción con la aplicación que se invoque a
onRestart() u onDestroy() para dejar a la aplicación en ”Destruida”, en cuyo caso se
repite el ciclo a partir de onStart(), o bien la actividad finaliza totalmente.
Cabe mencionar que en un dispositivo en el que la memoria RAM no es suficiente
para mantener abiertas varias aplicaciones a la vez y en segundo plano, aquellas
con mayor prioridad (como las propias del sistema operativo) seguirán ejecutándose
mientras que las de menor prioridad serán destruidas o por lo menos detenidas.
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2.8.2 Android Studio
Configuración del entorno para desarrollo
Para comenzar a trabajar en una aplicación Android es necesario configurar nuestro
entorno de desarrollo. Es importante definir qué tipo de lenguaje de programación
será utilizado ya que con base en esto podemos saber cual IDE o herramienta es más
favorable utilizar.
Esta tesis se enfoca en el uso del lenguaje Kotlin para desarrollar la aplicación, por
lo que será necesario hacer uso del IDE Android Studio.
A continuación se listan los pasos para configurar el entorno de desarrollo en un
sistema operativo Windows 7.
• Descargar el IDE Android Studio
• Instalar el archivo ejecutable descargado
• Tras finalizar la instalación, ubicar el programa y ejecutarlo como en la figura 2.6
Figura 2.6: Abrir Android Studio
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• Crear un nuevo proyecto como en la figura 2.7
Figura 2.7: Crear proyecto
• Elegir una plantilla para nuestro proyecto
• Elegir API mı́nima para ejecutar nuestra aplicación
Figura 2.8: Elegir API objetivo
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• Ir a ”Tools” y abrir el ”SDK Manager” (Software Development Kit) que se encarga
de gestionar el kit de herramientas para el software.
Figura 2.9: Abrir SDK Manager
• Hacer clic en ”Edit” y ubicar el SDK para cargarlo. Usualmente la ruta base del
archivo es la misma.
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Figura 2.10: Cargar SDK
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• Tras cargar el SDK es importante descargar las herramientas de desarrollador
como se muestra en la figura 2.11
Figura 2.11: Herramientas de desarrollador
Cuando se crea un proyecto nuevo, Android Studio genera dos archivos básicos
para trabajar llamados MainActivity.kt y activity main.xml, donde el primero es el que
contendrá todo el código escrito por el usuario y el otro la vista con los elementos a
mostrar en la aplicación.
La figura 2.12 muestra la estructura base de ambos archivos.
Para comenzar a insertar elementos de vista para la aplicación es necesario ir al
archivo activity main.xml.
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Figura 2.12: Archivos autogenerados
Figura 2.13: Botón agregado
Para hacer funcional el botón agregado como en la figura 2.13 se debe abrir
MainActivity.kt
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La figura 2.14 muestra la composición básica de una actividad desde código fuente,
la ĺınea 14 muestra la asignación del contenedor de vistas activity main.xml a la clase,
también como se encuentra el botón de la vista por medio de un identificador y el
recuadro verde muestra el evento asignado a ésta, el cual mostrará una notificación de
tipo ”Toast” al ser presionado.
Figura 2.14: Evento de botón
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Para probar una aplicación en Android Studio se puede hacer uso del emulador que
provee el IDE o por medio de un dispositivo f́ısico utilizando un cable USB.
La figura 2.15 muestra la manera de ejecutar la aplicación creada en el emulador.
Figura 2.15: Iniciar aplicación
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Figura 2.16: Aplicación en ejecución
La figura 2.16 muestra el mensaje de respuesta asignado al evento del botón.
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2.8.3 Kotlin
Kotlin es un lenguaje de programación basado en la máquina virtual de Java (JVM).
Fue creado en 2010 por la empresa Jetbrains [4], misma que desarrolló el IDE para
Java Intellij IDEA y Android Studio.
La idea de crear un nuevo lenguaje basado en la JVM era la de resolver los problemas
en Java, como por ejemplo, optimizar el número de ĺıneas de código que se tienen que
escribir para implementar una tarea. Lo que Jetbrains buscaba era reducir el tamaño
de los códigos fuentes, y hacerlo interoperable con Java. Dado que en 2010 no hab́ıa
ningún lenguaje que posibilitara esto, optaron por mejorar Java creando un nuevo
lenguaje llamado Kotlin.
Inicialmente Kotlin fue hecho para aplicaciones de escritorio haciendo uso del IDE
Intellij IDEA; sin embargo, no se limitó a eso y se volvió multiplataforma con soporte
para Android, compilación a Javascript y compilación nativa con LLVM para entornos
donde la opción más óptima no sea la JVM.
Kotlin al ser una ”mejora de Java” tiene ciertas ventajas de implementación:
• Opcionales: Es la declaración del tipo de variable que llevan el śımbolo de
interrogación (?) al final para volverla opcional.
• Programación funcional: Kotlin tiene la opción de trabajar con colecciones y
sets de datos, es decir, se puede llamar a ’.flatMap’ directamente al igual que con
’.map’ o ’.filter’ por ejemplo.
• Lambdas y expresiones de orden superior: Se pueden definir funciones que
reciban como parámetros otras funciones.
• Nulabilidad de tipos: Esta es posiblemente la caracteŕıstica más conocida de
Kotlin. Al existir el soporte para opcionales, el número de posibles variables con
valor nulo disminuye, y aunque puede haber la posibilidad de que se presente
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alguno, se tienen dos alternativas: el operador safe-call ’?’ o el safe-cast ’as?’
para evitar nulos al momento de hacer un casteo.
• Enlazado de vistas: Aunque el problema es propio de Android, Jetbrains provee
Kotlin Android Extensions que es una libreŕıa oficial de Android que ayuda a
simplificar dicho problema.
• Verbosidad del lenguaje: La cantidad de código que requiere Java para
ejecutar un programa es más extensa que con Kotlin, mientras que el uso de
lambdas y expresiones de orden superior simplifican esto.
• Variables genéricas: En Kotlin la declaración de una variable sólo puede iniciar
con var para las variables cuyos valores pueden cambiar en tiempo de ejecución
o val que corresponde a valores finales y no pueden cambiarse [20].
• Funciones a nivel de clases: Se puede definir una función sin tener que declarar
una clase para ella.
• Acceso directo a los atributos: Se evita la redundancia al declarar setter
y getter para acceder a los atributos de los objetos sin limitar o perder la
caracteŕıstica de encapsulación de la POO.
• Extensiones a clases existentes: La declaración de funciones nuevas para una
clase existente está permitida sin tener que crear una subclase.
• Valores por defecto en funciones: Kotlin permite asignar valores por defecto
en funciones, por ejemplo, se puede llamar a la función con un sólo valor cuando
la definición de esta tiene para recibir dos valores, esto evita la declaración de la
función dos veces con diferentes parámetros.
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Figura 2.17: Definición de una clase en Java
CAPÍTULO 2. MARCO TEÓRICO 51
Figura 2.18: Definición de una clase en Kotlin
En la figura 2.17 podemos observar una clase en Java que contiene tres atributos
con sus respectivos setter y getter, que a diferencia de Kotlin (como se muestra en la
figura 2.18) requiere de un menor número de ĺıneas de código para efectuar la misma
función.
2.8.4 Firebase
Otra de las tecnoloǵıas involucradas en este sistema e-learning es Firebase, que es una
plataforma digital desarrollada por Google y que facilita el desarrollo de aplicaciones
web y móviles a través de diversas funciones como:
• Authentication: Permite identificar a los usuarios por medio del correo
electrónico o redes sociales.
• Realtime Database (RDB): Es una base de datos no relacional para sincronizar
los datos de los clientes conectados en tiempo real.
• Storage: Almacenamiento de archivos del usuario sin tener que usar código de
servidores.
• Hosting: Alojamiento y despliegue para páginas web y APIs.
• Crashlytics: Análisis y generación de informe de errores en aplicaciones.
• Performance: Registro del uso de una aplicación conforme al número de
usuarios.
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• Test Lab: Espacio de pruebas de aplicaciones y juegos alojados en Google.
• Cloud Messaging: Env́ıo de notificaciones segmentadas entre los usuarios para
aumentar su interacción.
• Remote Config: Se emplea para modificar aspectos de un servidor para probar
y personalizar el comportamiento de una aplicación
• Dynamic Links: Facilita la inclusión de hiperv́ınculos de aplicaciones incluso si
no están instaladas en el dispositivo.
En las secciones posteriores se muestra con mayor detalle las funciones
Authentication y Realtime Database
Comenzar con Firebase
Para una configurar e implementar adecuadamente esta tecnoloǵıa, se deben seguir los
siguientes pasos:
• Ir a la página de Firebase y loguearse con una cuenta de Gmail,
• añadir proyecto, seguir los sencillos pasos que te pide hasta llegar a una vista
general como en la figura 2.19
• seleccionar la opción ”Android”, que posteriormente pedirá el nombre del paquete
de nuestra aplicación y cambiará al paso 2 tras seleccionar ”Registrar aplicación”
(figura 2.20),
• descargar el archivo generado (google-services.json) y agregarlo a nuestro proyecto
en Android Studio (figura 2.21),
• modificar el archivo build.gradle(EjemploFirebase) y build.gradle(:app) para
implementar el SDK de Firebase como se observa en las figuras 2.22 y 2.23
respectivamente.
Al completar los pasos anteriores se redireccionará a la consola general de Firebase.
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Figura 2.19: Nuevo proyecto
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Figura 2.20: Nombre del paquete de la aplicación
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Figura 2.21: Archivo autogenerado por Firebase
Figura 2.22: build.gradle con los repositorios de Google
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Figura 2.23: build.gradle con las dependencias requeridas
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2.9 Scrum
Es un proceso que se aplica en el desarrollo de proyectos con la finalidad de agilizar,
conseguir flexibilidad y mayor productividad en el flujo de trabajo a través de buenas
prácticas [22]. Una de sus principales caracteŕısticas es la división de la carga de trabajo
por entregas parciales y regulares que poco en poco van construyendo el producto final.
2.9.1 Implementación
Scrum conlleva un proceso sencillo y puntual para efectuarse correctamente. Es de suma
importancia conocer los pasos básicos requeridos para implementar dicha metodoloǵıa
según lo requiera el producto. Primeramente hay que definir a los usuarios.
• Product owner: Es el cliente, es quien se encarga de dar las especificaciones de
cómo es que desea el producto final.
• Scrum master: Su función consiste en gestionar el tablero de Scrum con base
en los requerimientos del cliente, se encarga de crear las historias y tareas además
de asignarlas al equipo de trabajo.
• Scrum team: Son las personas encargadas de llevar a cabo las tareas que se
generen. En este rol también puede incluirse al Scrum master.
Tras asignar los roles, se continúa con la planificación de sprints, que son plazos
estimados de trabajo para completar las partes del proyecto.
Se sugiere hacer reuniones cortas cada cierto tiempo entre los usuarios para dar a
conocer los avances, contratiempos o mejoras del producto y si se logró completar el
sprint en tiempo y forma.
Los sprints abarcan otros elementos de Scrum que son las historias y las tareas [22].
Éstas primeras son funcionalidades generales del proyecto, mientras que las tareas
reflejan aspectos técnicos de las historias.
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Se sugiere asignar un valor de prioridad a las tareas para acelerar las entregas. Por
ejemplo, si todas las tareas tienen la misma prioridad, puede que una parte esencial del
proyecto no funcione porque no está completa debido a que otras tareas que debieron
tener menor prioridad si lo están.
TABLA 2.2: EJEMPLO DE UN TABLERO BÁSICO DE SCRUM
Por hacer En proceso Completada
Tarea 7 Tarea 3 Tarea 1
Tarea 8 Tarea 4 Tarea 2
Tarea 9 Tarea 5







La tabla 2.2 representa de manera general como las tareas pueden avanzar de un
estado a otro conforme se trabaja en ellas. Cabe mencionar que pueden haber más
estados además de los básicos según sea requerido, por ejemplo, un estado llamado
”testing” antes de completar la tarea, para hacer pruebas y verificación de tareas,
entonces se mueve al estado de completada, o bien moverla a otro estado ”con errores”
para solucionar los fallos encontrados.
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2.9.2 Scrum en AGtive
El desarrollo de la aplicación e-learning concluyó gracias a la implementación de Scrum.
No se trabajó al pie de la letra en las especificaciones tradicionales que se plantean
debido a que los tipos de usuarios que conlleva la planificación y requerimientos del
producto recáıan en una sola persona, pero en cierta manera fue una ventaja, pues
las sugeridas reuniones para mostrar el avance y las asignaciones de historias y tareas
se descartaban. En conclusión el uso de Scrum para desarrollar AGtive fue más que
favorable.
Sprint 1
Con una estimación de tiempo de 3 semanas este sprint implicaba el modelado de datos
y el diseño básico de las interfaces gráficas.
La tabla 2.3 representa el primer tablero de Scrum con las tareas de las historias del
primer sprint, además de los estados en que éstas pueden estar. Como se puede observar,
contiene dos estados más de los que comúnmente se implementan, esto debido a que
se requirió de un mayor número de pruebas tras haberse presentado diversos errores,
mismos que no se resolvieron de inmediato pues no todas las tareas teńıan la misma
prioridad.
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TABLA 2.3: TABLERO DEL SPRINT 1
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Sprint 2
El tiempo estimado de este sprint fue de 1 mes e implicaba el implementar Firebase en
el proyecto y su codificación a la par de las vistas diseñadas en el primer sprint.
Se presentaron diversos errores que causaron ligeros contratiempos, los cuales se
debieron a fallos en la configuración de los archivos base de AGtive, también por
dificultades al conectar Firebase con Android y la falta de experiencia de uso con la
función de Firebase Authentication.
TABLA 2.4: TABLERO DEL SPRINT 2




















la barra de usuario
Hacer pruebas
unitarias
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Sprint 3
La estimación de tiempo para este sprint fue de 1 mes y se planteó implementar la
base de datos en el proyecto y parte del contenido del curso. En la tabla 2.5 se muestra
con mayor detalle cada tarea realizada.
TABLA 2.5: TABLERO DEL SPRINT 3












CRUD en la BD
Insertar datos del




de curso con la BD
Implementar los primeras





El tiempo estimado fue suficiente para concluir en forma las tareas planteadas.
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Sprint 4
Este sprint se enfocó en el desarrollo restante del curso de representación entera, es decir,
la información como contenido de éste y el examen final con la finalidad de probar los
conocimientos de el alumno respecto al tema presentado. Su tiempo estimado para fue
de 3 semanas.
TABLA 2.6: TABLERO DEL SPRINT 4


















con Java (fragment 9 y 10)
Implementar ejemplo de
R.E con C++ (fragment 9 y 10)
Implementar ejemplo de
R.E con C# (fragment 9 y 10)
Implementar ejemplo de
R.E con Kotlin (fragment 9
y 10)
Diseñar vista del examen
CAPÍTULO 2. MARCO TEÓRICO 64
Sprint 5
El sprint 5 corresponde a las últimas implementaciones del proyecto refiriéndose a la
integración de resultados de los quiz y el examen en la base de datos que a su vez deb́ıa
actualizar los datos del alumno ya sea que aprobase o no. Por otro lado, se planteó
mejorar el diseño de la interfaz gráfica en general; agregar colores llamativos, formas
en los elementos y animaciones, por mencionar algunos.
El tiempo estimado para concluir el sprint fue de 4 semanas, sin embargo, hubo
retrasos en los tiempos debido a errores dentro del curso cuando se intentó modificar
la base de datos, por lo que al menos una semana extra fue requerida para resolver
dichas dificultades.
TABLA 2.7: TABLERO DEL SPRINT 5




Implementar lógica del examen
Modificar BD de Firebase por
avance del alumno en quiz 1
Modificar BD de Firebase por
avance del alumno en quiz 2
Modificar BD de Firebase por
resultado del alumno en el
examen
Actualizar diseño de la vista de
arranque
Actualizar diseño de la vista
general del usuario
Actualizar diseño de la vista
del curso de R.E
Implementar opciones de




El desarrollo de la aplicación e-learning AGtive requirió del uso de las herramientas
y tecnoloǵıas presentadas en el caṕıtulo anterior. En este caṕıtulo se presentan las
funcionalidades del sistema, la estructura estática de éste y el comportamiento del
mismo. Para ello, se usaron diagramas UML de casos de uso, diagramas de clases y
de estados. Es importante mencionar que en este caṕıtulo se desglosa conforme a la
planificación de la metodoloǵıa Scrum vista en el caṕıtulo previo, pues con base en ella
es que se logró el desarrollo.
3.1 Diagramas del sistema AGtive
Se utilizó un diagrama de casos de uso para mostrar de manera general (y muy sencilla)
lo que el software hace, además de los ”actores” que son las entidades que interactúan
dentro y fuera sistema.
El diseño de la arquitectura de la aplicación comienza con un diagrama de clases
de UML a fin de especificar las entidades involucradas en el sistema y representadas
por las clases.
Por último, se implementó un diagrama de estados para dar a conocer la
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funcionalidad de la aplicación con mayor profundidad cada una de las posibles acciones
que éste puede efectuar cuando el usuario interactúa con ella.
3.1.1 Diagrama de casos de uso
Una manera sencilla de representar el funcionamiento y las tareas que se cumplen en
un sistema es a través de un diagrama de casos de uso. El diagrama de casos de uso
pra el sistema desarrollado se presenta en la figura 3.1.
Figura 3.1: Casos de uso en AGtive
El usuario es quien puede realizar la mayoŕıa de acciones, iniciando con el registro
a la aplicación. Si elige convertirse en alumno al registrarse a un curso, entonces tiene
acceso a otras acciones. El administrador, por otro lado, es un usuario que tiene control
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dentro y fuera del sistema.
3.1.2 Diagrama de clases
Este tipo de diagrama UML permite explicar y entender la estructura estática de un
sistema orientado a objetos. La figura 3.2 muestra el diagrama de clases del sistema
desarrollado.
Figura 3.2: Diagrama UML
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A continuación se describe cada una de las clases y su propósito.
• Clase Usuario: Esta clase modela a un usuario del sistema de e-learning. Entre
los atributos principales figuran el id (un identificador único y propio de la cuenta
de Gmail del usuario) y el email (usado para tener la referencia de Gmail en
Firebase Authentication).
• Clase Alumno: Es una subclase de la clase Usuario. El atributo avance es de
tipo String y se utiliza para indicar cuanto ha avanzado un alumno en un curso.
Está también el atributo aprobado; que utiliza un valor Boolean para identificar si
un alumno aprobó o no un curso. Finalmente están los cursos de tipo ArrayList
que son aquellos a los que el alumno se ha registrado.
• Clase Curso: Esta clase modela los datos de un curso para el alumno. Sus
componentes principales son el id (identificador único), un nombre, un resumen
(descripción breve del contenido) y el temario.
• Clase Quiz: Es una clase que sólo contiene un id y las preguntas de la clase
Pregunta.
• Clase Pregunta: Esta clase sirve para figurar las preguntas de los quiz y el
examen en un curso. Contiene un id, un texto (la formulación de la pregunta) y
una lista de respuestas de tipo Respuesta.
• Clase Respuesta: Esta clase modela los datos de una posible respuesta en una
pregunta. Se compone de un id, un recurso (es el contenido, puede ser texto o
una imagen) y el tipo de respuesta, ya sea correcta o no.
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3.1.3 Diagrama de estados
Un diagrama de estados UML representa aquellas acciones que el usuario puede realizar,
y los estados del sistema de acuerdo a las acciones que realiza el usuario. Las figuras
3.3, 3.4 y 3.5 muestran sus posibles estados.
Figura 3.3: Parte 1 del diagrama de estados
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Figura 3.4: Parte 2 del diagrama de estados
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Figura 3.5: Parte 3 del diagrama de estados
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3.2 Desarrollo de AGtive implementando Scrum
3.2.1 Sprint 1
En la sección 2.9, se mencionaron algunas de las tecnoloǵıas involucradas en el desarrollo
de AGtive, también se habló sobre el marco de trabajo Scrum. A continuación se
describe con mayor detalle el desarrollo del primer sprint (tabla 2.3).
Clases en Kotlin
Las figuras 3.6, 3.7, 3.8 muestran las clases utilizadas a lo largo del desarrollo de la
aplicación, las cuales gracias a Scrum se redujeron y mejoraron de modo que los datos
(como se muestra en las figuras) son exactos. Cabe mencionar que el diseño original de
algunas clases como lo fue el caso de Alumno, teńıan campos innecesarios que en un
principio se creyeron útiles, pero que al final no fue aśı, y sin embargo se terminaron
añadiendo algunos otros. La misma situación ocurrió con el tipo de dato de los atributos
en las clases.
Figura 3.6: Clase Usuario
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Una de las ventajas de Scrum al estar presente en el desarrollo de este proyecto fue
la capacidad de mantenerse al margen para no avanzar sin antes haber terminado las
tareas planteadas, lo cual se aplicó tras percatarse de cambios necesarios y forzados.
Como se mencionó anteriormente, el modelado de clases se pensaba que era el correcto
en un principio, pero no fue hasta que hubo problemas de codificación que se pudo
observar el fallo en ellas, y esto se debió a un mal seguimiento de la metodoloǵıa, por
suerte no fue tan grave, ya que Scrum es conciso en cuanto a cambios durante el proceso
de desarrollo.
Figura 3.7: Clase Alumno
Figura 3.8: Clase Curso
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Figura 3.9: Clase Quiz
Figura 3.10: Clase Pregunta
Figura 3.11: Clase Respuesta
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Diseño de la interfaz gráfica
En esta subsección se muestran los blueprint también conocidos como planos o bocetos
y diseños concretos de algunas de las vistas más relevantes de AGtive.
Es importante mencionar que las figuras presentadas se encuentran en su estado final,
es decir, se implementó el sprint 1 que son los bocetos de vistas y el sprint 5 que implica
mejorarlas para hacerlas ver más atractivas. Se decidió de esta manera, ya que es más
sencillo tener primero la lógica implementada y después ”adornar” la aplicación. Un
ejemplo un tanto burdo seŕıa preparación de un pastel, en donde lo más importante es
la combinación de ingredientes y al final sólo decorar.
Figura 3.12: Logueo con Gmail
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El diseño de interfaces gráficas en Android se puede realizar de dos maneras:
utilizando la paleta de herramientas o por medio de código XML.
La primera consiste en seleccionar y arrastrar los elementos dentro de un layout que
es un contenedor para visualizar los componentes agregados. La figura 3.13 muestra
algunos de los elementos disponibles.
Figura 3.13: Paleta de elementos de vista
Por otro lado, se puede utilizar código XML para diseñar las vistas. Esto puede ser
una ventaja, ya que se tiene mayor control de los elementos agregados. La figura 3.14
muestra un ejemplo de esto para modelar lo que es la vista de la figura 3.15.
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Figura 3.14: Ejemplo de XML para vistas en Android
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Muchas de las vistas de la interfaz de usuario para AGtive tuvrieron como base
a elementos de otras aplicaciones como la misma Play Store de Google. En la figura
3.15 se utilizó un ”DraweLayout” y ”NavigationView” para construir lo que en ella se
observa, misma que es muy similar a la barra de herramientas de la ya mencionada
de la aplicación de Google. También se puede apreciar una cabecera con una imagen,
el nombre de la aplicación y dos ĺıneas que corresponden al nombre del usuario y su
correo electrónico respectivamente. Después se tiene el menú para cambiar de cuenta,
mostrar un mensaje corto y conocer un poco acerca de la aplicación.
Figura 3.15: Menú de usuario
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Figura 3.16: Plano del primer quiz del curso Representación entera
La idea de implementar un quiz durante un curso y no al final de éste, viene de una
aplicación llamada ”Sololearn”, la cual ofrece cursos sobre programación de software
que incluyen quizes y ejercicios de programación.
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En el quiz número dos se pretend́ıa hacer algo más dinámico y no sólo implementar
las t́ıpicas preguntas y respuestas, lo que dio como resultado el arrastre y colocación
de palabras en el lugar correcto conforme a lo visto en el curso hasta ese punto.
Figura 3.17: Plano del segundo quiz del curso Representación entera
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La figura 3.18 muestra la vista seis de once en donde se describe la representación
entera de un cromosoma y las partes de éste. La idea de desarrollar AGtive la de ser
preciso, sencillo y concreto en lo que se quiere enseñar; esto con la finalidad de que el
alumno logre el mejor entendimiento posible. Es cierto que en algunas vistas se abarca
mucha información y puede llegar a ser molesto a la vista, pero dado que se explica
con detalle, además de que es concreto en lo que menciona, se compensa.
Figura 3.18: Parte 6 del curso como ejemplo
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El diseño del examen tuvo como base los quiz uno y dos, además de partes que se
deben completar escribiendo siguiendo la lógica de programación, la cual se muestra
en el curso.
Para no hacer del examen algo molesto a la vista, se dividió en secciones, donde la
sección A corresponde a sólo preguntas y respuestas, la B a opciones de arrastre y
las secciones C y D igualmente opciones para arrastrar y soltar, además de completar
código utilizando el teclado del teléfono.
Figura 3.19: Plano de la sección A del examen final de Representación Entera
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3.2.2 Sprint 2
Este sprint corresponde a las primeras implementaciones de Firebase en AGtive como
se ve en la tabla 2.4. En la sección 2.8.4 se desglosan los pasos para conectar Firebase
con Android Studio para después continuar a la conexión de Authentication utilizando
una cuenta de Gmail. Finalmente queda agregar el menú de usuario y llenar sus datos
con los obtenidos a través del logueo.
Autenticación con Firebase
Figura 3.20: Habilitación de Authentication
La figura 3.20 muestra como habilitar la autenticación con Gmail en nuestro proyecto
con Firebase desde su consola web.
En la figura 3.21 se observa la opción de Firebase para visualizar si se han
implementado las dependencias necesarias para utilizar la autenticación, mismas que
se deben incluir en el archivo build.gradle como en la figura 3.22.
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Figura 3.21: Confirmación de autenticación con Firebase
Figura 3.22: Dependencias para Firebase Authentication
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Figura 3.23: Inicialización de objetos de tipo Firebase
La figura 3.23 muestra la construcción de los objetos necesarios para loguearse al
crear la actividad. Lo más importante a resaltar es la variable signInOptions que
contiene los datos de Firebase y el correo del usuario para conceder el acceso. También
el ”listener” o ”escuchador” que ayuda a decidir si abrir el menú de logueo o ir directo
a la actividad principal. El evento de botón signInBtn se invoca para obtener un
resultado tras lanzar una petición a la actividad a través de un ”Intent” (objeto para
abrir actividades o servicios), y dependiendo de la respuesta, será la actividad la que
se muestre.
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La figura 3.24 proporciona una muestra del código inicial para loguearse a través
de Gmail. El método ”onActivityResult()” se llama cuando obtiene una respuesta del
”Intent” lanzado. Si el resultado es nulo, se ejecuta ”goMainScreen()” y dirigirse al
logueo; pero si es distinto de null, es decir, el usuario no cerró su sesión anteriormente o
es la primera vez que se registra, entonces llama a ”handleSignInResult()” para invocar
”firebaseAuthWithGoogle()” en caso de que no ocurra error alguno en el logueo y
entonces abrir la actividad con el curso.
En éste último método se crea un ”listener” que mientras se esté ejecutando la
aplicación, va a estar presente para proporcionar los datos del usuario en cualquier
momento que se requiera.
Figura 3.24: Código de logueo con Gmail
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La figura 3.25 muestra parte del código de la actividad principal enfocándose en el
logueo del usuario. Como puede observarse, onStart() (el cual se ejecuta después de
crear la actividad) agrega un ”listener” de autenticación mientras que onStop() (que
se invoca si la actividad pasa a segundo plano) remueve dicho ”listener”.
Se tienen dos métodos restantes que son onConnectionFailed() y onAuthStateChanged(),
donde el primero muestra un mensaje de error si no hay conexión a internet y el
segundo llenará los campos de los datos del usuario (figura 3.15) si el logueo fue
exitoso, o bien, regresará a la actividad de acceso con Gmail si no lo fue.
Figura 3.25: Listeners para la actividad principal
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Para concluir esta subsección, se tiene la figura 3.26 que contiene algunos de los
correos de cuentas Gmail de usuarios logueados en AGtive, con lo que se comprueba el
correcto funcionamiento de la autenticación en AGtive.
Figura 3.26: Cuentas Gmail en Firebase Authentication
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3.2.3 Sprint 3
A grandes rasgos este sprint se enfoca en la base de datos de Firebase y la
implementación de las primeras vistas del curso de representación entera como se indica
en la tabla 2.5.
Conexión con Firebase Realtime Database
Una parte fundamental del funcionamiento de la aplicación e-learning fue el uso la
base de datos en tiempo real de Firebase. En la subcección 2.8.4 se muestra la
implementación de esta tecnoloǵıa en un proyecto Android, sin embargo, es necesario
habilitar esta función dentro del proyecto.
Figura 3.27: Habilitación de Firebase RDB en Android
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La figura 3.27 muestra las instrucciones que indica la herramienta de Firebase para
habilitar su base de datos, lo cual se logra incluyendo las dependencias correspondientes
como lo indica la figura 3.28.
Es importante resaltar el punto número 3 que se muestra en la primer imagen, ya que
apunta a configurar las reglas de Firebase Realtime Database.
Figura 3.28: Dependencia para utilizar Firebase RDB en Android
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Configurar reglas
La configuración de reglas en la base de datos es algo esencial para su correcto
funcionamiento, pues con éstas Firebase decide que permisos tienen los usuarios
logueados respecto a los datos.
Figura 3.29: Apartado para configurar las reglas
Figura 3.30: Zona de prueba de reglas
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Las figura 3.29 muestra la consola para configuración de reglas de Realtime Database
con una simulación permitida que indica que la lectura y escritura de datos está
disponible si y sólo si, el usuario está autenticado con una cuenta Gmail como en
la figura 3.30.
CRUD en AGtive
Las siglas CRUD corresponden a ”Create”, ”Read”, ”Update” y ”Delete” que son las
funciones básicas que se pueden realizar en una base de datos. Firebase proporciona
dos maneras de aplicar dichas acciones; una es utilizando la consola web (figura 3.31)
y la segunda dentro de Android Studio por medio del código.
Figura 3.31: Datos de Realtime Database en consola web
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Figura 3.32: Función insertar en Realtime Database desde código
La figura 3.32 muestra cuatro recuadros que engloban las funciones de insertar y
actualizar que utilizan de la misma función para ejecutarse.
El primer recuadro indica la inicialización de los objetos que necesarios para insertar
un objeto de la clase Usuario (figura 3.6); firebaseAuth va a proporcionar acceso a los
datos del usuario ya autenticado, mientras que dbreference obtiene la instancia de la
base de datos de Firebase que se conectó al proyecto.
El segundo recuadro hace referencia a si existe el usuario por medio de una
autenticación, y de ser aśı, entonces se crea un objeto Usuario con sus parámetros
correspondientes que se obtienen de firebaseAuth.
El tercer recuadro realiza la función insertar. Firebase RDB maneja los datos en
forma de ramas, por lo que la inserción inicial será en un ”hijo” llamado ”Usuarios”
el cual tendrá otro ”hijo” que es el id del usuario y finalmente se agrega el objeto
Usuario con setValue().
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El cuarto recuadro sólo indica la apertura de la actividad de logueo en caso de no
existir un usuario con credenciales almacenadas (figura 3.25).
Los resultados finales se pueden visualizar en la consola web como en la figura 3.33.
Figura 3.33: Resultados de inserción en consola de Firebase RDB
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3.2.4 Sprint 4 y 5
Este sprint en conjunto con el anterior se enfocaron en el desarrollo concreto del
contenido del curso de Representación Entera (RE), por lo que se muestran algunas de
las vistas más relevantes y parte del código fuente con que se implementó.
Figura 3.34: Temario y segunda vista del curso R.E
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Figura 3.35: Código para continuar el curso donde se dejó
La figura 3.34 muestra el diseño del temario y la segunda vista del curso. La
mayoŕıa de las vistas son similares en cuanto a estructura, es decir, dos botones en la
parte inferior, el menú en la parte superior y el contenido en medio.
La figura 3.35 muestra una parte del código de la actividad que se encarga de
contener las vistas del curso, e indica que según sea el avance del alumno se cambie de
vista.
Se muestran tres recuadros donde el primero apunta a que la referencia a la base de
datos va a tener un ”listener” el cual activa al método onDataChanged() siempre que
este primero esté activo.
El segundo recuadro muestra una estructura de control if que evalúa si existe algún
alumno registrado, si no es aśı, se redirige a la vista de introducción (figura 3.34), de
lo contrario se obtiene su avance por medio del acceso a los ”hijos” y entonces avanza
al recuadro tres. Cabe resaltar que en este recuadro se observa la función de lectura
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”Read” para RDB.
El tercer y último recuadro indica la estructura de control when (propia de Kotlin)
que evalúa un valor según sea la condición requerida, que para este caso, se trata del
avance del alumno.
AGtive utiliza cuatro estados para el avance del alumno:
• 10: El alumno recién comenzó a tomar el curso, ó reprobó el examen y se reinició
su avance.
• 40: El alumno logró pasar el primer quiz.
• 70: El alumno logró pasar el segundo quiz.
• 110: El alumno llegó a la última parte del curso y puede tomar el examen.
• 120: El alumno pasó el examen y por lo tanto concluyó el curso.
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Figura 3.36: Ejemplo de implementación y primer quiz con datos
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Figura 3.37: Parseo de datos XML para llenar el quiz
El código en la figura 3.37 corresponde al parseo de datos de un archivo XML que
después se inserta en la vista del primer quiz. Este proceso se aplica para el segundo
quiz y el examen.
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Las vistas presentadas en la figura 3.38 corresponden al segundo quiz y el ejemplo
de un Cromosoma con código en distintos lenguajes de programación.
Figura 3.38: Segundo quiz y clase Cromosoma
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Figura 3.39: Eventos de arrastre en el segundo quiz
La figura 3.39 muestra los eventos de arrastre de los elementos utilizados en el
segundo ejercicio del segundo quiz. En este se le pide al alumno que coloque las opciones
disponibles en sus lugares correspondientes. Como se puede observar, se tienen cinco
puntos los cuales describen lo siguiente:
• Punto 1: Se le asigna a una variable ”onLongClickListener” un evento de clic
largo.
• Punto 2: Se crea una variable ”data” con un objeto ”ClipData” que sirve como
referencia al elemento presionado en el evento. La variable ”shadowBuilder” va a
permitir mostrar una sombra al momento de presionar el elemento.
• Punto 3: Como todos los dispositivos móviles con Android tienen versiones
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diferentes, es necesario verificarlo para de ese modo invocar el método para
permitir el arrastre a un elemento cliqueado.
• Punto 4: Se le asigna a una variable ”onDragListener” el evento de arrastre, el
cual puede tener distintos estados. Aqúı sólo se muestra cuando arrastra y suelta
el elemento en donde éste último cambia su texto por el que se le coloque.
• Punto 5: Se asignan los eventos de clic largo y arrastre a los elementos
correspondientes.
La primer vista en la figura 3.40 muestra la codificación de un Individuo en distintos
lenguajes de programación mientras que la segunda, las pruebas para verificar el
funcionamiento conjunto de las clases y como resultado obtener un fenotipo.
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Figura 3.40: Clase Individuo en diversos lenguajes de programación y ejecución
conjunta de la representación entera
CAPÍTULO 3. DESARROLLO 104
Finalmente se tienen las vistas de las secciones C y D del examen del curso. Los
métodos implementados en esta prueba final fueron la selección múltiple (figura 3.19),
arrastre y colocación de respuestas (como el quiz 3.38) y completado de código por
medio del teclado como se aprecia en la figura 3.41.
Figura 3.41: Ejercicios del examen de representación entera
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Para concluir esta subsección, resta solamente mostrar un poco del código fuente
del examen final en el que se da conocer la función ”Update” para Realtime Database
cuando un alumno aprueba o reprueba el examen. El ”listener” que se ve en la figura
2.15 se vuelve a repetir como en la figura 3.35; la diferencia recae en el ”hijo” en que se
posiciona y el valor que actualiza, además de que esta vez sólo ”escucha” para recibir
una única respuesta por medio del método addListenerForSingleValueEvent().
Figura 3.42: Actualización de datos del alumno aprobado
Finalmente en el sprint 5, y con base en la tabla 2.7, se indica la implementación
de la lógica del examen además de mejorar el diseño de la interfaz gráfica para hacer
de la aplicación un proyecto más atractivo, donde esto último se ha visto a lo largo de
las secciones 3.2.1, 3.2.2, 3.2.3 y 3.2.4.
Conclusiones
En esta tesis se desarrolló una aplicación e-learning para el aprendizaje de algoritmos
genéticos. El software fue creado bajo un enfoque orientado a objetos y siguiendo los
lineamientos de la metodoloǵıa Scrum.
Se cumplieron todos los objetivos espećıficos planteados. La revisión de los
principales conceptos de algoritmos genéticos se presentó en al caṕıtulo 2. Se hizo una
revisión de las principales caracteŕısticas de los sistemas e-learning. Se describieron
las herramientas y frameworks disponibles para desarrollo de aplicaciones para sistema
operativo Android, eligiendo la más adecuada para este proyecto. El desarrollo del
software comenzó con la identificación de requisitos y delimitando los alcances. Se
diseñó la arquitectura del sistema y se representó mediante diagramas UML. La
implementación y pruebas en un dispositivo Android se puede apreciar en las mismas
conclusiones. Dado que los objetivos espećıficos se lograron, el objetivo general también
se logró.
Aunque en los objetivos espećıficos no se plantea la publicación de AGtive en alguna
tienda de aplicaciones, aún aśı se realizó con la finalidad de obtener una calificación y
comentarios de los usuarios.
La hipótesis inicial fue confirmada, de acuerdo a la aceptación del software en la
plataforma Google Play al momento de escribir estas conclusiones. Además se aplicó
un cuestionario a los usuarios para conocer sus opiniones del trabajo realizado. Los
resultados de esto se encuentran en el apéndice A.
Con base en las respuestas del cuestionario, las calificaciones y reseñas en la
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Play Store por parte de los usuarios (pues son estas las que abarcan los resultados
del trabajo realizado), se puede concluir que el objetivo de esta tesis se cumplió
completamente además de concordar con el alcance del proyecto.
Dado que el desarrollo de AGtive fue exitoso, puede tomarse como punto de partida
para desarrollar más cursos individuales y aśı completar la enseñanza de algoritmos
genéticos.
Por otra parte, gracias a la arquitectura de software de AGtive seŕıa posible
implementar nuevas caracteŕısticas como pudieran ser:
• Optimización: Consumir menos recursos del sistema. Por ejemplo, reducir el
uso de memoria interna.
• Generalización: Con la posibilidad de diseñar un único modelo para los cursos
para de esa manera facilitar la inclusión de su contenido.
• Escalabilidad: Crear nuevas aplicaciones de ı́ndole educativo enfocado a los






A las personas que se les compartió la aplicación se les pidió contestar un cuestionario
con la finalidad de conocer la opinión que teńıan al respecto, además de qué aspectos
se pod́ıan mejorar. Dicho cuestionario se creó utilizando la herramienta ”Forms” de
Google, que ofrece una diversa gama de opciones para formular preguntas y aceptar
respuestas.
El cuestionario consta de siete preguntas, las cuales fueron pensadas de manera
concisa apuntando a los aspectos más importantes para obtener resultados a base de
pruebas de la aplicación.
La figura A.1 muestra la lista de personas que pertenecen al grupo de quienes
utilizaron la aplicación, pero que únicamente contestaron el cuestionario.
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Figura A.1: Lista de personas que contestaron el cuestionario
Es importante mencionar que no todas las personas a quien se les compartió la
aplicación teńıan algún conocimiento sobre algoritmos genéticos o si quiera sab́ıan algo
sobre desarrollo de software. La finalidad de esto era la de obtener distintos puntos de
vista de las personas y conocer la diferencia entre una que tiene indicios de la función
de AGtive y una que ni siquiera entiende un poco de esto, pero que puede contribuir
con su opinión.
La primer pregunta de la figura A.2 muestra el porcentaje de personas con algún
conocimiento de software, siendo la mayoŕıa. Estas estad́ısticas servirán en las
siguientes páginas para mostrar la diferencia en el tipo de opinión que se tiene respecto
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a la aplicación de una persona que tiene conocimiento de software a una que no lo tiene.
La segunda pregunta se refiere a una versión anterior de AGtive que teńıa
diversas debilidades en cuanto al diseño, como el uso de muchos colores que tampoco
combinaban, causando incomodidad a la vista del usuario, instrucciones poco espećıficas
o un diseño poco atractivo y conciso en el examen. La idea de esta segunda interrogante
es para remarcar la diferencia de la versión anterior a la actual y de ese modo hacer
notar más la opinión de los usuarios.
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Figura A.2: Lista de personas que contestaron el cuestionario
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La tercer pregunta corresponde a la primer impresión del usuario con la aplicación,
ya que muchas veces es lo que define si utilizar o no un producto. La figura A.3 muestra
las respuestas de los usuarios ante a esta interrogante.
Figura A.3: Primera impresión de los usuarios sobre AGtive
Las preguntas cuatro y cinco se enfocan en conocer la dificultad de los controles
iniciales y las primeras impresiones sobre el curso disponible representación entera.
Como se puede observar en la figura A.4 se tienen cinco posibles para ambas preguntas.
En la primer pregunta se observa que un 42.9% de usuarios tuvieron cierta dificultad
para navegar dentro de la aplicación, lo cual es entendible si es la primera vez que se usa
una aplicación. El mismo porcentaje aplica para quienes consideraron los controles con
una dificultad esperada, mientras que un 14.3% mencionan que no fue nada complicado.
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Figura A.4: Primera impresión de los usuarios sobre AGtive
Como AGtive ofrece sólo el curso de representación entera, es importante conocer
qué opinan los usuarios a primera vista y si la estructura en que se presenta es adecuada
al usuario y fomenta una agradable experiencia de aprendizaje. Lo que se puede
observar en la figura anterior es que no hay desagrado o negatividad en la vista de la
interfaz gráfica del curso; al contrario, a más de la mitad le parece adecuado, mientras
que el porcentaje restante gusta de cómo luce el curso.
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Figura A.5: Comentarios de los usuarios sobre el curso ”Representación Entera”
En la figura A.5 se observa la pregunta y respuestas que muestran los comentarios
de los usuarios indicando qué posibles cambios pueden hacerse para mejorar AGtive.
La figura A.6 se enfoca en el examen, tanto en el diseño como parte de su
funcionalidad. La primer pregunta se enfoca conocer la opinión respecto a la
interfaz gráfica del éste, ya que contiene diversas preguntas, y por lo tanto puede ser
considerado como ”pesado” para el alumno; es por eso que se diseñó a manera de
prevenir esto, siempre y cuando se mostrase la información necesaria sin omitir detalles.
La segunda pregunta hace referencia a una caracteŕıstica del examen que es la
retroalimentación, y que consiste en hacerle saber al alumno que errores cometió al
contestarlo. Como se observa en la figura A.6 todos están de acuerdo en que dicha
caracteŕıstica es útil y por tanto es adecuada.
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Figura A.6: Comentarios de los usuarios sobre el curso ”Representación Entera”
Finalmente se tiene la figura A.7 que muestra la pregunta número siete en donde
se le pide al usuario hacer una descripción general sobre las cosas que se pueden
mejorar en la aplicación. Esto ayuda a ver detalles que como desarrollador pueden
pasar desapercibidos.
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Figura A.7: Opiniones generales sobre mejoras en la aplicación
Apéndice B
Publicación de la aplicación en la
Play Store
Compartir un software puede ser un tanto complicado si no se realiza de una manera
adecuada. Para este proyecto el comunicarse con varias personas y compartir un enlace
o un archivo uno por uno no es algo efectivo del todo, es por eso que se optó por
publicar AGtive en la tienda de aplicaciones Playstore de Google, de ese modo los
usuarios pueden acceder a descargar la aplicación de una manera sencilla y segura.
Como puede apreciar en la figura B.1, AGtive ya está disponible en la Play Store, y se
muestran dos recuadros en color rojo, en donde el primero indica el link para compartir
y que al ser cliqueado dentro de un teléfono móvil se abre la tienda de aplicaciones con
AGtive listo para instalar; el indicador dos muestra el número de personas que la han
calificado con estrellas lo cual se refleja en la figura B.4.
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Figura B.1: AGtive en la Playstore
En la figura B.2 se observa en color azul el número de dispositivos que tienen
instalada la aplicación; visto de otro modo y de mejor manera se tiene la figura B.3,
que también muestra el número de dispositivos que la han desinstalado.
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Figura B.2: Panel inicial de la Google Play Console para AGtive
Figura B.3: Graf́ıca que muestra los dispositivos con AGtive
La figura B.5 indica la fuente de donde los dispositivos han adquirido AGtive, la
mayoŕıa han sido por medio del enlace como en la figura B.1 y los demás por medio de
búsqueda en la Play Store. Cabe mencionar que de inicio una aplicación nueva es un
poco complicado de encontrar, es por eso que se prefiere iniciar por compartir el link
directo.
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Figura B.4: Calificación general de AGtive y errores o bloqueos presentados
Figura B.5: Número de dispositivos que han adquirido AGtive y la fuente de donde se
adquirió
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