II. IEEE PROTOCOL FOR VANET
One of the key factors that affect the performance of any VANET simulator is the implementation of physical layer parameters. This layer provides the information on how the actual communication takes place. Therefore, it is important to properly use the standard architecture of wireless communication. This section provides readers the introductory information about standard physical layer implementation for VANET. The main purpose of this section which relates it with other sections is that any VANET scenario implementation with any network simulator has to be implemented with these protocols. For this purpose, IEEE has introduced a proper standard for VANET physical layer implementations which will be discussed in the later parts of this section.
IEEE 802.11 is a family of standards for Wireless Local Area Networks (WLAN) [11] . The main purpose of 802.11 family is to specify the implementation of physical (PHY) and medium Access Control (MAC) layers. Some of the main design parameters given in 802.11 such as operating frequency, typical data rate, range of communication, modulation techniques, link establishment, quality of service and data frame structure are a few to name. Different variants of 802.11 such as, 802.11, 802.11a, 802.11b, 802.11g, 802.11n and 802.11p were introduced to cater the needs of different wireless communication topologies.
In a wireless communication scenario where short to medium range communication is required, Federal Communication Commission (FCC) in 1999, developed a Dedicated Short Range Communications (DSRC) protocol [12] . This protocol later became the basis for vehicular communication standard 802.11p. DSRC is a key technology for next generation Vehicle-to-Vehicle (V2V) and Vehicle-to-Infrastructure (V2I) wireless communication. The main structure of DSRC resembles with Wi-Fi architecture. After one decade of initial launch of DSRC and its evolution, the DSRC community decided to merge DSRC with IEEE 802.11 standard. As a result, a new standard emerged for vehicular ad-hoc networks which are a combination of DSRC and IEEE 1609.x standards [13, 14] . In Australia, DSRC has shown its presence by establishing industry driven consortium called Aus-DSRC [15] . Currently, Aus-DSRC is working in collaboration with local automotive industry giants to look into providing a real test-bed for wireless vehicular communication.
Figure 1: A DSRC Spectrum Format IEEE 802.11p is based on Wireless Access for Vehicular Environments (WAVE) and multiple variants of IEEE 1609 family. WAVE is a modified version of original DSRC with less network overheads [16] and is responsible for communication between vehicles and road side unit (RSU) or among vehicles. It is important to understand from the implementation point of view that WAVE works at both PHY and MAC layers therefore its implementation on both layers needs to be considered. One can think of these architectures as WAVE-PHY and WAVE-MAC protocol.
WAVE-PHY consists of multiple communication channels which use frequency range of 5.850 GHz to 5.925 GHz of wireless spectrum. The modulation technique used for WAVE-PHY transceivers is Orthogonal Frequency Division Multiplexing (OFDM) with a band of 10 MHz allocated to every channel. In WAVE-PHY, Physical Medium Dependent (PMD) sub-layer is responsible for the communication with transceivers while the Physical Layer Convergence Procedure (PLCP) sub-layer is responsible for the interaction between PHY and MAC layers.
WAVE-MAC, on the other hand, is mainly responsible for the MAC layer operations that define the policies for resource allocation among competing nodes for the wireless medium. In order to avoid the congestion, nodes use IEEE 802.11 standard for collision avoidance which is Carrier Sense Multiple access/collision avoidance (CSMA/CA). In general, WAVE-MAC architecture exchanges information through multi-channel operations defined in IEEE 1609.4. The DSRC 75 MHz band is further subdivided into a single Control Channel (CCH) and six Service Channels (SCH) each having bandwidth of 10 MHz. The format of a DSRC spectrum is shown in Figure (1) . The remaining 5 MHz is reserved for the guard interval in DSRC frame. The main purpose of the CCH is to carry high priority Short Message also known as Wave Short Message (WSM) or Management Data, while all other data is carried on the SCHs. These short messages in CCH are primarily used for the safety application and are defined as the Wave Short Messages (WSM) and their architecture is implemented with the help of Wave Short Message Protocol (WSMP) given in IEEE 1609.3. On the other hand, WAVE Service Advertisements (WSA) messages are used to announce the services offered in the area, where a service can be any information of interest such as restaurant, service station, hospital location etc. to the occupants of the vehicle. As far as the information from the layers above the MAC layer is concerned, it is dependent on the application of interest. The use of WSMP or typical IPv6 (TCP/UDP) depends on the data traffic applications. In the applications where limited bandwidth is a constraint, WSMP is a better choice for the efficient use of the limited resource whereas in the multi-hop routing scenarios, IPv6 is a better choice. A filtering mechanism must be provided between the MAC and upper layers which should cater that either WSMP or IPv6 Based packets need to be transferred from upper layer. In order to provide proper security mechanisms for these packets IEEE 1609.2 standard provides a detailed security architecture. However, the discussion of IEEE1609.2 is beyond the scope of this paper. A detailed layered architecture of WAVE protocol stack is given in Figure ( 2). In order to implement any application scenario in VANET where WAVE protocol is required, it is essential to understand the layered architecture of WAVE protocol stack for the proper implementation. In most of the network simulator the proper implementation of WAVE protocol is overlooked. This results in a non-realistic modeling of vehicular ad-hoc networks. In this paper, we have discussed the detailed implementation of WAVE protocol stack in a particular network simulator environment in order to get more realistic results.
III. NETWORK SIMULATIONS
A communication scenario where multiple devices exchange data with each other is known as a network. The fundamental building blocks of a communication network are data exchanging nodes which can be computers, mobile units or vehicles and the communication path between these devices known as communication channel. Depending on the nature of a communication channel, a network can be classified as fixed or mobile. Before the physical implementation of a communication network, the feasibility of implementation is verified using computer simulation tools known as network simulators.
A network simulator can be classified into two major types. (i) Continuous time Simulators (ii) Discrete Event Simulators. A continuous time simulator tracks the network dynamics continuously over a given period of time whereas discrete event simulators are event driven simulators which track network properties triggered by a particular event. Most of the network simulators these days are based on the discrete event approach which is more efficient in terms of resource usage compared to the continuous time. Discussion on discrete event simulators and their performance are the topic of this paper.
A generic network simulator creates a network topology consisting of nodes (either fixed or mobile) as well as the channels among the nodes. It also creates the data traffic (data packets) depending on the type of applications which are used to send/receive among transceivers. Various transmission mechanisms and protocols are implemented to achieve the desired performance metrics. Simulation results are analyzed with the help of proper visual and graphical tools. However, it must be noted that it may not be possible for a network simulator to simulate all the networks because of the different design parameters and the required results may vary from network to network.
A typical example of a network simulator can be a simulator which performs simulations for the vehicular ad-hoc networks. Figure ( 3) highlights the main architecture of such a simulator. In a very broad sense, a VANET simulator has three main components including input parameters, controlling sequences/algorithms and the desired output parameters. The input parameters may include network topology, data traffic models, mobility models and parameters from the physical layer of the network model. The controlling sequences may include the transmission algorithms, routing protocols, security mechanism and Quality of service requirements. The typical output requirements for a VANET simulator are end-to-end transmission delay, routing overheads and Packet Delivery Ratio. Provided all requirements in the simulator are met and proper implementation of all standards and protocols (as defined in Section II, the network simulator should give realistic results. These results help in generating the proper feasibility for physical implementation of the vehicular network.
IV. SIMULATORS FOR VANET
A Vehicular Ad-hoc Network is a temporary network established on specific need basis among the moving vehicles. Due to the complex topology and a rigid environment, it is hard to implement real physical test-beds for VANET. In order to minimise the probability of failure in physical implementation, a network simulation close to the realistic scenario must be run prior to the physical implementation. To achieve this, a flexible, credible and accurate network simulator is required. Various commercial and non-commercial simulators are available to simulate a VANET scenario [17 -24] . A typical VANET simulator is one that not only deals with demands of wireless communication among vehicles(such as data traffic generation and routing scheme) but also looks into other issues like node mobility and radio design parameters as specified in the WAVE standard. A VANET simulator can be subdivided in two following categories:
 Network Simulator  Traffic Simulator In the following subsections we discuss some well known network and traffic simulators in detail.
A. Network Simulators
A network simulator typically generates data traffic, gets traffic models from the traffic simulator, implements a proper routing scheme and transmits the data over the properly designed radio channel. Depending on the application of interest, data packets based on IPv6 or WSM need to be generated in the network simulator. After getting the proper mobility model/pattern from the traffic simulator, the network simulator implements the proper routing strategy for transmission of data packets. It is the responsibility of network simulator to make sure that data packets are properly sent and received over the radio channel. Therefore, it is crucial to choose a proper network simulator for the simulation of VANET environment. In this section, we discuss some well known network simulators focusing on the purpose that it will help reader to chose a proper simulator for his/her VANET scenario of interest. There are various open source and commercial network simulators available. Most of these simulators possess a unique feature of being discrete in event scheduling and this makes them highly reliable for rigid topological structure of vehicular ad-hoc networks. In following subsections, we provide an overview of few well known open source as well as commercial network simulators such as ns-3 [25] , OMNET++ [21] , OPNET Modeler [24] , GloMoSim [19] and JiST/SWANS [20] . We also present an evaluation of these simulators in context of vehicular ad-hoc communication. 
1) Network Simulator-3 (ns-3)
For many years, ns-2 [18] has been a standard simulation tool for computer networks. It is widely accepted as a trusted simulator for network designing in the research community as well as for commercial applications. ns-2 is an open source network simulator and it is based on C++ programming language in order to better facilitate the inclusion of C-based routines from the academic, research and commercial code developers. One of the important features of ns-2 is its open source code availability due to which many researchers have extended ns-2 to support a number of communication scenarios which include modules such as covering mobility and wireless networking libraries.
networks. Modules are connected by gates which resembles communication links between layers of communication stack. Two or more modules connected together create a bigger structure called compoundmodules. Modules at the lowest level of hierarchy are called simple modules which are created using C++ via key components of simulation library provided within OMNeT++. Connections between modules are created using gates, which can be classified as Channels. Different link properties such as propagation delay, link capacity, data rate and bit error Rate are specified for these channels.
The network structure of modules is illustrated using a special language, known as NEtwork Description (NED) language. Simulation executions are easily configured via initialization files (*.ini files) that are configured prior to the simulation run. OMNeT++ interface provides graphical as well as animated structure to demonstrate real-time simulation environment. OMNeT++ also provides support for parallel distribution of simulations that helps to simulate two models concurrently. The latest versions of OMNeT++ are tested on various known operating platforms like Windows, Linux and Macintosh. In designing of computer networks, OMNeT++ uses a framework approach for specific application areas. Initially a framework, Mobility Framework [27] was proposed for implementation of mobility and connectivity management within ad-hoc networking. This framework was later extended and refined to include all of the resources for wired and wireless networking under well established frameworks such as INET [28] and MiXiM [29] . MiXiM primarily deals with design of lower layer protocol architecture and one of the key features of MiXiM is that it has a very detailed/realistic implementation of radio wave propagation for wireless environment.
Figure (4) shows a graphical user interface of OMNeT++ simulator NED design tab view. On the right hand side, a design palette with different sub-modules which can be used as network components is shown. These sub-modules can be dragged into the workspace. On left hand side, there is a project explorer which shows current working directory including all files. A particular file can be selected and opened from this palette. Figure (5) shows the source file view of OMNeT++ initialization file. The parameter being used such as data rate, packet size, routing protocol etc, in the simulation are also defined in this file. 
3) OPNET Modeler
OPtimised Network (OPNET) Modeler [24] is a well known commercial discrete event simulator which can be used for wireless communication networks. It can also be used as free license for academic purpose and can be obtained by researchers by applying to University Program of OPNET. OPNET is based on C++ programming language while it has different networking modules which can be used to create a network. OPNET Modeler is particularly used for designing the simulation and test-beds for different wireless communication networks. It defines a network model as a combination of a different sub models consisting of sub network for nodes by employing a hierarchical modeling. Different simulation topologies can be created by the users or can be imported and selected from the collection of different predefined libraries. A large number of standard protocol models are available in OPNET Modeler and users can also create and implement their own models by writing C++ scripts.
In OPNET different models can be developed using a layer structure which is based on four levels. Network topologies are created at the network level where overall configuration and simulation parameters are set. The internal structure of different nodes such as transceiver design is done at node level and is modeled as finite state machine. In the process level, the functionalities of different nodes are defined. The lowest level, Proto-C, is where the programming of model behaviour is implemented.
OPNET Modeler has a good GUI which can be used for model creation, running simulation and analysing the results. It has built-in statistical analysis tools which can be used to analyse data. Based on features provided in OPNET Modeler, it can be used for a number of wireless networking technologies. 
4) GloMoSim
Global Mobile Information System Simulator (GloMoSim) [19] is used for scalable real-time network simulations for large wired and wireless communication networks. It is a discrete event simulator with the capability of parallel event processing. It uses a highly-optimized C-like simulation language called PARSEC (Parallel Communication Environment for Complex System) [30] . It uses node aggregation technique (to represent multiple nodes multiplexed within a single parsec node) to reduce the memory consumption. GloMoSim architecture is based on a multi layer stack model where a number of protocols have been designed for each layer from the physical propagation/mobility model, radio link, MAC, network layer and application layers. It gives an ease to users to implement different protocols at each layer and evaluate their performance separately. The major benefit of parallel processing is that a user can configure multiple protocols without effecting the performance of each other.
GloMoSim has extensible modular library for different network models. It has a customised GUI, built in statistic collection at each layer and open source code implementation for each of these layers. The parallel processing in GloMoSim creates a computational performance overhead and increases code complexity. A sequential version of GloMoSim is available as open source while the conservatively parallel version has been commercialized and is available under the name of QualNet [17].
5) JiST/SWANS
JiST/SWANS [20] is a simulator built by combining two general purpose simulation interfaces, JiST and SWANS (SWANS++ an extension of the JiST/SWAN framework) . JiST which stands for \textit{Java in Simulation Time} has been designed to transform the Java virtual machine into a scheduler for events. On top of this, a discrete event simulator engine called SWANS (Scalable Wireless Ad-Hoc Network Simulator), is structured to provide different environment models and communication protocols. In particular, it is used for simulation of ad-hoc networks. JiST/SWANS provides a built-in mechanism to support traffic generation as well as network simulation capabilities. It also gives a support to adopt various mobility models needed for realistic simulation such as Street Random Waypoint (STRAW) [31] specifically designed for vehicular ad-hoc than others and makes more efficient use of available memory [33] . Besides that ease of modifying the entire network and scalability, are two distinctive features of OMNeT++ that gives it an edge over others most widely used network simulators. One of the problems of ns-2 is its design structure that introduces much unnecessary inter-module dependency and thus makes the addition of new protocol models difficult to implement. On the other hand, NED (Network Description) language in OMNeT++ provides, design as well as code driven approach in defining network architecture and this gives advantage to OMNeT++ in comparison with other simulators in the market, where users need to rely on coding to define this. This gives an easy to understand structure to each module and also helps in debugging of code when required [34] . All these features and their comparison for the network simulators in context of VANET scenario is given in Table 1 .
In context of VANET simulations, it is essential to create a simulator which includes all the necessary ingredients for the vehicular communication. In this regard, OMNeT++ existing framework such as INET [28] which is mostly designed for the wireless sensor network may not be appropriate for VANET. For the inclusion of various OSI layer protocols, such as TCP/IP, UDP as well as the implementation of WSMP architecture at the transport layer, it is necessary to properly implement these protocols in the simulator. WSMP protocol implementation is defined in Veins framework [35] which is primarily designed for the implementation of vehicular networks. Due to the module/framework structure of implementation in OMNeT++, a complete implementation of WAVE protocol stack as shown in Figure ( 2) can be visualized by integrating other frameworks together with the Veins framework. The most important task here is to understand which particular protocol (WSMP, TCP/IP or UDP) is needed for running a particular application of VANET. A better VANET simulator design must have inclusion of implementation of these mechanisms and depending on the need of applications.
C. Traffic Simulators
As shown in Figure (7), a real efficient VANET simulator takes an input from the Traffic Simulator. Without getting the input from traffic simulator, a VANET scenario may not result in a realistic model. The main purpose of a traffic simulator is to generate the mobility patterns of moving vehicles under certain predefined mobility models. Hence modeling the mobility of traffic pattern plays a crucial role in a traffic simulator and as a result in a VANET simulator. One of the main challenges in establishing a true simulator for VANET is to organise the functioning of network and traffic simulators in a concurrent manner [36] . Quite a few attempts [31, 35, 37, 38] were made to solve this important issue. In [31] , authors provided a solution by first generating the traffic patterns and then saving them in a specified format. These saved patterns are then utilised as an input to the network simulator. In another approach [37] , network simulator was developed with built-in capabilities of traffic simulator. This approach has been used in a well known simulator known as NCTUns (National Chiao Tung University Network Simulator -4.0) [37] . In [35] , authors presented an approach to couple the traffic simulator with a network simulator in order to create the realistic mobility patterns. This approach is utilised in the OMNET's framework called Veins which is primarily designed for vehicular networking. For a traffic simulator to generate an output pattern which can be used in a network simulator, a particular realistic mobility pattern of the vehicle movement is required which is the most important attribute of mobile ad-hoc wireless network. Therefore it is important to understand mobility issues in the designing of a true mobile ad-hoc network. With more and more reliance on simulation techniques for modeling networking requirements for MANET, one should look deeper into the key aspects of mobility in reference to the network design. Before discussing the traffic simulators in detail, we will get an insight into key mobility issues in VANET. Some of the common features in vehicular mobility are acceleration, deceleration, changing lanes and human driving patterns. In general, mobility models in VANET environment can be classified into two main categories as Macroscopic and Microscopic [39] . Macroscopic modeling considers road, building and streets in the mobility modeling where as the behaviour of vehicle such as acceleration/de-acceleration is considered as microscopic mobility. Detailed discussion on mobility models in VANET is presented in [32] , here for the sake of completeness of subject, we discuss a few commonly used mobility models in VANET.
One of the basic models to define mobility in VANET is Random Waypoint Model (RWM) [40] . In this model, each vehicle randomly selects the destination d, associated with speed v and moves towards that destination. In RWM, common examples of urban and highway mobility models are Manhattan Model and Freeway Model [41] as shown in Figures (8) and (9) . In both models, movements of vehicles are restricted to pre-defined maps or graphs. These models also take into consideration minimum safety requirements for traffic engineering. Manhattan mobility model assumes the network to be divided into grids of square blocks having identical block size. So the network is basically composed of horizontal and vertical streets. Each street has two lanes: one for each direction (north and south direction for vertical streets, east and west direction for horizontal streets). A node is allowed to move only along the grids of horizontal and vertical streets. Some other mobility models are based on flow theory named as flow based modeling in which traffic flow is the main ingredient for mobility modeling. Car Following Models (CFM) [42] is one of the examples of such category of modeling where vehicles follow the pattern of the vehicle at the front by maintaining a safe distance. This safe distance is computed using one of the core traffic engineering concepts presented in [43] . The advantage of using this model lies in the simplicity of the approach taken in the design of this model. One of the limitations of this model is that it does not consider other important parameters such as driving behaviour and traffic patterns in its modeling paradigm. In [44] , authors proposed a modification for the improvement in CFM by integrating the main attributes of traffic engineering such as acceleration, deceleration and speed. This model is widely used for simulation in VANET environment. Another example of a flow based model is Intelligent Driver Model (IDM) [45] , where the traffic state at a given time is considered by the positions and velocities of all vehicles. The decision of any vehicle to accelerate or to de-accelerate depends on its own velocity as well as the velocity of the vehicle in front. Lane changing has also been implemented in refined models of IDM like IDM-LC. Lane-changing decisions are taken depending on neighboring vehicles. In order to improve the realism in mobility models, authors presented another model called Krauss Model in [46] . Many efforts are being made in VANET simulators to introduce more realistic approaches in the modeling, leading to the trace based mobility modeling. In trace based mobility models accurate information about the mobility traces of vehicles and driver behaviour are captured and used in the mobility modeling. One major limitation for the creation of trace-based modeling is the limited availability of actual vehicular traces. Besides this, a number of micro simulation models like as Cellular Automaton (CA) model [47] and STRAW model [31] have been created to satisfy the requirements of accurate and concise VANET modeling. In addition to that, learning from driver behaviour, or so called Behaviour Modeling has also been attempted. In [48] , authors have proposed a traffic simulator named MATSim [49] based on this type of modeling. implementing complex models puts extra constraints like simulation processing time and memory requirement on traffic simulators and should be a deciding factor in selecting the right traffic simulator. In the following subsections, we provide an overview of a few well known traffic simulators such as VanetMobiSim} [22] , SUMO (Simulation of Urban MObility) [23] , MObility model generator for VEhicular networks (MOVE) [50] and Traffic and Network Simulation Environment (TraNS) [51] . 
1) VanetMobiSim
VanetMobiSim [22] is an open source traffic simulator derived from Communication in Ad-hoc Network for Ubiquitous Computing MOBility Simulator (CanuMobiSim) [52] , which is a traffic simulator for user mobility. The main purpose of VanetMobiSim is to generate the traffic patterns of moving vehicles. VanetMobiSim is a JAVA based traffic simulator that aims to generate mobility traces close to a higher degree of realism which can be used in many network simulators, e.g. ns-3, GloMoSim, Qualnet etc. VanetMobiSim supports both macro-mobility as well as micro-mobility features by considering the road structure, road characteristics and the existence of traffic signs, as well as driver behaviour, vehicle speed and acceleration modeling. It also supports different mobility models like IDM and IDM-LC explained in Section IV. The basic format of simulation scenario in VanetMobiSim is defined in XML format which can be generated by specifying a simulation area, adding a global extension to the simulation, adding a node along with its characteristics to the simulation and grouping the nodes in the simulation.
VanetMobiSim includes an increased detail of macro-mobility and micro-mobility modeling features to produce realistic vehicular mobility models. However, it lacks in producing a user friendly environment and also does not include some of the well known map models such as Manhattan as well as well known mobility models such as STRAW. It also does not include different vehicle types and hierarchy of different road junctions. By inclusion of these parameters this simulator can produce more realistic traffic patterns.
2) Simulation of Urban MObility (SUMO)
Simulation in Urban mobility (SUMO) [23] is an open source traffic simulator which employs Krauss mobility model to generate traffic pattern. However, SUMO is not only a traffic simulator but is considered as a suite of applications which is used to prepare/perform the simulation of traffic patterns. Some of the key features of SUMO are collision free vehicle movement, multi-lane street environment, junction-based right-of-way rules and inter-connectivity with other application during the simulation execution. In SUMO, the network topology can be generated by using an XML file manually, or importing from any other source or using the built-in topology generation function. In order to further refine the network topology, SUMO can define a number of user specific modeling details. Figure (10) shows a GUI of SUMO simulator showing an intersection view of a road.
SUMO can take input from different file formats to generate road networks (maps) and traffic demands. An application provided within SUMO called netgen is used to generate internal format for the formation of road network. It can also take this information by importing a digital road map from any other source. Another utility called netconvert plays an important role in relation to this and allows to read networks topologies from other traffic simulators using common formats, as shapefiles or Open Street Map [53] . Each vehicle is defined by an identifier (name), the departure time and is assigned a route to follow within the network. In addition to this, parameters like lane to use, velocity or position of the vehicle can also be defined in SUMO. Few other built in variables allow in defining the physical appearance using powerful GUI. Each vehicle's position is described by the lane the vehicle is on and the distance from the start of this lane. The distance between vehicles is controlled by using the mobility model adopted in the simulation run time. Large simulation environments can be simulated using SUMO without any constraint or limitations on execution speed [9] . In addition to this, SUMO gives the possibility to communicate directly with other network simulators to create a real-time simulation environment. 
3) MObility model generator for VEhicular networks (MOVE)
MObility model generator for VEhicular networks (MOVE) [50] is built on top of SUMO simulator in order to provide a better user interface for creating realistic traffic models. Figure (11) shows the GUI for MOVE. The output of the MOVE can be directly used by well known network simulators discussed in Section IV. MOVE is an open source traffic simulator allowing the users to quickly generate realistic simulation scenarios without going into the extensive coding and scripting details. MOVE, similar to other traffic simulators can use user defined, random, or map based graph models for generating traffic patterns.
MOVE generates the traffic patterns based on the mobility models used in SUMO. However, MOVE can also generate its own mobility model according to specifications. In large network scenarios, mobility models generated by MOVE do not provide satisfactory results because of the non-availability of realistic model such as lane changing and radio obstacles. 
4) Traffic and Network Simulation Environment (TraNS)
Traffic and Network Simulation Environment (TraNS) [51] is a Java-based traffic simulator designed by integrating the traffic simulator SUMO and the network simulator ns-2. It has good visualisation interface (GUI) in order to simulate vehicular networks. The main purpose of TraNS is to generate realistic traffic patterns by taking the input from the capability of network simulators. This improves the simulation scenarios of VANET by incorporating the characteristics and model used in the network simulators. The main attributes of TraNS are that it supports custom based graphs, grid based random graphs and graphs from different maps databases such TIGER database [54] . As far as the traffic level features are concerned, TraNS supports CFM mobility model and a good traffic intersection management. Even though the development of TraNS has stopped further, it is still available as a scalable tool that can simulate large number of nodes. One of the main limitations in TraNS architecture is its inability to have a mechanism to arrange communication from network simulator back to the traffic simulator [36] .
D. A comparative study of Traffic Simulators
In order to conclude the discussion on traffic simulators for VANET simulations we present a qualitative performance evaluation of above mentioned traffic simulators by focusing on their key characteristics. Some of the characteristics under which the traffic simulators are evaluated are:
Software Attributes: In this subsection we compare the availability, ease of use, graphical visualisation and complexity of the traffic simulators. This will help the reader to choose the best traffic simulator for his/her simulation scenario. The above described traffic simulators are available as open source simulators. From the user utility point of view, MOVE is an easy to use traffic simulator due to its user friendly GUI and no lower level scripting involved in generating the traffic patterns. As far as computational speed and complexity is concerned, SUMO is preferred over its counterparts. This is because of the reasons that MOVE is built on top of SUMO and there is extra intercommunication involved between SUMO and MOVE before the actual information reaches the user. Similarly TraNS integrates SUMO and ns-2 before giving the final output. SUMO also out performs VanetMobiSim because of its ability of using XML scripting as compared to Java in VanetMobiSim.
Realistic Mobility Models: Implementation of up-to-date and realistic mobility models in traffic simulators is an important task. Most of the traffic simulators achieve this objective using the existing mobility models in their library. The commonly used mobility models in VANET are Random Way Point, STRAW, Manhattan, Freeway and IDM. VanetMobiSim supports Random Way Point and IDM mobility models but it does not support STRAW and Manhattan Mobility models. The second and third traffic simulators SUMO and MOVE support all four mobility models mentioned previously.
Geographic Information through Maps:
In order to update the geographical location, traffic simulators rely on information from maps. There are different types of maps available around the globe free of cost and on commercial basis. All of the traffic simulators discussed in this paper, use real and user defined maps to generate traffic patterns.
V. CONCLUSIONS
In real world implementation of VANET scenarios, high cost, reliability and results close to reality are important aspects. The simulation of VANET mainly comprises of a network simulator working concurrently with a traffic simulator. In addition, an accurate implementation of IEEE standards architecture for VANET in network simulators is essential to achieve realistic results. Whereas in traffic simulators, a detailed mobility model including microscopic and macroscopic aspects of mobility must be implemented to get proper results from simulations. The paper introduced some of the most common and popular open source discrete event network simulators in the context of VANET. In this paper, we have discussed the importance of implementing IEEE standard architecture, WAVE protocol, in the network simulators. The paper emphasizes that a combination of SUMO and OMNeT++, known as Veins framework, is an efficient way of simulating a vehicular communication scenario that includes most of the standard implementation protocol in the network stack. A comparative analysis of different network simulators shows that OMNeT++ with the introduction of Veins framework is a reliable selection for simulating realistic VANET scenarios. Additionally, the paper has also discussed ns-3 which is the recent development of ns-2 by the inclusion of more realistic standard/protocol in the legacy ns-2. The paper has also discussed a number of well known and popular traffic simulators along with the mobility models. Among the traffic simulators discussed, it is concluded that SUMO provides most of the realistic mobility features required for modeling traffic patterns in urban as well as highway scenarios. The paper points the future direction of extending Veins framework to include mechanism of supporting transport layer protocols TCP/UDP in OSI layer for various applications. This task can be achieved by the integration of INET framework with the Veins architecture resulting in a complete VANET simulation architecture.
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