This document describes the implementation of the Modelisar Functional Mock-up Interfaces (FMI) in SimulationX. It presents the code generation of Functional Mock-up Units (FMU) for Model Exchange and Co-Simulation as well as the import of an FMU into SimulationX.
Introduction
FMI stands for "Functional Mock-up Interface" [1] and was specified in the ITEA2 Modelisar project [2] . The intention is that dynamic system models of different software systems can be used together for software/model/hardware-in-the-loop simulation and for embedded systems. Using SimulationX Code Export, the functionality of a complete simulation model can be transformed into an FMU (Functional Mock-up Unit), which implements the FMI (Functional Mock-up Interface). A so created FMU can be instantiated by SimulationX or another simulation tool and accessed via the FMI functions. An FMU may either be self-integrating (Co-Simulation) or require the simulator to perform the numerical integration (Model Exchange).
FMU Support in SimulationX
There are two different FMI specifications (see 
FMU Code Export
Using SimulationX Code Export, the functionality of a complete simulation model can be transferred into an FMU (Functional Mock-up Unit). An FMU is distributed in the form of a zip File (*.fmu) and consists basically of the following components:
The exported model functionality is accessible through standardized C-functions (FMI). By using the programming language C high portability is guaranteed. This component can be present as pure source code or as a binary (DLL During the code export the following steps are executed. At first a special symbolic analysis will transfer the model into ordinary differential equations. Based on this equations and the defined interface, the C-code that includes the model functionality and the specific FMI interface functions, is generated. Furthermore the XML model description file is generated. At the end of this process a zip-file (*.fmu), with all necessary files, is created to distribute the FMU.
FMI for Co-Simulation
The FMI for Co-Simulation is an interface standard for the solution of time dependent coupled systems consisting of subsystems that are continuous in time 
FMU Import
The SimulationX FMU import consists of unzipping the *.fmu file and the generation of Modelica code including the calls of FMI functions based on the XML model description. A re-export via code export is supported. The main idea of embedding a FMU into a Modelica model is to construct an external object and some external functions to interact with that model. The automatic import process is started by selecting the menu Insert/Functional Mockup Unit…. Thereupon the following dialog (see Figure 4 : FMU Import Dialog) for importing a FMU appears. Because the fmiInitialize(…) function has to forward function pointers for several purposes, this function is redirected through a special built-in function.
Tool Coupling
The current version 1.0 of the FMI for CoSimulation standard not only allows the coupling of specially prepared software modules (FMU), but can also be used for direct coupling of CAE tools. Thereto the particular application with its proprietary interfaces is made available via a special wrapper (see Figure 5 : Tool coupling via wrapper DLL) that implements the standardized Functional Mockup Interface and provides it for other applications. From the outside, the particular application behaves like a Functional Mock-up Unit.
For SimulationX such a wrapper will be available. The implementation is based on the existing COM interface of SimulationX. For integrating a Modelica model in such a co-simulation an adequate preparation is necessary. Especially the inputs, outputs and parameters of the model have to be defined. All this information is stored as a "real FMU" in a zip archive. The model itself or a link to this model in the local file system or on the network must also be stored in this file.
Implementation Difficulties
During the implementation of the FMU import into SimulationX as a Modelica simulator a few difficulties had to be overcome.
The first problem is related to a type mismatch between fmiBoolean and Modelica Boolean, which leads to a type cast for scalar fmiBoolean variables and the necessity of restoring fmiBoolean arrays. Modelica has no functionality to provide event indicators (evi) directly. According to FMI specification FMUs have to add a small hysteresis to the evi. A Modelica tool may do the same with its internal root functions. Hence the hysteresis is added twice and events caused by the FMU are located a little bit inaccurately. We solved these problems by using some internal Modelica extensions in SimulationX, which we also proposed to the Modelica Language Design Group and accordingly to the FMI standard committee.
Conclusions
With the Modelisar FMI standard exists a vendorneutral interface that allows the exchange of simulation models between different tools and platforms. The chances to establish FMI as a standard are pretty good, because software vendors and users were involved right from the start. At the end, the success of this interface is measured by how the tool vendors will integrate FMI into their products. In addition to reliability and numerical stability the ease of use will determine this success.
