Abstract-Erasure coding is a storage-efficient alternative to replication for achieving reliable data backup in distributed storage systems. During the storage process, traditional erasure codes require a unique source node to create and upload all the redundant data to the different storage nodes. However, such a source node may have limited communication and computation capabilities, which constrain the storage process throughput. Moreover, the source node and the different storage nodes might not be able to send and receive data simultaneouslye.g., nodes might be busy in a datacenter setting, or simply be offline in a peer-to-peer setting -which can further threaten the efficacy of the overall storage process. In this paper we propose an "in-network" redundancy generation process that leverages on the self-repairing property of the novel SRC codes. This in-network redundancy generation allows storage nodes to generate new redundant data by exchanging partial information among themselves, improving the throughput of the storage process. The process is carried out asynchronously, utilizing spare bandwidth and computing resources from the storage nodes. We analytically show that the performance of this technique relies on an efficient usage of the spare node resources, and we derive a set of scheduling algorithms to maximize the same. We experimentally show that our algorithms can, depending on the environment characteristics, increase the throughput of the storage process significantly with respect to the classical naive storage approach.
I. INTRODUCTION
There is a continued and rapid global growth in data storage needs. Archival and backup storage form a specific niche, of importance to both businesses and individuals. A recent market analysis from IDC 1 stated that the global revenue of the data archival business is expected to reach $6.5 billion in 2015. The necessity to cost-effectively scaleup data backup systems to meet this ever growing storage demand poses a challenge to storage systems designers.
When large volume of data is involved, deploying a networked distributed storage system becomes essential, since a single storage node cannot scale. Furthermore, distribution provides opportunities for fault tolerance and parallelized 1 http://www.idc.com/getdoc.jsp?containerId=230762 I/O. Examples of such distributed storage systems are readily found in datacenter environments, including distributed file systems such as GFS [1] or HDFS [2] , distributed keyvalue stores like Dynamo [3] or Cassandra [4] ; as well as in ad-hoc end user resource based peer-to-peer (P2P) settings such as OceanStore [5] and friend-to-friend (F2F) storage systems [6] , [7] , a special kind of peer-to-peer systems often considered particularly suitable for personal data backup.
An important design aspect in distributed storage systems is redundancy management. Data replication provides a simple way to achieve high fault-tolerance, while erasure codes such as Reed-Solomon codes [8] are more sophisticated alternatives, capable of significantly reducing the data storage footprint for different levels of fault-tolerance [9] - [12] . Various trade-offs in adopting erasure codes in storage systems, such as storage overhead & fault-tolerance, access frequency & decoding overheads and repair bandwidth & repair time after failures, have been studied in the literature, revealing in particular that erasure codes are particularly suitable for backup and archival storage, where data access is infrequent, and hence the effects of decoding are marginal. A relatively unexplored aspect of the usage of erasure codes in storage systems is the time required to insert new data.
When using replication, a source node aiming to store new data uploads one replica of this data to the first storage node, which can concurrently forward the same data to a second storage node, and so on. Doing so, the load for redundancy insertion can be shared, and the source node may not need to upload any redundant information itself. Replication thus naturally supports "in-network" generation of redundancy, that is, generation of new redundancy within the network, through data exchange among storage nodes, which in turn leads to fast insertion of data. In contrast, in erasure encoded systems, the source node is the one responsible for computing and uploading all the encoded redundant data to the corresponding storage nodes. The amount of data the source node uploads is then considerably larger, resulting in longer data insertion times. Insertion latency may further be exacerbated when the source node and the set of storage nodes have additional (mismatched) temporal constraints on resources availability, in which case in-network redundancy generation can provide partial mitigation.
We elaborate the effect of temporal resource (un)availability issues with two distinct example scenarios, which we also use later in our experiments to determine how (much) in-network redundancy generation may help:
• In datacenters, storage nodes might be used for computation processes which require efficient access to local disks. Since backup processes consume large amounts of local disk I/O, system administrators might want to avoid backup transfers while nodes are executing I/O intensive tasks -e.g., Mapreduce tasks.
• In F2F backup applications, users exchange some of their spare disk resources with their friends in order to realize a collaborative data backup service. However, different users may be online at different times of the day.
In both cases the insertion of new redundancy by the source node is restricted to the periods when the availability windows of the source overlap that of the storage nodes.
Unlike replication, where in-network redundancy generation is achieved trivially, traditional erasure codes are not amenable. Our network coding inspired solution is based on a novel family of erasure codes called Self-Repairing Codes (SRC) [13] , recently proposed in order to improve data repair efficiency. A salient property of SRC codes is that the encoded data stored at each node can be easily regenerated by using information from a few other storage nodes. As we will show, this is the key property to achieve in-network redundancy generation. However, SRC codes have strict constraints on how storage nodes can combine their data to generate content for other nodes, which, along with the temporal availability constraints of nodes, complicates the design of efficient in-network redundancy generation.
The main contributions of this paper are as follows: (i) we introduce the concept of in-network redundancy generation for reducing data insertion latency in erasure code based storage systems, (ii) we define an analytical framework to explore valid transfer schedules, (iii) we show that determining optimal schedules is computationally intractable, and (iv) we propose a set of heuristic algorithms for efficient in-network redundancy generation.
We experimentally validate these ideas using real availability traces from friend-to-friend (F2F) [6] and peer-topeer (P2P) [14] applications, and synthetic traces to explore datacenter-like scenarios and show that these algorithms substantially increase the throughput of the backup process.
II. RELATED WORK
The P2P research community has long studied the applicability of erasure codes in low availability environments with limited storage capacity [5] , [11] . More recently, there has been a growing interest in applying erasure codes in datacenters to reduce storage costs [15] - [18] .
While I/O and bandwidth are well recognized critical bottlenecks for the storage of huge amounts of data, existing literature does not explore how data insertion can be optimized in the context of erasure codes based storage. We instead identify and discuss some peripherally related works.
Decentralized erasure codes [19] explored in the context of sensor networks [20] , [21] are arguably the closest related works. In such settings, the (disjoint) data generated by k sensors is jointly and redundantly stored by n storage sensors based on erasure coding principles, where the data is redistributed among the storage (sensor) nodes using network coding [22] , a popular mechanism deployed to improve the throughput utilization of a given network topology. This line of work did not explore the effect of temporal unavailability of nodes during the redundancy generation process, and also does not map readily to the scenario of one data source injecting data to other storage nodes, as studied in this work.
Benefits of network coding have further been exploited in [12] to restore encoded fragments (lost due to failures) in a distributed manner, while [13] achieves the same by instead designing customized Self-Repairing codes. This work leverages on Self-Repairing codes in order to carry out in-network redundancy generation for opportunistically speeding up the data insertion and backup process.
III. ERASURE CODES AND SELF-REPAIRING CODES
In this section, we provide some background on erasure codes as classically used for distributed storage, as well as on the newly introduced class of Self-Repairing Codes (SRC).
A. Erasure codes for distributed storage.
A classical n, k erasure code allows to redundantly encode an object of size M into n redundant fragments of size M/k, each to be stored in a different storage node. The data storage overhead (or redundancy factor) is then given by n/k, and the stored object can be reconstructed by downloading an amount of data equal to M , from k or more different nodes out of n.
One of the main drawbacks of using classical erasure codes for storage is that redundant fragments can only be generated by applying coding operations on the original data. The generation of new redundancy is then restricted to nodes that possess the original object (or a copy), namely: the source node, storage nodes that previously reconstructed the original object, or possibly were storing a copy (as is the case in a hybrid model where a full copy of the object is kept, together with encoded fragments). When the original raw object is not available, repairing a single node failure consequently entails downloading an amount of information equivalent to the size of the original object, causing a significant communication overhead.
In order to mitigate this communication overhead, a new family of erasure codes called Regenerating Codes [12] was recently designed by adopting ideas from network coding. The main advantage of Regenerating Codes is that new redundant fragments can be generated by downloading an amount of data β from d other redundant fragments, where d ≥ k, and β ≤ M/k. Unlike in classical erasure codes, Regenerating Codes can thus repair missing fragments by downloading only an amount of data equals to dβ, where usually dβ ≪ M . However, the biggest communication savings occur when d ≥ k is a large value, in which case however, the probability to find d nodes available might be very scarce, limiting the practicality of such codes.
B. Homomorphic Self-Repairing Codes (HSRC).
Self-Repairing Codes (SRC) [13] are new erasure codes designed to minimize the maintenance overhead by reducing the number of nodes d required to be contacted to recreate lost fragments. A specific family of SRC codes is Homomorphic Self-Repairing codes (HSRC), where two encoded fragments can be xored for such regeneration, i.e. d = 2, as long as not more than half of the nodes have failed. This property makes HSRC codes very suitable for the in-network redundancy generation since partial redundant data stored in two different nodes can be used to generate data for a third node, without requiring the intervention of the source node. However, as we will show below, the pairs of nodes used for that purpose cannot be arbitrary chosen.
Let us recall briefly the construction of HSRC. We denote finite fields by F. The cardinality of F is given by its index, that is, F 2 is the binary field with two elements (the two bits 0 and 1), and F q is the finite field with q elements. If q = 2 m , for some positive integer m, we can fix a F 2 -basis of F q and represent an element x ∈ F 2 m using an m-dimensional vector x = (x 1 , . . . , x m ) where x i ∈ F 2 , i = 1, . . . , m.
Let o be the object to be stored over a set of n nodes, which is represented as a data vector of size k × m bits, i.e.:
Given these k original elements, the n redundant fragments are obtained by evaluating the polynomial
in n non-zero values α 1 , . . . , α n of F 2 m , yielding the redundant vector r of size n × m bits, i.e.:
In particular we need the code parameters n, k to satisfy
IV. HSRC REDUNDANCY GENERATION
The main important property of HSRC codes is its homomorphic property. From [13] we have that:
Lemma 1: Let a, b ∈ F 2 m and let p(X) be the polynomial defined in (1), then p(a + b) = p(a) + p(b). This implies that we can generate a redundant element
Example 1: Consider a n = 7, k = 3 HSRC code and We can check that
Note that we have not used the vector α 8 = (0, 0, 0, 1) here, which would have resulted in a longer code n > 7. We now discuss how HSRC codes operate in two different scenarios: (i) when the source introduces data in the system, and (ii) during the in-network redundancy generation.
A. Source Redundancy Generation
The homomorphic property described in Lemma 1 has been introduced to repair node failures, though it can similarly serve to generate redundancy from the source. Recall from Lemma 1 that p(a + b) = p(a) + p(b), where both a, b can be seen as m-dimensional binary vectors, by fixing a F 2 -basis of F 2 m . Let us denote this basis by {b 1 , . . . , b m }. Thus a can be written as a = m i=1 a i b i , a i ∈ F 2 , and by virtue of the homomorphic property, we get that
This means that the source only needs to compute p(b 1 ), . . . , p(b m ) for a given basis {b 1 , . . . , b m }, after which all the other encoded fragments are obtained by xoring pairs of elements in {p(b 1 ), . . . , p(b m )}. Thus, when using an n, k HSRC code, the source computes k (k ≤ m) encoded fragments r 1 = p(α 1 ), . . . , r k = p(α k ), where α 1 , . . . , α k are linearly independent, for example, {α 1 , . . . , α k } ⊂ {b 1 , . . . , b m }, and then performs the corresponding xoring. The source then injects the n encoded fragments in the network.
Example 2: In Example 1, we have k = 3 ≤ m = 4, and a natural F 2 -basis for
The n = 7 encoded fragments are then ready to be sent over the network. Further notice that the set B = {p(α 1 ), p(α 2 ), p(α 4 )} can be seen as a basis for the set of redundant fragments, since they are linearly independent, and can be combined to generate every redundant fragment.
B. In-Network Redundancy Generation
Let us now consider the case where the source might not inject the whole set of n encoded fragments, but only a subset {r i , i ∈ I ⊂ {1, . . . , n}} of the encoded fragments. We use the triplet notation (i, j) ⊢ k to represent the possibility to generate the element r k by xoring r i and r j , r k = r i + r j . Note that due to the commutative property of the additive operator, triplets (i, j)⊢k and (j, i)⊢k can be indistinguishably used to denote the same redundancy generation process. We denote by C the set with all the feasible repair triplets from a set of n redundant elements. Finally, let us define the following two sets:
Definition 1 (out-creation set): Let O(i) be the set of all the possible (i, j)⊢k triplets where fragment r i is used to generate some other fragment:
Definition 2 (in-creation set):
Let I(k) be the set of all the possible (i, j)⊢k triplets that can be used to create r k :
Finally, given a number of redundant elements n = 2 t −1, for any positive integer t ≤ m, we have from [13] that:
Example 3: In Example 1, we have that
C. HSRC Codes: Practical Implementation
Previously we detailed how to encode a data vector o of size k × m bits into a redundant vector r of size n × m bits. We showed that HSRC codes allow this encoding by using data from the source node as well as by using data from other storage nodes. In this subsection we describe one method to practically implement HSRC codes to encode larger data objects of size M , where M > k × m.
The first step to encode an object of size M is to split it into u = M/(k × m) vectors 2 of size k × m bits. Let us represent the object to be encoded as
Each of these vectorsō i is individually encoded using the polynomial (1) to obtain an encoded vectorr = (r 1 , . . . ,r u ), |r i | = n. Finally, the vector r = (r 1 , . . . , r n ) with the n fragments to be stored in the system are obtained by concatenating individual elements ofr so that r i = (r 1,i , . . . ,r u,i ).
Example 4: Consider the n=7, k =3 HSRC code and
. After encoding each of the individual vectors we obtain the set of redundant vectorsr = (r 1 , . . . ,r 3 ) (ō i is encoded to obtain r i ), where |r 1 | = |r 2 | = |r 3 | = 7. Finally, we can obtain r 2 = (r 1,2 ,r 2,2 ,r 3,2 ), and similarly for all the fragments.
Remark 1: Note that this encoding technique allows stream encoding. As soon as the source node receives the first k×m bits to store, 3 it can generate the vectorō 1 , encode it tor 1 , and distributer 1,1 , . . . ,r n,1 to the n storage nodes. Similarly, when a storage node receivesr i,1 it can forward it to other nodes for in-network redundancy generation, for instance, when the source does not have adequate bandwidth to upload all the n redundant fragments.
Remark 2: To implement computationally efficient codes one can set m = 8, or m = 32, for which addition can simply be done by xoring system words, and for which efficient arithmetic libraries are available [23] .
In the rest of this paper we will assume that HSRC codes are implemented using the method described here. We will use the term redundant fragment to refer to each of the redundant elements r 1 , . . . , r n , i.e., each node stores one redundant fragment. And similarly we will use the term redundant chunk to refer to each of the sub-elements r 1,i , . . . ,r u,i stored in each node i, i.e., each node i can store up to u redundant chunks.
V. SCHEDULING THE IN-NETWORK REDUNDANCY GENERATION
In-network redundancy generation has the potential to speedup the insertion of new data in distributed storage systems. However, the magnitude of actual benefit depends on two factors: (i) the availability pattern of the source and storage nodes, which determines the achievable throughput, and (ii) the specific schedule of data transfer among nodes subject to the constraints of resource availability, which determines the actual achieved throughput for data backup. In this section, we explore the scheduling problem, demonstrating that finding an optimal schedule is computationally very expensive even with a few simplifying assumptions, and accordingly motivate some heuristics instead.
Let s be a source node aiming to store a new data object to n different storage nodes, and let i, i = 1, . . . , n, represent each of these n storage nodes. We model our system using discrete time steps of duration τ , where at each time step nodes can be available or unavailable to send/receive redundant data. The binary variable a(i, t) ∈ {0, 1} denotes this availability for each node i for the corresponding time step t. Using this binary variable we can define the maximum amount of data that node i can upload during time step t by
where ω i ↑ (t) is the upload capacity of node i during time step t. Similarly, the amount of data each node can download during time step t is given by
where ω i ↓ (t) represents the download capacity of node i during time step t.
Then, we define the in-network redundancy generation network as a weighted temporal directed graph G = (E(t), V (t)), t ≥ 0, with the set of nodes V (t) ⊂ {s, 1, 2, . . . , n}, and the set of edges E(t) = {(i, j)|i, j ∈ V (t)}. The amount of data that nodes send among themselves is a mapping f :
HSRC code characteristics constrain the mapping f since nodes can only send or receive data trough valid redundancy creation triplets:
Furthermore, we assume (for algorithmic simplicity) that nodes send data through each of the redundancy generation triplets symmetrically:
For ease of notation we will refer to the data sent through each of the redundancy generation triplets simply by R(c, t). Similarly, because of the upload/download bandwidth constraints, the mapping f must also satisfy the following constraints:
• The amount of data the source uploads is constrained by its upload capacity:
• The amount of data storage nodes upload is also constrained by their upload capacity:
• The amount of data storage nodes download is restricted by their download capacity:
A Bandwidth-Valid In-Network Redundancy Generation Scheduling is any mapping f on G that satisfies the constraints defined in equations (4), (5), (6), (7) and (8).
A. Optimal Schedule
Let θ(i, t) be the amount of data that node i had received at the end of time step t. For sufficiently large enough files and small values of m (e.g. m = 8), we can assume without loss of generality that θ(i, t)/m corresponds to the index of the last redundant chunk received by node i. Let M (t) denote the size of the largest possible file that a schedule f can store int time steps. Then, by definition of erasure codes, to consider that a file of size M (t) has been successfully stored aftert time steps, each node must receive an amount of data equal to M (t)/k. Using this fact we can define M (t) as: (1,t) , . . . , θ(n,t)) × mk.
For a given network G and a durationt, an in-network redundancy generation scheduling f is then optimal if it maximizes M (t).
Note that aftert time steps, the overall network traffic required by any schedule f , namely T (f,t), is equal to:
Accordingly, we define an in-network redundancy generation schedule f to be an optimal minimum-traffic schedule if besides maximizing M (t), it also minimizes T (f,t).
Remark 3: Note that to create the same amount of new redundancy the in-network redundancy generation requires twice the traffic required by the source redundancy generation. Example of 3 different in-network redundancy scheduling policies for a system where the source node can only upload data concurrently to 3 different nodes. Although the 3 different schedules satisfy the constraints, only scheduling policy 3 is valid.
B. Additional Scheduling Constraints
In this section we elaborate that while being a bandwidthvalid schedule is a necessary condition, it is not a sufficient condition for the schedule to be actually valid. For that, we will use Example 4, an in-network redundancy generation network using HSRC code with parameters n = 7, k = 3 , where the redundant fragments r 1 , . . . , r 7 have to be stored in nodes 1, . . . , 7 respectively. Recall also that each redundant fragment r i is composed of 3 redundant chunks, hence |r i | = 3. For ease of notation we will assume that each redundancy generation triplet c = (i, j)⊢k, c ∈ C, satisfies the property k = i ⊕ j where ⊕ denotes the bitwise xor operation. Based on Example 4, we consider three different scheduling policies, all depicted in Figure 1 . We assume that due to the limited upload capacity of the source node it can only upload three redundant fragments simultaneously.
In the first scenario, at time t = 0 the source node sends to nodes 1, 2 and 3 their first redundant chunk; at time time t = 1 it does the same for nodes 5, 6 and 7. Note that if at time step t = 1 the mapping f tries to make use of the in-network redundancy generation triplets (1, 6)⊢7, (2, 7)⊢5 and (3, 5)⊢6; nodes 5, 6 and 7 end up receiving the same redundant fragment twice. In this case the innetwork redundancy traffic does not contribute in speeding up the backup process and only consumes communication resources. Although avoiding this problem is implicit in the definition of a minimum-traffic scheduling, it needs to be explicitly considered during the scheduling.
Consider a second scheduling policy trying to solve the previous problem by sending to nodes 5, 6 and 7 the second chunk instead of the first. It allows these nodes to receive two different fragments by time t = 1. However, it appears a circular dependency problem with triplets (1, 6)⊢7, (2, 7)⊢5 and (3, 5)⊢6. To show this dependency, imagine that we want to generate fragment r 6,1 using non-source data. Note that r 6,1 requires r 5,1 , r 5,1 requires r 7,1 , which at the same time requires the fragment we aim to generate, r 6,1 . Although it is a bandwidth-valid schedule, the circular dependency problem makes it an unfeasible schedule.
Finally, in the third case we see how the circular dependency problems can be avoided if the source sends uncorrelated fragments at each time step. It is easy to see from this example that a valid schedule needs to be not only bandwidth-valid, but also ensure that: (i) nodes do not receive duplicated data, and (ii) circular triplet dependencies are prevented.
C. Complexity Analysis
We show that finding an optimal schedule satisfying all the previous requirements is computationally very expensive, even under further simplifying assumptions:
Assumption 1: The amount of data that the source node s sends during each time step t to any storage node i, f (s, i, t), is a constant value and is not part of the optimization problem.
Assumption 2: Storage nodes can only receive redundant chunks sequentially. It means that node i will never receive chunk r j+1,i before previously receiving chunk r j,i .
It is easy to see that the simplified problem subject to these two assumptions corresponds to a specific instance of the generic case described above. The interesting property about this simplified version of the problem is that we can reduce the decision of choosing the optimal schedule f to an algorithm "SortedVector" which sorts C, as it is shown in Algorithm 1. It is also easy to see, how due to the iterative use of redundancy generation triplets, Algorithm 1 avoids both the "duplicate data" and the "circular dependencies" problems. However, since |C| = n(n − 1), it means that there are (n(n − 1))! possible ways of sorting C, and thus, t × (n(n − 1))! different scheduling possibilities. Thus, a brute force algorithm to determine the best schedule would have a O(n!) cost.
If we focus on a single time step t, then the scheduling problem can be restated as how to choose the best Algorithm 1 Creating a valid optimal schedule under Assumption 1 & Assumption 2.
for i in 1, 2, . . . , n do θ(node, 0) ← 0 end for for t in 0, 1, 2, . . . ,t do for i in 1, 2, . . . , n do permutation of C. We can represent this decision problem using a permutation tree as is depicted in Figure 2 . The weight of the edges in this permutation tree correspond to the negative amount that choosing each edge contributes to M (t). Choosing the best scheduling algorithm tis the same than finding the shortest path between vertices v and d in the permutation tree. The Bellman-Ford algorithm can find the shortest past with cost O(|E| · |V |) where |E| and |V | respectively represent the number of edges and vertices in the permutation tree. However, in our permutation tree the number of edges and vertices are both (n(n − 1))!, which makes finding the optimal schedule for even the simplified problem computationally exorbitantly expensive, even for small number of nodes n. Hence, we consider the general problem described in V-A to be also intractable.
VI. HEURISTIC SCHEDULING ALGORITHMS
In this section we investigate several heuristics for scheduling the in-network redundancy generation. We split the scheduling problem into two parts, following the strategy presented in Algorithm 1.
The heuristics do not require Assumption 1, thus allowing the source node to send different amounts of data to each storage node. We however still rely on Assumption 2, which allows us to model the decision problem with a sorting algorithm, as previously outlined in Algorithm 1. Thus, the overall scheduling problem is decomposed into the following two decisions: (i) How does the source node schedule its uploads? (ii) How are redundancy generation triplets sorted?
A. Scheduling traffic from the source
Recall that generating redundancy directly from the source node involves less bandwidth than doing it with in-network techniques (Remark 3). Thus, a good source traffic scheduling should aim at maximizing the source's upload capacity utilization. Furthermore, the schedule must also try to ensure that the source injected data can be further used for the innetwork redundancy generation.
Given a n, k HSRC code, where n = 2 k − 1, any subset of k linearly independent encoded fragments forms a basis, denoted by B (see Example 2 for an illustration). Let B be the set of all the possible bases B. Since each storage node stores one redundant fragment, we use B(t) to represent all the basis of B whose corresponding storage nodes are available at a time step t (and likewise, refer to each combination of such nodes as an available basis):
From the set of available basis, B(t), the source node selects one basis B and uploads some data to each node i ∈ B. The amount of data the source uploads to each node i ∈ B is set to guarantee that at the end of time step t, all these nodes have received the same amount of data, θ(i, t) = θ(j, t), ∀i, j ∈ B. To satisfy this while maximizing the upload capacity 4 utilization of the source, the source needs to send to each node i ∈ B an amount of data equal to
We considered the following policies for the source node to select a specific B among all the available basis, B(t):
• Random: B is randomly selected from B(t). Repeating this procedure for several time steps is expected to ensure that all nodes receive approximately the same amount of data from the source.
• Minimum Data: The source selects the basis B that on an average has received less redundant data. It means that B is the basis that minimizes 1 k i∈B θ(i, t). This policy tries to homogenize the amount of data all nodes receive.
• Maximum Data: The source selects the basis B that on an average has received more redundant data. It means that B is the basis that maximizes 1 k i∈B θ(i, t). This policy tries to have a basis of nodes with enough data to allow the in-network redundancy generation for the entire data object even when the source may not be available.
• No Basis: The source does not considers any basis and instead uploads data to all the online nodes. The upload bandwidth of the source is also distributed to guarantee that, after time step t, all online nodes have received the same amount of data.
B. Sorting the redundancy generation triplets
We explore the following sorting heuristics to answer the second question:
• Random: Repair triplets are randomly sorted. This policy tries to uniformly distribute the utilization of network resources to maximize the amount of innetwork generated data.
• Minimum Data: The list of available triplets are sorted in ascending order according to the amount of data θ(k, t) the destination 5 node k has received. This policy tries to prioritize the redundancy generation in those nodes that have received less redundant data.
• Maximum Data: Similarly to the Minimum Data policy, however, triplets are sorted in descending order. This policy tries to maximize the amount of data some specific subset of nodes receive, to allow them to sustain the redundancy generation process even when the source is not available.
• Maximum Flow: The triplets are sorted in descending order according to the amount of redundant data these nodes can help generate. Note that the amount of data a triplet c can generate at each time step t, where c = (i, j)⊢k, is given by:
This policy tries to maximize the amount of new redundancy generated per time step.
VII. EXPERIMENTAL RESULTS
He have proposed four different policies for the source traffic scheduling problem and four policies for the triplets 5 Node k is the destination of a triplet c, c = (i, j)⊢k. sorting problem. However, due to space limitations we report for each case the two best policies (in terms of achieved throughput). At the source, the random and minimum data policies consistently outperform the others, and at the storage nodes, the maximum flow and minimum data sorting policies for the triplets likewise outperform the others. We will refer to each of the combinations as follows:
Policy Name Source Policy In-Network Policy RndFlw random maximum flow RndDta random minimum data MinFlw minimum data maximum flow MinDta minimum data minimum data
It is interesting to note that the minimum data policy obtains good storage throughput in both cases, which leads us to infer that in general, prioritizing redundancy generation in those nodes that have received less data is a good strategy to maximize the throughput of the backup process.
A. Setting
We considered a n = 7, k = 3 -HSRC code, which is a code that can achieve a static data resiliency similar to a 3-way replication, but requiring only a redundancy factor of 7/3 ≃ 2.33. [13] Using this erasure code we simulated various backup processes with different node (un)availability patterns for a fixed number of time stepst. In all the simulated cases we consider three different metrics: (i) The maximum amount of data that can be stored int time steps, M (t).
(ii) The amount of data the source node uploads per unit of useful data backed up,
(iii) The total traffic generated per unit of useful data stored, T (f,t)/ M (t).
We evaluate the three metrics for a system using an innetwork redundancy generation algorithm and we compare our results with a system using the naive erasure coding backup process, where the source uploads all the data directly to each storage node. Our results depict the savings and gains, in percentage, of using an in-network redundancy algorithm with respect to the naive approach.
Regarding the (un)availability patterns of nodes and their bandwidth constraints we consider two possible cases: from P2P nodes in the aMule KAD DHT overlay [14] . In both cases we filter the nodes that on average stay online more than 4, 6 and 12 daily hours, obtaining different mean availability scenarios. Finally the time step duration is set to τ = 1hour and we obtain the results by averaging the results of 500 backup processes oft = 120 time steps each (5 days).
• A datacenter-like scenario where nodes have a symmetric upload/download bandwidth equal to 1Gbps. These nodes have availability sessions that follow an exponential distribution with rate λ on = (2h × a)
and unavailability sessions that follow an exponential distribution with rate λ off = (2h × (1 − a)) −1 , where a is the average online availability. We simulate 4 average online availabilities, namely, 10%, 30%, 60% and 100%. In this case the time step duration is set to τ = 5minutes and we obtain the results by averaging the results of 500 backup processes oft = 144 time steps each (12 hours).
B. Results
In figures (3.a, 3 .b, 3.c) and (3.d, 3.e, 3.f) we show results based on F2F and P2P scenarios (using IM and KAD traces respectively). Figures 3.a and 3 .d show how the storage throughput increases with nodes being more available on an average. This is due to the constraint in eq. (5) requiring redundancy generation triplets to be symmetric, which requires the three involved nodes in each triplet to be available simultaneously. The higher the online availability, the higher the chances to find online three nodes from a triplet. Further, we observe that the RndFlw policy achieves significantly better results in comparison to other policies.
As noted previously (in Remark 3), the total traffic required for in-network redundancy generation is twice that needed by the traditional process. Figures 3.b and 3 .e confirm this observation. We additionally note that the increase in traffic is approximately the same or even less than the increase in storage throughput even for low availability (> 4h) scenarios. Thus the in-network redundancy generation scales well by achieving a better utilization of the available network resources than the classical storage process.
In the traditional approach, the source needs to upload 7/3 ≃ 2.33 times the size of the actual data to be stored; 4/7 ≃ 57% of this data is redundant. Figures 3.c and 3 .f show the reduction of data upload at the source. In the best case (> 12h traces and RndFlw policy) our approach reduces the source's load by 40% (out of a possible 57%), yielding 40-60% increase in storage throughput (figures 3.a and 3.d).
Figures (3.g, 3.h, 3.i) show results for the datacenter-like scenario. When node availabilities are high, we note that significant throughput gains can be achieved (upto 140%). It is interesting to see how in the case of low node availability (10%) the total amount of data that can be stored with the innetwork redundancy generation technique is less than using the traditional storage processes. This is an artefact of two shortcomings -one with our scheduling algorithm, and one with the synthetic trace we generated.
Finding three available nodes simultaneously is unlikely when overall availability is low. To solve this problem, we would need to look at more sophisticated in-network redundancy generation strategies not subjected to the symmetric constraint (defined in eq. (5)), so that nodes can forward and store partially-generated data. However, the scheduling problem will be much more complicated, and is beyond the reach of this first work. Furthermore, in real traces, nodes will have correlation (e.g., based on batch jobs), which are missing in the synthetic traces, and such correlations can be leveraged in practice. Exploring both these aspects will be part of our future work.
VIII. CONCLUSIONS
In this work we propose and explore how storage nodes can collaborate among themselves to generate erasure encoded redundancy by leveraging novel erasure codes' selfrepairing property thus reducing a source node's load, and improving overall throughput for data backup. We demonstrate that finding an optimal schedule is computationally prohibitive (even under simplifying assumptions), but experiments based on heuristics yield significant gain in storage throughput under diverse settings, proving their practicality.
