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Abstract–The research on requirements specification for self-
adaptive systems has a growing interest in the academy and the
industry. As a result, currently there exists different proposals
for the specification of requirements for self-adaptive systems.
Despite the momentum that this area has received in recent
years, in the works reported in the literature we have identified
shortcomings. We propose a new framework to represent the
requirements of self-adaptive systems. This framework seeks to
manage uncertainty and to be sufficiently expressive for self-
adaptive systems, including the representation of all the relevant
concepts. The concepts, represented in different views to be used
in a 5-stage process. Specifically, we present: (i) a discussion of
the challenges and problems encountered in the literature; (ii);
our proposal to solve these challenges; and (iii) a case study of
the problem and its application.
Keywords: requirements engineering, requirements specifica-
tion, adaptive systems, adaptation
I. INTRODUCCIO´N
Los sistemas de software auto-adaptables son una apro-
ximacio´n prometedora para el manejo de la complejidad e
incertidumbre en los sistemas de software dina´micos modernos
[1]. Estos sistemas se adaptan a factores tanto internos como
externos que cambian dina´micamente [2]. El cambio en dichos
factores, puede requerir la alteracio´n y evolucio´n de los requi-
sitos definidos en dichos sistemas en tiempo de ejecucio´n. En
contraste, los requisitos dentro del ciclo de vida del software
cla´sico se consideran esta´ticos o por lo menos no modificables
durante la ejecucio´n del sistema.
En este contexto, la investigacio´n en ingenierı´a de requisi-
tos para sistemas auto-adaptables es un a´rea que ha presentado
avances importantes en la u´ltima de´cada. Actualmente existen
propuestas como las de Qureshi et al. [3] [4], Bencomo et a.
[5], Song et al. [6] y Alfe´rez et al. [7], para la definicio´n de los
requisitos en sistemas adaptables y auto-adaptables. Sin em-
bargo, pese a los avances que se han logrado, no encontramos
en nuestro ana´lisis de la literatura un marco de trabajo para
ingenierı´a de requisitos completamente apropiado y aplicable
para los sistemas adaptables. Nosotros consideramos que un
marco de trabajo apropiado debe: (i) permitir definir y rela-
cionar las diferentes conceptos del sistema mediante modelos;
(ii) representar claramente las relaciones entre las vistas de un
meta-modelo comu´n; (iii) manejar la incertidumbre asociada a
estos sistemas; y (iv) ser aplicable en ambientes industriales.
La industria esta´ cambiando, hoy en dı´a ma´s industrias
manufactureras entregan productos complejos y altamente per-
sonalizados a sus clientes. Para afrontar esta complejidad y
personalizacio´n, en esta industria se propusieron las lı´neas de
productos (LP). Posteriormente estas LP fueron adaptadas a
la industria de software y denominadas lı´neas de productos
de software (LPS) [8]. Las LPS permiten generar mu´ltiples
productos finales aprovechando las caracterı´sticas en comu´n
entre los productos, sin embargo no consideran los cambios
en tiempo de ejecucio´n. El soporte a cambios en tiempo
de ejecucio´n fue introducido con las lı´neas de productos de
software dina´micas (LPSD) [9], como una evolucio´n de las
LPS. Las LPSD son u´tiles en el contexto de los sistemas de
software adaptables, sin embargo se requieren ma´s elementos
para la ingenierı´a de requisitos en estos sistemas.
Muchas de las propuestas actuales para sistemas adapta-
bles, se basan en el modelado por metas [10]. Este modelado
representa un sistema por medio de metas, agentes, relaciones,
entidades, acciones y restricciones. Una meta es un objetivo no
operacional alcanzado por la interaccio´n de mu´ltiples actores
del sistema [10], siendo de un nivel superior de abstraccio´n,
comparado con los requisitos. Entre las propuestas que utilizan
modelado por metas se destacan KAOS [10], i* [11], Tropos
[21], Adaptive RML [3] y la propuesta de Sawyer et al.
[12]. Sin embargo, estas propuestas no incluyen todos los
conceptos que consideramos importantes para la especificacio´n
de requisitos de sistemas auto-adaptables. Normalmente estos
conceptos se agrupan en uno o ma´s modelos y se utilizan a lo
lago de un proceso.
El objetivo principal de este artı´culo es presentar nuestro
avance hacia un marco de trabajo para la especificacio´n de
requisitos de sistemas auto-adaptables. Este marco se inspira
en la propuesta de Sawyer et al. [12], siendo este un trabajo
en desarrollo que requiere mayor experimentacio´n para validar
por ejemplo su expresividad. Para lograr este objetivo, presen-
tamos nuestro caso de estudio en la Seccio´n II. En la Seccio´n
III presentamos la sintaxis y sema´ntica del lenguaje junto con
el proceso de modelado del sistema en las distintas vistas
propuestas. Posteriormente, aplicamos el proceso al caso de
estudio en la Seccio´n IV. En la Seccio´n V se expone el trabajo
relacionado en especificacio´n de requisitos de sistemas adapta-
bles. En la Seccio´n VI exponemos, basados en la experiencia,
algunas discusiones sobre problemas en el trabajo relacionado
y nuestra agenda de investigacio´n. Finalmente presentamos
nuestras conclusiones en la Seccio´n VII.
II. CASO DE ESTUDIO
Nuestro caso de estudio de sistema de software auto-
adaptable es un sistema de tiendas en lı´nea desarrollada por
componentes. En la tienda se ofrecen productos tangibles, que
pueden ser ordenados y despachados fı´sicamente a los clientes.
El sistema de tiendas consta de los siguientes componentes:
pagos, administracio´n, ayuda, promocio´n, venta y envı´o. Para
ejemplificar la propuesta, se restringio´ el modelado a los com-
ponentes relacionados con la promocio´n y venta de productos.
Estos componentes tienen como meta principal permitir buscar,
seleccionar y comprar productos acorde a las preferencias
de los clientes. Adicionalmente, siempre que sea posible,
el sistema debe cumplir con ra´pidos tiempos de respuesta,
ser operativamente econo´mico y tener un nivel adecuado de
disponibilidad. Los componentes del sistema relevantes para
el caso de estudio esta´n representados en la Figura 1. En este
caso de estudio consideramos que estos componentes ya esta´n
disponibles. Esta consideracio´n se sustenta en que los sistemas
grandes, con frecuencia reutilizan componentes existentes por
ejemplo desde un repositorio de componentes de una LPS,
evitando comenzar su desarrollo desde cero.
Figura 1: Componentes seleccionados para el caso de estudio
El componente BalanceadorCarga se incluyo´ para cum-
plir con los requisitos no funcionales: “ra´pidos tiempos de
respuesta” y “alta disponibilidad”. Este componente permite
decidir, entre varios nodos de procesamiento disponibles, el
nodo con mayor disponibilidad para atender la solicitud de
un cliente. De esta forma se apunta a los dos requisitos
enunciados previamente. Sin embargo, con un balanceo entre
una cantidad fija de nodos no es posible, por ejemplo, controlar
dina´micamente el costo de operacio´n del sistema. Es necesario
tener ma´s informacio´n del sistema, su entorno y ejecucio´n
actual para tomar mejores decisiones y tener la capacidad de
automatizar las mismas.
Sistemas como el presentado, requieren incluir variabilidad
para controlar al menos parcialmente la incertidumbre en
tiempo de ejecucio´n por ejemplo, en cuanto a la impredeci-
bilidad del nu´mero de usuarios que pueda tener una tienda
en lı´nea: mientras que en un dı´a normal pueden haber 80
compradores al tiempo, en el denominado “back friday” esta
cifra puede multiplicarse fa´cilmente al menos por 100. La
incertidumbre que nos interesa afrontar se relaciona con los
requerimientos no funcionales y la imposibilidad de conocer
su nivel o posibilidad de satisfaccio´n de antemano. Ante esta
imposibilidad la incertidumbre puede afrontarse mejor si se
incluye desde el modelado y disen˜o del sistema y no se limita
u´nicamente a la implementacio´n de los componentes. Debido a
e´sto, consideramos incluir la incertidumbre desde la elicitacio´n
de requerimientos y disen˜o en los sistemas auto-adaptables.
III. LENGUAJE DE MODELADO DE REQUERIMIENTOS
PARA SISTEMAS ADAPTABLES
Nuestra propuesta para la ingenierı´a de requisitos en siste-
mas adaptables pretende ofrecer un marco de trabajo para la
especificacio´n de sistemas auto-adaptables. Los componentes
de nuestra propuesta son: un meta-modelo comu´n que define
todos los conceptos y relaciones necesarios; la sintaxis y
sema´ntica de los conceptos y relaciones; un proceso de mo-
delado con cinco fases; las vistas del meta-modelo necesarias
para sistemas adaptables, que permiten instanciar los modelos;
una ontologı´a para la definicio´n del contexto; y el soporte
para el razonamiento y simulacio´n de los sistemas resultantes.
La definicio´n del proceso de modelado y las vistas del meta-
modelo se realizaron teniendo en cuenta nuestra experiencia
previa en ingenierı´a de requisitos y en sistemas adaptables.
Cada vista consta de conceptos, algunos de los cuales se
pueden relacionar con conceptos de la misma y de otras vistas.
Las vistas que proponemos se soportan sobre un meta-modelo
comu´n. Presentamos a continuacio´n la sintaxis y sema´ntica
definida, el proceso de modelado y las vistas del meta-modelo
propuestas.
III-A. Meta-modelo
Como base para formalizar y posteriormente implementar
nuestro lenguaje, proponemos un meta-modelo que define los
diferentes conceptos y relaciones del sistema. El meta-modelo
es u´nico incluyendo los diferentes tipos de conceptos como lo
propone Guerra et al. [13] y se muestra en la Figura 2. Entre
los conceptos ma´s importantes se encuentran: afirmaciones de
expertos, requerimientos no funcionales, dependencias no fun-
cionales, activos, operacionalizaciones, requisitos funcionales
y metas. Los activos incluyen los componentes de software.
El meta-modelo propuesto es el resultado de la agregacio´n
de cinco vistas. Por tanto, cada vista consta de un subconjunto
de conceptos y relaciones del meta-modelo, como se ejempli-
fica para dos casos con las delimitaciones en la Figura 2. Cada
vista del meta-modelo incluye adicionalmente las restricciones
necesarias en OCL para obtener modelos correctos.
III-B. Sintaxis y sema´ntica
A continuacio´n presentamos la sintaxis y sema´ntica de
nuestro lenguaje. La sintaxis para un lenguaje visual, de acuer-
do a Harel y Rumpe [14], se puede especificar en cuatro capas
(segmentos, elementos geome´tricos, diagramas y condiciones
de contexto) y cada capa se construye sobre los elementos
definidos en la capa anterior. A continuacio´n se detallan los
elementos desde la segunda capa en adelante (la primera capa
de Harel y Rumpe no se incluyo´ por ser muy ba´sica y trivial).
En la segunda capa se definen los conceptos por medio de
la combinacio´n de recta´ngulos, trapecios y o´valos. Ası´ mismo,
las relaciones incluyendo direccionalidad por medio de flechas
y arcos para representar restricciones de rango en las relacio-
nes. Para los conceptos y relaciones se utiliza el color negro
tanto para las lı´neas como para los textos. Adicionalmente,
para el fondo de los conceptos se utiliza el color blanco y
cuatro tonos diferentes de azul. Los colores permiten aumentar
Figura 2: Meta-modelo para el lenguaje propuesto, con las vistas de afectacio´n y niveles de satisfaccio´n (A) y requisitos y
variabilidad (B) sen˜aladas
la separacio´n sema´ntica entre los conceptos, acorde a las
recomendaciones de Moody [15] para los modelos. Estos
cinco colores son correctamente identificables en impresio´n
a blanco y negro. Los conceptos se caracterizan entonces por
la combinacio´n de sus formas y colores.
Para definir la funcionalidad y restricciones del sistema,
se definieron cuatro conceptos. Estos conceptos son: metas,
requisitos funcionales (RF), operacionalizaciones y requisitos
no funcionales (RNF), que se representan en la Figura 3.
Figura 3: A) meta, B) requisito funcional, C) operacionaliza-
cio´n, D) requisito no funcional.
a) Meta: Sintaxis: Nombre enmarcado en recta´ngulo
con reborde azul oscuro en todo su contorno (Figura 3A).
Sema´ntica: Define un propo´sito funcional general del sistema,
por ejemplo oferta y venta de productos en lı´nea. El sistema
debe velar por satisfacer en todo momento las metas definidas.
b) Requisito funcional: Sintaxis: Nombre enmarcado en
recta´ngulo con reborde azul oscuro en los bordes superior
e inferior (Figura 3B). Sema´ntica: Un requisito funcional
permite satisfacer parcial o totalmente una de las misiones del
sistema. Los requisitos funcionales tienen por tanto un nivel
de abstraccio´n menor que las metas, por ejemplo buscar y
comprar productos.
c) Operacionalizacio´n: Sintaxis: Nombre y alias que la
identifica enmarcados en recta´ngulo con reborde azul oscuro
en los bordes derecho e izquierdo (Figura 3C). Sema´ntica: Una
operacionalizacio´n especifica co´mo se puede satisfacer parcial
o totalmente un requisito funcional, por ejemplo nodo u´nico
de alta capacidad. Si las operacionalizaciones necesarias se
satisfacen, acorde a la relacio´n definida, el requisito funcional
asociado a ellas se satisface.
d) Requisito no funcional (RNF): Sintaxis: Nombre y
alias que lo identifica en recta´ngulo sin reborde azul (Figu-
ra 3). Sema´ntica: Un requisito no funcional corresponde a
restricciones necesarias sobre el sistema y no hace parte de
su funcionalidad definida, por ejemplo garantizar un costo
mı´nimo de operacio´n. En general, el nivel de satisfaccio´n
o´ptimo en un RNF no puede ser siempre alcanzado, debido a
esto se establece una escala o niveles de satisfaccio´n parciales.
Dependiendo del RNF, el nivel de satisfaccio´n puede aplicar
para el sistema en general o para un usuario particular. Los
RNF se relacionan indirectamente con los RF, por medio de
las restricciones que se asocian a las operacionalizaciones.
Dado que los mecanismos de adaptacio´n en los sistemas
auto-adaptables dependen del contexto, se definieron tres con-
ceptos para representar el contexto por medio de variables.
Estas variables deben ser monitoreadas en tiempo de ejecucio´n.
En la Figura 4 se muestran los grupos de variables, y las
variables de sistema y de usuario.
Figura 4: A) Grupo de contexto, B) variable de contexto global,
C) variable de contexto local.
e) Grupo de contexto: Sintaxis: Nombre, tipo y alcance
enmarcados en recta´ngulo ovalado, en ambos lados con fondo
azul oscuro (Figura 4A). Sema´ntica: Un grupo de contexto
agrupa las variables de contexto por alguna caracterı´stica
comu´n, por ejemplo GCS1 control global. Un grupo de
contexto puede incluir variables de control o configuracio´n,
dependiendo del tipo. Ası´ mismo, dependiendo del alcance
pueden ser locales o globales.
f) Variable global: Sintaxis: Nombre, alias que la iden-
tifica y el tipo de dato enmarcados en recta´ngulo ovalado, en
ambos lados con fondo blanco (Figura 4B). Sema´ntica: Una
variable global es una representacio´n abstraı´da de una variable,
componente del sistema o su ambiente y que afectan al sistema
en general, por ejemplo nivel de solicitudes por segundo. Para
facilitar su utilizacio´n, su valor se puede obtener simplificando
uno o ma´s valores percibidos del sistema, de acuerdo a la
necesidad de utilizacio´n.
g) Variable local: Sintaxis: Nombre, alias que la iden-
tifica y el tipo de dato enmarcados en recta´ngulo ovalado, en
ambos lados con fondo azul claro (Figura 4B). Sema´ntica:
representa una variable o la instancia de un componente del
sistema o su ambiente, cuyo alcance es local y por tanto la
afectacio´n es independiente para cada usuario del sistema, por
ejemplo si el usuario esta´ registrado o es un visitante (tipo
de usuario). Se utilizan principalmente para los RNF cuyo
satisfaccio´n varı´a de forma independiente para cada usuario.
Los u´ltimos tres conceptos de nuestra propuesta correspon-
den a las afirmaciones de expertos, dependencias no funcio-
nales y los componentes de software, mostrados en la Figura
5.
Figura 5: A) Afirmacio´n de expertos, B) dependencia no
funcional, C) componente.
h) Afirmacio´n de expertos: Sintaxis: Alias de operacio-
nalizaciones (en la parte superior) y/o una expresio´n condicio-
nal (en la parte inferior) enmarcados en trapecio de fondo azul
muy claro (Figura 5A). Ma´s de un alias de operacionalizacio´n,
se separan por punto y coma. La expresio´n condicional, entre
pare´ntesis, puede incluir combinacio´n de valores, variables y
operadores que da como resultado un valor lo´gico. Sema´ntica:
Define un supuesto sobre la combinacio´n de operacionaliza-
ciones y variables que pueden afectar el cumplimiento de
los requisitos no funcionales, por ejemplo nodo u´nico costo
efectivo afecta el costo mı´nimo de operacio´n. El tipo de
afectacio´n y el RNF afectado se representan posteriormente
por medio de una relacio´n.
i) Dependencia no funcional (DNF): Sintaxis: Expre-
sio´n condicional enmarcado en o´valo de fondo azul muy claro
(Figura 5B). La expresio´n condiciona, se define igual que en
la afirmacio´n de expertos. Sema´ntica: Expresa una condicio´n
lo´gica que depende de las variables de contexto, cuando
la condicio´n se cumple se espera un nivel de satisfaccio´n
de un RNF, por ejemplo para un nivel del solicitudes por
segundo inferior a la carga ma´xima de un nodo costo efectivo
(NSS<CCE), se espera un nivel alto en la garantı´a de costo
mı´nimo de operacio´n. El nivel esperado y el RNF afectado se
representan posteriormente por medio de una relacio´n.
j) Componente: Sintaxis: nombre enmarcado en
recta´ngulo con dos recta´ngulos pequen˜os adicionales sobre
el borde izquierdo (Figura 5C). Sema´ntica: Representa un
componente de software del sistema, por ejemplo buscar
productos. Los componentes clave representados son los que
permiten implementar las operacionalizaciones.
El nivel de afectacio´n, en las afirmaciones de experto y
el nivel esperado, se representan con signos negativos, de
igualdad o positivos (– –, –, =, +, + +).
Las relaciones se representan por medio de cinco tipos de
lı´neas, mostradas en la Figura 6. Las relaciones en la Figura
6A y la Figura 6D, pueden incluir el nivel de satisfaccio´n y
esperanza respectivamente en ciertas relaciones, utilizando los
modificadores definidos. La relacio´n de la Figura 6C, incluye
un arco con tres opciones para representar todos (“Y”), al
menos uno (“O”) o solo uno (“O-Ex”). La sema´ntica de las
relaciones varı´a dependiendo de los conceptos relacionados y
se explica en la siguiente capa para cada una de ellas.
Figura 6: A) Relacio´n entre afirmaciones de experto y un RNF,
entre dos RNF y entre dos elementos de contexto, B) relacio´n
de uso entre dos componentes, C) Arcos entre una meta y
varios RF, D) relacio´n de una DNF con un RNF, E) relacio´n
de un componente con una operacionalizacio´n
En la tercera capa, se asocian los conceptos y las
relaciones previamente definidos.
k) Relacio´n medios para satisfacer un fin: Sintaxis:
La relacio´n se compone de un arco entre los orı´genes de
las relaciones (RF) y el destino (la meta), representado en
la Figura 7A. En la parte inferior del arco se especifica la
cardinalidad requerida para los RF. Esta relacio´n aplica para
dos casos adicionales: para la relacio´n entre RF, mostrado en la
Figura 7B; y para la relacio´n entre RF y operacionalizaciones,
mostrado en la Figura 7C. Sema´ntica: Esta relacio´n indica los
conceptos orı´genes que son requeridos para la satisfaccio´n del
concepto destino. Puede requerirse solo un concepto, por lo
menos un concepto o todos, esto se define en el texto bajo el
arco de la relacio´n. En el caso de la Figura 7A, si se cumple
que los requisitos funcionales necesarios se satisfacen, todos
(“Y”), al menos uno (“O”) o uno y solo uno (“O-Ex”), la meta
asociada a ellos tambie´n se satisface.
l) Relacio´n de contexto: Sintaxis: Las relaciones entre
variables de contexto y su grupo de contexto se representan
con una flecha de lı´nea so´lida de la variable hacia el grupo
de contexto al que pertenece, mostrada en la Figura 8A.
Sema´ntica: Esta relacio´n representa el tipo de contexto al cual
pertenece la variable.
Figura 7: A) Relacio´n entre meta y requisitos funcionales, B)
relacio´n entre requisitos funcionales, C) relacio´n entre requisito
funcional y operacionalizaciones.
m)Relacio´n entre RNF: Sintaxis: La relacio´n entre RNF
se representa con una flecha de lı´nea so´lida con direccio´n del
RNF ma´s especı´fico al RNF ma´s general, mostrada en la Figura
8B. Sema´ntica: Esta relacio´n representa la especializacio´n de
los RNF.
Figura 8: A)Relacio´n entre elementos de contexto, B) relacio´n
entre requisitos no funcionales
n) Relacio´n de afirmacio´n de expertos: Sintaxis: La
relacio´n entre las afirmaciones de experto y los RNF se repre-
sentan con una flecha de lı´nea so´lida de la afirmacio´n hacia el
RNF que afecta, mostrada en la Figura 9. En la relacio´n se debe
especificar el tipo de incidencia de las operacionalizaciones
al relacionarlas (– –, –, =, +, + +). Sema´ntica: Esta relacio´n
representa la afectacio´n sobre un RNF por parte de una
afirmacio´n de expertos que puede incluir operacionalizaciones
y una expresio´n condicional, como se describio´ en la sintaxis
de la misma. La incidencia va desde muy negativa (– –), hasta
muy positiva (+ +).
Figura 9: Relacio´n de afirmacio´n de expertos
n˜) Relacio´n de dependencia no funcional: Sintaxis: La
relacio´n entre DNF y RNF se representan con una flecha
punteada de la DNF hacia el RNF que afecta, mostrada en
la Figura 10. En la relacio´n se debe especificar el valor de
satisfaccio´n esperado del RNF relacionado. Sema´ntica: Esta
relacio´n representa la esperanza sobre el cumplimiento de un
RNF dada una dependencia no funcional que incluye una
expresio´n condicional, como se describio´ en la sintaxis de
la misma. Por ejemplo NSS<CCE (nivel del solicitudes por
segundo inferior a la carga ma´xima de un nodo costo efectivo).
Figura 10: Relacio´n de dependencia no funcional
o) Relacio´n entre una operacionalizacio´n y un compo-
nente: Sintaxis: Se representa desde un componente hacia una
operacionalizacio´n, por medio de una lı´nea discontinua que
no incluye texto, mostrada en la Figura 11. Sema´ntica: Esta
relacio´n vincula una operacionalizacio´n con el componente
adecuado para satisfacerla.
Figura 11: Relacio´n entre operacionalizaciones y componentes
p) Relacio´n entre componentes: Sintaxis: Se representa
de un componente hacia otro, por medio de una lı´nea dis-
continua que termina en punta y la recibe una lı´nea continua
que inicia en un cı´rculo, mostrada en la Figura 12. Sema´ntica:
Representa el uso de un componente por parte de otro. Los
componentes de software, se relacionan entre si para cumplir
el objetivo del sistema mediante invocaciones de sus servicios.
Figura 12: Relacio´n entre componentes
En la cuarta capa, se definieron las siguientes condiciones
de contexto para obtener diagramas correctos en el lenguaje
propuesto:
En las relaciones como medios para satisfacer un fin
(Figura 7), el arco se debe crear entre al menos dos
elementos relacionados.
Los alias utilizados para las variables, operacionaliza-
ciones y requisitos no funcionales deben ser u´nicos.
Cada operacionalizacio´n o requisito funcional puede
estar en una sola relacio´n en calidad de concepto
relacionado.
Cada variable global o local debe estar asociada a un
y solo un grupo de variables.
Las afirmaciones de experto deben tener por lo menos
una operacionalizacio´n o una condicio´n de cumpli-
miento.
Al evaluar las condiciones, se debe obtener un valor
verdadero o falso.
Todas las variables utilizadas en las expresiones debe
estar definidas como variables globales o locales
Todas las operacionalizaciones utilizadas en las afir-
maciones de experto deben estar previamente defini-
das.
Dos relaciones de afirmaciones de expertos, sobre las
misma afirmacio´n de expertos, no pueden satisfacerse
al tiempo si tienen implicaciones diferentes sobre un
mismo RNF.
Dos dependencias no funcionales, no pueden satisfa-
cerse al tiempo si tienen esperanza diferente sobre el
mismo RNF.
III-C. Proceso de modelado
El proceso de modelado consta de cinco fases que se
explican a continuacio´n:
Fase 1: Definicio´n de las metas y los requisitos funcio-
nales (RF) y no funcionales (RNF). Inicialmente se definen la
meta o metas de alto nivel que debe cumplir el sistema. Para
cada una de ellas se deben definir los RF que la satisfacen
individualmente o en conjunto (especificando solo uno (“O-
Ex”), al menos uno (“O”) o todos (“Y”) en la relacio´n). Los
RF se pueden dividir en otros ma´s especı´ficos o alternativos
entre ellos utilizando la misma notacio´n mostrada en la Figura
7B. Una meta o RF puede tener un solo arco asociado a ella.
Se deben definir tambie´n los requisitos no funcionales (RNF),
en la Figura 3D se muestra su representacio´n. Si un RNF es
muy general es posible especializarlo en otros RNF, utilizando
la notacio´n de la Figura 8B. Se deben incluir los RNF que
puedan verse afectados por cualquiera de los RF.
Fase 2: Definicio´n de la variabilidad. Para cada RF,
se definen las operacionalizaciones, de manera ana´loga a la
definicio´n de los RF para cada meta. Las operacionalizaciones
posteriormente se enlazara´n con componentes de software que
implementen la funcionalidad esperada. La representacio´n se
muestra en la Figura 7C. Todas las operacionalizaciones que
permiten satisfacer los RF se deben considerar. Sin embargo,
se debe prestar especial atencio´n a las operacionalizaciones
que afectan positiva o negativamente los RNF. Si durante la
definicio´n de la variabilidad surgen nuevos RNF, estos se deben
adicionar.
Fase 3: Variables de contexto. Se definen las variables
globales y locales para el sistema tiendo en cuenta los concep-
tos definidos en las dos fases anteriores. Se incluyen las varia-
bles cuya alteracio´n pueda afectar el nivel de cumplimiento de
al menos un RNF. Esta afectacio´n puede aplicar siempre o solo
en el caso de seleccionar una o varias operacionalizaciones.
Ası´ mismo, se incluyen las variables cuya alteracio´n afecte el
nivel esperado de cumplimiento de al menos un RNF. Las va-
riables pueden ser locales o globales, dependiendo del alcance
requerido. Ası´ mismo, pueden ser de configuracio´n o control.
El valor de las variables de configuracio´n es definido por el
administrador; variables de control deben ser monitoreadas por
el sistema.
Fase 4: Afirmaciones de expertos y dependencias no
funcionales. A continuacio´n, sobre la variabilidad y el con-
texto establecidos, se definen las afirmaciones de expertos
y se relacionan con cada uno de los RNF que evidencian
afectacio´n de las operacionalizaciones y variables. La seleccio´n
de una o varias operacionalizaciones puede afectar positiva o
negativamente un RNF, en algunos casos supeditado al cumpli-
miento de una expresio´n condicional. Ası´ mismo, se definen las
dependencias no funcionales con una expresio´n condicional y
la relacio´n de expresa la esperanza en la satisfaccio´n del RNF,
como se muestra en la Figura 10. La esperanza, por medio de
la relacio´n, se debe definir para todos los RNF que aplique.
Fase 5: Componentes y ensamblaje. En caso contar con
un modelo previo de componentes, las relaciones entre estos
componentes se debe revisar. Se deben hacer los cambios
necesarios, identificando las relaciones que se deben quitar y
agregar, y los componentes adicionales necesarios. En caso
que el modelo no estuviera definido, se debe definir comple-
tamente. Finalmente, se asocian los componentes requeridos
para cada una de las operacionalizaciones definidas en la fase
2.
III-D. Vistas del meta-modelo propuesto
Relacionado con el proceso previamente definido, nuestra
propuesta define cinco vistas sobre el meta-modelo. Cada vista
del meta-modelo determina un subconjunto de conceptos y re-
laciones tomados del meta-modelo comu´n. En el meta-modelo
presentado en la Figura 2, se delimitaron dos de las vistas. Las
vistas del meta-modelo propuesto son las siguientes:
1) Requisitos y de variabilidad: En esta vista del sistema
se representan las metas que se especializan en requisitos
funcionales (RF) y estos RF a su vez se pueden descomponer
en otros RF ma´s especı´ficos, definidos en la primera fase
del proceso. Adicionalmente, incluye las operacionalizaciones
definidas en la fase 2 del proceso, asociadas a los RF.
2) Requisitos no funcionales: Esta vista sirve para definir
y relacionar los requisitos no funcionales del sistema (RNF),
tanto generales como especı´ficos. Estos requisitos se caracte-
rizan porque su satisfaccio´n se ve afectada por condiciones
variantes del sistema o su entorno. Este modelo tambie´n se
define en la fase 1 del proceso.
3) Contexto: Esta vista permite especificar la informacio´n
de contexto del sistema por medio de variables. El modelo se
representa formalmente a partir de un ontologı´a que permite
definir el alcance de las variables, los tipos, los valores o
rangos permitidos para cada una de ellas. Este modelo toma
las variables definidas en el fase 3 del proceso. Se pueden
implementar ciclos re-alimentados, como lo propone Brun
et al. [16], para el monitoreo y adaptacio´n del sistema en
respuesta a los cambios en las variables de control tanto nivel
local como global.
4) Afectacio´n y niveles de satisfaccio´n: Un RNF se ve afec-
tado por la operacionalizaciones escogidas para uno o varios
RF y/o por una expresio´n condicional que incluye variables
de contexto. Esta vista permite relacionar las afirmaciones de
expertos y las dependencias no funcionales definidas en la fase
4 del proceso. Los conceptos y relaciones de esta vista se
encuentran delimitados en la Figura 2, con la letra A.
Adicionalmente, se definieron tres restricciones invariables
en OCL para que los modelos obtenidos sean correctos:
context AfirmacionExperto: inv self.tipo = afecta
context DependenciaNoFuncional:
inv self.tipo = promueve
context AfirmacionExperto: inv self->
operacionalizaciones->size() >0 or self.expresion <>null
Las restricciones invariables que tienen que ver con el tipo
de incidencia se definen dado que una afirmacio´n de experto
conlleva una afectacio´n (positiva o negativa) sobre un requeri-
miento no funcional. Una dependencia no funcional tiene una
condicio´n para la cual se espera un nivel de cumplimiento
del requerimiento no funcional asociado, por lo tanto siempre
promueve un RNF.
La u´ltima restriccio´n garantiza que una afirmacio´n de ex-
perto no se defina vacı´a. Debe tener una expresio´n condicional
o por los menos una operacionalizacio´n para poder ser va´lida.
De esta misma forma se define la restriccio´n invariante para
garantizar que la relacio´n dependencia de una meta solamente
sea hacia requisitos funcionales; ası´ como para las dema´s
condiciones de contexto enunciadas.
5) Modelo de componentes de software y ensamblaje:
Este modelo permite definir los componentes de software que
representan las funcionalidades del sistema y sus relaciones.
Este modelo se une solamente con el modelo de variabilidad
por medio de relaciones que van desde los componentes hacia
las operacionalizaciones definidas en la fase 5 del proceso.
Para efectos de la simulacio´n de nuestra propuesta, estos com-
ponentes se implementan como fachadas. El modelo de com-
ponentes se relaciona con las operacionalizaciones definidas
previamente por medio de lı´neas punteadas. Estas representan
la unio´n de los requisitos funcionales con la implementacio´n,
por medio de las operacionalizaciones definidas.
Con estos modelos buscamos alcanzar no solo una amplia
dimensio´n del problema, sino tambie´n una adecuada com-
prensio´n de las diferentes dimensiones en la especificacio´n
de requisitos. Definimos tambie´n la relacio´n entre el modelo
de variabilidad y el modelo de requisitos no funcionales, por
medio de restricciones, que soportan tanto las afirmaciones
de los expertos como las dependencias no funcionales. Estas
restricciones se implementan por medio una red de restriccio-
nes, pero su definicio´n no se incluyo´ dentro del alcance de
este artı´culo. Se incluye una clara separacio´n de las metas,
los requisitos funcionales y las operacionalizaciones. Adicio-
nalmente, se incluye modelo de componentes de software que
hace parte del dominio de la solucio´n y se va modificando y
completando gradualmente conforme avanza la comprensio´n
del sistema.
IV. APLICACIO´N DEL PROCESO AL CASO DE ESTUDIO
En nuestro caso de estudio, se espera mantener en tiempo
de ejecucio´n tres requerimientos no funcionales. Teniendo en
cuenta estos requerimientos, aplicamos el proceso anterior-
mente definido a la tienda en lı´nea para los componentes
relacionados con la oferta y venta de productos. Con ello
se identificara´n las operacionalizaciones y condiciones que
pueden ayudar o afectar el cumplimiento de los requerimientos
no funcionales definidos.
Fase 1: Definicio´n de las metas y los requisitos fun-
cionales y no funcionales. Acorde al proceso, para el caso
de estudio se definio´ la meta “oferta y venta de productos en
lı´nea”, que se observa en la Figura 13. Ası´ mismo, se definie-
ron tres requisitos no funcionales (RNF): alta disponibilidad
(en respuesta a tener un nivel adecuado de disponibilidad);
alto desempen˜o (para ra´pidos tiempos de respuesta); y costo
mı´nimo (para ser operativamente econo´mico).
Figura 13: A) Meta y B) RNFs
Acorde a la meta se definieron tres requisitos funcionales
(RFs), representados en el centro de la Figura 14. En este caso
todos los requisitos son necesarios (“Y”).
Figura 14: Meta (superior), RFs (centro) y operacionalizacio-
nes (inferior)
Fase 2: Definicio´n de la variabilidad. Para el RF Buscar y
comprar productos se definieron tres operacionalizaciones que
se observan en parte inferior de la Figura 14. Cualquiera de las
operacionalizaciones independientemente permite satisfacer el
RF, por lo cual el arco es “O excluyente” (“O-Ex”). Las tres
operacionalizaciones son funcionalmente equivalentes, pero
difieren en los RNF que ayudan a satisfacer. Las opciones
disponibles corresponden a: un nodo que es econo´mico pero
no ofrece caracterı´sticas de alta disponibilidad y rendimiento
(nodo u´nico costo-efectivo); un u´nico nodo con caracterı´sticas
de alta disponibilidad y rendimiento; y mu´ltiples nodos de alta
disponibilidad y rendimiento.
Fase 3: Definicio´n del modelo de contexto. Se definieron
ocho variables de contexto, siete a nivel del sistema (global)
y una a nivel de usuario (local) que se observan en la Figura
15. Para las variables NSS (Nivel de solicitudes por segundo),
NN (Nu´mero de nodos), CCE (Carga Ma´xima nodo CE),
CMN (Cantidad ma´xima) y CAD (Carga ma´xima nodo AD),
se definio´ un valor entero. Para las variables NCP (Nivel
carga promedio), T (Temporada) y TU (Tipo de Usuario) se
definieron los valores en palabras relevantes de cada una que
se observan en la Figura 15.
Figura 15: Variables de contexto
Fase 4: Afirmaciones de expertos y dependencias no
funcionales. Se definieron las afirmaciones de expertos, una
para cada RNF. En el caso del RNF Costo mı´nimo, se defi-
nieron cuatro afirmaciones de expertos, tres dependientes de
operacionalizaciones y una dependiente de una expresio´n. Las
afirmaciones de expertos para dicho RNF se muestran en la
parte inferior derecha de la Figura 16.
Ası´ mismo, para los tres RNF se definieron las dependen-
cias no funcionales. En el caso del Costo mı´nimo, se espera
cumplirlo sobre todo si el nivel del solicitudes es inferior
a la carga ma´xima de un nodo costo efectivo (NSS<CCE);
adicionalmente se espera un nivel moderado de costo cuando
las solicitudes esta´n entre carga ma´xima de un nodo costo
efectivo y carga ma´xima de un nodo de alta disponibilidad
(NSS>CCE && NSS<CAD). Por otro lado, el costo se
impacta negativamente si el nu´mero de solicitudes por segundo
es inferior al nu´mero de nodos menos uno por la carga ma´xima
de un nodo de alta disponibilidad (NSS<(NdN-1)*CAD). De
manera similar se definio´ para los otros dos RNF, como se
muestra en la Figura 16.
Figura 16: Afectacio´n y niveles de satisfaccio´n
Fase 5: Modelos de componentes y ensamblaje. Dado
que ya se habı´a incluido el componente de balanceo de
carga, no se hicieron modificaciones al modelo de contexto
previo. Para cada una de las operacionalizaciones, definimos el
componente asociado a las misma. En la Figura 18, se muestra
la operaciones multinodos de alta capacidad con el componente
asociado. Para las dos operacionalizaciones restantes se realiza
de manera similar.
Verificacio´n de conformidad de los modelos: La con-
formidad de los modelos con las vistas del meta-modelo
se verifico´ para los modelos de nuestro caso de estudio. A
continuacio´n se detalla la verificacio´n de conformidad del
modelo de afectacio´n y niveles de satisfaccio´n de la Figura 16
con la vista de afectacio´n y niveles de satisfaccio´n delimitada
y marcada con la letra A en la Figura 2.
Las 16 afirmaciones de expertos son conformes con el
concepto AfirmacionExperto. 12 de estas afirmaciones de ex-
perto tienen un alias de las tres operacionalizaciones definidas.
Estas tres operacionealizaciones a su vez son conformes con
el concepto Operacionalizacion. Adicionalmente, 9 de las
afirmaciones de experto tienen expresiones condicionales. Las
9 expresiones condicionales son conformes con el concep-
to ExpresionCondicional y se constituye de una condicio´n
y dos expresiones. Las condiciones de las expresiones son
conformes con el concepto Condicion y todas tienen uno
tipo de condicio´n va´lido. Finalmente, las dos expresiones de
cada expresio´n condicional son confirmes con el concepto
Expresion y esta´n compuestas por uno o ma´s alias de valores
de contexto. Los valores de contexto son conformes con el
concepto ValorContexto. La representacio´n visual definida para
las afirmaciones de experto solo muestra los alias, sin embargo
en la Figura 17 se ejemplifica para una afirmacio´n de experto
la correspondencia de los alias a las operacionalizaciones y
valores de contexto, esta ejemplificacio´n no hace parte de
nuestra sintaxis.
Las cuatro dependencias no funcionales son conformes con
el concepto DependenciaNoFuncional. De manera ana´loga a
las afirmaciones de experto, las dependencias no funcionales
se componen de una expresio´n condicional con una condicio´n
y dos expresiones, conformes con los conceptos y relaciones
del meta-modelo.
Por u´ltimo los tres requerimientos no funcionales son
conformes con el concepto RequerimientoNoFuncional.
Es fa´cil constatar que todas las representaciones de rela-
ciones son conformes con las relaciones del meta-modelo.
Finalmente, tambie´n se cumple con las restricciones inva-
riantes especificadas para las afirmaciones de experto y las de-
pendencias no funcionales. Todas las afirmaciones de experto
tienen lı´neas so´lidas en las relaciones, las cuales representan la
afectacio´n sobre el RNF; todas las dependencias no funcionales
tienen lı´neas punteadas en las relaciones, las cuales representan
que promueven el RNF; y todas las afirmaciones de experto
tienen por lo menos una operacionalizacio´n o una expresio´n
condicional.
Figura 17: Ejemplificacio´n de los alias en las afirmaciones de
experto
Figura 18: Componentes y ensamblaje
V. TRABAJO RELACIONADO
Para realizar la elicitacio´n de requisitos para sistemas
adaptables se han tenido diversas propuestas. Sin embargo,
no hemos encontrado una que: (i) incluya todos los conceptos
de las diferentes vistas del sistema, incluyendo sus relaciones;
(ii) relacione los componentes de las vistas claramente; (iii)
maneje la incertidumbre asociada a estos sistemas; y (iv) pueda
ser aplicada directamente a ambientes industriales. Presen-
tamos los cambios realizados al modelo de requisitos y de
variabilidad, inspirado en la propuesta de Sawyer et al. [12] y
otras propuestas existentes para sistemas adaptables.
V-A. Contraste con la propuesta de Sawyer et al.
Para nuestro trabajo, partimos del lenguaje de represen-
tacio´n de requisitos propuesto por Sawyer et al. [12]. Este
lenguaje propone una solucio´n que integra el contexto, la
variabilidad y los requisitos no funcionales en un solo modelo
manteniendo la claridad en las relaciones. Sobre este lenguaje,
proponemos varias modificaciones para extenderlo, enrique-
cerlo y aclararlo, dado que el mismo fue propuesto para un
controlar inundaciones en la rivera de un rio por medio de
sensores. Nuestra propuesta incluye las vistas de componentes
y ensamblaje que no se encontraban en el lenguaje de refe-
rencia. Ası´ mismo se extiende el manejo de la informacio´n
de contexto y se enriquece la expresividad de los requisitos
y la variabilidad. Tambie´n se incluyen expresiones en las
afirmaciones de expertos y dependencias no funcionales con
modificaciones. Con ello se busca lograr un marco de trabajo
ma´s general y completo para los sistemas auto-adaptables. Las
diferencias de nuestra propuesta con relacio´n al modelo de
Saywer et al. [12] se detallan a continuacio´n:
a) Cardinalidades grupales: Se incluyeron alias para
identificar los conceptos: RNF, variables y operacionalizacio-
nes. Estos alias permiten reducir la cantidad de relaciones y
utilizar ma´s fa´cilmente los conceptos en las restricciones.
b) Cardinalidades grupales: Sawyer et al. [12] propo-
nen utilizar “O-Ex” (XOR) entre las metas y su operaciona-
lizacio´n y “Y” (AND) entre las metas y submetas; nosotros
consideramos usar ambos tipos de arcos en los tres tipos
de relaciones definidos. Con el cambio se reutilizan mejor
las operacionalizaciones, al poder asociar ma´s de una para
satisfacer un requisitos funcional. En la Figura 14 se observa
el arco “Y” para la meta Oferta y venta de productos en lı´nea
y “O-Ex’ para Buscar y comprar productos.
c) Colores de fondo y figuras: La propuesta de Sawyer
et al. [12] utiliza dos colores de fondo en los componentes del
modelo, en contraste, nuestra propuesta utiliza cuatro colores
de fondo, explicados en la Subseccio´n III-B. Adicionalmente,
varios conceptos se modificaron para aprovechar mejor el
espacio.
d) Restricciones: Respecto a las restricciones se inclu-
yeron varios cambios. Primero, nuestra propuesta utiliza el
mismo color tanto para las dependencias no funcionales como
para las afirmaciones de expertos. Esto se debe a que ambas
son implementadas como restricciones, sobre diferentes tipos
de conceptos. Segundo, en las relaciones de dependencias no
funcionales y afirmaciones de expertos, se elimino´ la relacio´n
con las variables de contexto y con las operacionalizaciones,
respectivamente. Con ello el diagrama es ma´s legible y el
lenguaje ma´s escalable. Tercero se incluyeron las expresio-
nes tanto para las afirmaciones de expertos como para las
dependencias no funcionales, aumentando la expresividad del
lenguaje al aumentar el nivel de libertad para expresar las
restricciones. Y cuarto, se incluyo´ la posibilidad de tener varias
operacionalizaciones en una misma afirmacio´n de expertos.
e) Relaciones en requisitos no funcionales: Las re-
laciones entre requisitos no funcionales y dependencias no
funcionales propuestas por Sawyer et al. [12] utilizan lı´neas de
guiones, en su lugar, nuestra propuesta utiliza lı´neas punteadas
que mejoran la visibilidad de la relacio´n, sobre todo en el caso
de incidencia negativa. Con esta modificacio´n, se evita que se
pueda confundir la incidencia con las lı´neas. En la Figura 16
corresponden a las relaciones en la parte inferior.
Las mejoras anteriormente propuestas han tenido en cuenta
la retroalimentacio´n sobre el lenguaje de Sawyer et al. [12],
por parte de estudiantes maestrı´a para el modelado de sistemas
en ejercicios y proyectos de clase.
V-B. Propuestas existentes
A continuacio´n resaltamos aspectos importantes de otras
propuestas encontradas relacionadas con la nuestra.
NFR Framework: Chung et al [17] proponen el marco de
trabajo para RNF que maneja la incertidumbre en sistemas
adaptables representando por medio de gra´ficos independientes
de RNF. El marco de trabajo consta de un proceso de disen˜o
que parte de los RNF, que son descompuestos e identifica las
operacionalizaciones como alternativas. Posteriormente selec-
ciona entre las operacionalizaciones, las justifica y finalmente
evalu´a el impacto de estas decisiones.
KAOS: KAOS (Knowledge Acquisition and autOmated
Specification) fue propuesto por Dardenne et al. [10] y consta
de: un modelo conceptual para la adquisicio´n y estructuracio´n
de modelos de requisitos, tanto funcionales como no funciona-
les; las estrategias de adquisicio´n de modelos de requisitos; y
un asistente automatizado que provee guı´a sobre los procesos
para las estrategias de adquisicio´n. KAOS se considera una
metodologı´a, dado que provee tanto el lenguaje de modelado
como el me´todo para su utilizacio´n. KAOS se centra en
los requisitos tardı´os y solo parcialmente en la elicitacio´n
temprana y el disen˜o arquitectural. Los requisitos tardı´os se
enfocan en modelar el sistema junto con su ambiente [18].
i*: Yu et al. proponen i* como un marco de trabajo para la
elicitacio´n de requisitos en las fases iniciales [11]. Este marco
incluye los conceptos de metas, tareas, recursos y requisitos
no funcionales, algunos tomados del marco de trabajo RNF.
i* solamente se enfoca en la elicitacio´n temprana y parte de
la tardı´a. En i*, las metas pueden ser refinadas en metas ma´s
especı´ficas, hasta llegar al nivel de tareas, sin embargo no es
posible expresar si las metas o tareas son opcionales.
RELAX: es un lenguaje para manejar la incertidumbre
en requisitos para sistemas auto-adaptables presentado por
Whittle et al. [19]. La incertidumbre se representa por medio
de requisitos cuyo cumplimiento depende de condiciones del
ambiente o necesidades de cambio en los mismos requisitos.
RELAX define un vocabulario con una sintaxis clara para
enunciar dichos requisitos. El lenguaje propuesto es forma-
lizado sema´nticamente por medio de una rama de la lo´gica
temporal difusa.
Reflexio´n en los requisitos: Bencomo et al. proponen refle-
xio´n en los requisitos [5], apoya´ndose en RELAX y en una
extensio´n del modelo de metas de KAOS. Esta propuesta busca
que los requisitos se representen adecuadamente en tiempo de
ejecucio´n.
Tropos: es una metodologı´a de desarrollo de software de
requisitos que cubre desde la elicitacio´n temprana hasta la
implementacio´n, pasando por la elicitacio´n tardı´a, el disen˜o
arquitectural y el disen˜o detallado [21], [22]. En la etapa de
elicitacio´n, se diferencian la elicitacio´n temprana y tardı´a, con
el mismo acercamiento conceptual y metodolo´gico. En la elici-
tacio´n temprana, Tropos permite definir las metas del sistema
con los actores asociados. Posteriormente, en la elicitacio´n
tardı´a, el modelo conceptual puede ser extendido. Las metas
diferencian entre las metas funcionales y los RNF.
Techne: es un lenguaje abstracto para el modelado de
requisitos propuesto por Jureta et al. [23]. Techne se propone
como un nu´cleo para la creacio´n de nuevos lenguajes de
requisitos en la fase de elicitacio´n temprana y no define una
sintaxis visual de modelado. En Techne, los requisitos no
funcionales no son refinados y resueltos como tales, en su
lugar, estos se representan por medio de una red de RF que
constituyen una aproximacio´n al requisito no funcional inicial.
Adaptive RML: propuesto por Qureshi et al. [3] modela
y soporta la derivacio´n en te´rminos de requisitos adaptativos.
Provee la sintaxis para diagramar la elicitacio´n y represen-
tacio´n de requisitos para sistemas auto-adaptables. Conserva
la alineacio´n con los lenguajes de modelado por metas y
esta´ mapeado a Techne. Adaptive RML permite especificar
las metas y tareas obligatorias y opcionales por medio de
relegacio´n de relaciones, permitiendo establecer una alternativa
cuando la primera opcio´n no se puede satisfacer. La relegacio´n
se establece entre dos o ma´s requisitos de tal forma que un
requisito obligatorio pueda ser sustituido por uno opcional.
Souza et al. [24] proponen Awareness requirements (Aw-
Reqs) siendo una nueva clase de requisitos que pueden mo-
nitorear el e´xito o fracaso de otros requisitos. Los requisitos
monitoreados pueden ser caracterı´sticas no funcionales, ası´ co-
mo metas, tareas o supuestos del dominio. Esta nueva clase de
requisitos impone restricciones en el comportamiento de los
requisitos monitoreados.
CARE: El marco de trabajo en ingenierı´a de requisitos
adaptativos continuos, (CARE, por sus siglas en ingle´s) pro-
puesto por Qureshi et al. [4], permite que el sistema realice
refinamiento de los requisitos. CARE separa la fase de elici-
tacio´n de la fase de disen˜o, ambas fases utilizan Techne para
expresar las soluciones. CARE tambie´n define una ontologı´a
compartida que provee los conceptos para soportar el marco
de trabajo.
Brun et al. [16] proponen la utilizacio´n de ciclos de
re-alimentacio´n (Feedback Loops) para los sistemas auto-
adaptables. Vromant et al. [25] proponen una aplicacio´n es-
pecı´fica para un sistema adaptable de monitoreo de tra´fico.
La inclusio´n de ciclos MAPE en el modelo de contexto, hace
parte de una extensio´n a nuestra propuesta actual.
Entre las propuestas que aprovechan el modelo por metas,
tambie´n se encuentra la de Sawyer et al. [12]. Esta propuesta
enfoca su aplicacio´n en la simulacio´n de un sistema fı´sico de
monitoreo por medio de sensores inala´mbricos, denominado
GridStix que ha sido usado para garantizar la seguridad en
las riveras de los rı´o Ribble y Dee en Inglaterra. La solucio´n
propuesta por Sawyer et al. [12] es apropiada en el contexto
de este tipo de sistemas, sin embargo debe ser analizada,
extendida y generalizada para aplicarla de manera general a
sistemas dina´micos. Esta propuesta, con su caso de estudio,
se encuentra formalizada e implementada por medio de una
simulacio´n, siendo tanto la formalizacio´n como la simulacio´n
soportadas por la programacio´n por restricciones. Con la
programacio´n por restricciones es posible definir las funciones
de optimizacio´n y hallar el conjunto de soluciones para el
sistema dadas unas variables de contexto de entrada.
Song et al. proponen incluir las preferencias de usuario
en la planificacio´n de la adaptacio´n en sistemas adaptables
[6]. Las configuraciones y preferencias del usuario y las
restricciones se resuelven como un problema de satisfaccio´n
de restricciones, en tiempo de ejecucio´n. Esto permite hacer la
verificacio´n de las preferencias de los usuarios y la adaptacio´n
para satisfacer la mayor cantidad de metas.
Rainbow: Garlan et al [26] proponen la auto-adaptacio´n
basada en la arquitectura con una infraestructura reutilizable.
Para ello proveen un ciclo realimentado que se comunica
con el sistema objetivo, lo monitorea y ejecuta adaptaciones
en tiempo de ejecucio´n. Para permitir el reuso, se divide en
cuatro capas: sistema, arquitectura, traduccio´n y conocimiento
de adaptacio´n. Esta u´ltima es especı´fica del sistema objetivo.
Por u´ltimo, Alfe´rez et al. proponen el uso de modelos de
variabilidad para soportar la adaptacio´n dina´mica de la com-
posicio´n de servicios [7]. En su propuesta, para la conexio´n
entre el modelo de variabilidad y las configuraciones utilizan
programacio´n por restricciones. Adicionalmente, consideran
un modelo de contexto que permite formalizar y razonar
sobre el conocimiento del contexto. Esta propuesta se enfoca
especı´ficamente en la composicio´n de servicios y no tiene en
cuenta los aspectos especiales de los requisitos no funcionales,
ya que todos son abordados como caracterı´sticas.
VI. DISCUSIO´N Y TRABAJO FUTURO
Uno de los aportes ma´s importantes de nuestra propuesta
son los conceptos y sus relaciones, soportadas por vistas de
un meta-modelo comu´n. Una de las vistas que incorporamos
es la de componentes de software y ensamblaje, que permite
desde la elicitacio´n de requisitos establecer el puente de los
componentes con la implementacio´n. En este sentido, nuestra
propuesta no solo es u´til para los requisitos tempranos sino
tambie´n para los tardı´os, a diferencia del caso de Techne
[23]. Tambie´n se diferencia de Techne respecto al modelo
de requisitos no funcionales que no son aproximados a RF.
Adicionalmente, Techne al ser un lenguaje abstracto para
creacio´n de lenguajes, no define ninguna representacio´n visual
a diferencia nuestro. De manera similar, RELAX [20] provee
una sintaxis y sema´ntica para la definicio´n de lo requisitos bajo
incertidumbre, sin entrar a especificar las vistas del sistema.
Un ejemplo traducido serı´a, “El proceso de sincronizacio´n
DEBE ejecutarse tantas veces como sea posible”. Por otra
parte, Rainbow [26] se concentra solamente en la arquitectura
y no propone un modelamiento de los RF y RNF del sistema.
Nuestro modelo de contexto se define por medio de una
ontologı´a y solo las variables resultantes se incluyen en el
modelo conjunto. Los valores de las variables se representan
en las relaciones hacia las dependencias no funcionales, fa-
cilitando el entendimiento del modelo resultante. En el caso
de Adaptive RML [3], la definicio´n del contexto y su valor
implica la inclusio´n de la definicio´n de la variable en cada
utilizacio´n, en el modelo de conceptos y relaciones propuesto,
lo cual puede generar confusio´n.
Adicionalmente en nuestra propuesta incorporamos los
conceptos de afirmaciones de expertos y dependencias no
funcionales. Estos conceptos que brindan mayor expresividad
de modelado y permiten identificar las operacionalizaciones
ma´s adecuadas acorde al contexto del sistema. Ası´ mismo,
estos conceptos permiten la evaluacio´n de la satisfaccio´n
de los requisitos no funcionales. En nuestra propuesta, es-
ta evaluacio´n es posible realizarla en tiempo de ejecucio´n.
Con excepcio´n de Sawyer et al. [12], las dema´s propuestas
encontradas no incluyen estos conceptos para relacionar los
requisitos no funcionales.
Nuestra propuesta cubre los conceptos definidos en i*
resolviendo algunas de sus falencias. i* no permite definir
soluciones alternativas; en contraste, en nuestra propuesta tanto
la especializacio´n de las metas como su operacionalizacio´n,
permiten definir soluciones alternativas, por medio de la es-
pecificacio´n de “O excluyente” (“O-Ex”) en las relaciones de
asociacio´n de las metas, RF y las operacionalizaciones. Esto
hace nuestra propuesta en este sentido ma´s expresiva que i*.
Por otro lado, el marco de trabajo RNF, relacionado con i*,
plantea un proceso de disen˜o que puede complementar nuestras
fases de modelado en lo que respecta a los RNF.
Como lo explicamos anteriormente, nuestra propuesta con-
sidera los aspectos necesarios para ser aplicable para la espe-
cificacio´n de requisitos de sistemas dina´micos. Incorporamos
el modelo de componentes de software y de contexto para
tener una visio´n ma´s completa del sistema a especificar. Con
los cambios adicionales explicados previamente, consideramos
que aumenta la expresividad y escalabilidad del modelo.
Song et al. proponen el uso de variables para las configura-
ciones y decisiones de los usuarios [6]. En este sentido, nuestra
propuesta propone un tratamiento por medio de dos tipos de
variables para mejorar la eficiencia del sistema. Clasificamos
las variables en globales y locales. Las variables locales, aun-
que no esta´n limitadas a preferencias de usuario, consideran los
aspectos concernientes al contexto especı´fico del usuario que
no afectan el sistema de forma global. Sin embargo, nuestras
variables se enfocan en modificaciones sobre los requisitos no
funcionales, mientras que Song et al. [6] proponen modificar
el peso relativo asignado a las metas, buscando primero la
satisfaccio´n de las ma´s relevantes para el usuario.
Nuestra propuesta hace especial e´nfasis en los requisitos
no funcionales, incluyendo las afirmaciones de expertos y
las dependencias no funcionales. Otras propuestas no separan
los requisitos [7], no permiten manejar los requisitos no
funcionales como tales [23] o no consideran explı´citamente
los requisitos no funcionales [19].
Trabajo futuro
Nuestra propuesta no se basa en un lenguaje de modelado
por metas existente; por el contrario, proponemos un nuevo
lenguaje. Este nuevo lenguaje se soporta un meta-modelo u´nico
y no un conjunto de meta-modelos como sucede en otras
propuestas encontradas en la literatura. Nuestro meta-modelo
proporciona vistas para crear los modelos del sistema apoyado
en los conceptos del meta-modelo. En consecuencia, este meta-
modelo u´nico soporta las cinco vistas del sistema explicadas
en la Seccio´n III-D. Este lenguaje tiene en cuenta la definicio´n
de las relaciones entre los conceptos de las diferentes vistas,
por medio de restricciones. Hemos presentado la definicio´n del
meta-modelo, sin embargo las reglas de transformacio´n para
garantizar la consistencia entre diferentes vistas es un trabajo
en desarrollo actualmente en nuestro grupo. Ası´ mismo, es
un trabajo en desarrollo, la ontologı´a para soportar el modelo
de contexto y la herramienta visual que permita modelar las
diferentes vistas del sistema.
Adicional a la estructura, la sintaxis y la sema´ntica en
lenguaje natural, el marco de trabajo considera tambie´n la
definicio´n de la sema´ntica y grama´tica formal del lenguaje de
especificacio´n. Ambas se desarrollara´n posteriormente y sobre
su definicio´n gramatical basada en un meta-modelo se podra´n
definir las transformaciones e interacciones del sistema.
Una vez definida la formalizacio´n del sistema, sera´ posible
razonar sobre las diferentes configuraciones del mismo y
comparar las alternativas cuantitativamente. Este razonamiento
se hace por medio de las restricciones sobre el modelo. Por
medio de la restricciones, es posible tambie´n implementar
simulaciones para representar el sistema y sus respuestas ante
los cambios en el contexto. Nuestra meta inicialmente es poder
implementar la solucio´n que permita razonar y simular siste-
mas como el propuesto en nuestro caso de estudio, basado en
el marco de trabajo propuesto. Posteriormente, las soluciones
debera´n involucrar casos de aplicaciones industriales reales.
Finalmente, estamos conduciendo una revisio´n sistema´tica
de la literatura en ingenierı´a de requisitos para sistemas auto-
adaptables. Esta revisio´n nos permitira´ identificar propuestas
adicionales a las actualmente encontradas para esta clase de
sistemas. Con esta identificacio´n buscamos refinar y enrique-
cer tanto el meta-modelo que estamos desarrollando con las
vistas del sistema que lo conforman y sus relaciones. Dentro
del proceso de refinamiento, planeamos realizar evaluaciones
formales y empı´ricas sobre la sintaxis concreta y la sema´ntica
presentadas en este artı´culo.
VII. CONCLUSIONES
Hemos presentado el meta-modelo propuesto y explicado
las vistas del mismo que componen nuestra propuesta con
sus conceptos y relaciones. Para cada concepto y relacio´n
incluimos con su sintaxis concreta y su sema´ntica. Ası´ mis-
mo, hemos explicado las fases definidas para el proceso de
modelado y un ejemplo de aplicacio´n del mismo. Dado que
nuestra propuesta se inspira parcialmente en Sawyer et al. [12]
explicamos las principales diferencias con dicha propuesta.
Adicionalmente, hemos enunciado las propuestas existentes en
el a´rea de especificacio´n de requisitos para sistemas adaptables
y las hemos comparado con nuestra propuesta, identificando
la agenda a seguir para nuestro marco de trabajo.
Nuestra propuesta, al no basarse en lenguajes de modelado
por metas o meta-modelo existentes, no tiene las limitaciones
propias de dichos lenguajes. Nuestro lenguaje permite una
definicio´n de los requisitos por medio de modelos que son
conformes a las vistas del meta-modelo. Estas vistas permiten
llegar a los modelos de contexto, de requisitos no funcionales,
de requisitos funcionales, de componentes de software y de
variabilidad para el sistema adaptable que se este´ modelando.
Estas vista se relacionan entre si al tener conceptos comunes a
ma´s de una de ellas. Con los RNF y las restricciones planteadas
tanto como dependencias no funcionales como afirmaciones de
experto buscamos afrontar la incertidumbre para los sistemas
adaptables.
La propuesta plasmada constituye el punto de partida
para nuestro trabajo hacia la realizacio´n del marco de trabajo
enunciado para la ingenierı´a de requisitos para sistemas auto-
adaptables que busca ser ma´s completa que las existentes hasta
el momento, con el objetivo final de lograr aplicarla en casos
de industria.
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