Abstract-Server-based computing (SBC) is becoming a popular approach to deliver computational services across the network due to its reduced administrative costs and better resource utilization. In SBC, all application processing is done on servers while only screen updates are sent to clients. While many SBC encoding techniques have been explored for transmitting these screen updates efficiently, existing screen update approaches do not effectively support multimedia applications. To address this problem, we propose optimal linear interpolation (OLI), a new pixelbased SBC screen update coding algorithm. With OLI, the server selects and transmits only a small sample of pixels to represent a screen update. The client recovers the complete screen update from these samples using piecewise linear interpolation to achieve the best visual quality. OLI can be used to provide lossless or lossy compression to adaptively trade-off between network bandwidth and processing time requirements. We further propose and evaluate 2-D lossless linear interpolation (2DLI), which is based on OLI but additionally provides lower encoding complexity for lossless compression. Our experimental results show that when compared with other compression methods, 2DLI provides good data compression ratio with modest computational overhead, for both servers and clients.
I. INTRODUCTION
In recent years, there is a growing trend away from the distributed model of desktop computing toward a more centralized server-based computing (SBC) model. In SBC, all application processing is carried out by a set of shared server machines. Clients connect to the servers for all their computing needs. Since SBC servers maintain the full persistent state of user sessions, the only functionality required for the client is to be able to send keyboard and mouse input to the server and receive graphical display updates from the server. By employing a more centralized computing model, SBC offers the potential of reducing total cost of computational services through reduced system management cost and better utilization of shared hardware resources. SBC is being deployed to deliver computational services in a wide range of environments, from LAN-based work group environments to Internet ASPs [4] [5] [8] [9] [10].
The key enabling technology underlying the SBC approach is the remote display protocol, which enables graphical displays to be served across a network to a client device while applications and even window systems are executed at the server side. Because sending the display information as raw pixels alone would be impractical due to network bandwidth limitations, the display information is sent as encoded screen updates. A number of SBC encoding techniques have been developed, ranging from using higher-level graphics primitives to using lower-level pixel-based compression techniques. However, existing SBC encoding techniques have been shown to not be effective in supporting the display demands of multimedia applications [6] [7] .
To improve support for multimedia applications in SBC environments, we have developed new encoding algorithms that can provide screen updates with less data. In this paper, we focus on an optimal linear interpolation (OLI) algorithm. The underlying idea in OLI is to treat screen updates as linear pixel arrays and to take pixel values at the server side as sample values of a curve. A re-sampling of this curve is performed to capture as much essential information on the original curve as possible. Pixel values chosen from this re-sampling curve are transmitted from the server to the client to represent screen updates. The client then employs piecewise linear interpolation to recover the curve. The sampling rate can be varied to provide lossless or lossy compression to trade-off different resource constraints, such as network bandwidth and processing time.
In particular, we also present a 2-D lossless linear interpolation (2DLI) algorithm based on OLI that provides good lossless compression of screen updates with low coding complexity. We have implemented 2DLI and compared its performance against other screen update encoding techniques on various display workloads, including smooth-toned images, web pages, desktop screen dumps, and instructional video content. Our experimental results show that when compared with other compression methods, 2DLI provides good data compression ratio with modest computational overhead, for both servers and clients. This paper describes both OLI and 2DLI and is organized as follows. Section II describes related work on SBC coding techniques. Section III discusses SBC coding requirements and formulates the SBC coding problem in further detail. Section IV presents the OLI algorithm. Section V presents the 2DLI algorithm based on OLI. Section VI shows the results of our experimental measurements comparing 2DLI against other encoding algorithms for different display workloads. Finally, we present some concluding remarks.
II. RELATED WORK Previous approaches in encoding screen updates can be loosely classified into two categories, graphics-based and pixel-based. Graphics-based approaches employ a variety of higher-level graphics primitives for representing screen updates in terms of fonts, lines, bitmaps, etc. These approaches are used in systems such as X, Windows Terminal Services [5] , Citrix MetaFrame [4] , and Tarantella [9] . Despite the range of available encoding primitives, the screen updates associated with multimedia applications such as images and video are typically encoded as raw pixel bitmaps. In some cases, an additional run-length encoding step is applied. Because run-length encoding does not perform well on multimedia display workloads, little compression is achieved on these screen updates. Furthermore, the higher-level graphics-based encoding primitives require more client complexity, potentially resulting in higher client decoding time.
Pixel-based approaches are simpler and treat a screen update as just a region of pixels. These approaches are used in systems such as Sun Ray [10] and Virtual Network Computing (VNC) [8] [11] . These approaches do not employ higher-level primitives such as fonts and lines, thereby avoiding the client complexity associated with graphics-based approaches. However, they employ similar bitmap encoding primitives for multimedia display workloads, which limits the achievable compression on screen updates for such applications.
More recently, some SBC pixel-based encoding techniques have been developed that take advantage of the common image characteristics of screen updates. A new mixed method called PWC was proposed in [1] . Based on characteristics of color of a pixel is statistically related to its surrounding colors for palette images, a piecewiseconstant image model was given to describe boundaries between domains of palette images. Another method that has been proposed separates background from foreground and uses PWC to encode the marks in foreground as a codebook [2] [3] . Both of these methods achieve improved compression ratios, but at the cost of higher encoding and decoding complexity. These coding costs limit the utility of these techniques for supporting multimedia applications in SBC environments.
III. PROBLEM FORMULATION

A. Coding Requirements
We summarize the coding requirements for SBC model as follows: 1. Low complexity: As encoding and decoding processing must occur on frequent screen updates, it is important for a coding algorithm to have low enough coding complexity to operate in realtime on current hardware. For example, to guarantee showing video with size of ¢ ¤ £ ¦ ¥ § © ¥ ¤ at the rate of ¥ ¦ £ frames/second, more than 2M true color pixels should be processed per second.
Good compression:
Given the limited availability of bandwidth in current broadband environments, it is important for a coding algorithm to provide effective compression of screen updates for multimedia applications. For example, existing SBC encoding techniques begin to perform poorly in deliver 320 § 240 resolution multimedia video when available bandwidth drops below 10 Mbps [6] . 3. Universal suitability: Given that a wide range of applications may be used in an SBC environment, it is desirable for a coding algorithm to provide good performance across different display workloads, including both smooth-toned and discrete-toned images.
B. Problem Formulation
In SBC, a region to be updated at the client side is represented by a sequence of rectangles of pixels. Each pixel is typically represented by 8-bit or 24-bit data for RGB color values as supported and agreed to by both server and clients. We can regard a rectangle of size § as a 2-dimensional plane. The x-coordinates range from to ( ), and are made up by the cardinal number of pixels in the rectangle traversed left-right (top-down) for any pixel. The y-coordinates represent the R, G, or B value of the corresponding pixel. Hence, R/G/B values for the rectangle can be treated as samples from 3 individual curves in this 2-dimension space. Fig. 1 shows the B values of the first ¦ ¦ pixels from a typical update rectangle of ! ¦ £ ¥ § " ¤ ¥ ¦ pixels using the xy-coordinate system as described above.
As we can see from . Our goal is to minimize the size of c while maintaining the same visual quality or maximize the visual quality under the same bandwidth limitation.
Desktop applications in server-based computing are different from multimedia-only applications, as they tend to have more console-like applications. Exact values for images of console applications are more preferred than interpolation with approximate value. Because we use a piecewise curve to reconstruct the pixel values, a curve covering as many original pixels as possible is preferred. Therefore, metrics such as least square cannot be used to govern the selection criteria for interpolation methods in that they do not reflect any resulting client image quality with respect to non-multimedia applications. 
Now we have formulated the problem into choosing c with the maximum c as the re-sampled pixel set to be transmitted to the client.
IV. OPTIMAL LINEAR INTERPOLATION ALGORITHM -OLI
We illustrate OLI algorithm according to the problem formulation to reflect the idea of optimal interpolation. For a given bandwidth available , OLI finds an optimal piece-wise linear interpolation function of c with # pixels in that c is maximal.
A. Algorithm
OLI recursively iterates through all combinations of pixels in search of an optimal set for piece-wise linear interpolation. For each iteration with pixels to be chosen from remaining pixels, if the H ( P pixel is chosen to be in the resulting c , pixels are to be chosen from the
We use f 0 d T e e e F § f h g to contain the pixel values in scan-line manner.
for any pixel pair 
B. Analysis
The OLI algorithm computes the optimal pixel set under bandwidth limitation . Although ways can be devised to improve OLI, it is still too expensive to be useful because of its intrinsic computational complexity. If 
Therefore, we know OLI has an exponential computational complexity on encoding, which makes it inappropriate for SBC applications. The exponential complexity is due to the selecting of re-sampled pixels under threshold. This may result in a linear algorithm if the threshold is , which is a special case for lossless compression. Based on this idea, we give a 2-D lossless solution for local interpolation in the following section.
V. 2-D LOSSLESS LINEAR INTERPOLATION ALGORITHM -2DLI
To be practical for SBC applications, an algorithm to select pixel values for interpolation usage by the client should have linear running time with respect to the number of pixels in the screen update rectangle. In this section, we propose a greedy algorithm, which does 2D interpolation (2D lossless linear interpolation -2DLI). It tries to minimize the number of pixels that can not be interpolated by gradients with a constant through its neighboring pixels in the rectangular region. Those pixel values that cannot be interpolated are delivered to the clients for recovery of the rectangular region through 2-dimensional linear interpolation. This solution give a low-complexity encoding algorithm for SBC.
A. Algorithm
Given 
11:
end if 12: end for 13 : k is the number of pixels. Also, it could be lossy once the difference between the interpolated pixel value and original image pixel value is under some threshold. We employ G q k b l T i ' because this extracted information could provide more information on spatial image transformation.
VI. EXPERIMENTS
As an initial step in evaluating the effectiveness of linear interpolation algorithms for SBC, we implemented 2DLI and compared its performance with several popular coding methods on various display workloads. The coding methods we used for comparison with 2DLI were JPEG [13] in lossless compression mode, Lempel-Ziv coding [12] as implemented in Gzip [14] , and the hextile coding method used in VNC [11] . We compared these methods on four different types of display workloads: 11 smooth-toned images from [15] , 5 web pages with different combinations of image and text content, 7 desktop screen dumps from [16] , and content from an instructional video. Figures 2 to 5 show example display content from each of the four respective workloads.
For each coding method, we measured the compression ratios achieved for each class of display workload versus using raw pixels to represent the respective display content. For each coding method, we also measured the encoding and decoding performance for each class of display workload. These measurements were performed on an IBM NetVista PC with a 1 GHz AMD Athlon CPU and 256 MB RAM, running RedHat Linux 7.1. Due to space limitations, we only report averages of our measurements here. Table I shows the average compression ratio for each coding method and Table II shows the encoding and decoding performance for each coding method as measured in the average number of pixels processed per second.
Our results show that 2DLI algorithm performs very well across different display workloads that appear in multimedia SBC environments. Table I shows that 2DLI provides better lossless display compression than any of the other approaches for discrete-toned images such as web pages, desktop screen dumps, and instructional video content. For smooth-toned images, 2DLI performs only second to JPEG. Although JPEG has slightly better compression performance on smooth-toned images, Table II shows that JPEG takes almost three times as much processing time to encoding the display data as 2DLI. Overall, 2DLI encodes on average 2.41 times faster than JPEG and decodes on average 1.75 times faster than JPEG. While 2DLI is not as fast as Gzip and VNC hextile, it provides superior compression than both techniques across all four different display workloads.
VII. CONCLUSION
In this paper, we have developed a family of linear interpolation algorithms for encoding SBC screen updates. We developed an OLI algorithm and 2DLI with linear encoding and decoding computational complexity. These algorithms represent a region of pixels as a piecewise linear function of a small number of values, and can be used to provide lossless or lossy compression. We have implemented our linear interpolation algorithm and compared its performance with other approaches on discrete-toned and smoothed-toned images. Our results show that 2DLI provides much better compression than JPEG, gzip or VNC on web pages, screen dumps, and instructional videos, and performs second only to JPEG on smooth-toned images, but with much lower coding time. This combination of low coding complexity and good compression performance across a wide range of images makes the linear interpolation method a viable universal technique for effective encoding of SBC screen updates for multimedia applications. 
