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Abstrakt
Cı´lem te´to pra´ce je vytvorˇit knihovnu pro modelova´nı´ a simulace. Tato knihovna
bude umeˇt simulovat jak diskre´tnı´ , tak spojitou simulaci. Knihovna bude napro-
gramova´na v programovacı´m jazyce C#.
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Abstract
The aim of this work is to create a library for modeling and simulation. This
library will be able to simulate both discret and continuous simulation. Library is
programmed in programming language C# .
Keywords: C #, discrete, continuous, simulation
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51 U´vod
Vdnesˇnı´ dobeˇ se s termı´nem simulace setka´va´me v ru˚zny´ch souvislostech. Termı´n
simulace mu˚zˇeme cha´pat v ru˚zny´ch pojetı´ch, at’uzˇ to jsou mimo jine´ pocˇı´tacˇove´
simula´tory, simula´tory pro vy´uku a vy´cvik a spoustu dalsˇı´ch. Avsˇak veˇtsˇina lidı´ si
pod pojmem simulace prˇedstavı´ napodobova´nı´ skutecˇny´ch veˇcı´ v rea´lne´m sveˇteˇ.
Tato diplomova´ pra´ce se zaby´va´ simulacı´ pocˇı´tacˇovou. To tedy znamena´, zˇe se
zde jedna´ o napodobenı´ urcˇite´ho rea´lne´ho syste´mu pomocı´ pocˇı´tacˇove´homodelu.
Cı´lem simulace je zı´ska´nı´ novy´ch informacı´ a znalostı´ s experimentova´nı´m s
jeho modelem. U modelu mu˚zˇeme jednodusˇe zmeˇnit jeho parametry, respektive
jeho vlastnosti a na´sledny´m spusˇteˇnı´m simulace zjistit, jak tyto vlastnosti ovlivnı´
chova´nı´ cele´ho syste´mu. Simulace na´m poskytne takove´ informace, ktere´ pak
mu˚zˇeme zuzˇitkovat prˇi na´vrhu nove´ho rea´lne´ho syste´mu. Tyto informace mu˚zˇou
vy´razneˇ ovlivnit budoucı´ podobu tohoto syste´mu.
Nesmı´me zapomenout na skutecˇnost, zˇe simulace je pouze jaky´msi odhadem
charakteristik z jeho rea´lne´ho syste´mu. K podrobneˇjsˇı´mu vysveˇtlenı´ termı´nu si-
mulace se dostaneme v druhe´ kapitole.
Tato diplomova´ pra´ce je zameˇrˇena na dva za´kladnı´ typy simulace. A to simu-
laci diskre´tnı´, na kterou byl kladen nejveˇtsˇı´ du˚raz a je tedy nejdu˚lezˇiteˇjsˇı´ soucˇa´stı´
te´to diplomove´ pra´ce, ale take´ simulacı´ spojitou. Diskre´tnı´ simulace je podrobneˇ
vysveˇtlena v trˇetı´ kapitole, kde se cˇtena´rˇ sezna´mı´ se za´kladnı´mi principy, pojmy a
vlastnostmi te´to simulace. Cˇtvrta´ kapitola je veˇnova´na samostatne´ knihovneˇDis-
creteSimulationLibrary. Jak uzˇ na´m na´zev napovı´da´, bude se jednat o knihovnu
zprostrˇedkujı´cı´ diskre´tnı´ simulaci. Da´le si v te´to kapitole vysveˇtlı´me, jak jednot-
live´ trˇı´dy a metody, ktery´ma tato knihovna disponuje, tak na´vod jak spra´vneˇ tuto
knihovnu vyuzˇı´vat. V pa´te´ kapitole se cˇtena´rˇ blı´zˇe sezna´mı´ se simulacı´ spojitou.
Kapitola sˇesta´ popisuje knihovnu ContinuousSimulationLibrary, ktera´ slouzˇı´
pro modelova´nı´ a simulaci spojity´ch syste´mu˚. Podobneˇ jako u knihovny pro
diskre´tnı´ simulace si popı´sˇeme vesˇkere´ vlastnosti, trˇı´dy, metody a pouzˇitı´ te´to
knihovny.
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2.1 Simulace
V u´vodu diplomove´ pra´ce jsme si trochu popsali pojem simulace, ale azˇ nynı´ si
termı´n simulaci prˇiblı´zˇı´me o neˇco vı´ce. Definujeme si termı´n simulace, prˇedevsˇı´m
tedy simulaci pocˇı´tacˇovou, rˇekneme si jake´ ma´ vlastnosti, prˇednosti a nevy´hody.
Jak uzˇ bylo jednou napsa´no termı´n simulace znamena´ napodobovat cˇi imi-
tovat rea´lne´ objekty, stavy nebo take´ ru˚zne´ procesy. V sˇirsˇı´m pojetı´ se s tı´mto
pojmem mu˚zˇeme setkat v ru˚zny´ch souvislostech. Patrˇı´ zde modelova´nı´ lidsky´ch
syste´mu˚, jako prˇı´klad mu˚zˇeme uve´st hodneˇ zna´me´ letecke´ simula´tory nebo tre-
nazˇe´ry v autosˇkola´ch. Simulace da´le mu˚zˇe zahrnovat modelova´nı´ prˇı´rodnı´ch
syste´mu˚, technologicke´ simulace pro optimalizaci vy´konu, simulace pro bezpecˇ-
nostnı´ inzˇeny´rstvı´, simulace pro testova´nı´, simulace pro sˇkolenı´ a vzdeˇla´va´nı´ a
spoustu dalsˇı´ch. V uzˇsˇı´m pojetı´, kde vy´pocˇet nezna´my´ch parametru˚ a napodobo-
va´nı´ rea´lny´ch syste´muprobı´ha´ napocˇı´tacˇi, oznacˇujeme simulaci jakopocˇı´tacˇovou,
kterou budeme v tomto textu da´le popisovat.
Termı´n simulace je v ru˚zny´ch literatura´ch definova´n ru˚zneˇ. Naprˇı´klad Shan-
non definuje simulaci takto:
Definice 1 Simulace je proces tvorby rea´lne´ho syste´mu a prova´deˇnı´ experimentu˚ s tı´mto
modelem za u´cˇelem dosazˇenı´ lepsˇı´ho pochopenı´ studovane´ho syste´mu cˇi za u´cˇelem posou-
zenı´ ru˚zny´ch variant cˇinnosti syste´mu. [1]
Obra´zek 1: Diagram dle Shannona
7Dle Naylora mu˚zˇe znı´t definice takto:
Definice 2 Numericka´metoda, ktera´ spocˇı´va´ v experimentova´nı´ smatematicky´mimodely
( dynamicky´mi ) rea´lny´ch syste´mu na cˇı´slicovy´ch pocˇı´tacˇı´ch. [1]
Nebo dle Zeiglera:
Definice 3 Trˇi elementy ( rea´lny´ syste´m, model, pocˇı´tacˇ ) a dva vztahy, modelovy´ a
simulacˇnı´, jak je naznacˇeno na obr.2[1]
Obra´zek 2: Diagram dle Zeiglera
2.1.1 Za´kladnı´ cˇasove´ pojmy
U simulace musı´me vymezit trˇi za´kladnı´ cˇasove´ pojmy:[6]
a) Rea´lny´ cˇas − cˇas, ve ktere´m probı´ha´ skutecˇny´ deˇj v rea´lne´m syste´mu.
b) Simula´rnı´ cˇas− cˇas, jezˇ tvorˇı´ cˇasovou osumodelu.Mu˚zˇe by´t rea´lny´, zrychleny´,
zpomaleny´. Prˇicˇemzˇ musı´ splnˇovat na´sledujı´cı´ podmı´nky:[7]
• hodnota simula´rnı´ho cˇasu nesmı´ v pru˚beˇhu vy´pocˇtu klesat
• deˇje v simulacˇnı´mmodelu za´visejı´ na simula´rnı´m cˇase stejny´m zpu˚sobem,
jako jejich vzory ve vy´chozı´m syste´mu na toku prˇirozene´ho cˇasu.
Simula´rnı´ cˇas by nemeˇl by´t uzˇivateli prˇı´stupny´. Uzˇivatel vsˇak mu˚zˇe hodnotu
simula´rnı´ho cˇasu zjistit (naprˇ. neˇjakou metodou), ale nemu˚zˇe tento cˇas meˇnit.
8c) Strojovy´ cˇas− jedna´ se o cˇas spotrˇebovany´ procesorempro vy´pocˇet programu.
Tento cˇas se odvı´jı´ od slozˇitosti modelovane´ho syste´mu a na vlastnostech
programu. Tento cˇas nenı´ za´visly´ na hodnota´ch simula´rnı´ho cˇasu.
2.1.2 Vy´hody a nevy´hody simulace
Mezi vy´hody simulace patrˇı´:
• simulace na´m umozˇnˇuje proveˇrˇit ru˚zne´ varianty nastavenı´ simulovane´ho
syste´mu, tı´m je mysˇleno u pocˇı´tacˇove´ simulace zmeˇna parametru˚, bez nut-
nosti vynalozˇenı´ zdroju˚ na jejı´ realizaci
• simulace umozˇnˇuje zmeˇnu rychlosti cˇasu, tuto vlastnost mu˚zˇeme vyuzˇı´t k
prozkouma´nı´ jevu, ktery´ by trval naprˇı´klad neˇkolik hodin, ale dı´ky simulace
mu˚zˇeme tento jev prozkoumat beˇhem neˇkolika sekund, nebo v opacˇne´m
prˇı´padeˇ, jev ktery´ trva´ rˇa´doveˇ neˇkolik milisekund, mu˚zˇe zpomalit a detailneˇ
prozkoumat
• simulacı´ lze rˇesˇit slozˇite´ syste´my, ktere´ nelze rˇesˇit analyticky´mi metodami
• simulace nabı´zı´ komplexneˇjsˇı´ pohled na studovany´ proble´m
• pomocı´ pozorova´nı´ simulacˇnı´ho modelu, lze le´pe pochopit rea´lny´ syste´m
Mezi nevy´hody simulace patrˇı´:
• proble´m prˇi vytva´rˇenı´ modelu, sˇpatneˇ navrzˇeny´ model, mu˚zˇe mı´t za na´sle-
dek chybny´ vy´sledek simulace
• u neˇktery´ch simulacı´ lze obtı´zˇne´ interpretovat vy´sledky, protozˇe vy´stupy
jsou v podstateˇ na´hodne´ velicˇiny vzhledem k na´hodny´m vstupu˚m, proto
mu˚zˇe by´t neˇkdy obtı´zˇne´ rozlisˇit, zda neˇktera´ pozorova´nı´ jsou du˚sledkem
vnitrˇnı´ch vztahu˚ v syste´mu nebo du˚sledkem na´hody v simulacˇnı´ch experi-
mentech
• simulacˇnı´ modelova´nı´ a analy´zy mohou by´t cˇasoveˇ na´rocˇne´ a drahe´
92.1.3 Deˇlenı´ simulace
Simulaci mu˚zˇeme rozdeˇlit hned dle neˇkolika charakteristicky´ch kategoriı´ do pod-
skupiny. Jestlizˇe se podı´va´me na simulaci z hlediska jeho modelu, kde rozhodu-
jı´cı´m faktorem bude cˇas, deˇlı´me simulaci na spojitou a diskre´tnı´.
Popı´sˇeme-li chova´nı´ neˇjake´ho rea´lne´ho syste´mu pocˇı´tacˇovy´m modelem a bu-
dou na´s zajı´majı´ vsˇechny zmeˇny v kazˇde´m okamzˇiku, oznacˇujeme tuto simulaci
za spojitou. Prˇı´kladem vyuzˇitı´ spojite´ simulace je simulace pro zkouma´nı´ ru˚zny´ch
fyzika´lnı´ch procesu˚, u ktery´ch docha´zı´ ke zmeˇna´m kontinua´lneˇ.
Ne vzˇdy na´s zajı´majı´ vsˇechny zmeˇny v syste´mu. V teˇchto prˇı´padech na´s za-
jı´majı´ pouze zmeˇny prˇi urcˇity´ch uda´lostı´. To znamena´, zˇe v rea´lne´m syste´mu
sta´le docha´zı´ ke zmeˇna´m mezi teˇmito uda´lostmi, ale z hlediska simulace jsou pro
na´s tyto zmeˇny nepodstatne´ a nezajı´mave´. Takovouhle simulaci oznacˇujeme za
simulaci diskre´tnı´. U diskre´tnı´ simulace tedy zaznamena´va´me pouze zajı´mave´ a
relevantnı´ uda´losti a cˇasove´ okamzˇiky, ve ktery´ch tyto uda´losti nasta´vajı´. Typic-
ky´m prˇı´kladem pouzˇitı´ diskre´tnı´ simulace je syste´m hromadne´ obsluhy.
Simulace, ktere´ majı´ vlastnosti typicke´ pro spojitou simulaci, tak vlastnosti
typicke´ pro diskre´tnı´ simulaci, nazy´va´me kombinovaneˇ diskre´tneˇ-spojite´ nebo
cˇasteˇji jednodusˇe kombinovane´ simulace.
Simulace se take´ deˇlı´ podle druhu simula´toru. Na analogove´m nebo cˇı´slico-
ve´m pocˇı´tacˇi, Real-Time simulace, paralelnı´ a distribuovana´ simulace.
Dalsˇı´ mozˇnosti deˇlenı´:[2]
• vnorˇena´ simulace
• interaktivnı´ simulace
• virtua´lnı´ realita
• a dalsˇı´
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2.2 Syste´m
Je to urcˇita´ mnozˇina prvku˚, ktere´ majı´ mezi sebou urcˇite´ vazby. Definova´nı´ sys-
te´muobsahuje zjednodusˇeny´ a zobecneˇny´model, ale i takprˇesny´ popis du˚lezˇity´ch
vlastnostı´ prvku˚ a vazby mezi nimi.
Vazby deˇlı´me na:
1. Vnitrˇnı´ - jedna´ se o vazby mezi jednotlivy´mi prvky syste´mu
2. Vneˇjsˇı´ - vazby mezi prvky syste´mu a jeho okolı´m
2.3 Model
Model je zjednodusˇenou a zobecneˇnou imitacı´ reality.
Vsˇechny modely jsou sˇpatneˇ. Neˇktere´ modely jsou uzˇitecˇne´ (G. Box, W. E. Deming)
Prvnı´ veˇta tohoto cita´tu na´m jasne´ rˇı´ka´, zˇe model nemu˚zˇe by´t nikdy u´plneˇ dobrˇe.
Vzˇdy se lisˇı´ od reality. Druha´ veˇta nevylucˇuje fakt, zˇe i kdyzˇ je tento model zjed-
nodusˇeny´ a zobecneˇny´ neznamena´ to, zˇe na´m nemu˚zˇe by´t uzˇitecˇny´. Ale musı´me
vzı´t v u´vahu, zˇe ne vsˇechny modely jsou uzˇitecˇne´.
Uved’me si konkre´tnı´ prˇı´klad, ktery´ vsˇichni dobrˇe zna´me: mapa. Mapa je mo-
del prostoru. Mapa je sˇpatneˇ, protozˇe je to abstrakce reality: neobsahuje vsˇechny
detaily a docha´zı´ u nı´ ke zkreslenı´. Jak kazˇdy´ z vlastnı´ zkusˇenosti jisteˇ potvrdı´,
sebelepsˇı´ mapa ma´ rˇadu chyb. I prˇesto je mapa velmi uzˇitecˇna´, a to z mnoha
du˚vodu˚: pochopenı´ reality (mapa jako vy´ukova´ pomu˚cka), pla´nova´nı´ akcı´ (kte-
rou cestou se ma´m vydat) nebo usnadneˇnı´ komunikace (potka´me se na tomto
mı´steˇ).[4]
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(a) Kraje CˇR (b) Da´lnice CˇR
Obra´zek 3: Uka´zka map
2.4 Modelova´nı´
Modelova´nı´ je jaky´msi postupem jak vytva´rˇet zjednodusˇeny´ obraz rea´lne´ho
syste´mu. Tomuto obrazu rˇı´ka´me model, jak uzˇ jsme si vysveˇtlili v prˇedchozı´m
odstavci. Nenı´ praktickymozˇne´ vytvorˇit prˇesny´ popismodelu, protozˇe jednotlive´
rea´lne´ syste´my jsou velice komplikovane´. Proto prˇi modelova´nı´ musı´me vybı´rat
pouze podstatne´ cˇa´sti a nepodstatne´ cˇa´sti opomı´jet. Ten kdo vytva´rˇı´ model musı´
sa´m rozhodnou zda se jedna´ o podstatnou cˇi nepodstatnou veˇc. Z tohoto du˚vodu
nelze proces modelova´nı´ algoritmizovat.
Smyslem modelova´nı´ je na´hrada zkoumane´ho syste´mu jeho modelem a po-
mocı´ experimentu˚ smodelem zı´skat informaci o pu˚vodnı´m zkoumane´m syste´mu.
Vy´sledkem modelova´nı´ je tedy vytvorˇeny´ model.[3]
Jeden z hlavnı´ principu˚ prˇi modelova´nı´ znı´:Nemodelovat syste´m, modelovat pro-
ble´m.Aby bylmodel uzˇitecˇny´, musı´ mı´t jasny´ u´cˇel. Pokracˇujeme s prˇı´kladem sma-
pou. Ma´me ru˚zne´ mapy, kazˇdou pro specificky´ u´cˇel (naprˇ. automapy, cyklomapy,
turisticke´ mapy, voda´cke´ mapy), univerza´lnı´ mapa by byly k nicˇemu. Musı´me si
jasneˇ zvolit u´cˇel modelu a potom se snazˇit udrzˇovat model co nejjednodusˇsˇı´.[4]
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2.4.1 Zjednodusˇeny´ proces modelova´nı´
Proces modelova´nı´ mu˚zˇeme zjednodusˇeneˇ rozdeˇlit do trˇı´ za´kladnı´ch etap.
1. Vytvorˇenı´ abstraktnı´ho modelu - formova´nı´ u´cˇelove´ho a zjednodusˇene´ho
popisu zkoumane´ho syste´mu.
2. Vytvorˇenı´ simulacˇnı´ho modelu - zapsa´nı´ abstraktnı´ho modelu formou pro-
gramu.
3. Simulace - experimentova´nı´ s reprezentacı´ simulacˇnı´ho modelu na pocˇı´tacˇi.
K podrobneˇjsˇı´mu popisu procesu modelova´nı´ se dostaneme v dalsˇı´ch kapito-
la´ch.
REALITA→ ZNALOSTI→ ABSTRAKTNI´ MODEL→ SIMULACˇNI´ MODEL
Obra´zek 4: Zjednodusˇeny´ princip modelova´nı´ a simulace
Pramen: PERINGER, P.: Modelova´nı´ a simulace
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2.5 Fa´ze modelova´nı´
Proces modelova´nı´ lze rozdeˇlit do sˇesti za´kladnı´ch fa´zı´. Tyto fa´ze jsou idealizo-
vane´, to znamena´m, zˇe prˇi tvorbeˇ modelu procha´zı´me jednotlive´ fa´ze iterativneˇ,
ale ve skutecˇnosti se podle potrˇeby vracı´me k prˇedchozı´m bodu˚m.
1. Formulace proble´mu
2. Za´kladnı´ na´vrh modelu
3. Implementace modelu
4. Verifikace a validace
5. Simulace a analy´za
6. Sumarizace vy´sledku˚
2.5.1 Formulace proble´mu
Prˇi formulaci proble´mu se budeme rˇı´dit pravidlem: nemodelovat syste´m, modelovat
konkre´tnı´ proble´m. V kapitole 2.4 jsme se sice s tı´mto pravidlem uzˇ sezna´mili, ale
ted’ si tohle pravidlo vysveˇtlı´me detailneˇji. Jak uzˇ samotny´ na´zev te´to podkapi-
toly napovı´da´, jedna´ se o formulaci proble´mu, ktery´ se snazˇı´me modelovat. To
znamena´, zˇe se budeme snazˇit co nejprˇesneˇji a nejkonkre´tneˇji popsat modelovany´
syste´m modelem. Musı´me jasneˇ formulovat, jaky´ konkre´tnı´ proble´m rˇesˇı´me a co
se pomocı´ tohoto modelu chceme doveˇdeˇt. U formulace proble´mu si musı´me
jasneˇ urcˇit cˇasovy´ horizont, jestli se bude jedna´ o minuty, hodiny, roky, stoletı´ atd.
Da´le musı´me bra´t v u´vahu jake´ ma´me prostrˇedky.
Jako prˇı´klad si mu˚zˇeme zvolit te´ma „pocˇası´“. Kdyzˇ se podı´va´me na proble´m
pocˇası´, musı´me si jasneˇ urcˇit co na´s konkre´tneˇ zajı´ma´ (druha´ veˇta ze za´kladnı´ho
principu modelova´nı´: Nemodelovat syste´m, modelovat konkre´tnı´ proble´m ), jestli na´s
zajı´ma´ pocˇası´ na dnesˇnı´ den, zvolı´me cˇasovy´ horizont rˇa´doveˇ hodiny. Jestlizˇe
budeme chtı´t modelovat pocˇası´ v jednotlivy´ch rocˇnı´ch obdobı´ch, zvolı´me cˇasovy´
horizont v rˇa´du neˇkolika meˇsı´cu˚.
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2.5.2 Za´kladnı´ na´vrh modelu
Model se snazˇı´me tvorˇit co nejjednodusˇeji, tj. zaznamenat ho v co nejveˇtsˇı´ abs-
trakci, a azˇ pote´ prˇida´vat nejru˚zneˇjsˇı´ detaily. Prˇi za´kladnı´m na´vrhu modelu si
musı´me urcˇit jednotlive´ okraje modelu. To znamena´, zˇe si urcˇı´me jake´ prvky
budeme modelovat.
Zameˇrˇujeme se prˇedevsˇı´m na okraje „ do sˇı´rˇky “, tj. co vsˇe bude v modelu
zohledneˇno, ra´mcoveˇ urcˇujeme take´ okraje „ do hloubky “, tj. jak detailneˇ budou
jednotlive´ prvky zohledneˇny.[4] U tvorby modelu vybı´ra´me jeho hlavnı´ prvky,
cˇa´sti a v neposlednı´ rˇadeˇ vztahy mezi nimi. U vztahu urcˇuje co s cˇı´m souvisı´, tzv.
kvalitativnı´ vztahy, nikoli jak prˇesneˇ to souvisı´, tzv. kvantitativnı´ vztahy.
Pro na´zornou uka´zku mu˚zˇeme pokracˇovat v te´matu „ pocˇası´ “. Na´sˇ cˇasovy´
horizont bude zvolen v rˇa´dumeˇsı´cu˚. V tomto konkre´tnı´m prˇı´padeˇ bymezi hlavnı´
cˇa´sti modelu patrˇilo na jake´m kontinentu zkouma´me pocˇası´ a jake´ je rocˇnı´ ob-
dobı´. Tyto vymezujı´cı´ oblasti na´m urcˇujı´ okraje do sˇı´rˇky. Vymezenı´ do hloubky
znamena´, jak detailneˇ popı´sˇeme jednotlive´ prvky. Nesmı´me zapomenout popsat
jednotlive´ vztahy. Jako prˇı´klad mu˚zˇeme uve´st vztah: jestlizˇe je zemeˇ a konkre´tnı´
kontinent, u ktere´ho zkouma´me pocˇası´ blı´zˇe ke slunci, znamena´ to, zˇe zde bude
tepleji. Chceme mı´t v modelu i opacˇnou vazbu, tj. ovlivnı´ vzda´lenost zemeˇ ke
slunci teplota vzduchu.
2.5.3 Implementace modelu
Implementace modelu mu˚zˇe mı´t ru˚zne´ prˇı´stupy a na´stroje pro modelova´nı´, proto
si musı´me vybrat, jak budeme modelovat a jaky´ na´stroj pouzˇijeme. Dokoncˇı´me a
doplnı´me vsˇechny cˇa´stimodelu.Naprˇı´klad pocˇı´tacˇovy´model, aby byl spustitelny´,
musı´ by´t kompletnı´ a musı´ jasneˇ formulovat vsˇechny prˇedpoklady.
Kdyzˇ uzˇ ma´me model takhle prˇipraveny´, bude poslednı´m krokem implemen-
tace modelu zada´nı´ vesˇkery´ch hodnot u parametru˚ a doplneˇnı´ kvantitativnı´ch
informacı´. Tyto informace urcˇujeme na za´kladeˇ pozorova´nı´, statisticky´ch meˇrˇenı´
nebo proste´ho odhadu.
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2.5.4 Validace a verifikace
Validace a verifikace na´m spolu oveˇrˇujı´, zda na´mi vytvorˇeny´ model je dobrˇe na-
vrzˇeny´ a je schopen na´m odpoveˇd’na nasˇe ota´zky . Jedna´ se o jeden z nejobtı´zˇneˇjsˇı´
kroku prˇi tvorbeˇ modelu.
Validace
Oveˇrˇenı´, zda navrhovany´ abstraktnı´ model odpovı´da´ chova´nı´ rea´lne´ho sys-
te´mu. Neexistuje vsˇeobecny´ postup, jak by se meˇla validace modelu rˇı´dit. Za
nejbeˇzˇneˇjsˇı´ zpu˚sob se povazˇuje prˇipravit neˇkolik typicky´ch simulacˇnı´ch experi-
mentu˚, pomocı´ ktery´ch by se model proveˇrˇil za urcˇity´ch podmı´nek.
Pro na´zornouuka´zku budemepokracˇovat v te´matu s pocˇası´m.Mu˚zˇeme oveˇrˇit,
zˇe kdyzˇ vypneme vztah, kdy zemeˇ je da´le od slunce, pak dojde k ochlazenı´ teploty.
Verifikace
Verifikace je oveˇrˇenı´, zˇe model opravdu deˇla´ to, co si myslı´me, zˇe by meˇl
deˇlat, tj.oveˇrˇenı´ vztahu mezi abstraktnı´m na´vrhem modelu a jeho konkre´tnı´
implementacı´.[4]
Obra´zek 5: Oveˇrˇenı´ veˇrohodnosti modelu
Pramen: KU˚S, Z.: Simulace
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2.5.5 Simulace a analy´za
Na´mi vytvorˇeny´ model musı´me analyzovat, musı´me si vsˇak by´t jistı´, zda je pro
nasˇe u´cˇely dobrˇe navrzˇen. Pro jednotlive´ konkre´tnı´ prˇı´klady ma´me ru˚zne´ cı´le
analy´zy.
Typicky vsˇak spadajı´ pod na´sledujı´cı´ ota´zky. Jakou roli hrajı´ jednotlive´ prvky
modelu? Ktere´ prvky modelu majı´ nejveˇtsˇı´ vliv na jeho chova´nı´? Jake´ je chova´nı´
modelu za zmeˇneˇny´ch (meˇnı´cı´ch se) podmı´nek?[4]
2.5.6 Sumerizace vy´sledku˚
Vy´sledky by na´m meˇly da´t odpoveˇdi na nasˇe ota´zky. V prˇı´padeˇ potrˇeby se vra-
cı´me k jednotlivy´m bodu˚m.
Prˇı´padne´ ota´zky:[4]
• Podarˇilo se najı´t odpoveˇdi na pu˚vodnı´ ota´zky?
• Splnˇuje model u´cˇel?
• Plynou z modelova´nı´ a simulace neˇjake´ za´veˇry a ponaucˇenı´? Jake´?
• Jak mu˚zˇeme model da´le vyuzˇı´vat?
• Je potrˇeba model rozsˇı´rˇit? Procˇ? Jake´ rozsˇı´rˇeni by bylo vhodne´?
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2.6 Cı´l modelova´nı´ a simulace
Cı´l modelova´nı´ a simulace nenı´ jednoznacˇneˇ urcˇen, protozˇe modelova´nı´ a simu-
laci mu˚zˇeme pouzˇı´t pro mnohe´ u´cˇely.
Na´vrh a rˇı´zenı´ syste´mu˚
Jestlizˇe sami navrhujeme neˇjaky´ syste´m, mu˚zˇeme vyuzˇı´t simulaci k tomu,
abychom mohli vyzkousˇet jednotlive´ varianty a prove´st ru˚zne´ zmeˇny nastavenı´.
To vsˇe za prˇedpokladu, zˇe navrhovany´ syste´m podrobneˇ zna´me a ma´me nad nı´m
vy´raznou kontrolu. Prˇi tomto na´vrhu se snazˇı´me modelovat co nejprˇesneˇji.
Toto modelova´nı´ se vyuzˇı´va´ prˇedevsˇı´m v technicky´ch oborech, tj. naprˇ. prˇi
konstrukci dopravnı´ch prostrˇedku˚.
Prˇedpovı´da´nı´ chova´nı´
Ne vzˇdy syste´mu dobrˇe rozumı´me. Nema´me nad nı´m kontrolu a nemu˚zˇeme
ho rˇı´dit. Prˇi tomtomodelova´nı´ na´s zajı´ma´, jak se syste´m bude vyvı´jet v budoucnu.
Mezi typicke´ prˇı´klady patrˇı´ pocˇası´ nebo take´ vy´voj cen na burza´ch s akciemi. V
teˇchto prˇı´padech se snazˇı´me co nejdetailneˇji zachytit chova´nı´ tohoto syste´mu
pomocı´ modelu. Pro na´vrh takove´hohle modelu vyuzˇı´va´me naprˇı´klad data z
historie.
Tento postup modelova´nı´ na´m tedy slouzˇı´ k „prˇedpovı´da´nı´ budoucnosti.“
(a) Ra´no (b) Poledne (c) Odpoledne
Obra´zek 6: Prˇedpoveˇd’pocˇası´
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Porozumeˇnı´
Dı´ky modelova´nı´ mu˚zˇeme porozumeˇt veˇcem, ktery´m moc nerozumı´me. To
znamena´, zˇe cı´lem simulace bude porozumeˇt syste´mu a pochopit jednotlive´ za´-
konitosti. Model vytva´rˇı´me podle nasˇich prˇedpokladu˚, jak tento model vypada´.
Pomocı´ simulace zjistı´me, do jake´ mı´ry nasˇe prˇedpoklady odpovı´dajı´ realiteˇ. U
tohoto modelova´nı´ nenı´ cı´lem modelovat chova´nı´ syste´mu prˇesneˇ. Cı´lem je spı´sˇe
pochopenı´ za´kladnı´ch principu˚ rea´lne´ho syste´mu.
Tato metoda modelova´nı´ a simulace se vyuzˇı´va´ u komplexnı´ch syste´mu˚.
Ucˇenı´, tre´nink, za´bava
Model mu˚zˇe slouzˇit jako pomu˚cka pro vy´uku, ale take´ jako prostrˇedek pro
tre´nink v rea´lne´m syste´mu, typicky´m prˇı´kladem jsou simula´tory v autosˇkola´ch.
Kde si student autosˇkoly nejprve zkusı´ rˇı´dit auto pomocı´ trenazˇe´ru a azˇ potom,
co zı´ska´ za´kladnı´ zkusˇenosti, jak rˇı´dit automobil, sedne za volat skutecˇne´ho vozu.
V neposlednı´ rˇadeˇ nesmı´me zapomenout na vyuzˇitı´ modelu pro za´bavu, kde se
jedna´ prˇedevsˇı´m o pocˇı´tacˇove´ hry a stavebnice.
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3 Diskre´tnı´ simulace
Charakteristickou vlastnostı´ pro diskre´tnı´ simulaci je, zˇe se promeˇnne´ modelu
a cˇas meˇnı´ skokoveˇ. Skokoveˇ znamena´ nespojiteˇ. K teˇmto skoku˚m docha´zı´ pouze,
kdyzˇ nastane neˇjaka´ pro na´s vy´znamna´ uda´lost. Z te´to vlastnosti vyply´va´, zˇe
skoky majı´ promeˇnnou de´lku. Skok, jiny´mi slovy cˇasovy´ krok, ma´ vzˇdy velikost
nejmensˇı´ hodnoty ze vsˇech prˇedem zna´my´ch uda´lostı´, ktere´ se majı´ vykonat.
Tı´mto cˇasovy´m krokem dojde vzˇdy k posunutı´ aktua´lnı´ho cˇasu. V aktua´lnı´m cˇase
se vzˇdy provedou vsˇechny uda´losti, ktere´ se majı´ v tomto cˇase vykonat. Pokud
je to mozˇne´, da´no vlastnostı´ modelu, se vygenerujı´ dalsˇı´ uda´losti na nove´ cˇasy a
pokracˇuje se krokem, kdy se vybı´ra´ nejmensˇı´ hodnota skoku.
Pro lepsˇı´ pochopenı´ si uvedeme prˇı´klad jednoduche´ho syste´mu hromadne´
obsluhy, ale nejdrˇı´ve si pojem syste´m hromadne´ obsluhy vysveˇtlı´me.
3.1 Syste´m hromadne´ obsluhy
Syste´m hromadne´ obsluhy, da´le pak jen SHO, je syste´m obsahujı´cı´ obsluhove´ za-
rˇı´zenı´, ktere´ poskytuje obsluhu. Do tohoto syste´mu vstupujı´ entity, ktere´ pozˇadujı´
tuto obsluhu. Entitou mu˚zˇou by´t naprˇı´klad lide´, ale i nezˇive´ veˇci. Teˇmto enti-
ta´m se veˇtsˇinou rˇı´ka´ pozˇadavky na obsluhu. Jednotlive´ pozˇadavky na obsluhu
trvajı´ stanovenou dobu. Po uplynutı´ te´to stanovene´ doby se obsluha uvolnı´ a
realizovany´ pozˇadavek odcha´zı´ ve vy´stupnı´ proud. Pokud je obsluhujı´cı´ zarˇı´zenı´
obsazeno, rˇadı´ se pozˇadavek na obsluhu do fronty.
SHO se typicky skla´da´ z:
• vstupnı´ho proudu
• front
• kana´lu˚ obsluhy
• vy´stupnı´ho proudu
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Obra´zek 7: Syste´m hromadne´ obsluhy
Pramen:
http://agent-base-models-repast.googlecode.com/svn-history/r196/trunk/dp/
SHO 1a.pdf
A - vstup pozˇadavku˚ do syte´mu
B - odmı´tnute´ pozˇadavky
C - realizovane´ pozˇadavky
Co sledujeme prˇi simulaci:
• informace o cˇasove´m pru˚beˇhu transakce procha´zejı´cı´ syste´mem
• doby cˇeka´nı´ ve fronta´ch
• zatı´zˇenı´ obsluzˇny´ch linek
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Meˇjme obchod, kde na´hodneˇ chodı´ za´kaznı´ci a podle potrˇeby nakupujı´. To
znamena´, zˇe v obchodeˇ stra´vı´ ru˚znou dobu, protozˇe za´kaznı´ci pravdeˇpodobneˇ
nebudou nakupovat to stejne´ zbozˇı´ a tudı´zˇ stra´vı´ ru˚znou dobu nakupova´nı´m a
je tedy zrˇejmeˇ, zˇe i k pokladneˇ, kde platı´, prˇicha´zejı´ na´hodneˇ. Pro jednoduchost
budeme uvazˇovat, zˇe v obchodeˇ majı´ zatı´m pouze jednu pokladnu. Za´kaznı´ci
takte´zˇ stra´vı´ na´hodnou dobu u pokladny, protozˇe kazˇdy´ ma´ jinak velky´ na´kup.
Doba obsluhy a intervaly mezi prˇı´chody jednotlivy´ch za´kaznı´ku˚ majı´ tedy cha-
rakter na´hodne´ velicˇiny. Jelikozˇ se jedna´ o simulaci diskre´tnı´, nezajı´ma´ na´s, jak se
za´kaznı´ci v obchodeˇ pohybujı´, ale zajı´majı´ na´s pouze du˚lezˇite´ uda´losti. V nasˇem
prˇı´padeˇmezi du˚lezˇite´ uda´losti patrˇı´: prˇı´chod za´kaznı´ka do obchodu, nakupova´nı´,
platba u pokladny a odchod za´kaznı´ka.
Obra´zek 8: Prˇı´klad diskre´tnı´ simulace
Pramen:Wikipedia
http://cs.wikipedia.org/wiki/Diskre´tn%C3%AD simulace
U teˇchto vy´znamny´ch uda´lostı´ mu˚zˇeme zaznamena´vat ru˚zne´ charakteristiky.
Mezi ktere´ bychom mohli zarˇadit: jak dlouho za´kaznı´k nakupuje, jaka´ bude
pru˚meˇrna´ de´lka fronty, jakou dobu stra´vı´ za´kaznı´k v te´to fronteˇ, kolik za´kaznı´ku˚
pokladna (pokladnı´) obslouzˇı´ atd. Za´kaznici jsou v tomto prˇı´padeˇ entitou. En-
tity prˇed spusˇteˇnı´m simulace mohou by´t v syste´mu vlozˇeny, nebo mohou beˇhem
simulace prˇicha´zet. Entity da´le vykona´vajı´ neˇjake´ aktivity (naprˇ. nakupova´nı´ ,
platby). Mu˚zˇou syste´m opustit nebo v neˇm zu˚stat. Na zacˇa´tku tohoto odstavce
jsme si nastavili podmı´nku, zˇe v obchodeˇ ma´me pouze jednu pokladnu. Da´le si
tuto podmı´nku uprˇesnı´me. Budeme prˇedpokla´dat, zˇe tato pokladna mu˚zˇe ob-
slouzˇit pouze jednoho za´kaznı´ka. Jestlizˇe za´kaznı´k prˇistoupı´ k pokladneˇ mohou
nastat tyto mozˇnosti:
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a) U pokladny nenı´ zˇa´dny´ za´kaznı´k, a tudı´zˇ mu˚zˇe by´t za´kaznı´k ihned pokladnou
obslouzˇen.
b) U pokladny uzˇ je za´kaznı´k. Noveˇ prˇı´chozı´ za´kaznı´k se rˇadı´ do fronty prˇed
pokladnu.
V prˇı´padeˇ, zˇe za´kaznı´k, ktery´ byl obsluhova´n je obslouzˇen, mu˚zˇe nastat jedna z
teˇchto situacı´:
a) U pokladny zˇa´dny´ za´kaznı´k necˇeka´, pokladna v tomto prˇı´padeˇ z pohledu
simulace zu˚sta´va´ necˇinna´ a cˇeka´ na prˇı´chod dalsˇı´ho za´kaznı´ka.
b) U pokladny cˇeka´ jeden cˇi vı´ce za´kaznı´ku. V tomto prˇı´padeˇ je zde vytvorˇena
fronta cˇekajı´cı´ch za´kaznı´ku˚. Jeden ze za´kaznı´ku˚ prˇistoupı´ k pokladneˇ a zacˇı´na´
by´t pokladnou (pokladnı´m) obslouzˇen. Jaky´ za´kaznı´k bude obslouzˇen je da´no
vlastnostı´ fronty.
Rezˇimy fronty:
a) FIFO− First In First Out, ten kdo prˇisˇel do fronty jako prvnı´, je obslouzˇen jako
prvnı´.
b) LIFO − Last In First Out, ten kdo prˇisˇel do fronty jako poslednı´, je obslouzˇen
jako prvnı´.
c) SIRO − Select In Random Order, z fronty se vybere na´hodna´ entita.
d) podle priority (atributu)
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3.2 Petriho sı´teˇ
Jednou z forem jak popsat diskre´tnı´ syste´m je pouzˇitı´ petriho sı´teˇ.
Definice Petriho sı´teˇ: 
= (P, T, F,W,C,M0)
kde:
• P je mnozˇina mı´st
• T je mnozˇina prˇechodu˚ P  T = Ø
• F ⊆ (P x T)  (T x P) incidencˇnı´ relace
• W : F→ {1, 2... } va´hova´ funkce
• Kapacity mı´st C: P→ N
• M0 pocˇa´tecˇnı´ znacˇenı´,M0: P→ N
• (M se nazy´va´ znacˇenı´ Petriho sı´teˇ)
Nejcˇasteˇjsˇı´ formou zada´nı´ Petriho sı´teˇ je pomocı´ grafu
P1
P2
P3
• Mı´sta - kruzˇnice
• Prˇechody - cˇtverec
• Incidencˇnı´ relace - sˇipky (orientovane´ hrany)
• Va´hove´ funkce - ohodnocenı´ hran
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Petriho sı´teˇ mohou modelovat: [2]
• paralelismus procesu˚
• komunikaci a synchronizaci
• nedeterminismus
Pro modelova´nı´ diskre´tnı´ch syste´mu˚ zava´dı´me do klasicky´ch P/T Petriho sı´tı´ neˇ-
kolik rozsˇı´rˇenı´ — priority, pravdeˇpodobnosti a doby prˇechodu˚.
Prioritnı´ prˇechody
Z jednoho mı´sta mu˚zˇe ve´st vı´ce proveditelny´ch prˇechodu˚. Teˇmto prˇechodu˚m
mu˚zˇeme nastavit prioritu. Prˇechod s nejveˇtsˇı´ prioritou se provede.
• pt ∈ {0, 1, 2, 3, 4, 5, ....} - cˇı´m veˇtsˇı´ cˇı´slo tı´m veˇtsˇı´ priorita
• defaulneˇ je priorita rovna 0
P1
p2p1
p1=1, p2=2.
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Pravdeˇpodobnost provedenı´ prˇechodu
U prˇechodu stanovı´me s jakou pravdeˇpodobnostı´ se tento prˇechod provede.
P1
akce1
30%
akce2
70%
P2
P3
S pravdeˇpodobnostı´ 30% se provede akce1. Akce2 s pravdeˇpodobnostı´ 70%.
Cˇasovane´ prˇechody
Tyto prˇechody jsou doplneˇny o modelovy´ cˇas (parametr), ktery´ urcˇuje dobu
prova´deˇnı´ prˇechodu. Cˇas mu˚zˇe by´t konstantnı´ nebo na´hodneˇ vygenerovany´.
P1
5s
P2
P1
Random(a)
P2
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4 DiscreteSimulationLibrary
4.1 U´vod
Simulacˇnı´ knihovna DiscreteSimulationLibrary je urcˇena pro modelova´nı´ a si-
mulaci diskre´tnı´ch syste´mu˚. Knihovna byla inspirova´na knihovnou SIMLIB a je
kompletneˇ naprogramovana´ v jazyce C# s vyuzˇitı´m .NET technologiı´. Cozˇ na´m
prˇina´sˇı´ rˇadu vy´hod. Mezi neˇ mu˚zˇeme zarˇadit: objektoveˇ orientovany´ jazyk, pou-
zˇitı´ vla´ken a trˇı´dumonitor, ktera´ na´m zjednodusˇuje synchronizaci a pra´ci s vla´kny.
Knihovna DiscreteSimulationLibrary je tedy alternativou modelova´nı´ a simulace
diskre´tnı´ch syste´mu ke knihovneˇ SIMLIB, ktera´ je napsa´na v jazyce C++, a je
prima´rneˇ urcˇena pro operacˇnı´ syste´m LINUX.
4.2 Objektoveˇ orientovana´ simulace
Objektoveˇ orientovana´ simulace je zalozˇena na mnozˇineˇ objektu˚, ktere´ mezi se-
boukomunikujı´, tj. posı´lajı´ si zpra´vy.Kazˇdy´ syste´mmu˚zˇeme rozdeˇlit na jednotlive´
objekty. Jak ma´me tento syste´m rozdeˇlit je za´visle´ na u´cˇelu modelu. V syste´mu
mu˚zˇeme najı´t takove´ objekty, ktere´ majı´ shodne´ vlastnosti a podle toho jemu˚zˇeme
zarˇadit do jednotlivy´ch trˇı´d objektu˚. Kazˇda´ trˇı´da definuje vnitrˇnı´ strukturu teˇchto
objektu˚, vlastnı´ chova´nı´ objektu˚ v cˇase a reakce objektu˚ na zpra´vy. Objekty pro-
va´deˇjı´ akce, ktere´ jsou odezvou na zpra´vy. Akce da´le meˇnı´ stav objektu, ktere´ jsou
dane´ jeho vnitrˇnı´ strukturou. Jednotlive´ akce jsou definovane´ v objektu a souvisejı´
s popisem chova´nı´ tohoto objektu. Tyto akce nazy´va´me metodami. Prˇijetı´ zpra´vy
ma´ za na´sledek vyvola´nı´ jedne´ z metod, a podle toho jaka´ je vnitrˇnı´ struktura te´to
metody, mu˚zˇe objekt na tuto zpra´vu reagovat.
Jak uzˇ jsme si popsali, ru˚zne´ objekty mu˚zˇeme zarˇadit do ru˚zny´ch trˇı´d. Mu˚zˇou
nastat prˇı´pady, kdy neˇktere´ z trˇı´d popisujı´ vlastnosti objektu˚ obecneˇji a neˇktere´
jsou spı´sˇe konkre´tneˇjsˇı´. Tuto vlastnost mu˚zˇeme vyuzˇı´t k tomu, zˇe trˇı´dy ktere´ majı´
obecneˇjsˇı´ charakter pouzˇijeme k popisu neˇjake´ z konkre´tneˇjsˇı´ch trˇı´dy. To tedy
znamena´, zˇe zdeˇdı´me vlastnosti z obecne´ trˇı´dy, tyto vlastnosti mu˚zˇeme modifi-
kovat a da´le je doplnı´me o vlastnosti, ktere´ na´m tuto trˇı´du zkonkretizujı´. Te´to
hierarchii trˇı´d rˇı´ka´me deˇdicˇnost. Tato hierarchie trˇı´d na´m maximalizuje vyuzˇitı´
jizˇ existujı´cı´ch trˇı´d, cozˇ ma´ za na´sledek zjednodusˇenı´ a zprˇehledneˇnı´ modelu.
Prˇı´klad hierarchie trˇı´d:
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Dopravnı´ prostrˇedek
Automobil
Osobnı´ automobil
Na´kladnı´ automobil
Osoba
Ucˇitel
Zˇa´k
4.2.1 Za´kladnı´ princip objektoveˇ orientovane´ho programova´nı´
Mezi za´kladnı´ principy objektoveˇ orientovane´ho programova´nı´ (OOP) patrˇı´:
• Objekty
• Abstrakce
• Zapouzdrˇenı´
• Skladova´nı´
• Delegova´nı´
• Deˇdicˇnost
• Polymorfismus
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4.3 Struktura knihovny
Knihovna obsahuje za´kladnı´ trˇı´dy pro popis a chova´nı´ diskre´tnı´ch objektu˚, pro
modelova´nı´ standardnı´ch obsluzˇny´ch zarˇı´zenı´ a pro sbeˇr statisticky´ch u´daju˚. Cho-
va´nı´ objektu lze popsat dveˇma zpu˚soby, bud’pomocı´ uda´lostı´ nebo procesu˚.
4.3.1 Simula´rnı´ cˇas
V knihovneˇ je simula´rnı´ cˇas reprezentova´n promeˇnnou Time. Hodnota je typu
double a jejı´ pocˇa´tecˇnı´ hodnota je 0. Uzˇivatel hodnotu Time nemu˚zˇe meˇnit, ale
pouze zjistit.
4.3.2 Trˇı´da Process
Pro popis trˇı´dy objektu˚, ktere´ majı´ dynamicke´ chova´nı´ je v knihovneˇ Discrete-
SimulationLibrary prˇipravena abstraktnı´ trˇı´da Process. Tato trˇı´da implementuje
rozhranı´ IProcess, ktera´ neobsahuje zˇa´dne´ metody, ale obsahuje pouze dveˇ pro-
meˇnne´:
• IsWaiting
• Go
Obeˇ dveˇ tyto promeˇnne´ jsou typu bool.
Trˇı´da Process obsahuje metodu Behavior, ktera´ je takte´zˇ abstraktnı´. Ta trˇı´da,
ktera´ zdeˇdı´ trˇı´du Process, musı´ definovat chova´nı´ objektu v cˇase. Toto chova´nı´
se specifikuje pra´veˇ v metodeˇ Behavior. Metoda musı´me prˇepsat a vlozˇit do nı´
posloupnost prˇı´kazu˚, ktere´ se budou prova´deˇt.
public class Zakaznik : Process
{
public Zakaznik(string name): base(name){}
public override void Behavior()
{
}
}
Vy´pis 1: Deˇdeˇnı´ z trˇı´dy Process
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Metoda Behavior na´m tedy jasneˇ popisuje, jak se bude objekt v cˇase chovat.
Po spusˇteˇnı´ objektu se zacˇnou prova´deˇt jednotlive´ prˇı´kazy, ktere´ se procha´zejı´
odshora dolu˚ a postupneˇ se vykona´vajı´. Tato metoda mu˚zˇe vsˇak obsahovat i
prˇı´kazy, ktere´ zpu˚sobujı´ cˇeka´nı´. To ma´ za na´sledek, zˇe dojde k zastavenı´ cˇinnosti
tohoto procesu v modelove´m cˇase.
Mezi tyto prˇı´kazy patrˇı´ metodaWait. Ta prˇijı´ma´ jeden vstupnı´ parametr, ktery´
je typu double. Tı´mto vstupnı´m parametrem urcˇı´me, na jak dlouho proces po-
zastavı´ svou cˇinnost. Jestlizˇe bude v popisu chova´nı´ u objektu O uveden prˇı´kaz
Wait(d), tak zu˚stane tento objekt O na dobu d neaktivnı´. To znamena´, zˇe jestli v
modelove´m cˇase t je proveden prˇı´kaz Wait(d), dojde k obnovenı´ cˇinnosti tohoto
objektu O v cˇase t+d. Je nutne´ podotknout, zˇe kazˇdy´ proces je spusˇteˇn na jine´m
vla´kneˇ. To na´m prˇinesu tu vy´hodu, zˇe jednotlive´ procesy jsou na sobeˇ neza´visle´.
Z te´to vlastnosti vyply´va´, zˇe kdyzˇ dojde k prˇerusˇenı´ neboli pozastavenı´ jednoho
nebo vı´ce procesu˚, ostatnı´ ktere´ nebyli pozastaveny da´le vykona´vajı´ sve´ prˇı´kazy.
Stavy pocesu
Jednotlive´ procesy se v knihovneˇ DiscreteSimulationLibrary vzˇdy nacha´zejı´ v
neˇktere´m z teˇchto na´sledujicı´ch stavu˚:
• Novy´ − V tomto stavu se nacha´zı´ proces, ktery´ byl vytvorˇen, ale nebyl jesˇteˇ
napla´nova´n.
• Pasivnı´ − Proces je pasivnı´, jestlizˇe je jeho vla´kno uspa´no a cˇeka´ na probu-
zenı´. Jeho cˇinnost je pozastavena.
• Aktivnı´ − Proces je aktivnı´, pokud vykona´va´ svou cˇinnost.
• Napla´novany´ − Proces pra´veˇ nebeˇzˇı´, ale ma´ v pla´novacˇi napla´novanou
uda´lost. Pobeˇzˇı´ v jednom z nadcha´zejı´cı´ch simulacˇnı´ch kroku˚.
• Ukoncˇeny´ − Proces vykonal vsˇechny sve´ prˇı´kazy. Tento proces uzˇ nikdy
nepobeˇzˇı´.
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Uvedeme si prˇı´klad, jak proces procha´zı´ jednotlivy´mi stavy. Prvnı´m krokem
je samotne´ vytvorˇenı´ procesu. Prˇedpokla´dejme, zˇe jsme si vytvorˇili trˇı´du Za´kaz-
nı´k, ktera´ deˇdı´ z trˇı´dy Process. Jaka´ je za´kladnı´ konstrukce takove´to trˇı´dy jsme si
uka´zali v kapitole 4. Vytvorˇenı´ provedeme klasickou inicializacı´ objektu.
public class Program
{
static void Main(string[] args)
{
Zakaznik zakaznik = new Zakaznik(”Zakaznik1”) ;
}
}
Vy´pis 2: Vytvorˇenı´ procesu
Po vzniku se nacha´zı´ proces ve stavu definovane´m jako Novy´. Odstartova´nı´
procesu se provedemetodouActivate(). Toutometodou, ktera´ je rovneˇzˇ zdeˇdeˇna´ z
trˇı´dy Process, se mu˚zˇe sa´m objekt aktivovat. Po zavola´nı´ metodyActivate() dojde k
vytvorˇenı´ nove´ho vla´kna a k napla´nova´nı´ spusˇteˇnı´ procesu (odstartova´nı´ vla´kna)
na aktua´lnı´ cˇas t. V tomto okamzˇiku se proces nacha´zı´ ve stavu Napla´novany´.
public class Program
{
static void Main(string[] args)
{
Zakaznik zakaznik = new Zakaznik(”Zakaznik1”) ;
zakaznik.Activate()
}
}
Vy´pis 3: Aktivace procesu
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Aby byl proces ve stavu Pasivnı´, musı´ by´t jeho vla´kno uspa´no. To tedy zna-
mena´, zˇe nevykona´va´ zˇa´dnou cˇinnost a cˇeka´ na probuzenı´. Jak uzˇ jsme si rˇekli,
aby bylo vla´kno uspa´no neboli, aby proces nevykona´val zˇa´dnou cˇinnost, musı´ mı´t
tento proces v popisu chova´nı´ metoduWait nebo neˇkterou z metod, ktere´ majı´ za
na´sledek uspa´nı´ vla´kna tohoto procesu. Proces je pasivnı´ do doby, nezˇ nastane
cˇas, ve ktere´m ma´ by´t probuzeno. Dalsˇı´ metody, ktere´ zaprˇı´cˇinı´, aby byl proces
ve stavu Pasivnı´ jsou metody Enter a Occupy, ktere´ budou probra´ny v kapitola´ch
4.3.4, 4.3.5.
public class Zakaznik : Process
{
public Zakaznik(string name): base(name)
{
}
public override void Behavior()
{
Wait(time)
}
}
Vy´pis 4: Uka´zka popisu chova´nı´ trˇı´dy Za´kaznı´k
Proces je ve stavu Aktivnı´, kdyzˇ vykona´va´ svou cˇinnost. Do chodu se tento
proces dostane, azˇ v momenteˇ kdy je simulace spusˇteˇna a proces ma´ napla´nova-
nou uda´lost v pla´novacˇi. Jestlizˇe nastane cˇas, kdy ma´ by´t proces spusˇteˇn, dojde k
prouzenı´ jeho vla´kna.
Metoda Behavior, ktera´ popisuje chova´nı´ procesu, musı´ vzˇdy obsahovat na po-
slednı´mmı´steˇ metoda Final. Po tomto prˇı´kazu proces (objekt) zanika´ a je ve stavu
Ukoncˇeny´.
Kvaziparalelnı´ zpracova´nı´ procesu
Jak uzˇ bylo popsa´no vy´sˇe, jednotlive´ procesy jsou spusˇteˇny na ru˚zny´ch vla´knech.
Z te´to vlastnosti na´m vyply´va´, zˇe v knihovneˇ docha´zı´ k paralelnı´mu zpracova´nı´
procesu˚. Nesmı´me vsˇak opomı´jet fakt, zˇe beˇh simulace je spusˇteˇn na jednoproce-
sorove´m pocˇı´tacˇi. Z tohoto du˚vodu musı´me prˇistoupit k takzvane´mu kvazipara-
lelnı´mu zpracova´nı´. U kvaziparalelnı´ho zpracova´nı´ docha´zı´ v jednom cˇasove´m
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okamzˇiku vzˇdy ke zpracova´nı´ jednoho procesu. Azˇ tento proces ukoncˇı´ svou
cˇinnost nebo je uspa´n, prˇicha´zı´ na rˇadu dalsˇı´ dosud uspany´ proces.
4.3.3 Trˇı´da Event
Trˇı´da Event rovneˇzˇ implementuje rozhranı´ IProcess. Ten objekt jehozˇ nadtypem
je trˇı´da Event, se zpravidla pouzˇı´va´ pro popis jednora´zovy´ch deˇju˚ nebo deˇju˚,
ktere´ se periodicky opakujı´. Tato trˇı´da je abstraktnı´, a takte´zˇ jako trˇı´da Process
obsahuje prˇepisovatelnou metodu Behavior, v nizˇ specifikujeme chova´nı´ uda´losti.
Rozdı´l mezi trˇı´dou Process a Event je v tom, zˇe trˇı´da Event je neprˇerusˇitelnou a
mu˚zˇe sama sebe napla´novat a aktivovat na urcˇity´ cˇas. Podobneˇ jako u procesu zde
ma´memetoduActivate, ktera´ vytvorˇı´ nove´ vla´kno pro tuto uda´lost a napla´nuje jejı´
spusˇteˇnı´ na aktua´lnı´ cˇas t. Typicky´m prˇı´kladem vyuzˇitı´ trˇı´dy Event je genera´tor,
ktery´ periodicky vytva´rˇı´ instance procesu˚. Metoda Activatemu˚zˇe prˇijı´mat i jeden
vstupnı´ parametr. Tı´mto vstupnı´m parametrem je cˇas, kdy ma´ by´t uda´lost znovu
aktivova´na. Metoda Behavior musı´ zase obsahovat jako poslednı´ prˇı´kaz prˇı´kaz
Finish.
public class Generator : Event
{
public Generator(string name): base(name)
{
}
public override void Behavior()
{
}
}
Vy´pis 5: Deˇdeˇnı´ z trˇı´dy Event
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4.3.4 Trˇı´da Device
Trˇı´da Device je instantnı´ trˇı´dou reprezentujı´cı´ obsluzˇne´ zarˇı´zenı´. Jedna´ se o ob-
sluzˇne´ zarˇı´zenı´ s vy´lucˇny´m (exluzivnı´m) prˇı´stupem. Proble´m vy´lucˇne´ho prˇı´stupu
lze formulovat takto: Kazˇdy´ zm procesu˚ syste´mu pozˇaduje takovy´ prˇı´stup k abs-
traktnı´mu zarˇı´zenı´ nebo zdroji Z, ktery´ vylucˇuje, aby v ktere´mkoliv okamzˇiku
sdı´lel zarˇı´zenı´ Z vı´ce, nezˇ jeden proces.[6]
Device pokladna = new Device(”Pokladna 1”);
Vy´pis 6: Prˇı´klad deklarace zarˇı´zenı´
Zarˇı´zenı´ mu˚zˇe by´t ve stavu kdy je obsazeno neˇktery´m z procesu˚, nebo mu˚zˇe by´t
volne´. Jaky´ je stav zarˇı´zenı´ mu˚zˇeme testovat metodou IsOccupied. Metoda ma´
na´vratovy´ typ bool. Jestlizˇe je zarˇı´zenı´ obsazeno vra´tı´ metoda hodnotu TRUE, v
opacˇne´m prˇı´padeˇ FALSE.
if (pokladna.IsOccupied())
{
Console.WriteLine(”Obsazeno”);
}
Vy´pis 7: Prˇı´klad vyuzˇitı´ metody IsOccupied
Pro pra´ci s zarˇı´zenı´m jsou v trˇı´deˇ Process implementova´ny dveˇ metody (Occupy,
Release).Kobsazenı´ zarˇı´zenı´ vola´memetoduOccupy.Metodaprˇijı´ma´ jedenvstupnı´
parametr. Vstupnı´m parametrem je reference na zarˇı´zenı´, ktere´ ma´ by´t proce-
sem obsazeno. Pro uvolneˇnı´ zarˇı´zenı´ slouzˇı´ metoda Release. Prˇijı´ma´ pouze jeden
vstupnı´ parametr, a to referenci na proces, ktery´ zarˇı´zenı´ obsadil.
Occupy(pokadna);
Wait(10);
Release(pokladna);
Vy´pis 8: Prˇı´klad pouzˇitı´ metod Occupy a Release
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V prˇı´padeˇ, zˇe je zarˇı´zenı´ neˇktery´m z procesu˚ vyuzˇı´vane´, zarˇadı´ se proces,
ktery´ zˇa´da´ o obsluhu do fronty. Tato fronta je soucˇa´stı´ kazˇde´ho zarˇı´zenı´. Zarˇı´zenı´
je schopne´ obslouzˇit pouze jeden pozˇadavek na obsluhu. Uvolnit zarˇı´zenı´ mu˚zˇe
pouze ten proces, ktery´ ho obsadil. Jestlizˇe fronta obsahuje neˇjake´ objekty (pro-
cesy) a dosˇlo k uvolneˇnı´ zarˇı´zenı´, obsadı´ se toto zarˇı´zenı´ procesem, ktery´ je da´n
rezˇimem fronty.
Rezˇim fronty se urcˇuje druhy´mparametremvkonstruktoru zarˇı´zenı´, prˇi inicia-
lizaci objektu. Jaky´ rezˇim fronty bude zvolen je da´n hodnotami v rozsahu 0, 1, 2, 3.
V prˇı´padeˇ, zˇe tento parametr nenı´ zada´n, je vy´chozı´m rezˇimem fronty rezˇim FIFO.
Rezˇimy fronty u zarˇı´zenı´
• FIFO - 0
• LIFO - 1
• SIRO - 2
• dle priority procesu - 3
Co jednotlive´ rezˇimy znamena´ jsme si vysveˇtlili v kapitole 3.1
Device pokladna = new Device(”Pokladna 1”,1);
Vy´pis 9: Prˇı´klad deklarace zarˇı´zenı´ s jiny´m rezˇimem fronty
Vmomenteˇ, kdy zarˇı´zenı´ Zma´ nastaven rezˇim fronty dle priority procesu, a v te´to
fronteˇ se nacha´zı´ proces P1 s prioritou PR1 a proces P2 s prioritou PR2, mu˚zˇou
nastat tyto mozˇnosti:
a) PR1> PR2 − proces P1 bude obslouzˇen jako prvnı´
b) PR1< PR2 − proces P2 bude obslouzˇen jako prvnı´
c) PR1= PR2 − bude obslouzˇen, ten ktery´ jako prvnı´ prˇisˇel (FIFO)
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Obra´zek 9: Device
Jednotliva´ zarˇı´zenı´, ktera´ jsou vytvorˇena v simulaci, uchova´vajı´ statisticke´
u´daje. Zarˇı´zenı´ obsahuje metodu Output, pomocı´ ktere´ lze tyto statisticke´ u´daje
vytisknout do konzoly. Statisticky´mi informacemi jsou:
• kolik zarˇı´zenı´ beˇhem simulace obslouzˇilo pozˇadavku˚
• pru˚meˇrna´ doba vyuzˇitı´ zarˇı´zenı´
• maxima´lnı´ de´lka fronty
• maxima´lnı´ doba cˇeka´nı´ ve fronteˇ
• minima´lnı´ doba cˇeka´nı´ ve fronteˇ
• pru˚meˇrna´ doba cˇeka´nı´ ve fronteˇ
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4.3.5 Trˇı´da Store
Trˇı´da Store (sklad) je obdobou trˇı´dy Device. Charakteristicky´m prvkem je rovneˇzˇ
vy´lucˇny´ prˇı´stup. Rozdı´lemmezi trˇı´dou Store aDevice spocˇı´va´ v tom, zˇe trˇı´da Store
je schopna obslouzˇit vı´ce procesu˚ najednou. U kazˇde´ho skladu urcˇujeme, jaky´
maxima´lnı´ pocˇet procesu˚ mu˚zˇe by´t soucˇasneˇ obslouzˇen. V momenteˇ kdy chce
proces obsadit urcˇity´ pocˇet jednotek a tento pocˇet je mensˇı´ nezˇ volne´ mı´sto ve
skladu, mu˚zˇe proces obsadit pozˇadovany´ pocˇet jednotek a volne´ mı´sto se tı´mto
zmensˇı´. V prˇı´padeˇ, zˇe by proces chteˇl zabrat vı´ce jednotek ze skladu nezˇ mo-
menta´lneˇ disponuje, musı´ se zarˇadit do fronty a cˇekat do doby neˇzˇ pozˇadovane´
mı´sto bude volne´. V tomto okamzˇiku je proces uspa´n. Princip vy´beˇru z fronty
je totozˇny´ jako u zarˇı´zenı´ (FIFO, LIFO, SIRO, priorita). Rezˇim fronty se rovneˇzˇ
urcˇuje v konstruktoru.
Store voziky = new Store(”Voziky”, 50);
Vy´pis 10: Prˇı´klad deklarace skladu
Pro za´kladnı´ operace se skladem jsou v trˇı´deˇ Process implementova´nymetody En-
ter a Leave. Metodou Enter je mozˇno obsadit urcˇity´ pocˇet jednotek. Ta prˇijı´ma´ dva
parametry. A to jaky´ sklad bude obsazen a kolik jednotek bude zabra´no. K uvol-
neˇnı´ kapacity slouzˇı´ druha´ ze zmı´neˇny´ch metod a to metoda Leave. Ta ma´ pouze
jeden vstupnı´ parametr. Parametr urcˇuje, ze ktere´ho skladumajı´ by´t uvolneˇny jed-
notky. Trˇı´da Store si pamatuje, kolik jednotek proces obsadil a podle tohoto pocˇtu
vra´tı´ (uvolnı´) prˇı´slusˇny´ pocˇet jednotek. Sklad da´le obsahuje pomocne´ metody pro
zjisˇteˇnı´ zda je pra´zdny´ (Empty), plny´ (Full) a kolik volny´ch jednotek zby´va´ (Free).
Enter(voziky,2) ;
Wait(20);
Leave(voziky);
Vy´pis 11: Prˇı´klad pouzˇitı´ metod Enter a Leave
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Obra´zek 10: Store
Tak jako zarˇı´zenı´ uchova´va´ sklad statisticke´ informace. Vy´stup statistik lze
prove´stmetodouOutput. MetodaOutput tiskne do konzoly na´sledujı´cı´ informace:
• jak velkou kapacitou sklad disponuje
• kolik procesu˚ bylo obslouzˇeno
• maxima´lnı´ pouzˇita´ kapacita
• minima´lnı´ pouzˇita kapacita
• pru˚meˇrna´ pouzˇita´ kapacita
• maxima´lnı´ de´lka fronty
• minima´lnı´ de´lka fronty
• pru˚meˇrna´ de´lka fronty
• pru˚meˇrna´ doba cˇeka´nı´ ve fronteˇ
• maxima´lnı´ doba cˇeka´nı´ ve fronteˇ
• minima´lnı´ doba cˇeka´nı´ ve fronteˇ
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4.3.6 Trˇı´da RandomGenerator
Prˇi simulaci diskre´tnı´ch syste´mu˚ je mnohdy zapotrˇebı´ modelovat na´hodne´ jevy.
Pro tento u´cˇel je v knihovneˇ DiscreteSimulationLibrary implementova´na trˇı´da
RandomGenera´tor, ktera´ generuje na´hodne´ cˇı´sla pro ru˚zna´ rozlozˇenı´. Tato trˇı´da
je staticka´ a tudizˇ nevytva´rˇı´me zˇa´dne´ objekty te´to trˇı´dy.
Metody trˇı´dy RandomGenerator
NextInt(int max)
Vygeneruje na´hodne´ cˇı´slo v intervalu od 0 po max s rovnomeˇrny´m rozlozˇenı´m.
Na´vratova´ hodnota je typu int.
NextInt(int min, int max)
Vygeneruje na´hodne´ cˇı´slo v intervalu odmin pomax s rovnomeˇrny´m rozlozˇenı´m.
Na´vratova´ hodnota je typu int.
NextDouble(double min = 0, double max = 1)
Vygeneruje na´hodne´ cˇı´slo v intervalu odmin pomax s rovnomeˇrny´m rozlozˇenı´m.
V prˇı´padeˇ, zˇe nezada´me vstupnı´ parametry vra´tı´ na´hodne´ cˇı´slo v intervalu 0 azˇ
1. Na´vratova´ hodnota je typu double.
NextExp(double mean)
Generuje exponencia´lnı´ rozlozˇenı´ se strˇednı´ hodnotou mean. Na´vratova´ hodnota
je typu double.
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4.3.7 Trˇı´da Histogram
Trˇı´da Histogram zaznamena´va´ cˇetnost zapisovany´ch hodnot v zadany´ch interva-
lech. U trˇı´dy zada´va´me jme´no histogramu, od jake´ hodnoty zacˇı´na´me, jak velky´ je
skok neboli sˇı´rˇka intervalu. Sˇı´rˇka by meˇla by´t spra´vneˇ zvolena, nebot’nespra´vneˇ
zvolena´ sˇı´rˇka na´m mu˚zˇe snı´zˇit informacˇnı´ hodnotu. Poslednı´ zada´va´nou hodno-
tou je kolik kroku˚ se ma´ udeˇlat.
Deklarace mu˚zˇe vypadat takto:
Histogram h = new Histogram(”Histogram”, 0, 10, 20);
Vy´pis 12: Uka´zka deklarace histogramu
V tomto konkre´tnı´m prˇı´padeˇ se jedna´ o histogram jme´nem Histogram, ktery´
zacˇı´na´ od hodnoty 0, jeho interval ma´ velikost 10 a celkovy´ pocˇet intervalu˚ je 20.
Prˇida´va´nı´ za´znamu˚ do histogramu se prova´nı´ pomocı´ metody AddRecord. Ma´
jeden vstupnı´ parametr, ktery´ slouzˇı´ pro zada´nı´ hodnoty.
h.AddRecord(10);
Vy´pis 13: Prˇida´nı´ za´znamu do histogramu
Pro vy´stup histogramu slouzˇı´ metoda Output. Ta tiskne tabulku cˇetnostı´ a
statisticke´ u´daje:
• minima´lnı´ vstupnı´ hodnotu
• maxima´lnı´ vstupnı´ hodnotu
• pocˇet vstupnı´ch hodnot
• pru˚meˇrnou hodnotu hodnot
• smeˇrodatnou odchylku hodnot
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4.3.8 Trˇı´da Statistic
Pro za´znam statisticky´ch u´daju˚, je v knihovneˇ DiscreteSimulationLibrary imple-
mentova´na trˇı´da Statistic.
Trˇı´da uchova´va´ tyto u´daje:
• maxima´lnı´ vstupnı´ hodnotu
• minima´lnı´ vstupnı´ hodnotu
• pocˇet zaznamenany´ch hodnot
• pru˚meˇrnou hodnotu hodnot
• smeˇrodatnou odchylku hodnot
Pro vlozˇenı´ hodnoty se pouzˇı´va´ metoda AddValue. Ma´ jeden vstupnı´ parametr a
to velikost hodnoty. Metodou Output se tisknou statisticke´ u´daje.
Statistic stat = new Statistic () ;
for ( int i = 0; i < 10; i++)
{
stat .AddValue(i)
}
sta.Output();
Vy´pis 14: Prˇı´klad pouzˇitı´ metody Statistic
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4.3.9 Trˇı´da TStatistic
Objekty trˇı´dy TStatistic slouzˇı´ pro za´znam cˇasovy´ch intervalu˚ v syste´mu. Pro za-
da´nı´ tohoto intervalu obsahuje trˇı´da dveˇ metody. Teˇmito metodami jsou, metoda
StartTime a EndTime. Obeˇ metody majı´ dva vstupnı´ parametry. Prvnı´m je, ktery´
z procesu˚ zada´va´ startovacı´ resp. koncovy´ cˇas a druhy´ parametr uda´va´ hodnotu
teˇchto startovacı´ch a koncovy´ch cˇasu˚.
TStatistic tstat = new TStatistic() ;
tstat .StartTime(proces, 10);
...
tstat .EndTime(proces, 20);
Vy´pis 15: Prˇı´klad pouzˇitı´ metody TStatistic
Trˇı´da TStatistic uchova´va´ tyto informace:
• maxima´lnı´ velikost vstupnı´ho intervalu
• minima´lnı´ velikost vstupnı´ho intervalu
• pocˇet vstupnı´ch intervalu˚
• pru˚meˇrnou hodnotu vstupnı´ch intervalu˚
• smeˇrodatnou odchylku intervalu˚
Pro vy´stup teˇchto hodnot vola´me metodu Output.
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4.3.10 Trˇı´da Scheduler
Trˇı´da Scheduler, neboli pla´novacˇ je rˇı´dı´cı´ trˇı´dou simulace. Tato trˇı´da zahrnuje vesˇ-
kere´ metody pro napla´nova´nı´ a maza´nı´ procesu˚, probouzenı´ jednotlivy´ch vla´ken,
rusˇenı´ procesu˚ a metodu pro spusˇteˇnı´ simulace. Trˇı´da je z pohledu uzˇivatele
nezajı´mava´, protozˇe je prima´rneˇ urcˇena pro samotny´ beˇh simulace. Jedinou pod-
statnou veˇcı´ pro uzˇivatele je, zˇe trˇı´da implementuje metodu (Run) a zˇe vyuzˇı´va´
na´vrhovy´ vzor Singleton. V kazˇde´ simulaci, kterou bude uzˇivatel pomocı´ te´to
knihovny vytva´rˇet, musı´ inicializovat objekt te´to trˇı´dy.
Scheduler es = Scheduler.Instance;
es.Run();
Vy´pis 16: Prˇı´klad pouzˇitı´ trˇı´dy Scheduler
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4.4 Prˇı´klad diskre´tnı´ simulace v knihovneˇ DiscreteSimulationLibrary
Pro na´zornou uka´zku, jak pouzˇı´t knihovnu DiscreteSimulationLibrary budeme
pokracˇovat v prˇı´kladu, kdy za´kaznı´ci chodı´ na´hodneˇ do obchodu a nakupujı´.
Syste´m nebude tak jednoduchy´ jako v kapitole 3.1, ale bude rozsˇı´rˇen o ru˚zne´
vlastnosti a funkcionality.
Definice syste´mu bude vypadat takto:
Za´kaznı´ci prˇicha´zejı´ na´hodneˇ do obchodu s exponencia´lnı´m rozlozˇenı´m se
strˇednı´ hodnotou 5. Generova´nı´ teˇchto za´kaznı´ku˚ bude koncˇit v momenteˇ, kdy
pocˇet vygenerovany´ch za´kaznı´ku˚ bude roven 100. Kazˇdy´ za´kaznı´k si bere na´-
kupnı´ kosˇı´k a jde nakupovat. V obchodeˇ je k dispozici 50 na´kupnı´ch kosˇı´ku˚.
Za´kaznı´k nakupuje na´hodnou dobu s norma´lnı´m rozlozˇenı´m v intervalu od 10
do 15. V obchodeˇ je oddeˇlenı´ lahu˚dek, ktere´ vyuzˇije 30% za´kaznı´ku˚, kterˇı´ navsˇtı´vı´
tento obchod. V oddeˇlenı´ lahu˚dek za´kaznı´k nakupuje na´hodnou dobu s exponen-
cia´lnı´m rozlozˇenı´m a strˇednı´ hodnotou 2. Oddeˇlenı´ lahu˚dek je schopno obslouzˇit
dva za´kaznı´ky soucˇasneˇ. V momenteˇ kdy za´kaznı´k ukoncˇı´ na´kup, jde k jedne´ ze
trˇı´ pokladen, ktere´ jsou v obchodeˇ. Za´kaznı´k chce cˇekat nejkratsˇı´ dobu a tudı´zˇ
si vybı´ra´ pokladnu, u ktere´ je nejmensˇı´ fronta. V tomto modelu neuvazˇujeme
za´vislost, zˇe ten za´kaznı´k, ktery´ stra´vil v obchodu vı´ce cˇasu toho nakoupil vı´ce.
De´lka platby u pokladny bude v tomto prˇı´padeˇ takte´zˇ na´hodna´ s exponencia´lnı´m
rozlozˇenı´m se strˇednı´ hodnotou 3. Po zaplacenı´ za´kaznı´k vra´tı´ kosˇı´k a odcha´zı´.
Ze statisticke´ho pohledu budeme chtı´t zaznamena´vat histogram, jakou dobu za´-
kaznı´k stra´vı´ v obchodeˇ a vsˇechny statisticke´ informace jednotlivy´ch zarˇı´zenı´ a
skladu˚.
V prvnı´ rˇadeˇ musı´me do nove´ho projektu importovat knihovnuDiscreteSimulati-
onLibrary prˇı´kazem using DiscreteSimulationLibrary. Pote´ se pustı´me
do samotne´ho vytva´rˇenı´ vsˇech objektu˚ a trˇı´d v syste´mu. Postupneˇ vytvorˇı´me za-
rˇı´zenı´ respektive sklady, ktere´ budeme potrˇebovat. Pro reprezentaci kosˇı´ku˚ pou-
zˇijeme trˇı´du Store s kapacitou 50. Objekty vsˇech trˇı´d budeme vytva´rˇet v metodeˇ
main.
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static void Main(string[] args)
{
Store voziky = new Store(”Voziky”, 50);
}
Da´le budeme potrˇebovat, dle zada´nı´, trˇı´ pokladny. Kazˇda´ pokladna bude repre-
zentova´na trˇı´dou Device. Pro jednodusˇı´ implementaci vytvorˇı´me seznam teˇchto
pokladen.
List<Device> pokladny = new List<Device>();
for ( int i = 1; i <= 3; i++)
{
Device pokladna = new Device(”Pokladna ”+i);
pokladny.Add(pokladna);
}
Oddeˇlenı´ lahu˚dek reprezentuje rovneˇzˇ trˇı´da Store. Lahu˚dku soucˇasneˇ obslouzˇı´
dva za´kaznı´ky, tudı´zˇ trˇı´da Store bude mı´t kapacitu 2.
Store lahudky = new Lahudky(”Lahudky”, 2);
Samotny´ za´kaznı´k bude ba´zovou trˇı´douProcess. Za´kaznı´kovimusı´me prˇedat refe-
rence na pokladny a lahu˚dky, ktere´ mu˚zˇe vyuzˇı´vat. Pro za´znam statistik prˇeda´me
referenci na objekt histogramu, ktery´ rovneˇzˇ vytvorˇı´me klasickou deklaracı´. Tyto
reference prˇeda´va´me v konstutoru. V neposlednı´ rˇadeˇ musı´me popsat samotne´
chova´nı´ za´kaznı´ka v metodeˇ Behavior.
public class Zakaznik : Process
{
List<Device> pokladny;
Store voziky;
Store lahudky;
Histogram celk;
public Zakaznik(string name, List<Device> pokladny, Store voziky, Store lahudky, Histogram
celk): base(name)
{
this .pokladny = pokladny;
this .voziky = voziky;
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this . lahudky = lahudky;
this .celk = celk;
}
public override void Behavior()
{
double prichod = Time; \\zaznam prichodu zakaznika
Enter(voziky, 1); \\obsazeni jednoho voziku
if (RandomGenerator.NextDouble() <= 0.30) \\30 % navstivi Lahudky
{
Enter(lahudky, 1); \\ obsazeni jedne pozice z Lahudek
Wait(RandomGenerator.NextExp(2)); \\ exponencialni doba nakupovani
Leave(lahudky); \\ uvolneni lahudek
}
Wait(RandomGenerator.NextDouble(10,15)); \\nakupovani v intervalu <10,15>
int pokladna = 0;
for ( int i = 1; i < pokladny.Count; i++) \\vyber pokladny
if (pokladny[pokladna].QueueLen > pokladny[i].QueueLen)
pokladna = i;
Occupy(pokladny[pokladna]); \\obsazeni pokladny
Wait(RandomGenerator.NextExp(3)); \\cas platby
Release(pokladny[pokladna]); \\uvolneni polkladny
Leave(voziky); \\vraceni voziku
celk.AddRecord(Time − prichod); \\pridani zaznamu do histogramu
Finish () ; \\konec chovani zakaznika
}
}
Pro generova´nı´ za´kaznı´ku˚ pouzˇijeme trˇı´du Event. Jak uzˇ bylo napsa´no v ka-
pitole 4.3.3, trˇı´da je vhodna´ pro periodicky se opakujı´cı´ deˇje a mu˚zˇe sama sebe
aktivovat na urcˇity´ cˇas. V konstruktoru prˇeda´va´me vsˇechny potrˇebne´ reference
na objekty,ktere´ potrˇebujeme.
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class Generator : Event
{
List<Device> pokladny;
Histogram celk;
Store voziky;
Store lahudky;
int i = 1;
public Generator(List<Device> pokladny, Store voziky, Store lahudky, Histogram celk)
{
this .pokladny = pokladny;
this .voziky = voziky;
this . lahudky = lahudky;
this .celk = celk;
}
public override void Behavior()
{
if ( i <= 100) \\podminka pro generovani 100 zakazniku
{
new Zakaznik(”Zakaznik ” + i, pokladny, voziky, lahudky, celk) .Activate () ;
\\ aktivovani zakaznika na aktualni cas t
Activate(Time + RandomGenerator.NextExp(2));
\\aktivovani sama sebe na cas t + nahodne cislo
i++;
}
else
{
Finish () ; \\konec chovani generatoru
}
}
}
Vy´pis 17: Genera´tor za´kaznı´ku˚
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public class Program
{
static void Main(string[] args)
{
Scheduler es = Scheduler.Instance;
Store voziky = new Store(”Voziky”, 50);
Store lahudky = new Store(”Lahudky”, 2);
Histogram celk = new Histogram(”Doba nakupovani v obchode”, 0, 10, 10);
List<Device> pokladny = new List<Device>();
for ( int i = 1; i <= 3; i++)
{
Device pokladna = new Device(”Pokladna ”+i);
pokladny.Add(pokladna);
}
new Generator(pokladny, voziky, lahudky, celk, sc).Activate () ; \\aktivovani generatoru
es.Run(); \\spusteni simulace
\\ tisk statistickych informaci
foreach (Device pokladna in pokladny)
pokladna.Output();
voziky.Output();
lahudky.Output();
celk.Output();
}
}
Vy´pis 18: Metoda main diskra´tnı´ho modelu obchodu
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4.4.1 Vy´stup statisticky´ch informacı´
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5 Spojita´ simulace
Spojita´ simulace je charakteristicka´ tı´m, zˇe vsˇechny stavove´ promeˇnne´ naby´vajı´
hodnoty z neˇjake´ho definovane´ho intervalu a v pru˚beˇhu cˇasu se meˇnı´ spojiteˇ. K
popisu chova´nı´ spojite´ho modelu se vyuzˇı´vajı´ soustavy diferencia´lnı´ch rovnic, at’
uzˇ obycˇejny´ch nebo parcia´lnı´ch. Jelikozˇ k popisu tohoto chova´nı´ pouzˇı´va´me sou-
stavy diferencia´lnı´mi rovnicemi, musı´me tyto soustavy rˇesˇit numericky. U spojite´
simulace je simula´rnı´ cˇas diskretizova´n, to znamena´, zˇe cˇas je rozdeˇlen na jednot-
live´ intervaly, kde velikost tohoto intervalu je da´na integracˇnı´m krokem. Hodnota
simula´rnı´ho cˇasu se tedy zvysˇuje o tento integracˇnı´ krok. Integracˇnı´ krok musı´
by´t zvolen tak, aby splnˇoval pozˇadavek na prˇesnost vy´pocˇtu.
Aplikace spojity´ch simulacˇnı´ch modelu˚ prˇina´sˇenı´ na´sledujı´cı´ proble´my: [7]
• vy´beˇr vhodne´ metody numericke´ integrace,
• de´lka integracˇnı´ho kroku s ohledem na pozˇadovanou prˇesnost,
• vysoke´ na´roky na spotrˇebu strojove´ho cˇasu,
Typicke´ prˇı´klady rˇesˇene´ pomocı´ spojity´ch simulacˇnı´ch modelu˚: [7]
• kmita´nı´ mechanicky´ch syste´mu˚,
• rˇesˇenı´ elektricky´ch a elektronicky´ch syste´mu˚,
• kompartmentove´ syste´my,
• dynamika populacı´
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5.1 Metody numericke´ integrace
Jak uzˇ jsem si rˇekli, abstraktnı´ model spojite´ simulace je obecneˇ popsa´n sousta-
vou diferencia´lnı´ch rovnic. Z velke´ho mnozˇstvı´ diferencia´lnı´ch rovnic dovedeme
explicitneˇ rˇesˇit jen velmi malou cˇa´st z nich. Z tohoto du˚vodu jsme nuceni rˇesˇit
tyto diferencia´lnı´ rovnice pomocı´ prˇiblizˇny´ch metod. V te´to kapitole se budeme
teˇmito metodami zaby´vat. Pomocı´ prˇiblizˇny´ch metod hleda´me numericke´ rˇesˇenı´
jen na zvolene´ mnozˇineˇ bodu˚ v dane´m intervalu. Interpolacı´ z teˇchto hodnot
pak mu˚zˇeme najı´t prˇiblizˇne´ hodnoty rˇesˇenı´ take´ pro ostatnı´ body ze zvolene´ho
intervalu. Jedna´ se o Eulerovu polygona´lnı´ metodu a metodu Runge-Kuttovu. [8]
5.1.1 Za´kladnı´ pojmy
Uvazˇujme pro jednoduchost soustavu n obycˇejny´ch diferencia´lnı´ch rovnic 1.rˇa´du
dyi
dt
= fi(t, y1, y2, ..., yn) (1)
s pocˇa´tecˇnı´ podmı´nkou yi = yi0, kde i = 1, 2, ..., n, tj. budeme rˇesˇit Cauchyho u´lohu.
Tuto u´lohu budeme zapisovat v maticove´m tvaru. Necht’ G je podmnozˇina
euklidovske´ho prostoru R2, bud’f rea´lna´ funkce definovana´ na G.
y′ ≡ dy
dt
= f(t, y) (2)
s pocˇa´tecˇnı´ podmı´nkou y(t0) = y0, kde [t0, y0] ∈ G.
[8] [7]
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5.1.2 Princip numericky´ch metod
Prˇi numericke´m rˇesˇenı´ Cauchyho u´lohy na intervalu < a, b > postupujeme tak,
zˇe zvolı´me konecˇnou mnozˇinu bodu˚ ti, i = 1, 2, ..., n, takovy´ch, zˇe
a = t0 < t1 < t2 < ... < tn − 1 < tn = b.
Tuto mnozˇinu nazy´va´me sı´t’ a jejich prvky uzly. [8]
Numericky´m rˇesˇenı´m pocˇa´tecˇnı´ u´lohy v tomto prˇı´padeˇ bude posloupnost {yi}
hodnot
y0 = y(t0), y1 = y(t1), ..., yn = y(tn)
Hodnoty v intervalu < t0, tn > jsou neza´visle´ a z pravidla na´m urcˇujı´ cˇas.
Hodnota vy´razu h = ti+1− ti prˇitom uda´va´ velikost integracˇnı´ho kroku (krok sı´teˇ).
[7]
Prˇi konstruova´nı´ numericky´ch metod vycha´zı´me z prˇı´ru˚stku zobrazenı´
yi+1 = yi +∆yi = yi + hiS(ti, yi, hi), (3)
kde S(ti, yi, hi) = ∆yihi je smeˇrnice prˇı´mky urcˇena´ body (ti, yi), (ti+1, yi+1), proto
funkci S nazy´va´me prˇı´ru˚stkove´ zobrazenı´ nebo smeˇrova´ funkce. [8]
Metodudanou vztahem (3) nazy´va´me jednokrokova´metoda, protozˇe pocˇı´tana´
hodnota yi+1 za´visı´ jen na yi. [8]
Prˇi numericke´m rˇesˇenı´ se dopousˇtı´me kromeˇ zaokrouhlovacı´ch chyb i chyb
zpu˚sobeny´ch diskretizacı´ u´lohy. Tyto chyby posuzujeme loka´lneˇ i globa´lneˇ.[8]
Globa´lnı´ (akumulovanou) diskretizacˇnı´ chybou v uzlu ti nazy´va´me rozdı´l
ei = y(ti)− yi.
Globa´lnı´ chyba je vy´sledkem diskretizacˇnı´ch chyb z prˇedcha´zejı´cı´ch kroku˚. Je
to tedy celkova´ chyba po i-te´m kroku zpu˚sobena´ metodou. Chybu zpu˚sobenou
diskretizacı´ v jednom kroku nazy´va´me loka´lnı´ diskretizacˇnı´ chyba. Je to neprˇes-
nost, s jakou splnˇujı´ hodnoty prˇesne´ho rˇesˇenı´ y(t) v uzlech sı´teˇ rekurentnı´ vztah
(3). [8]
Necht’z(t) je prˇesne´ rˇesˇenı´ u´lohy
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dy
dt
= f(t, y),
y(ti−1) = yi−1
pak pro loka´lnı´ chybu platı´
di = z(ti)− yi.
Cı´lem numericky´ch metod je nalezenı´ numericke´ho rˇesˇenı´. Od kazˇde´ nume-
ricke´ metody pozˇadujeme, aby prˇi zmensˇova´nı´ kroku, tj. max(hi) → 0, posloup-
nost numericky´ch rˇesˇenı´ konvergovala k prˇesne´mu rˇesˇenı´.
Kvalita pouzˇite´ numericke´ metody se hodnotı´ podle teˇchto za´kladnı´ch krite´riı´:
[7]
• prˇesnost metody (velikost loka´lnı´ chyby a prostrˇedky pro jejı´ odhad),
• stabilita metody,
• cˇasova´ na´rocˇnost vy´pocˇtu,
• na´roky na operacˇnı´ pameˇt’pocˇı´tacˇe.
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5.1.3 Eulerova metoda
Eulerova metoda je prˇedstavitelem nejjednodusˇsˇı´ jednokrokove´ metody, ale je
vsˇak obvykle nejme´neˇ prˇesna´, kde novy´ stav lze stanovit z prˇedcha´zejı´cı´ho na
za´kladeˇ vztahu
yi+1 = yi + hf(xi, yi). (4)
Pramen: HASI´K, K.: Numericke´ metody
Uvedeny´ vztah lze jednodusˇe zı´skat dveˇma zpu˚soby. [8][10]
1. Nahrazenı´ vztahu (2) diferencˇnı´m vztahem
y′(tn) =
yn+1 − yn
h
= f(tn, yn)
odkud ihned plyne Euleru˚v vztah.
2. Vztah pro Eulerovu metodu mu˚zˇeme take´ zı´skat aproximacı´ hodnoty yi+1
Taylorovy´m polynomem funkce y v bodeˇ xi. Pro dvakra´t spojiteˇ diferenco-
vatelnou funkci y dosta´va´me
yi+1 = yi + hfy
′ +
1
2
h2y′′(ξ)
kde ξ ∈< ti, ti + 1 >. Poslednı´ cˇlen zanedba´me, za´rovenˇ zı´ska´me loka´lnı´
chybu Eulerovy metody
di =
1
2
h2y′′(ξ) = O(h2)
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Prˇı´klad 1. Rˇesˇte pomocı´ Eulerovy metody soustavu diferencia´lnı´ch rovnic.
x′ = xy,
y′ = x− y,
ktere´ vyhovujı´ pocˇa´tecˇnı´ podmı´nce x(0) = 1, y(0) = 2, na intervalu< 0, 2 > s
pocˇtem kroku˚ 4.
Rˇesˇenı´. Prˇiblizˇnou hodnotu rˇesˇenı´ hleda´me pomocı´ iteracˇnı´ho vzorce
xi+1 = xi + h · f(xi, yi),
yi+1 = yi + h · g(xi, yi),
kde urcˇı´me krok h = 2−0
4
= 0.5, prˇicˇemzˇ x0 = 1, f(xi, yi) = xiyi, g(xi, yi) = xi − yi.
Jednotlive´ kroky vy´pocˇtu budeme zaznamena´vat do tabulky. V prvnı´m sloupci
je porˇadı´ kroku i, ve druhe´m sloupci je bod ti, ve ktere´m hleda´me aproximaci
rˇesˇenı´, ve trˇetı´m sloupci je xi, aproximace hodnoty x(ti), ve cˇtvrte´m sloupci je yi,
aproximace hodnoty y(ti), v pa´te´m sloupci je „pomocny´“ vy´pocˇet h · f(xi, yi) a v
sˇeste´m sloupci je „pomocny´“ vy´pocˇet h · g(xi, yi).
i ti xi yi 0.5 · (xi · yi) 0.5 · (xi − tyi)
0 0 1 2 1 -0.5
1 0.5 2 1.5 1.5 0.25
2 1 3.5 1.75 3.06 0.88
3 1.5 6.56 2.62 8.61 1.97
4 2 15.18 4.59
Tabulka 1: Tabulka kroku˚ s jednotlivy´mi vy´pocˇty
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6 ContinuousSimulationLibrary
Pro popis chova´nı´ spojite´ho modelu byla vytvorˇena knihovna ConinuousSimulati-
onLibrary. Toto chova´nı´ se v knihovneˇ popisuje propojenı´m objektu˚, ktere´ repre-
zentujı´ integra´tory. Propojenı´ objektu˚ se realizuje zada´nı´mmatematicke´ho vy´razu
prˇi vytva´rˇenı´ objektu trˇı´dy Integrator. Pro zada´va´nı´ vy´razu˚ byla vyuzˇita knihovna
NCal, ktera´ disponuje trˇı´dou Expression, pomocı´ nizˇ vy´raz zada´va´me.
Obra´zek 11: Prˇı´klad spojite´ho bloku
Pramen: Skripta VUT Brno: Modelova´nı´ a simulace
6.1 Struktura knihovny
6.1.1 Trˇı´da Expression
Pro zada´va´nı´ vy´razu (diferencia´lnı´ rovnice) do trˇı´dy Integrator jsme pouzˇil jizˇ
existujı´ knihovnu NCal. Knihovna obsahuje trˇı´du Expression, pomocı´ nı´zˇ mu˚zˇe
jednodusˇe zadavat diferencia´lnı´ rovnici. Tuto rovnici zada´va´me jako rˇeteˇzec, tedy
v jazyce C# jako string.
Prˇı´klad 2. Chceme zadat pomocı´ trˇı´dy Expression rovnici:
x = y − g,
kde x, y jsou promeˇnne´ a g je konstanta s hodnotou 9.81.
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Expression x = new Expression(”y−g”);
x.Parameters[”g”] = 9.81;
Vy´pis 19: Prˇı´klad pouzˇitı´ trˇı´dy Expression
6.1.2 Trˇı´da Integrator
Trˇı´da Integrator, jak uzˇ jejı´ na´zev napovı´da´, reprezentuje samotny´ integra´tor (v
obra´zku 11, jako i1, i2). U te´to trˇı´dy vyuzˇı´va´me dveˇ za´kladnı´ vlastnosti.
• nastavenı´ pocˇa´tecˇnı´ podmı´nky,
• promeˇnnou Value, ktera´ vracı´ hodnotu objektu.
Inicializace objektu Integra´tor se prova´dı´ standardnı´m zpu˚sobem, kde v konstruk-
toru nastavujeme trˇi parametry.
1. jme´no integra´toru− jme´nomusı´ by´t shodne´ s identifika´torem tohoto objektu
2. vy´raz (diferencia´lnı´ rovnici)
3. pocˇa´tecˇnı´ podmı´nku
Integrator x = new Integrator(”x” , new Expression(”x∗y”), ”x=1;y=2”) ;
Vy´pis 20: Prˇı´klad inicializace Integratoru
Prˇi inicializaci se z pocˇa´tecˇnı´ podmı´nky nastavı´ hodnota Value. Tato hodnota se
beˇhem simulace meˇnı´ podle vy´pocˇtu z diferencia´lnı´ rovnice, ktera´ byla zada´na.
Trˇı´da da´le obsahuje metodu AllValuesInTime, ktera´ vra´tı´ slovnı´k, ktery´ obsahuje
vsˇechny cˇasy a k nim odpovı´dajı´cı´ hodnoty.
6.1.3 Trˇı´da Simulation
Trˇı´da Simulation je rˇı´dı´cı´ trˇı´dou spojite´ simulace. Podobneˇ jako Scheduler u dis-
kre´tnı´ simulace, zahrnuje vesˇkere´ metody pro nastavenı´ parametru˚ a beˇh simu-
lace. Interval beˇhu simulace se nastavuje metodou Init. Metoda Init prˇijı´ma´ dva
vstupnı´ parametry typu double. Prvnı´m je hodnota zacˇa´tku simulace a druhy´m
je hodnota konce simulace. Pro nastavenı´ velikosti kroku slouzˇı´ metoda SetStep,
ktera´ prˇijı´ma´ jeden vstupnı´ parametr rovneˇzˇ typu double. Parametrem urcˇı´me
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velikost tohoto kroku. Jelikozˇ je trˇı´da trˇı´dou rˇı´dı´cı´, obsahuje i soukrome´ metody,
ktere´ jsou pro uzˇivatele skryty. Mezi tyto metody patrˇı´ metody pro vy´pocˇet nu-
mericke´ integrace. Numericka´ integrace je v knihovneˇ reprezentova´na Eulerovou
metodou. Jak pracovat s touto trˇı´dou si uka´zˇeme v konkre´tnı´m prˇı´kladu 6.2.
6.1.4 Trˇı´da Graph
Trˇı´da Graph slouzˇı´ pro vykreslenı´ grafu ze za´znamu hodnot spojite´ simulace.
Tato trˇı´da obsahuje pouze jednu metodu a to metodu Paint. Metoda prˇijı´ma´ peˇt
vstupnı´ch parametru˚.
1. jme´no grafu
2. na´zev osy X
3. na´zev osy Y
4. slovnı´k, kde klı´cˇ urcˇuje hodnotu osy X a hodnota klı´cˇe urcˇuje hodnotu osy Y
5. velikost kroku zaznamena´vany´ch hodnot
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6.2 Prˇı´klad spojite´ simulace v knihovneˇ ContinuousSimulationLibrary
Jako prˇı´klad spojite´ simulace budeme uvazˇovat syste´m kola automobilu. Experi-
ment bude sledovat odezvu kola na jednotkovy´ skok. Velikost skoku bude 0.001
a chova´nı´ experimentu budeme sledovat v intervalu od 0 po 3. Vy´stupem si-
mulace bude graf se jme´ne Kolo.png, osa X bude prˇedstavovat cˇas, osa Y bude
prˇedstavovat hodnotu v. Rovnice, popisujı´cı´ tlumene´ kmita´nı´ kola:
Mx′′ +Dx′ + kx = F (t)
kde
v je rychlost pohybu kola,
y je vy´chylka kola z klidove´ polohy,
F (t) je vstupnı´ budicı´ funkce (naprˇ. jednotkovy´ skok) a
k,D,M jsou konstantnı´ parametry syste´mu kola
Rovnici prˇevedeme na soustavu diferencia´lnı´ch rovnic prvnı´ho rˇa´du
v′ =
F −Dv − ky
M
y′ = v
Prvnı´m krokem, ktery´ musı´me udeˇlat, je import knihovny do nasˇeho projektu
prˇı´kazem using ContinuousSimulationLibrrary. Pote´ bude na´sledovat
vytvorˇenı´ vsˇech objektu˚ (Kolo, Simulation, Integrator,...) a nastavenı´ vesˇkery´ch pa-
rametru˚. Vsˇechny potrˇebne´ objekty budeme inicializovat v metodeˇ main.
59
public class Kolo
{
Simulation s;
Integrator v, y;
public Kolo(Simulation s,double F,double M,double D,double k)
{
string initialCondition = ”y=0;v=0”; // pocatecni podminka
Expression e = new Expression(”((k∗F)−(D∗v)−(k∗y))/M”);
e.Parameters[”F”] = F;
e.Parameters[”M”] = M;
e.Parameters[”D”] = D;
e.Parameters[”k”] = k;
this .s = s;
this .v = new Integrator(”v” , e, initialCondition ) ;
this .y = new Integrator(”y” , new Expression(”v”), initialCondition ) ;
s.AddIntegrator(v); // pridani do ridici tridy integrator
s.AddIntegrator(y); // pridani do ridici tridy integrator
}
public void PaintGraph() //vykresleni grafu
{
Graph g = new Graph();
g.Paint( ”Kolo.png”, ”Time”, ”Y”, y.AllValuesInTime, 0.001);
}
}
Vy´pis 21: Vytvorˇenı´ trˇı´dy Kolo
static void Main(string[] args)
{
Simulation s = Simulation.Instance;
Kolo k = new Kolo(s,1,2,5.656,400);
s.SetStep(0.001);
s. Init (0, 3);
s.Run();
k.PaintGraph();
}
Vy´pis 22: Metoda main spojitı´ho modelu Kola
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Obra´zek 12: Graf tlumenı´ kmitu kola
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7 Za´veˇr
Cı´lem te´to pra´ce bylo vytvorˇit simulacˇnı´ knihovnu pro modelova´nı´ a simulaci.
Vy´sledkem me´ pra´ce jsou vytvorˇeny knihovny dveˇ, prˇicˇemzˇ jedna je urcˇena pro
modelova´nı´ a simulaci diskre´tnı´ch syste´mu˚ (DiscreteSimulationLibrary) a druha´
je urcˇena pro modelova´nı´ a simulaci spojity´ch syste´mu˚ (ContinuousSimulation-
Library). Obeˇ knihovny jsou inspirova´ny knihovnou SIMLIB a jsou napsa´ny v
programovacı´m jazyce C# s vyuzˇitı´m .Net technologiı´.
Samotny´ text pra´ce popisuje jak teoretickou cˇa´st, kde se cˇtena´rˇ sezna´mil se
za´kladnı´mi vlastnostmi a principy modelova´nı´ a simulace diskre´tnı´ch resp. spo-
jity´ch syste´mu˚, tak cˇa´st praktickou, ktera´ je prima´rneˇ urcˇena jako na´vod, jak s
knihovnami pracovat a kde je vyuzˇı´vat.
Knihovna ContinuousSimulationLibrary vyuzˇı´va´ nejjednodusˇsˇı´ numerickou
integraci a je urcˇena pro jednoduche´ spojite´ syste´my, kde nebude kladen velky´
du˚raz na prˇesnost.
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