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概要 
IT 産業においては，ソフトウェア，ハードウェア，ネットワークの製品事業が成熟し，
他の産業と同様に，製品自体の販売から，構築や保守など製品に付随するサービスの販売
比率が高まっている．近年拡がりを見せるクラウド環境は，更にこのサービス比率を飛躍
的に高めようとしている．クラウド環境は，データセンタ上に置かれた豊富なソフトウェ
ア，ハードウェア，ネットワークリソースをクラウドサービスとして提供し，従来の製品
および付随サービスの多くを代替するためである． 
 
このクラウドサービスが浸透するに伴い，システム構築サービスに関するビジネスエコ
システムにクラウドサービスプロバイダが新たなステークホルダとして加わることとなる．
これにより，IT サービスプロバイダ（システムインテグレータ）に求められる役割が変化
しつつある．従来，IT サービスプロバイダは，ソフトウェアおよびハードウェア製品を利
用して，顧客の案件毎に固有のシステム（Web サービス）を設計・構築してきた．この事
業は，システムの実装に価値があるため，ソフトウェア・ハードウェア製品価格と作業担
当者の実績工数を元にした事業モデルが成り立つ．しかし，クラウドサービスは予め検証
済みのソフトウェア・ハードウェア機能を提供し，IT サービスプロバイダのシステム実装
や検証作業の多くを不要にする．また，クラウドサービスは，単位期間の価格を抑えてこ
れらの機能を提供するため，顧客との契約を継続させることで事業モデルを成り立たせる
必要がある．そのため，IT サービスプロバイダは，この事業環境の変化に伴って，これら
の機能を組み合わせて，効用の高い Web サービスを設計し，顧客と合意し，設計～運用担
当まで協力して，迅速に開発し提供することが求められるようになる． 
 
この変化は，IT サービスプロバイダおよび顧客の価値の源泉が，システム（Web サービ
ス）を構成するモノの機能性から，相対的にシステム全体の効用へと広がった，と捉える
ことができる．つまり，IT サービスプロバイダ内で完結できた，システム実装や検証作業
から，効用の高いシステムの提案・設計・プロトタイプ検証・改善作業へと，顧客との協
働作業が必要なものに遷移した，と捉えることができる． 
 
サービスを「提供者からの行為が受給者に対して何らかの変化をもたらすもの」とする
定義に拠れば，前述のクラウドサービスを媒介とした変化は，製品指向の事業モデルから，
サービス指向の事業モデルへ変革を促している，と理解できる．すなわち，仕様通りに動
作する機能を実装し，それを顧客に納めることに価値を置いた事業モデルは製品販売の指
向であるのに対し，顧客と設計～運用までの工程全体を通じた顧客との協働活動により，
顧客に対して価値を生み出し，対価を得るサービス指向に変化している．この変化に対応
するため，サービスプロバイダは，サービスシステムのバリューチェーン全体を把握し，
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そのライフサイクルを通じて顧客と継続的に協働していくための方法を必要とする．加え
て，サービスプロバイダは，特定の顧客に 1 対１でサービス提供するだけでなく，多くの
顧客にも同時に展開・提供できるように，過去の開発で得られた知見を蓄積し，多くの案
件に適用可能にしておくことが求められる． 
 
以上の要請に対して，企画・設計・構築・運用・分析工程を俯瞰し，サービスシステム
のライフサイクルを一貫した管理方法論が必要である．これまでのサービス工学研究では，
顧客分析，機能設計，提供構造の決定など，サービスライフサイクルの特定の工程に焦点
を当てた議論が行われてきた．しかし，提案・設計・プロトタイプ開発・提供までの工程
を跨って，知識を蓄積し，それを活用して効用の高いサービスを効率的に生産するプロセ
スおよびライフサイクル管理の観点では，これまで十分に議論されていない． 
 
以上を鑑み，本論文は，システム／サービスを企画・設計・構築・運用・分析するまで
の構造を，多様なステークホルダから成るサービスシステムとして捉え，その「サービス
ライフサイクルを管理する方法論を提供すること」を目的する．具体的には，本論文では，
以下に挙げる 3 点を具体的な達成項目とする． 
 
(1) ライフサイクル工程のモデリング方法の確立 
本研究では上流～下流までの工程の情報が間断なく連携するモデリング方法を提案する． 
ハードウェア製品の製造は，その開始時点で仕様が確定し，生産の各工程での作業や期
間が明確化されている．一方，サービスの開発～運用工程には多くの協働作業が含まれ，
各工程での作業や期間は，人に依存し易い．分析～企画・設計に至る過程では，顧客と企
画者の間で仕様の合意形成が図られ，実装～提供の過程では，設計担当と運用担当の間で
設計情報の共有が必要となる．これらのやり取りにおいて，ステークホルダの役割に応じ
て要求～機能～実体へと変換されていく情報間の差異を捉え，これらのステークホルダ間
の共通理解を得ることが必要である． 
ここで，クラウドの浸透に伴い，このステークホルダ間の関係において，サービス提供
側のステークホルダが多様化することに着目する必要がある．従来の Web サービスは，シ
ステムインテグレータが，ソフトウェアおよびハードウェア全体を設計・構築し顧客に提
供するものであった．しかし，クラウドを前提とした Web サービスは，設計と運用でシス
テムインテグレータとクラウドサービスプロバイダの 2 つのステークホルダによって業務
ロジック，および実行リソースが独立に管理されるようになる．一方，顧客にとっては，
利用する機能はいずれのステークホルダから提供されるかに関わらず，透過的に利用でき
ることが望ましい．そのため，このようなステークホルダの多様化によって生じた，工程
間の分離した情報を連結させる方法が必要である． 
そこで，実行状態に基づく要件定義，ソフトウェアコンポーネントの実行リソースへの
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割り当て，機能検証環境，非機能検証環境により，これらの分断された情報を連結できる
ライフサイクル工程のモデリング方法を提案する．このモデリングにおいて，DSM（Design 
Structure Matrix）を拡張し，設計データとして表現や管理し難かった，非機能要件も機能
要件と同様にモデルデータとして扱う．これにより，機能とリソースの分離と統合を行い，
機能と非機能の検証を可能にする．更に，ライフサイクル全体を網羅するように，ライフ
サイクル工程を細分化したモデリングを示す．公理的設計の考え方に基づき，要件→機能
→リソース割り当ての転写関係により，モデル間の属性関係を定義し，工程を間断なく網
羅したモデルチェーンを構築する． 
以上のモデリングは，異なる役割を持ったステークホルダ間の共通言語として作用する
ため，ステークホルダ間の相互認識を深められる．また，上流工程から下流工程までモデ
ルデータとして保持できるため，開発の後工程で上流工程の設計の振り返りも容易になり，
システム／サービスの開発を，手戻りなく迅速に進めることが可能になる． 
(2) ライフサイクル知識の資産化方法の確立 
本研究では，前述のモデリング方法を活用してライフサイクル全体を包含するデータを
構築し，これを別のサービス開発で再利用し易くするための資産化方法を提案する． 
（1）で開発した各モデルを元にサービスのライフサイクル全体を網羅した，サービスモ
デルチェーンのデータ群をライフサイクル知識として構築する．このライフサイクル知識
を資産として保持することで，別の顧客に対して同じ Web サービスを開発する際に再利用
できる．サービスモデルチェーンには，開発に必要な設計情報が整列されるため，開発全
体の作業や成果物の雛形になるためである．しかし，一般に，同じ Web サービスの開発で
あっても，全ての要件が同じことは稀で，顧客毎にユーザインタフェースや部分的な機能
要件の差異が生じる．そこで，このサービスモデルチェーンを有効に多くの案件に適用で
きるように，カスタマイズによる再利用を想定した知識の蓄積方法が必要である．蓄積す
る知識は，再利用する際に，より柔軟に要件の差異に応えられること，また，より多くの
案件に適用できること，すなわち，マス・カスタマイゼーションを指向した知識の蓄積方
法が必要である． 
この実現には，多品種少量生産に適したプロダクトラインエンジニアリングの考え方を
応用し，対象とする Web の用途やシステム構成などの特性を類型化するドメイン開発と，
ドメイン毎にカスタマイズの元になるパタン開発を行う．更に，これらのパタンを通じた
情報を一元管理するために，共通リポジトリであるパブリック・サービスポートフォリオ
を設計する．また，個々のサービス開発案件で，このパタンをカスタマイズして再利用し
易くするために，個別案件用のリポジトリであるプライベート・サービスポートフォリオ
の実現方法を導入する． 
これにより，従来，モノの生産に活用されてきた，マス・カスタマイゼーションの概念
をサービスの生産においても実践できる．この開発方法は，サービス生産の短期化と同時
に，生産の原価低減を達成するもので，範囲の経済性および規模の経済性を得られる．こ
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れにより，ライフサイクル知識を蓄積し，それを多くの顧客案件に提供する IT サービス事
業を実現できる． 
(3) ライフサイクル知識の構築・活用プロセスの確立 
本研究では，サービスの設計～構築までに関わるステークホルダの協働作業において，
上記に示した資産化されたライフサイクル知識を有効に活用する方法および実践プロセス
を提案する． 
効用の高いサービスを効率的に生産するには，サービスモデリングとサービスライフサ
イクル知識の資産化方法により蓄積された知識を，その利用者の役割とユースケースに沿
って活用し易くすることが必要である．そこで，（1）顧客と IT サービスプロバイダや，開
発と運用部門，開発部門と企画・管理部門間などライフサイクル内のステークホルダ間の
協働支援，（2）過去のサービス開発と別のサービス開発の開発部門などライフサイクルを
跨ったステークホルダ間の協働支援と，これらの方法を実践させるためのプロセスを示す． 
IT サービスプロバイダと顧客企業担当者間でサービス設計を進める際，要求・構造・振
舞いなど特定の観点で絞った情報量のダイアグラムで表現し直すことが合意形成に有効で
ある．そこで，サービスモデルチェーンをある観点に基づき動的に再構造化し，ステーク
ホルダが求める表現形式で提示し，顧客と IT サービスプロバイダ間の協働を支援する． 
また，開発成果物を資産化する際，その資産の再利用シナリオや資産化の意図を保持で
きるように，再利用戦略ポリシーとして形式化し，開発部門間の協働を支援する．一方，
運用管理の保守性や，改良のし易さなど，実装・実行工程での要件や制約を併せて考慮し，
これらの多目的に最も適合する開発資産を活用させることで開発部門間の協働を支援する． 
また，モデルチェーンの構築過程において，各モデルに紐付いた開発者の作業量をデー
タとして定量化する．この定量データを含む設計・運用プロセスのパタン化によって，モ
ノの生産プロセス管理と同様に，管理部門が開発部門のサービス設計・運用プロセスの比
較分析・管理を可能とし，開発部門と企画・管理部門との協働を支援する． 
以上に示した支援方法を実際の開発に定着させるため，ソフトウェア工学の分野で近年
導入されつつある状態で開発プロセスを捉える考え方を拡張し，上記に示した手法を漏れ
なく行うタスクとして提示する．これにより，開発プロセスを通じて開発者に上記に示し
た支援方法を実行するように規律を与える．このように，ステークホルダの役割に基づい
て，ライフサイクル知識の構築や利用を促進させる．これにより，従来プロセス指向であ
った開発方法を，タスク基点に捉え直したことで，各ステークホルダと協働したサービス
設計～運用が可能となる． 
 
以上により，本論文は，サービスの企画・設計・構築・運用・分析工程に渡るライフサ
イクル知識を蓄積・活用し，異なる役割を持ったステークホルダが協働し，合理的にかつ
効率的にサービスを設計～運用していく方法を示した．  
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1.1 研究背景 
1.1.1 クラウドコンピューティングの浸透に伴うSIサービスの変化 
クラウドコンピューティングは，ネットワークで接続された計算機のソフトウェアやハ
ードウェアリソースを，利用者が遠隔から利用可能にする技術の総称である．この技術を
活用したクラウドサービスは，利用者にデータセンタなどに置かれた計算機リソースを必
要な期間，必要な量だけ提供している． 
総務省 スマート・クラウド研究会報告書［総務省 2010］では，ここ 10 数年で急速な普
及を遂げてきたインターネットや，それを支えるブロードバンド基盤の構築が進み，ICT（情
報通信技術）の活用のあり方が大きく変わろうとしていると考察している．特に，クラウ
ドサービスは，利用者が必要な計算機リソースを必要な時に，必要な量だけサービスとし
て利用できる従来とは全く異なる情報通信システムの活用策であり，情報通信分野におけ
るパラダイムシフトが起きつつあることを指摘している． 
本報告書の企業等のクラウドサービスの導入意向に関するアンケート調査に基づいた，
クラウドサービス市場の規模の推計では，2015 年時点で 4 倍強の約 1 兆 81 百億円になる
ことが見込まれている．市場の年平均成長率は 30.5％と極めて高い．その構成要素を見る
と ， 2015 年 時 点 に お い て SaaS 市 場 が 62.5 ％ を 占 め て い る が ， IaaS
（Infrastructure-as-a-Service）市場及び PaaS（Platform-as-a-Service）市場がそれぞれ
約 34 百億円まで拡大することが見込まれる，としている． 
上記の推計は現時点でのクラウドサービスの導入意向をベースとしたものであるが，行
政，医療，教育，農林水産業等におけるクラウドサービスの普及，スマート・クラウド基
盤の構築等を政策的に支援することで，クラウドサービス市場は 2015 年時点で 56 百億円
程度の新市場の創出が見込まれ，クラウドサービス市場は約 2 兆 37 百億円の規模に達する
（約 2 兆円の新市場創出）ものと見込んでいる（図 1-1）． 
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図 1-1 クラウドサービスの事業規模見通し［総務省 2010(改)］ 
 
報告書では，更に，従来のシステム開発は，ネットワーク・ハードウェア・OS・ミドル
ウェア等，それぞれの分野の専門技術者による対応が主であったが，クラウドコンピュー
ティングではシステム全体を把握した上で，全体最適でのシステム設計・開発スキルが求
められることを指摘している． 
 
このように，IT 産業の変化は，IT サービスプロバイダの役割に変化を与えつつある．
クラウドサービスの浸透は，Web サービスのシステム構築を担う IT サービスプロバイダの
システムインテグレーション（SI）サービス1に変化を与えている．従来の SI サービスのビ
ジネスモデルでは，Web サービスを構成するソフトウェア・ハードウェア製品の費用と，
Web サービスの実装に要した開発工数に対して，対価を得ていた．このビジネスモデルは
請負契約に基づき，Web サービスの実装完成システムと，開発中に作成した機能仕様書や
テスト報告書，評価データなど開発成果物を一式顧客に納めている．これは，IT サービス
プロバイダ（システムインテグレータ）側には成果物やデータは残らない形態のため，売
り切り型のビジネスと見做せる． 
しかし，クラウド上に Web サービスを構築することが前提になると，ソフトウェア製
品・ハードウェア製品の機能やビジネスロジックを実装したソフトウェアコンポーネント
が，クラウド上の PaaS（Platform as a Service）や SaaS（Software as a Service）とし
てサービス提供されるため，実装や検証作業の多くが不要になる，そのため，従来の SI サ
ービスのビジネスモデルは成り立ちにくい．一方，クラウドから豊富に提供されるソフト
ウェア・ハードウェア機能を利用できるため，Web サービスをスクラッチから実装するよ
りも開発作業が容易になる．そのため，IT サービスプロバイダは，顧客の要件に忠実に
                                                   
1 技術者がコンピュータシステムを組み上げる作業をサービスとして提供するもの．なお，本用語を含め
た IT サービス固有の用語は，付録 B にまとめて示す． 
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Web サービスの機能実装や検証を行うことよりも，寧ろ，現状の Web サービスを分析し，
よりビジネス効果の高い Web サービスを企画・提案し，クラウドから提供されるソフトウ
ェア・ハードウェア機能のインタフェースを効率良く組み合わせることが求められる．更
に，短期間に Web サービスのプロトタイプを開発し，実務で用いる Web サービス実行環境
を迅速に提供することが価値となる．このように，クラウドの浸透に伴い，IT サービスプ
ロバイダは，よりビジネス視点や全体システム観点の見識を発揮して，ライフサイクルの
上流工程や下流工程においても顧客と継続的に協働して，Web サービスを迅速に企画・設
計・構築・提供することが重要である．この協働作業を IT サービス事業の主要なサービス
である SI サービスとして確立するには，協働プロセスに対価を支払う準委託契約で行うこ
とが適切と考えられる．しかし，本形態の契約はシステム完成品のような成果目標物が予
め決まらず，SI サービスの単価が抑えられがちである．そのため，請負契約から準委託契
約に基づく継続的なビジネスへ移行が進みにくい．そこで，IT サービスプロバイダは，開
発・実行で得た知見をライフサイクル知識として保持し，それをコンピタンスとして多く
のサービス開発に再利用できれば，多くの顧客と継続的な契約関係を構築し，顧客 1 件当
たりのサービス価格は低くとも，全体で十分利潤を確保し得る．つまり，ライフサイクル
知識を蓄積（ストック）し，それを多くの顧客案件に提供する仕組みを備えることで，売
り切り型のビジネスモデルからの移行を促進できる． 
1.1.2 本論文の問題設定 
以上の要請に対して，企画・設計・構築・運用・分析の工程を通じて，関連するステー
クホルダの観点の考慮が必要である．これまでのサービス工学研究では，顧客分析，機能
設計，提供構造の決定など，サービスライフサイクルの特定の工程に焦点を当てた議論が
行われてきた．しかし，提案・設計・プロトタイプ開発・提供までの工程を跨ったステー
クホルダの扱う知識を包括して蓄積させること，および，この知識を活用して効用の高い
サービスを効率的に開発～運用するまでライフサイクルを管理することに関して，これま
で十分に議論されていない．そのため，サービスを提供するまでの構造および提供時の構
造を多様なステークホルダから成るサービスシステムとして捉え，ステークホルダが上記
の知識を構築・保持・活用できる体系的な支援方法を開発し，このサービスライフサイク
ル管理方法をサービス開発者に提供することが必要である． 
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1.2 本研究の目的 
本研究の目的は，サービスを企画・設計・構築・運用・分析するまでの構造を，多様な
ステークホルダから成るサービスシステムとして捉え，その設計～運用までの 
「サービスライフサイクルを管理する方法論を開発する」 
ことである．具体的には，以下に挙げる 3 点を達成する． 
(1) ライフサイクル工程のモデリング方法の確立 
上流～下流までの各工程で扱う情報を規定し，これらの工程間の情報が間断なく連携で
きるモデリング方法が必要である． 
ハードウェア製品の製造は，その開始時点で仕様が確定し，生産の各工程での作業や期
間が明確化されている．一方，サービスの開発～運用工程には多くの協働作業が含まれ，
各工程での作業や期間は，人に依存し易い．分析～企画・設計に至る過程では，顧客と企
画者の間で仕様の合意形成が図られ，実装～提供の過程では，設計担当と運用担当の間で
設計情報の共有が必要となる．これらのやり取りにおいて，ステークホルダの役割に応じ
て要求～機能～実体へと変換されていく情報間の差異を捉えて，漏れなく情報を伝達し，
これらのステークホルダ間の共通理解を得ることが必要である． 
ここで，クラウドの浸透に伴い，このステークホルダ間の関係において，サービス提供
側のステークホルダが多様化することに着目する必要がある．従来の Web サービスは，シ
ステムインテグレータが，ソフトウェアおよびハードウェア全体を設計・構築し顧客に提
供するものであった．しかし，クラウドを前提とした Web サービスは，設計と運用でシス
テムインテグレータとクラウドサービスプロバイダの 2 つのステークホルダによって業務
ロジック，および実行リソースが独立に管理されるようになる．一方，顧客にとっては，
利用する機能はいずれのステークホルダから提供されるかに関わらず，透過的に利用でき
ることが望ましい．そのため，このようなステークホルダの多様化によって生じた，工程
間で分離して管理される情報を連結させる方法が必要である． 
 
(2) ライフサイクル知識の資産化方法の確立 
次に，ライフサイクルを通じた設計～運用知識を資産化し，別のサービス開発で再利用
し易くする方法が必要である． 
（1）で開発した各モデルを元にサービスのライフサイクル全体を網羅した，サービスモ
デルチェーンを構成し，そのインスタンスとなるデータをライフサイクル知識として構築
する．このライフサイクル知識を資産として保持することで，別の顧客に対して同じ Web
サービスを開発する際に再利用できる．サービスモデルチェーンには，開発に必要な設計
情報が整列されるため，開発全体の作業や成果物の雛形になるからである．しかし，一般
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に，同じ Web サービスの開発であっても，全ての要件が同じことは稀で，顧客毎にユーザ
インタフェースや部分的な機能要件の差異が生じる．そこで，このサービスモデルチェー
ンを有効に多くの案件に適用できるように，カスタマイズによる再利用を想定した知識と
して蓄積する方法が必要である．蓄積する知識は，再利用する際に，より柔軟に要件の差
異に応えられること，加えて，より多くの案件に適用できること，すなわち，マス・カス
タマイゼーションを指向した知識の蓄積方法が必要である． 
 
(3) ライフサイクル知識の構築・活用プロセスの確立 
サービスの設計～構築までに関わるステークホルダの協働作業において，上記に示した
資産化されたライフサイクル知識を有効に活用する方法および実践プロセスが必要である． 
効用の高いサービスを効率的に生産するには，サービスモデリングとサービスライフサ
イクル知識の資産化方法により蓄積された知識を，その利用者の役割とユースケースに沿
って活用し易くすることが必要である．そこで，（1）顧客と IT サービスプロバイダ，開発
と運用部門，開発部門と企画・管理部門間など，ライフサイクル内のステークホルダ間の
協働支援，（2）過去のサービス開発と別のサービス開発の開発部門などライフサイクルを
跨ったステークホルダ間の協働支援，および，（1）（2）の方法を実践させるための支援プ
ロセスが必要である． 
 
1.3 本論文の構成 
本論文の構成は，図 1-2 に示す通りである． 
第 2 章では，IT サービスの特徴について述べ，本研究の目的ならびに具体的な達成項目
を明らかにする．サービスの捉え方を議論し，システムとしてサービスの提供構造を捉え
る必要性を示す．そして，あるべきサービスシステムの設計と構築および移行に必要とな
る要件を明確化する． 
第 3 章では，上流～下流まで各開発工程におけるモデリング対象を規定し，全工程を網
羅するモデリング方法を提案する．サービスモデリングに関する先行研究について概説し
た後，それらを踏まえた本研究のアプローチについて説明を行う．そして，工程間の分断
した情報を統合するモデリング方法を提案する． 
第 4 章では，サービスのライフサイクル知識の資産化方法を説明する．（1）サービス設
計モデルを間断なく連鎖させたサービスモデルチェーンのデータ構築と，（2）これをマス・
カスタマイゼーションの元とするため，パタン化し，再利用可能な形に蓄積する方法につ
いて述べる． 
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第 5 章では，本章では，サービスのライフサイクル知識の構築と活用プロセスについて
議論する．第 3 章，第 4 章の成果を活用し，全体をサービスライフサイクル管理方法論に
する． 
第 6 章では，第 3 章，第 4 章，第 5 章において提案した，サービスライフサイクル管理
方法論を IT サービス事業の現場で実践し，Web サービスの開発事例で，その有効性の検証
と考察を行う． 
第 7 章では，本論文の結論および今後の展望を述べる． 
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図 1-2 本論文の構成 
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2.1 はじめに 
本章では，サービスの捉え方を議論し，システムとしてサービスの提供構造を捉える必
要性を示す．そして，あるべきサービスシステムの設計と構築および移行に必要となる要
件を明確化する． 
 
第 2 節では，サービスを機能提供の関係として捉えることを示す．機能の利用場面だけ
でなく，機能の企画・設計・構築や運用の場面においても機能提供関係があり，これらを
捉えるには，製品とサービスが複合したシステム，すなわちサービスシステムとして，そ
の提供構造を捉えることが必要であることを示す． 
 
第 3 節では，IT サービスについて説明し，サービスシステムの構造と，その設計・構築
および移行に必要とされる観点を明らかにする． 
 
第４節では，前節までの考察を踏まえて，本研究の位置づけを述べる．最後に，次章以
降で述べる本研究において提案する手法の概要を述べる． 
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2.2 サービスの捉え方 
2.2.1 サービスの定義 
下村らは，サービスの設計を科学的に理解し，モデル化するための「サービス工学」と，
これを用いて付加価値の高いサービスを効率的に設計するための「サービス設計方法論」
に関する研究を行っている［下村 2005］．この研究においては，サービスを 
サービスの供給者であるプロバイダが，対価を伴って受給者であるレシーバ（受け手）
が望む状態変化を引き起こす行為 
と定義している（図 2-1）． 
 
 
図 2-1 サービスの基本定義［下村 2005］ 
このコンテンツとチャネルによるサービスの定義は，ユーザに何らかの状態変化を起こ
す「機能」と，その「機能提供の媒体」である． 
つまり，サービスの設計とは，ユーザに与える価値を機能と機能提供の媒体の総体を設
計することである．この考え方に基づけば，機能は，サービス（コト）を構成する機能も，
製品（モノ）を構成する機能も同じである．すなわち，従来，製品として提供してきた機
能を，新製品の機能として提供することも，製品に付随するサービスの機能として提供す
ることも同様に設計できる． 
2.2.2 サービス化とは 
前節のサービス設計の考察に基づけば，機能中心に価値提供を考えること，すなわち，
サービス化（Servitization）とは，従来の製品売りの事業を，製品の備える機能や，製品の
案内や提供などを付随する機能を含めて，全体をサービスとして組み立て直すことである．
これは，製品およびサービス全体を，機能中心に売ること（Functional Sales）と捉えるこ
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と［Mont2002, 2004］である． 
機能中心に製品およびサービス全体を捉えるには，製品・サービスが備える個々の機能
を基点に考察するのではなく，製品とサービスの提供手段である ICT プラットフォームや
人的・物的リソースが有機的に結びついたシステムの観点で，分析することが重要になる． 
2.2.3 サービスシステム 
製品および付随する機能を含めた全体を設計することは，サービスを構成するシステム
を設計することである．下村らは，サービスをコンテンツとチャネルによって，相互作用
するものと定義している．青山は，「サービスを供給する総体を考え，サービスプロセスの
複合体としてサービスシステムを認識する」としている［青山 2008］．このように，サービ
スシステムとは，相互作用を伴うプロセスの複合体と定義できる［人見 1990］． 
この構造は，顧客が，サービスを認知（Access），その内容を確認（Check-in），その内
容を評価（Diagnosis），その機能を利用（Delivery），機能の利用を完了（Check-out），利
用後に評価（Follow-up）するまでの各体験過程において，サービスプロバイダと相互作用
を伴うプロセスの複合体である．この視点に基づいて，サービスプロバイダは，企画・設
計・構築・運用・改善と各工程において，顧客に対して相互作用を伴うプロセスを設計す
ることが必要である． 
以上に示した考え方は，サービスシステム［Maglio2006］［Spoher2006］［Simon1996］
や製品サービスシステム（Product-Service System：PSS）の考え方と同様である．サービ
スシステムとは，顧客に対して製品の提供だけでなく，企画・設計・製造から完成後の管
理運営・メンテナンスなどの支援まで含めたシステムを売ることで，製品の付加価値を高
めるための概念である［Baines2007］． 
2.3.4 サービスシステムのライフサイクル 
本節では，サービスシステムを企画・設計・構築し，さらに継続的に運用していくため
に，ライフサイクル管理の点から，関連する取り組みを議論する． 
IT サービス管理のベストプラクティスをまとめ，ガバナンスのフレームワークとしたも
のに，ITIL（IT Infrastructure Library）がある．これは，英国政府刊行物出版局より 1989
年以降発行された一連の書籍で，IT サービス提供の全ての側面を備えるべく，改訂されて
いる．このフレームワークは事業と顧客双方の観点から提供する IT サービスの品質の継続
的な測定と改善指針を与えるもので，近年，多数の国々の IT サービスの提供者に取り入れ
られている．2007 年に改訂された ITIL バージョン 3 では，サービスライフサイクル管理
の概念を導入し，戦略・設計・移行・運用・継続的改善の視点で，IT サービスの全ライフ
サイクル工程を網羅した管理フレームワークを示している［Iqbal2007］（図 2-2）．各視点
をまとめた各々の書籍には，システム開発部門が開発する IT システムをシステム運用と基
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盤の観点で，開発したシステムを適切に移行・導入する観点や行うべき項目が体系化され
ている． 
 
図 2-2 ITILサービスライフサイクル［Iqbal2007(改)］ 
このように，戦略，設計，移行，運用，改善を一貫して考えることが重要で，顧客に製
品を売り切るような関係ではなく，継続した関係を構築するために，運用を見据えた設計
や，改善が容易な運用が必要になる．そのため，IT サービスのライフサイクルの流れに沿
って，各工程の情報を有機的に結び付けることが必要である（図 2-3）． 
  
図 2-3 ITサービスライフサイクルの流れ [ITIL2008(改)] 
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以降，本論文では，サービス全体の機能提供プロセスおよび機能提供構造の仕組みを議
論していく．この全体の仕組みを「サービスシステム」，またサービスシステムの企画から
更改や新規のシステムに置換するまでの過程をサービスシステムのライフサイクルと称す
る． 
以上，2.2 節では，サービスの捉え方，サービス化の進展に伴いサービスシステムを考え
ることの必要性，更にサービスシステムのライフサイクルを理解し，管理する取り組みに
ついて述べた．  
以降の節では，IT サービスシステムのライフサイクルに沿って，考察を進めていく．ク
ラウドサービスを媒介とした変化は，すなわち，製品指向の事業モデル（フロー型）から，
サービス指向の事業モデル（ストック型）へ変革を促している．仕様通りに動作する機能
を実装し，それを顧客に納めることに価値を置いた事業モデルは製品販売の指向であるの
に対し，顧客と設計～運用までの工程全体を通じた顧客との協働活動により，顧客に対し
て価値を生み出し，対価を得るサービス提供の指向に変化している．つまり，サービスプ
ロバイダは，サービスシステムのバリューチェーン全体を把握し，顧客のライフサイクル
を通じて継続的に協働していくための方法を必要とする．そのため，サービスシステムの
ライフサイクルの視点が不可欠である． 
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2.3 IT 領域におけるサービス化の進展 
2.3.1 IT サービス 
IT 業界において，コンピュータシステムとその運用・管理全体を IT サービスと称して
いる．これは，コンピュータシステムとそれを運用し管理することが，事業や個人の問題
解決の遂行を手助けするためである［山路 2006］．経済産業省の IT サービス継続ガイドラ
インでは，「IT サービスは，組織における業務の遂行に際して必要となる IT 及び IT に関連
する体制の組み合わせによって提供される機能である」と定義している［経済産業省 2008］．
このように，IT サービスとは，問題解決の道具としてのコンピュータシステムと，それを
企画・設計・構築・運用し，問題解決の道具が機能する仕組み，および支援の総称である． 
この IT サービスは，アナリストやシステムインテグレータなど人が介在したサービスと，
コンピュータシステムとして提供するサービスが複合したものである．IT サービスを構成
する Web サービスは，広義にはコンピュータシステム上で動作するソフトウェアとハード
ウェアの組み合わせ，ビジネス用途などのアプリケーションとして動作するコンピュータ
システムを指す．World Wide Web（以降は，Web と略称する）で使用される各種技術の標
準化を推進する国際非営利団体の World Wide Web Consortium（ワールド・ワイド・ウェ
ブ・コンソーシアム; W3C）では，Web サービスを次のように定義している．「Web サービ
スとは，ネットワーク上の計算機と計算機が相互運用可能な通信をサポートするために設
計されたソフトウェアシステムのことである．」更に，次のように狭義に定義している．「ま
た，計算機処理可能な形式（特に，Web サービスのインタフェースを，人間もプログラム
も理解できるようにXML形式で記述するための言語Web Services Description Language; 
WSDL）で記述されたインタフェースを有する．他のシステムは，その記述で定められた
方法で，その Web サービスと SOAP（Simple Object Access Protocol）2メッセージを用い
てやり取りを行う．一般的に，SOAP メッセージは他の Web に関する標準と併せて XML
（eXtensive Markup Language）でシリアライズされ，HTTP（Hyper Text Transfer 
Protocol）を用いて転送される」［W3C 2004］． 
本研究では，上記に示したアプリケーションとして動作する広義の Web サービスと，そ
の設計，構築，運用に関わる開発者や運用者の活動を含めたものを IT におけるサービスシ
ステムとして捉える．本研究での IT サービスシステムの捉え方を図 2-4 に示す．IT サービ
スシステムは，コンピュータシステムとヒューマンシステムで構成する．コンピュータシ
ステムは，Web サービスとそれを動作させる IT 基盤のソフトウェア製品・ハードウェア製
品，またはクラウドサービスで構成する．ヒューマンシステムは，このコンピュータシス
テムを利用する，カスタマー・エンドユーザと，その導入・設定・運用・保守を行うコン
サルテーション・SI サービス・運用保守サービスで構成する．これらの構成に基づくと，
                                                   
2 XML をベースとしたメッセージ交換のためのプロトコル仕様 
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IT サービスは，コンピュータシステムと，その導入・設定・運用・保守を行うコンサルテ
ーション・SI サービス・運用保守サービスを合わせたものである． 
この IT サービスシステムは，コンピュータシステムの進化に伴い，形態を変えてきてい
る．近年，従来のコンピュータシステムをクラウドと呼ばれる環境への置換が進んでいる
［Armbrust2009］．これは，クラウドから提供されるビジネスロジックや，基盤ソフトウ
ェア，ハードウェアを利用して，Web サービスを構成できるためである．次節では，クラ
ウドの浸透に伴うサービスシステムの変化について，考察する． 
 
図 2-4 ITサービスシステムの構成 
2.3.2 クラウドの浸透に伴う事業モデルのパラダイムシフト 
2.3.2.1 クラウドの浸透 
近年，クラウドサービスが急速に普及しつつある．クラウドは，記録媒体やネットワー
クリソースの急激な低価格化等を背景に，これまで偏在化していた計算機リソースを再び
集約し，豊富で高機能なハードウェアやソフトウェアがデータセンタに集中的に置くもの
である．OS やストレージの仮想化技術の進展により，これらの計算機リソースを必要な分
だけ切り出し，利用することが可能になった．クラウドサービスプロバイダは，この技術
を利用して，データセンタ内の計算機リソースを，ネットワークを通じてクラウドサービ
スとして提供している．ハードウェアや OS の機能は IaaS（Infrastructure-as-a-Service）
サービスとして，更にデータベースやアプリケーションサーバ等ミドルウェア機能を PaaS
（Platform-as-a-Service）サービスとして提供している．また，これらの上位として業務
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アプリケーションを SaaS（Software-as-a-Service）を提供している．これらのサービスは，
従来のソフトウェア・ハードウェア構成スタックを再構成したものと言える．IaaS はハー
ドウェアや OS 機能を再構成したもの，PaaS は IaaS にミドルウェアを含めて機能を再構
成したもの，SaaS は，その上位に業務アプリケーションの機能を再構成したものである（図
2-5）． 
 
図 2-5 クラウドサービスの構成［細野 2013b(改)］ 
2.3.2.2 事業モデルのパラダイムシフト 
このクラウドサービスの導入は，IT システムを構成するソフトウェア・ハードウェア製
品を置き換えることである．この変化に伴い，システム構築・管理を担う IT サービスプロ
バイダは，従来のソフトウェア・ハードウェア製品の統合販売を主体としたビジネスモデ
ルから，サービス提供の知識を蓄積（ストック）し，それを活用して多くの顧客と継続的
なサービス提供を行うビジネスモデルへのシフトが求められる．このシフトを上手く進め
るには，機能提供関係で製品とサービスから成るシステム全体を捉え，バリューチェーン
や顧客価値の適切な設計が必要になる． 
クラウドの浸透は，IT サービスのシステム構造にも変化をもたらす．クラウドを利用し
た IT システムの構築は，従来の企業内への構築に比べ，設計・運用に関わるステークホル
ダに違いが生じる．すなわち，従来のシステムインテグレータ，Web サービスのプロバイ
ダ，最終顧客の三者モデル（B1toB2toC）という構造に対して，クラウドを利用した場合に
は，システムインテグレータ，Web サービスのプロバイダ，クラウドサービスプロバイダ，
最終顧客の四者モデル（B1toB2toC，B3toB2）という構造になる（図 2-6）． 
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図 2-6 ITサービスのシステム構造の変化［細野 2013b(改)］ 
この構造において，SI サービスは Web サービスを構築するサービスを Web サービスプ
ロバイダに提供するもの，運用サービスは Web サービスを安定実行させるサービスを Web
サービスプロバイダに提供するもの，Web サービスのプロバイダは Web サービスを最終顧
客に提供するものである（図 2-7）． 
 
図 2-7 クラウドに対応した ITサービス［細野 2013b(改)］ 
2.3.2.3 提供価値のシフト 
事業モデルのパラダイムシフトは，IT サービスプロバイダからの IT システム構築ソリ
ューションにも変化をもたらす．クラウドは検証・管理済みのソフトウェア，ハードウェ
ア機能を提供するため，Web サービスを構成するアプリケーションソフトウェアをソース
コードから開発し仕様通りの機能を実装する方法よりも，ソフトウェア・ハードウェア機
能を効果的に組み合わせて付加価値の高い Web サービスを設計する方法が重要となる．こ
の変化に伴い，IT サービスプロバイダは顧客企業のシステムの実装や検証を担う役割から，
上流工程において新たなビジネス／サービス設計を行う役割や，下流工程においてサービ
スの改善提案を行えることがより求められる（図 2-8）． 
第 2章 サービス化の進展とライフサイクル管理の課題 
 
19 
 
 
図 2-8 ITサービスプロバイダの役割［細野 2013b(改)］ 
2.3.3 サービス化の進展に伴う顧客価値 
従来の IT サービスは，所有権を移すビジネスであり，その価値の源泉は製品販売とシス
テム構築に置かれている．しかし，クラウドサービスがソフトウェア・ハードウェア製品
を代替することから，価値提供の工程は，ライフサイクルに沿って拡がる．サービス化の
進展は，プロバイダが顧客に対して長期的に妥当な価格でサービス提供を行うことを促す．
このように，価値の源泉は変わっていくこと［Norman2001］を捉えることが必要である．  
以上の考察からサービス化の進展に伴い，顧客価値（value proposition）の源泉は，特
定の顧客に対して 1 回限り開発された，開発成果物から，他の顧客にも適用できる再利用
可能な開発知識に遷移したと言える．この進展は，次のように要約できる（図 2-9）． 
初期段階：製品所有指向（product-oriented） 
1. 価値の源泉である開発成果物の所有権は顧客に移転される．（この顧客向けのシステ
ムは請負契約の下，機能保証を行う前提で開発される．） 
2. 顧客価値の源泉である開発成果物は各顧客に固有のものであるため，顧客毎に専用
の開発成果物が 1 回限り開発される． 
進行段階：機能利用指向（use-oriented） 
1. 顧客価値の源泉であるデータの所有権は，できるだけ多くのサービスプロバイダに
保持される．（製品販売中心のビジネスと対称的に，契約は作業工数の実績に基づく） 
2. 顧客価値の源泉は，繰り返し再利用することを前提とした開発知識で構成する． 
3. 構造化されたデータをそのまま再利用可能なだけでなく，様々な顧客の要求にカス
タマイズして対応できる． 
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図 2-9 サービス化の進展に伴う顧客価値のシフト［Hosono 2013a(改)］ 
2.3.4 所有から利用中心のサービスへの移行 
クラウドの浸透は，Webサービスのシステム開発を担うシステムインテグレーション（SI）
サービスの契約形態にも変化を与えている．従来の SI サービスのビジネスモデルでは，Web
サービスを構成するソフトウェア・ハードウェア製品の費用と，Web サービスの実装に要
した開発工数に対して，対価を得ていた．このビジネスモデルは請負契約に基づき，Web
サービスの実装完成システムと，開発中に作成した機能仕様書やテスト報告書，評価デー
タなど開発成果物を一式顧客に納めている．これは，SI サービスのプロバイダ（システム
インテグレータ）側には成果物やデータは残らない形態のため，売り切り型のビジネスと
見做せる． 
しかし，クラウド上に Web サービスを構築することが前提になると，従来の SI サービ
スのビジネスモデルは成り立ちにくい．これは，ソフトウェア・ハードウェア製品機能や，
ビジネスロジックを実装したソフトウェアコンポーネントが，クラウド上の PaaS
（Platform as a Service）や SaaS（Software as a Service）としてサービス提供されるた
め，実装や検証作業の多くが不要になるためである．一方，クラウドから豊富に提供され
るソフトウェア・ハードウェア機能を利用できるため，Web サービスをスクラッチから実
装するよりも開発作業が容易になる．そのため，SI サービスのプロバイダは，現状の Web
サービスを分析し，よりビジネス効果の高い Web サービスを企画・提案し，クラウドの機
能インタフェースを効率良く組み合わせ，短期間にプロトタイプを開発し，本番の Web サ
ービス実行環境を迅速に提供することがより求められる． 
このように，クラウドの浸透に伴い，SI サービスのプロバイダは，よりビジネス視点や
全体システム観点の見識を発揮して，ライフサイクルの上流工程や下流工程においても顧
客と継続的に協働して，Web サービスを迅速に企画・設計・構築・提供することが必要で
ある．このとき，SI サービスのプロバイダは，開発・実行で得た知見をライフサイクル知
識として保持し，それをコンピタンスとして多くのサービス開発に再利用することが重要
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になる（図 2-10）． 
これは，モノの売り切り販売から，知識を蓄積（ストック）し，継続的な機能提供を行
うビジネスモデルへの進展とも見做せる．これは，Vargo，Lusch が示したサービス・ドミ
ナント・ロジック（SDL）［Vargo 2004］に照らし合わせると，顧客に対して，IT システ
ムの実装品提供というモノ主導の交換価値から，顧客との IT システム企画・設計・構築・
運用の協働作業を媒介として，顧客のビジネス価値を向上すること，すなわち，コト主導
の使用価値で SI サービスを設計し直すことへの進展とも言える． 
 
図 2-10 製品所有と機能利用を指向したビジネスエコシステム［Hosono2013a(改)］ 
このサービス主体の事業モデルに移行するには，サービスプロバイダがコンピタンスを
活かし多くの顧客と 1 対多の関係を継続して構築することが鍵となる．そのためには，サ
ービスプロバイダが，常に顧客と協働する関係を保てるように，上流～下流までサービス
を協働して開発し，運用する仕組みを体系的に備えることが必要である． 
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2.4 本研究の位置づけ 
2.4.1 本研究の範囲 
本研究では，サービスの企画・設計・構築・運用・改善までの全工程に対して一貫した
モデリング方法を開発する．各工程でモデリングした情報が相互に連携するように，モデ
リングしたデータ間の連携と一元管理の仕組みを開発する．モデリング方法により得られ
た全工程のデータを，類似した別のサービスの開発サイクルで用いることができるように，
カスタマイズし易い形にデータ群を資産化する方法を開発する．更に，設計者や運用者，
管理者，顧客など全工程内の工程間およびライフサイクル間に関係するステークホルダが，
その役割から，資産化されたデータを有効に活用する方法を開発する（図 2-11）． 
上記のモデリング方法，資産化方法，活用方法について，IT サービスを対象として議論
を進める．また，クラウドの浸透をサービス化の進展と捉えて，サービス化の進展に伴う
ステークホルダの構成変化やステークホルダ間の新たな協働に着目し，モデリング方法と
資産化方法の実践プロセスの議論を進める． 
 
図 2-11 本研究の範囲 
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2.4.2 本研究の提案内容の概要 
本研究では，1.2 節において整理した目的・課題に対し，前節で示した範囲について，ラ
イフサイクル管理方法論を示す．提案する方法論の全体像と概要を次に示す（図 2-12）． 
 
図 2-12 ライフサイクル管理方法の概要 
以下に，本研究での提案方法の概要を示す．既存研究との違いなどの詳細は，第 3～5
章の各章で述べる． 
本研究では，上流～下流まで各開発工程におけるモデリング対象を規定し，全工程を網
羅するモデリング方法を提案する． 
ハードウェア製品の製造は，その開始時点で仕様が確定し，生産の各工程での作業や期
間が明確化されている．一方，サービスの開発工程では，サービス提供者内のみならず，
ユーザ，顧客になり得るステークホルダからの要求獲得など，ステークホルダ間で多くの
協働作業を行い，合意形成を図る必要がある．更に，サービスの提供工程では，顧客と契
約を合意し，それを維持する必要がある．分析～企画・設計に至る過程では，顧客と企画
者の間で仕様の合意形成を図り，実装～提供の過程では，設計担当と運用担当の間で設計
情報を共有する必要がある．これらのやり取りにおいて，開発者の役割に応じて使用する
情報の粒度（抽象～具象）の差異を埋め，これらのステークホルダ間の共通理解を得るこ
とが必要である． 
そこで，従来，自然言語での要件記述やノウハウとして暗黙的に扱われていた上流設計
工程を含めて，モデリングにより形式化を図る．要件→機能→リソース割り当ての転写関
係により，サービスモデルの連鎖としてサービス設計・運用プロセスを網羅する．従来の
モデリングは，各モデルが独立していたのに対し，本研究が提案するモデリングは，各モ
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デルで規定される属性間の関係を明確化し，工程間のデータ連携を間断なく実現し得るも
のである．また，DSM（Design Structure Matrix）の拡張により，設計データとして表現
や管理し難かった，非機能要件も機能要件と透過的にモデルデータとして扱うことを可能
にする．更に，設計～運用の各工程で関わる開発者の役割に対応して，細粒度に分割した
モデリングを示し，これらのモデルを公理的設計の考え方に基づいて，モデルチェーンを
構築する．この一連のモデリングは，異なる役割を持ったステークホルダ間の共通言語と
して作用するため，ステークホルダ間の相互認識を深められる．また，従来自然言語で書
かれた上流工程の情報も，正規化されたデータとして記録されるため，開発の後工程で上
流設計の振り返りも容易になる．これにより，システム／サービスの開発を，手戻りなく
迅速に進めることが可能になる． 
前述のモデリング方法を用いて，設計・運用プロセスの再利用に向けた資産化方法を提
案する．開発した各モデルを元にサービスの設計・運用プロセス全体を網羅する，サービ
スモデルチェーンを構築する．このサービスモデルチェーンを資産として保持することで，
別の顧客に対して同じ Web サービスを開発する際に再利用できる．サービスモデルチェー
ンには，開発に必要な設計情報が整列されるため，開発全体の作業や成果物の雛形になる
からである．しかし，一般に，同じ Web サービスの開発であっても，全ての要件が同じこ
とは稀で，顧客毎にユーザインタフェースや部分的な機能要件の差異が生じる．そこで，
このサービスモデルチェーンを有効に多くの案件に適用できるように，カスタマイズを前
提とした，マス・カスタマイセーションを指向する．この実現には，多品種少量生産に適
したプロダクトラインエンジニアリングの考え方を応用し，ドメイン開発とカスタマイズ
の元になるパタン開発を行う． 
これにより，従来，モノの生産に活用されてきた，マス・カスタマイゼーションの概念
をサービスの設計～提供においても実践できることを示す．この設計～提供方法は，サー
ビス生産の短期化と同時に，生産の原価低減を達成するもので，範囲の経済性および規模
の経済性効果の高さを得られる．サービス価格の上昇を抑え，顧客が持続してサービスを
利用し易くなる．よって，サービスシステムの維持・安定に寄与し，ストック型の事業を
実現できる． 
更に，上記 2 つの方法に加えて，顧客と提供者，および異なる役割を持った提供者内の
ステークホルダ間の協働作業を支援する方法を示し，全体を効用の高いサービスシステム
のライフサイクル管理方法として体系化する． 
効用の高いサービスを効率的に生産するには，上記 2 つの方法に加えて，（a）顧客と IT
サービスプロバイダや，開発と運用部門，開発部門と企画・管理部門間などライフサイク
ル内のステークホルダ間の協働支援，（b）過去のサービス開発と別のサービス開発の開発
部門などライフサイクルを跨ったステークホルダ間の協働支援と，これらを定着させるた
めのプロセスが必要である． 
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IT サービスプロバイダと顧客企業担当者間でサービス設計を進める際，要求・構造・振
舞いなど特定の観点で絞った情報量のダイアグラムで表現し直すことが合意形成に有効で
ある．そこで，サービスモデルチェーンを特定の観点で動的に再構造化し，ステークホル
ダが求める表現形式で提示し，顧客と IT サービスプロバイダ間の協働支援する． 
また，開発成果物を資産化する際，その資産の再利用シナリオや資産化の意図を保持で
きるように，再利用戦略ポリシーとして形式化し，開発部門間の協働を支援する．一方，
運用管理の保守性や，改良のし易さなど，実装・実行工程での要件や制約を併せて考慮し，
これらの多目的に最も適合する開発資産を活用させることで，開発部門間の協働を支援す
る． 
また，モデルチェーンの構築過程において，各モデルに紐付いた開発者の作業量をデー
タとして定量化する．この定量データを含む設計・運用プロセスのパタン化によって，モ
ノの生産プロセス管理と同様に，管理部門が開発部門のサービス設計・運用プロセスの比
較分析・管理を可能とし，開発部門と企画・管理部門との協働を支援する． 
以上に示した支援方法を実際の開発に定着させるため，ソフトウェアをアジャイル開発
で行う際，その進行状態や優先すべき作業を可視化するSoftware Engineering Method and 
Theory（SEMAT）を拡張し，上記に示した手法を漏れなく行うタスクとして提示する．こ
れにより，開発プロセスに規律を与え，支援方法を定着させる． 
このように，人の活動を可視化し，設計・運用プロセスの中で，明示的に扱えるように
したことで，開発資産の有効な活用が可能となる．従来プロセス指向であった開発方法を，
タスク基点に捉え直したことで，各ステークホルダと協働したサービス生産が可能となる． 
2.4.3 本研究の位置づけ 
本項では，既存研究との比較により，本研究の位置づけを述べる．本研究は，サービス
を提供するまでの構造，および提供時の構造を，多様なステークホルダから成るサービス
システムとして捉え，設計から運用までのサービスライフサイクルを管理する方法論であ
る．この方法論は，従来の製品販売主体から，サービス主体に IT サービスを捉える．これ
により，従来のビジネスモデルからサービス中心のビジネスモデルに遷移を促せる．この
方法論を構成する 3 つの研究の位置づけを以下に整理する． 
2.4.3.1 ライフサイクル工程のモデリング方法 
従来の IT サービスのモデリングは，①Web サービスを構成するソフトウェアの機能設
計を正しく行うために，機能設計の根拠となる，要件定義およびユーザのユースケースを
モデル化の対象としている．また，②IT サービスを継続的に改善できるために，サービス
指向アーキテクチャ(SOA)として，ソフトウェアシステム全体と各モジュールの設計指針を
与えている．これらのモデル化では，ソフトウェアシステムを実行するハードウェア・ネ
ットワークなどのリソースは，ソフトウェアの機能に紐付いたものであり，モデル化の対
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象となっていない． 
ソフトウェアを実行するリソースも仮想化され，クラウドサービスプロバイダにソフト
ウェアと別に機能提供されるようになると，ソフトウェアの機能を発現するにはリソース
もモデル化し，ソフトウェアとリソースを包括して Web サービスの機能を設計する必要が
ある．しかし，これらは別のステークホルダによって管理され，更に，ライフサイクル上，
異なる工程で管理されるため，ソフトウェアとリソースを包括して扱うことが困難である．
現状では，その手段が無く，実装したソフトウェア機能モジュールをクラウドに配備して，
機能を発現しているか否かを確認している． 
そこで，本研究のアプローチは，クラウドサービスプロバイダが管理するリソースのモ
デル化を図ることで，機能設計においてソフトウェアとリソースとの情報の統合を可能に
する．リソースと前後の工程のモデリングにおいて，DSM と DfX（Design for X）［Paul 1996］
の考え方を応用することで，機能と非機能の検証が容易になる効果も得られる．本アプロ
ーチのポイントは，①工程の分割により各モデル化の範囲を決め，②リソースのパラメー
タの可視化と，リソースのモデリングおよび割り当てによって，モデル間の連携関係を作
ることにより，情報の間断無いモデルを構築する点にある． 
従って，両者の違いは，機能に形態を与える実体のモデル化と，機能から実体への転写
関係によりモデル間の連携を考慮している点にある．本研究の特長は，工程を跨って情報
連携できる，ライフサイクルを一貫したモデリングにある． 
 
2.4.3.2 ライフサイクル知識の資産化方法 
一度作成したソフトウェアシステムの設計書やソフトウェアコードなどの開発成果物を
類似したソフトウェアシステムの開発に体系的に活用する方法に，ソフトウェアプロダク
トラインエンジニアリング［Clements 2001］のアプローチがある．ソフトウェアプロダク
トラインエンジニアリングは，設計～製造までの工程を対象とし，コア部分と案件に依存
した派生部分の分離を図っている．プロダクトラインエンジニアリングでは，ソフトウェ
ア機能モジュールを対象とし，実行リソースを十分に考慮していない． 
Web サービスの機能は，ソフトウェアと実行リソースの組みで発現できるので，配備先
となるリソースも含めて再利用可能な資産を設計する必要がある．また，複数の顧客に効
率的に展開するための仕組みも必要になる． 
そこで，本研究のアプローチは，設計～製造～配備までを対象とし，ソフトウェア機能
モジュールに加えて，配備先のリソースまで対象に含める（異なるステークホルダによっ
て設計と運用が行われる場合も含む）．また，複数の開発プロジェクトから参照できるリポ
ジトリと，個々のプロジェクトで用いるリポジトリを分離して設計する．本アプローチの
ポイントは，①開発段階でなく，運用工程まで含めてカスタマイズ点を導出し，②それを
パタン化したライフサイクル知識としてリポジトリに保管し，③各サービス開発プロジェ
クトにおいて，それを選択して，カスタマイズして再利用できる点にある． 
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従って，本研究と従来研究のアプローチの違いは，資産化する工程の範囲の差にある．
本研究の特長は，クラウドサービスプロバイダが扱うリソース割り当ておよびリソース管
理までの工程を資産化およびカスタマイズの対象に含め，その資産をサービス設計者が利
用できることにある． 
 
2.4.3.3 ライフサイクル知識の構築・活用プロセス 
従来の活用プロセスは，新たな開発方法論や開発パタン・成果物を構築することに主眼
があり，構築されたパタンに基づくやり方で現場のやり方を変えることを求めるものであ
る［Zhang 2007］．従って，設計者や実装者などのステークホルダには着目していない．一
方，開発成果物を活用する点で，ステークホルダに着目した研究は，設計意図の形式化［荒
井/Arai1998］や，設計者の多目的・多様性［石川 2010］の考慮があり，限定されたステ
ークホルダ間での意思伝達を行っている． 
新たな開発方法論や開発パタン・成果物の導入は，現場の設計者や実装者間，提供者と
顧客との間のプラクティスとなじまず，導入と実践が進まない状況を変える必要がある．
また，企画・設計・構築・運用・次の開発までのライフサイクルには，設計者や実装者間，
提供者と顧客間などの多様なステークホルダ間で，再利用に関する意図の伝達やプラクテ
ィスを考慮する必要がある． 
そこで，本研究のアプローチは，企画～運用までにサービス提供に関わるステークホル
ダの役割と，ステークホルダ間のプラクティスを中心に知識構築・活用プロセスを扱う．
サービスシステムおよびライフサイクル全体を通じて，主要なステークホルダ間のインタ
ラクションに，①顧客と IT サービスプロバイダ間，②設計部門間（ライフサイクル間），
③開発と管理部門間の協働があることに着目し，そのインタラクションの中でライフサイ
クル知識を有効に活用させるタスクを設計する．本アプローチのポイントは，①提供者側
の設計者・運用者間（工程間）および提供者と受給者間，②管理者と開発者（設計者およ
び運用者）間（上位視点・下位視点），③プロジェクト間（ライフサイクル間）の開発者間
のそれぞれについて，構築したライフサイクル知識の活用方法を示した点と，④これらの
方法を定着させるための規律を定義し，実践方法を示したことにある． 
従って，従来研究と本研究のアプローチの違いは，開発方法論や成果物などのデータ起
点に置くか，役割やプラクティスなどのステークホルダ起点に置くか，にある．本研究の
特長は，多様なステークホルダとその関係（アクターネットワーク）をサービスシステム
およびサービスライフサイクルの主要な構成要素として扱い，ステークホルダ起点でライ
フサイクル知識の構築と利用タスクを設計している点にある． 
 
2.4.3.4 本研究の特長 
以上の議論を整理すると，本研究の特長は次のようにまとめられる． 
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 本研究は，製品販売主体のサービスから，サービス主体のサービスに系統立てて遷
移させていくためのサービスライフサイクル管理方法論である． 
 従来のモデリング方法は，ライフサイクルの各工程において必要とされる情報に対
して，モデル化を図っている．これに対して，本研究では，工程間の情報連携に着
目し，サービス化に伴うステークホルダの分離に伴う，工程間の情報分離を埋める
モデリング方法である．実体のモデル化と，機能から実体への転写（実体化）関係
によりモデル間の連携を考慮している点に差異がある． 
 従来の資産化方法は，要件定義～実装までに提供者が開発した機能をモジュール化
することである．これに対して，本研究は，企画～運用まで対象工程を拡げ，開発
者および運用者が開発・運用した情報（異なるステークホルダによって設計と運用
が行われる場合も含む）を蓄積し，サービスの開発者が利用できる資産化方法であ
る．クラウドサービスプロバイダが扱うリソース割り当ておよびリソース管理まで
の工程を資産化およびカスタマイズの対象に含め，その資産をサービス設計者が利
用できる点に差異がある．また，ドメイン開発によるカスタマイズインタフェース
の導出と，パタン開発によるカスタマイズの元になるデータの構築方法である． 
 従来のプロセス研究は，開発方法論や成果物などのデータを起点に置いたアプロー
チである．これに対して，本研究は，サービスのライフサイクル知識を構築し，利
用するステークホルダの役割を起点に，そのステークホルダの行動指針・行動支援
に着目した構築・活用プロセスを示す．すなわち，多様なステークホルダとその関
係（アクターネットワーク）をサービスシステムおよびサービスライフサイクルの
主要な構成要素として扱い，ステークホルダ起点でライフサイクル知識の構築と利
用タスクを設計している点に差異がある． 
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2.5 おわりに 
本章では，本研究において採用するサービスの定義とその特徴について述べ，サービス
システムの捉え方を明らかにした．クラウドの浸透に伴うパラダイムシフトを，サービス
システムの進展として考察し，顧客価値の源泉に変化が生じていることを明らかにした．
この考察を踏まえて，IT サービスシステムを生産する課題について整理し，次章以降で論
じるライフサイクル工程のモデリング方法，ライフサイクル知識の資産化方法，および活
用プロセスの位置づけを述べた． 
 
第 2 節では，サービスを機能提供の関係として捉えることを示した．機能の利用場面だ
けでなく，機能の企画・設計・構築や運用の場面においても機能提供関係があり，これら
を捉えるには，製品とサービスが複合したシステム，すなわちサービスシステムとして，
その提供構造を捉えることが必要であることを示した． 
 
第 3 節では，IT サービスについて説明し，IT サービスと，その設計・構築および移行
に必要とされる課題を明らかにした．サービスシステムの定義，および IT サービスシステ
ムの位置づけを考察し，IT サービスにおいて，工業化の進展に伴い，大きな変化点である
ことを明らかにした．これまでは，IT サービスとは，システムインテグレーション（SI），
あるいは，死活管理を行う運用サービスを指していた．しかし，所有から，利用への大き
なパラダイムシフトに対応するため，ライフサイクルを通じて，サービスシステムの考え
方で，IT サービスを捉えることが必要である．以上のように，IT サービスプロバイダは，
このパラダイムシフトに合わせた価値提供を考える必要性を明らかにした． 
 
第４節では，前節までの考察を踏まえて，本研究の位置づけを述べた． 
本研究の範囲を示し，次章以降で論じるサービスライフサイクル管理方法の概要と，各
研究の特長について説明した． 
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3.1 はじめに 
本章では，上流～下流まで各開発工程におけるモデリング対象を規定し，全工程を網羅
するモデリング方法を提案する．サービスモデリングに関する先行研究について概説した
後，それらを踏まえた本研究のアプローチについて説明を行う．そして，ライフサイクル
を一貫して設計支援するためのモデリング方法を提案する． 
 
第 2 節では，サービスモデリングに関する先行研究を示し，サービスモデリングの課題
を考察する． 
 
第 3 節では，設計の流れや設計観点に関するモデリング方法として，DfX（Design for X），
DSM（Design Strucrture Matrix）の目的について述べ，その特徴を考察する．そして，
これらを統合して，設計プロセスを単純化する方針を示す． 
 
第 4 節では，第 2 節の方針を踏まえて，サービスモデリングの基本的な考え方を示す．
工程間の情報が連携できる，サービスモデリング方法を提案する． 
 
第 5 節では，前節のサービスモデリングを上流～下流までのモデリングを細分化して，
サービスライフサイクルを網羅したモデリングを示す．ゴール設計，サービスシステム設
計，機能・品質設計，機能担体および実行リソースへの割り当て設計，実行リソースの分
離と結合による機能・非機能検証，非機能要件に基づく実行リソースの監視の各モデリン
グを公理的設計の考え方で，サービスモデルチェーンを構築する． 
 
第 6 節では，これらのモデリング方法に対して評価と考察を行う． 
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3.2 ライフサイクル工程のモデリングに関する要件 
3.2.1 モデリングの要件 
サービスの設計は，要件定義を行い，要件を元に概要設計を行うステップで進んでいく．
要件定義は，顧客のビジネス目標を達成するために顧客を理解し要求を獲得する工程，顧
客の現状のビジネスとの差異から要求を明らかにする工程，更に，この要求を元にサービ
ス設計に向けた要件を定義する工程から成る．概要設計では，定義された要件が，機能要
件，あるいは，非機能要件であるかを判別し，機能要件を達成するための機能群の定義と，
非機能要件を実現するための機能およびアーキテクチャの定義を行う．次に，これらの定
義と，プロバイダ側のシステム，ビジネス上の制約と擦り合わせを行い，設計解を導出す
るステップが続く．以上のステップを通じて，サービスの上流設計を完成し，以降，サー
ビスを実装するためのパラメータを決定する詳細設計，実装，検証，導入，評価とステッ
プが進んでいく． 
要求や要件は，顧客と言葉で交わされた内容を，自然言語で記述し，共通理解を図って
きた．この書き方に曖昧さや，情報の不完全さが含まれやすく，開発の後工程で初めて気
づくこともある．そのため，開発の手戻りの大きな要因となってきた． 
そこで，要件定義を形式的かつ客観的に記述するための試みがなされている．要求や要
件は，ダイアグラムのような標準的でかつ可視化できるモデルで表記しにくいため，項目
を定義する．IEEE 803 では，ソフトウェアの要求定義を行っている［IEEE830］．要求を
階層構造で表現し，仕様を漏れなく抽出する表現方法として，USDM（Universal 
Specification Describing Manner）がある［清水 2010］．この表現方法は，仕様は要求の
中の動詞にあるという考え方に基づき，要求を振舞いとして表現し，仕様はその振舞いが
及ぶ範囲の中で導き出す．要求と合わせて理由を記述することで，要求の意図や背景に関
する情報を併せ持つことができる．これは，国内のシステムインテグレーションの開発文
書形式として広く用いられている Microsoft Excel の表形式の記述と親和性が高く，仕様と
設計要素間の関係を示すマトリクスと組み合わせて仕様と設計内容のトレーサビリティの
確保に応用できる．そのため，近年，現実解として，国内のシステムインテグレーション
事業で USDM の採用が図られている． 
この要求から仕様を定義する過程において，漠然とした希望や期待する効果などの要求
は，実現対象とするシステムの要件に置き換えがなされる．すなわち，希望や期待などの
「要求」は，システムで提供し得る「機能要件」と，システムの構成などで達成できる「非
機能要件」として具体化される．機能要件は，顧客の要求との対応が明快であるため，こ
れまで，UML（Unified Modeling Language）［UML 2005］が採用されてきた．一方，非
機能要件は，機能と対応づけられるものと，物理的な機能に対応付けられず，アーキテク
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チャで実現するものがある［IPA2011］．また，オペレータなど人手の操作や行動で実現す
るものがある．これらを形式化するために，非機能要求グレード［IPA2010］では，標準的
な非機能要件をリストにして体系化している．特に，アーキテクチャに関わる部分では，
UML を補完する形で，SysML（System Modeling Language）が定義され，次第に，導入
が図られている（図 3-1）．これは，機能，振舞い，制約，および要求も含んでいる（図 3-2）
［SysML2008］． 
この UML および SysML は，特定の観点でモデルを表記する方法を示しているが，各
モデルで技術される項目間の関連性について網羅的に規定していない． 
 
図 3-1 SysMLと UMLの関係［SysML 2011(改)］ 
 
 
図 3-2 SysMLダイアグラム種類［SysML2011(改)］ 
Web サービスの設計や管理に関する従来の研究は，サービス指向アーキテクチャ
（Service-Oriented Architecture; SOA）に基づくアプローチである．SOA は，システムを
柔軟に変更可能にするため，また，再利用性を高めるため，アプリケーションを構成する
ソフトウェアをコンポーネント化し，それらを組み合わせてシステムを作る設計手法であ
る．これを体系付けるため，参照アーキテクチャが提案され，各レイヤでのモデル化対象
が定義されている（図 3-3）． 
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図 3-3 SOA参照アーキテクチャ：ソリューションスタック［Arsanjani 2007(改)］ 
以上に示したように，IT サービスの研究は，これまで主に Web サービスの実装方法論
としてサービス指向アーキテクチャ(Service Oriented Architecture: SOA)に焦点があり，
Web サービスの業務ロジックとその実装方法，及びシステムアーキテクチャについて議論
が中心になされてきた．近年は，より上位概念を含む業務モデル［IIBA2009］や，複数の
サービス間の関係まで考慮したシステム構成方法［Zhang 2007］にも議論が拡げられてい
る．しかし，設計～運用に跨ったプロセス全体を規定するに至っていない．また，マーケ
ティング視点での設計方法［Shostack 1982］［Ramaswamy 1996］も，具体的な生産方法
まで詳細には言及されていない． 
一方，サービス工学では，Service CAD［Arai 2004, 2005］［Hara 2006］［Kimita 2009］
により，サービスシステムの概念設計を計算機上で可能にしている．サービス工学では，
ビューモデル，フローモデル，スコープモデルの 3 つの主要なサブモデル概念を導入して
いる．ビューモデルは，顧客に対する価値提案の内容を，機能・実体・属性の構造として
表現し，可視化したモデルある．フローモデルは，サービス提供に関わるパートナーのネ
ットワーク関係を表現するモデルである．スコープモデルは，ビューモデルのセットによ
り，特定の提供者・需給者間の関係を表現するモデルである．これらサブモデルは，サー
ビスの提供時点の構造を，特定の視点に関する情報を含む形でモデル化することで，要求
から機能および非機能要件に，更にその仕様定義，実装，機能・非機能へのリソースの割
り当てまで，設計～運用プロセスを定式化することまで，現状扱われていない．また，サ
ービス提供プロセスの表現に，サービスブループリントがある．これは顧客とのフロント
エンドからバックエンドまでのサービスの機能提供の構成を表現するモデルである．サー
ビス工学では，従来のブループリントを拡張し，人の活動と製品の挙動を統合的に記述可
能にしている［Hara2009］．しかし，サービスブループリントは提供時のプロセスに視点
があり，設計～提供に至る開発プロセスのモデル化と，プロセスを進行させるための手順
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については十分にモデル化できない． 
以上に示したように，既存のモデリング方法では，開発プロセスのある工程および提供
時点で必要となる視点・観点を形式的に表現できるようにしたものである．従って，開発
プロセスに沿って，連続性のあるモデリングと，モデルを跨ったデータ間の関連性につい
ての考察が十分になされていない． 
3.2.2 サービスモデリングの課題 
Web サービスシステムを俯瞰すると，Web サービスを構成するソフトウェア・ハードウ
ェアは，従来，Web サービス提供者により全て管理されてきた．一方，クラウド環境を利
用した Web サービスは，ソフトウェア・ハードウェア機能の実体がクラウドサービスプロ
バイダに管理される．このように，クラウド環境の浸透に伴い，ソフトウェアおよびハー
ドウェア機能の担い手（担体）の所有権に変化が生じる．この Web サービスシステム全体
は，Web アプリケーションソフトウェアを開発し実行リソースの準備を行う「システムイ
ンテグレータ」，システム構築者に Web サービス開発を発注し最終顧客に提供する「Web
サービスプロバイダ」，Web サービスを収容する「クラウドサービスプロバイダ」，および
Web サービスを利用する「最終顧客」の関係で示せる（図 3-4）． 
 
図 3-4 サービスコンテンツの所有権［細野 2013a(改)］ 
開発プロセスに沿って詳細に見ると，従来，設計・構築工程ではアプリケーション（担
体）と，アプリケーションの実行リソース（担体）はシステム構築者に所有権があるが，
運用中には，これらは全て Web サービスプロバイダに所有権が渡される．一方，クラウド
環境を利用した場合には，開発中のアプリケーションはシステム構築者にあるが，クラウ
ド環境への配置時に，アプリケーションは Web サービスプロバイダに所有権が渡され，ア
プリケーションを動作させるための実行リソースはクラウドサービスプロバイダに委ねら
れる．結果，クラウドサービスプロバイダは，クラウド環境に異なる Web サービスプロバ
イダのアプリケーションを収容するが，アプリケーションの実行リソースの状態は，直接
アプリケーションの挙動に影響するため，アプリケーションの要件に応じてリソースを制
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御・管理する責務が生じる． 
従来の Web サービスの構築では，開発と運用の役割が明確に分離されており，双方の部
門が連携し，協働作業することは見られなかった．しかし，クラウド環境での Web サービ
ス構築を期待通りに短期間に行うには，必然的に設計と運用がより密接に結びつくことが
求められる．しかしながら，前述した所有権の変化によって，設計時に必要となる実行リ
ソースの状態を得難く，また，運用時に設計情報を得難いままである．この問題は，設計・
構築作業と運用作業に重なりが生じる部分において，双方に情報連携し易くするモデリン
グで解決できる．そこで，Web サービスの設計時点において，実際に活用できる実行リソ
ースをモデル化し，設計対象に含められる方法が必要である．また，Web サービスの運用
時には，業務レベルでのサービスレベルを保証するため，業務要件に基づいて実行リソー
スを確保する手段が必要である． 
ソフトウェアを実行するリソースも仮想化され，クラウドサービスプロバイダにソフト
ウェアと別に機能提供されるようになると，ソフトウェアの機能を発現するにはリソース
もモデル化し，ソフトウェアとリソースを包括して Web サービスの機能を設計する必要が
ある．しかし，これらは別のステークホルダによって管理され，更に，ライフサイクル上，
異なる工程で管理されるため，ソフトウェアとリソースを包括して扱うことが困難である．
現状では，その手段が無く，実装したソフトウェア機能モジュールをクラウドに配備して，
機能を発現しているかを確認している． 
そのため，サービスのモデリングにおいて，リソースをモデル化し，それを機能モジュ
ールのモデルと統合できることが，特に必要となる． 
以上に示した通り，モデリングの課題は次の通りである． 
1. 実行状態に基づいて要件定義を行うこと 
2. アプリケーションコンポーネントに実行リソースを割り当てる設計を行うこと 
3. 機能検証と，クラウド環境の実行リソースを用いて非機能検証を行うこと 
4. 非機能要件に適合しているか監視・維持すること 
これにより，設計・構築工程においては，クラウド内の実行リソースの構成をモデル化
し，運用工程においては，アプリケーションの業務要件をモデル化し，それぞれ設計・管
理可能になる．このモデルを用いて，特に，従来のモデリングでは網羅仕切れなかった領
域（図 3-5 破線矩形）の，上記 4 つの設計・管理方法を実現し，ライフサイクルの管理を
可能にする． 
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図 3-5 開発環境と運用環境のモデル連携［細野 2013a(改)］  
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3.3 設計プロセスにおける依存関係の単純化方法 
設計とは，問題解決のための着想や思考を具現化し，検証しながら実体を与えるまでの
作業である．吉川は，設計過程は概念操作であるため，操作可能な表現を定めることが必
要と指摘している．吉川の一般設計学では，設計公理を示した［吉川 1979］．抽象概念を操
作することで，人間は新たな人工物を創造できる．この抽象概念の操作を，位相空間を用
いて定義する．機能空間の要素を，属性空間に写像する概念で，設計解を求める作業を表
している．本研究は，要求から機能，機能から実体を与えるまでの過程を通じて，一連の
サービスモデリングを行う．この機能空間から属性空間に写像する考え方で，このモデル
間の情報の連携をとる． 
本研究では，特に非機能要件とその属性空間への写像を行う．その実現方法として，DSM
［Browning 2001］［Steward1981］および DfX（Design for X）［Paul 1996］の考え方を
応用し，その統合により依存関係を単純化していく方法を議論する．更に，次節以降で，
公理的設計の考え方に基づき，モデル間のパラメータの転写関係を規定し，設計プロセス
の過程を単純化する方法を議論する． 
3.3.1 DSM に基づく依存関係の整理と単純化 
DSM（Design Structure Matrix）は，マトリクス表記により，工程や組織の設計にお
いて依存関係を整理して単純化する［Eppinger1997,2012］［Whitfield 2002］．DSM は，
アクティビティベース，チームベース，コンポーネントベース，パラメータベースを代表
とする，ある観点でシステムの依存関係を見出すものである． 
生産の各過程での設計は，DSM により単純化できる．図 3-6 に，あるシステムをツリー
で分解表現した構造と，その各要素の関係をマトリクスで表現した DSM を示す．この DSM
は，機能やモジュールの依存関係をモデル化したものである．縦軸と横軸に機能名やモジ
ュール名を並べたマトリクスを用い，依存関係がある交差点にマーク付けを行う．このマ
トリクスの対角線に沿ってマーク付けされたクラスタが多く並ぶように再配置することで，
機能群を束ね，機能独立性の高いモジュールを見出せる． 
 
図 3-6 システムの分解構成と DSM［Eppinger2012(改)］ 
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3.3.2 DfX に基づく複数観点の統合 
DfX（Design for X）［Paul 1996］は，品質やコストなど，多様な観点を設計過程に取
り込む方法である．大富は，DfX とは，製品開発において企画から設計に移行する際，論
理的にプロジェクトの性質を解析し，それを踏まえて焦点を定め，以降の開発活動に有効
な個々の設計手法（DfX の X）を選択し，投入計画を立てる活動，としている［大富 2005］． 
このように複数の観点を一般技術者が考慮して設計を進め，他の技術者と客観的に評価
できるような方法が必要になる．この複数の観点は，サービス設計において，性能や安全
性などが挙げられる．このような観点は，ソフトウェア工学分野では，非機能要件と総称
される．本論文では，この非機能要件を明示的に扱い，機能要件と非機能要件に区別して，
サービスの設計を行えるようにする． 
DSMにDfXの考え方を組み合わせることで，DfXをモデリング方法の中で実践できる． 
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3.4 工程間の情報連携を実現するモデリング方法 
3.4.1 実行リソースの状態に基づく要件定義方法 
Web サービスの開発を始める際，まず，Web サービス提供者が最終顧客からの機能要件
（Functional Requirements; FR）と，性能，保守性，拡張性，セキュリティ等の非機能要
件（Non-Functional Requirements; NFR）を理解し，システム構築者に要求事項を提示す
る．システム構築者は，クラウド内のリソースの振舞いを考慮して，実現可能な要件とし
て Web サービス提供者と合意して，開発作業を進める． 
クラウド環境では，クラウドサービスプロバイダが豊富な物理リソースを，利用者毎に仮
想リソースとして分割提供するが，その内部構成は他の Web サービスのハードウェアリソ
ースやインタフェース等を一部共有している場合がある．結果，実際の実行リソースの性
能諸元は，他の仮想リソースの影響を受け，クラウド内の実行リソースの状態や振舞いは，
外部仕様の初期値や期待値と異なることがあり得る．例えば，複数の利用者の Web サービ
スが同時にストレージに書込み処理を行う場合，リソース競合が起こり，それぞれの Web
サービスの動作が遅くなる等の事象が発生し得る．そのため，CPU コア，ストレージなど
のリソースの論理的な設計を行っても，実際に配置，実行して実行リソースの状態や振舞
いの確認が必要となる． 
そこで，これらの実行リソースの状態をモデル化するために，要件を，実行リソース属性
とその取り得る属性値の組み合わせに変換し，これらのリソースの状態を監視する仕組み
を導入する．更に，リソース全体の状態に合わせて，前述の属性値の範囲を補正する仕組
みをを備える．これにより，実現可能性が不明確な「要求」を，実現可能性のある属性と
属性値を持った「要件」に定義し直すことができる． 
具体的には，実行リソースを監視し，非機能要件の項目とそのレベルに対して，対応する
リソース群とその性能値のルールを予め定義しておく．例えば，Web サービスの性能とし
てレスポンス時間に関する要件は，CPU の性能・コア数，ネットワーク帯域，記録媒体へ
の I/O 時間などのリソースの組み合わせとしてルール化する．このルールを用い，図 3-7
に示すように時点における利用可能なリソース範囲を都度最新の状態が把握可能になる．
これにより，システム構築者が，要件定義を行う際，実行リソースの振舞いや利用可能な
性能範囲を適切に設計できる．この具体例として，要件定義画面を図 3-8 に示す．図の右上
のダイアログは，リソースカタログで，時点のリソースの状態に基づき，非機能要件を満
たすリソースの組み合わせとリソースの設定範囲を提示する． 
これにより，設計時において，実際にクラウド環境で利用できるリソース量や，その状態
を確認できるため，要求事項から具体的な要件への擦り合わせが容易になる．よって，達
成不可能な要求をそのまま要件として定義することが無くなり，Web サービスの実装・運
用工程で生じ得る実行リソースの制約を，予め設計工程で考慮できる．そのため，運用工
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程に入り Web サービスを実行リソースに配備した段階で実行リソースの不足が判り，改め
て設計変更を行うなど，手戻り作業も低減し得る．ここで定義した要件を用いて，後の運
用工程で非機能要件の充足を確認できる． 
 
図 3-7 リソースカタログの実践例［細野 2013a(改)］ 
 
 
図 3-8 要件定義画面の実践例［Hosono2012b(改)］ 
3.4.2 機能モジュールおよび実行リソースの割り当て設計 
3.4.2.1 アーキテクチャ設計の 3 ステップ 
クラウドの利用を前提とした環境では，アプリケーションソフトウェアの機能や，アプ
リケーションを実行するミドルウェアの機能，またはオペレーティングシステムやネット
ワーク，ストレージなどのインフラストラクチャの機能を利用し，Web サービスを構築す
る．このクラウド環境を実現する主要な要素技術は，サーバやストレージの仮想化技術で
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ある．この仮想化技術によって，CPU やハードディスクなどの物理的なハードウェアリソ
ースと，仮想的に割り当てられる CPU コア数やストレージ量など論理的なハードウェア機
能が分離される．これらの分離されたモジュールをインタフェースとして，インタフェー
スを組み合わせて，Web サービスを構成することになる． 
従来の Web アプリケーション開発においては，物理的・論理的の区別なく一体として扱
ってきた．一方，クラウド環境でのアプリケーション開発は，分離された部分がアプリケ
ーション構成を作るためのインタフェースとして切り出されるため，従来に比べて設計イ
ンタフェースの数が増える． 
アプリケーション設計は，性能や保守性を高めるために，基本的な設計指針として，複
数の設計インタフェースのモジュール化を行う．仮想化・クラウド環境下 においては，ハ
ードウェアとソフトウェアが分離独立されるため，アーキテクチャ設計において，両者を
同時に考慮することが必要である． 
また，クラウド環境でのアプリケーションは，クラウドを提供するデータセンタ内に配
備されたサーバ群やストレージ群の中から，仮想化された機能を呼び出している．クラウ
ドアプリケーションは，アプリケーションを構成するモジュールが，複数の仮想マシンに
配置されることや，リモートのデータストアを利用することから，分散システムとなる．
このアプリケーションの設計方法は，これらの仮想化された機能がどの物理的なハードウ
ェアリソース上で動作するか，十分に考慮できない．これは，複数の機能間，あるいは複
数のアプリケーション間で，同一の物理的なハードウェアリソースを共有する可能性があ
り，結果として，期待される機能の性能設計が困難なためである． 
そこで，機能モジュールおよび実行リソースの割り当て設計を分離して行う．機能モジ
ュールの設計を行う際，モジュールの持つ機能の独立性の単位で分離を図る．この考え方
を拡張し，性能，保守性，安全性，可用性，移行性などの非機能要件（Non-Functional 
Requirements; NFR）も同列に扱うことでドメイン間の関係を包括して整理できる（図 3-9）．
これにより，機能要件，非機能要件から実行リソースの割り当てまでの設計手順を明確化
できる．ここで，開発した Web サービスは，利用が進むにつれ，いずれ更改される．そこ
で，従来のサービス指向アーキテクチャ（Service-oriented Architecture，SOA）の考え方
が，システムアーキテクチャを構成するソフトウェアコンポーネントの独立性を高める指
針を示しているのと同様に，モジュール間の独立性を高くする観点を含める．これは，独
立性が低い場合には，更改する際に，その依存関係の多さから部分的な置換が困難になる
ためである． 
この設計ドメインの抽象化により，設計プロセスは，次のステップに整理できる（図 3-9）． 
Step1 ソフトウェアコンポーネントの最適分割設計 
Step2 ソフトウェアコンポーネントの仮想サーバへの最適リソース割り当て設計 
Step3 仮想サーバの実体サーバへの最適リソース配備 
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図 3-9 アーキテクチャ設計の 3ステップ［Hosono2013a(改)］ 
ここで，Step1，Step2 はシステム構築者に必要な情報で論理的な検証の範疇である．一方，
Step3 はクラウドサービスプロバイダに必要な情報で物理的な振舞いの検証である． 
3.4.2.2 機能モジュールの最適設計 
Step１として，アプリケーションを構成するソフトウェアコンポーネントの粒度や，ソ
フトウェアコンポーネントを収容する仮想サーバの台数，また，物理台数の台数など，各
機能を担うモジュール（担体）を同定する必要がある．DSM を適用することで，機能やモ
ジュールの依存関係をモデル化し，機能モジュール間の独立性を確保した設計が可能とな
る．DSM は，縦軸と横軸に機能名やモジュール名を並べたマトリクスを用い，依存関係の
ある交差点にマークを並べたマトリクスを用い，依存関係がある交差点にマーク付けを行
う．マトリクスの対角線に沿ってマーク付けされたクラスタが多く並ぶように再配置する
ことで，機能群を束ね，機能独立性の高いモジュール構成を見出せる． 
ソフトウェアコンポーネントとその構成要素である API（Application Interface）は，機
能モジュールの機能と等価と見做せるため，この DSM を用いて，適切な粒度のソフトウェ
アコンポーネントを設計する． 
3.4.2.3 非機能要件を考慮した実行リソースの割り当て設計 
Step2 として，機能モジュールを実行リソースに割り当てる．このとき，機能モジュール
の独立性だけでなく，応答性能やデータ管理上のセキュリティなど複数の非機能要件を合
わせて考慮する必要がある．これは，非機能要件の実現は，実行リソースに依存している
ためである．そこで，DfX の思考を元に DSM を拡張し，複数の設計観点を同時に考慮でき
るようにする．この DSM には，マトリクスの行・列の交点に機能の呼び出し関係の有無を
記載する．例えば，ソフトウェアモジュール群に含まれる機能群を，それぞれマトリクス
の行および列に並べ，あるソフトウェアモジュールの機能 a が，別のソフトウェアモジュ
ールの機能 b を呼び出す場合に，呼び出し関係があるとする．この行・列を入れ替えるこ
とで，対角線に沿ってクラスタ群を形成することで，独立性の高いモジュール設計を行う．
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ここで，各交点は 0～1.0 の中間値を用いる．これは，機能間の直接呼出しと，間接的な依
存関係を統合表現したものである．図 3-10 に，機能 1～機能 10 の関係で表記した具体例を
示す．ここでは，API など機能モジュール（モジュール）のインタフェース（機能）呼び
出しを行う関係を直接的な依存関係とし，インタフェース間の非機能要件の繋がりは間接
的な依存関係とする．これらの直接および間接的な依存関係の総和が 1.0 になるように，配
分設定を行う（表 3-1）．この例では，直接的依存と間接的依存にそれぞれ 0.5 ずつ配分し
ている．間接的依存は，更に性能と，安全性の 2 つの非機能要件にそれぞれ 0.3 と 0.2 を配
分している．例えば，2 つの機能間に，機能依存と安全性の依存関係があるとき，合計の
0.7 を重み付けされた値として DSM の該当セルに配置する．これを対角線上に合計値が最
大となるように並べ替えを行う．従来，非機能要件の設計への反映方法は設計者の経験や
主観に依存していたが，本手法により，モデリングのデータとして定量的に扱えるため，
非機能も考慮したモジュール群の実行リソースへの割り当て方を客観的に評価できる． 
 
図 3-10 拡張した DSM 
表3-1 依存性に関するDfX［Hosono2013a(改)］ 
 重要度 モジュール1 
機能呼び出し 
（直接依存） 
0.5 - 
性能 0.3 機能1，機能2，機能3 
安全性 0.2 機能1，機能2，機能3 
以上に示した機能モジュールの最適設計，および非機能要件を考慮した実行リソースの
割り当て設計を行う詳細手順を以下に示す． 
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1. アプリケーションを構成する機能群と，機能間の呼び出し関係を依存関係として入
力する 
2. 次に，データトランザクションに関する性能要件などアプリケーションのロジック
として特定の機能間に関連がある場には，これらの非機能要件を入力する． 
3. 上記の情報を元に，マトリクスを表示する． 
4. 再配置計算を行う場合は，前記の情報を用いて再配置計算を実行する．行・列の配
置変換によるモジュール化は，マトリクスを手動で操作する．あるいは，行・列の
数が多い場合，例えば次のように遺伝的アルゴリズムを利用して自動計算を行う． 
① 一定数の染色体オブジェクトを作成する．染色体オブジェクトは，マトリクスの
個々の行を示す．例えば，{4, 5, 1, 3, 2}のように表現する． 
② ルーレットルールを用いて，2 つの染色体オブジェクトを選択する． 
③ 事前に与えた確率に基づき，染色体オブジェクトに突然変異を発生させる． 
④ 各染色体オブジェクトに対して，適応度の評価関数を実行する．終了条件を満た
した場合，処理を停止する．満たしていない場合は，その高い値をもつ染色体オ
ブジェクトを選択し，処理②に戻る． 
次に，再配置計算後の機能モジュール設計マトリクスを表示し，機能モジュールの
構成を提示する． 
5. 前記で決定したアプリケーションのモジュール構成に対し，モジュールを配置する
リソースを決定するステップを実行する． 
6. まずアプリケーションを構成するモジュール群と，モジュール間の呼び出し関係を
依存関係として入力する． 
7. 次に，可用性・保守性・移行性・安全性など非機能要件の観点で，特定のモジュー
ル間に関連がある場合には，これらを間接的な依存関係として入力する． 
8. 前記の情報を用いてマトリクスを確認する．表示されたマトリクスに対し，情報の
十分性を確認する．見直し不要で，モジュール配置が適正である場合は，終了する． 
9. 再配置計算を行う場合は，前記の情報を用いて再配置計算を実行する．行・列の配
置変換によるモジュール化は，マトリクスを利用者が手動で操作する．あるいは，
行・列の数が多い場合には前述と同様に遺伝的アルゴリズムを利用して自動計算を
行う．次に，再配置計算後のモジュール配置設計マトリクスを表示し，機能および
リソース構成モジュールの構成を提示する． 
10. アプリケーションのモジュール配置構成に対し，実際に割り当てるリソースを決定
する． 
以上の通り，Web サービスの機能モジュールとして，「アプリケーション」と「実行リ
ソース」のそれぞれを設計する手順を示した．この手順により，ソフトウェア機能のモジ
ュール化，およびアプリケーションの論理的・物理的な配置場所の設計が容易となる．  
第 3章 ライフサイクル工程のモデリング方法 
 
47 
 
以上に示した方法を行うモデリングと，モジュール分割の実践例を示す（図 3-11）． 
 
図 3-11 アーキテクチャ設計画面の実践例 
本節に示した方法により，ソフトウェア機能のモジュール化が判断しやすくなる効果が
得られる．これは，機能モジュール設計マトリクスにより，性能を考慮した機能分割が容
易と成るからである．また，モジュール配置設計マトリクスにより，拡張性や保守性を考
慮したモジュールの配置方法が分かるためである． 
また，アプリケーション配置場所が判断しやすくなる．これは，リソース割当設計マト
リクスにより，仮想マシン間の依存関係が分かり，運用管理者が，クラウドサービスで用
いる仮想マシンをどの物理マシン上で動かすのか，計画を立て易くなるためである． 
3.4.3 実行リソースの分離と結合による機能・非機能検証 
3.4.3.1 実行リソースの分離 
クラウドでは大規模データを処理し易い豊富なハードウェアリソースを持ち，それらの活
用を前提とした Web サービスの機能要件も多い．このような要件に対応するため，実行リ
ソースには，分散並列処理機構や大規模ファイルシステムなどのミドルウェアも必要とさ
れる．このような実行リソースを要するアプリケーションを検証するため，システム構築
者の開発 PC 内に実行リソースを構築することはコストが大きく，実行性が低い．また，非
機能は実運用環境に挙動が左右されるため，実環境で検証する必要がある．そこで，機能
は仮想的な実行環境で評価できるため，機能検証を行うためのスタブ機構（ツール）を構
築者の手元の PC（ローカル PC）に導入し，機能と非機能の検証範囲を分ける．このスタ
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ブ機構は，クラウド上の Web サービス実行リソース（担体）の仮想環境であり，この上で
機能の動作検証を可能にする．これにより，実行リソース（担体）を Web サービスの設計
時に「分離」でき，システム構築者は業務ロジックであるアプリケーションのみを検証で
きる（図 3-12）．以上により，アプリケーションの試作中に，アプリケーションプログラム
の更新の度に，遠隔にあるクラウド環境に再配置・再設定する検証準備が減り，アプリケ
ーション検証効率の向上効果も得られる． 
3.4.3.2 実行リソースへの割り当て 
本節では，3.4.2.1 節で示した Step3 を実行する．アプリケーションの機能検証をローカ
ルPCで行う．ローカルPCにクラウドのリソースを代替するソフトウェア（ミドルウェア）
およびハードウェアを用意し，これらのリソースにアプリケーションソフトウェアモジュ
ールを仮想的に割り当てて，機能検証を行う． 
機能検証を行った後，アプリケーションソフトウェアモジュールをクラウド環境にアップ
ロードし，クラウド内の実際のリソースに割り当てて配備する．このとき，物理サーバ（実
体）上に複数の仮想サーバを配備する際には，仮想サーバ上で動作する複数の Web サービ
スが，同じハードウェアリソースやネットワークリソースにデータを書き込むなど，仮想
サーバ間の影響が生じる． 
そこで，非機能要件を考慮した DSM により，実体サーバに割り当てる仮想サーバ群を同
定する．仮想マシンを物理サーバに実際に割り当てた後，仮想サーバ上の Web サービスの
非機能要件のみを検証する（図 3-12）． 
 
図 3-12 実行リソースへの割り当て 
 
図 3-13 に，機能要件検証を行う環境の例を示す．これは，ローカル PC 上で実行される
もので，ソフトウェアモジュールの機能検証を行う．同様に，図 3-14 に，非機能要件検証
を行う環境を示す．これは，Web サービスの実提供環境であるクラウド上で実行されるも
ので，ソフトウェアモジュールにクラウド環境のネットワークやハードウェアリソースを
割り当てることで，応答性能に関する要件など，非機能要件の検証を行う． 
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図 3-13 機能要件検証環境の実践例 
 
図 3-14 非機能要件検証環境の実践例 
3.4.4 非機能要件に基づく実行リソースの監視 
Web サービスの非機能要件は，業務観点の性能や可用性要件として，トランザクション
数や 24 時間の稼動時間等が指定される．これらは，機能群に加えて，CPU やネットワー
ク，記録媒体の書込み速度など，複数の計算機リソースの組み合わせで実現される．特に，
これらの業務レベルとリソースレベルの対応関係を定式化し，サービスレベルから監視レ
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ベルへの変換機構を用意する．例えば，性能要件に対して，CPU 使用率や，通信トラフィ
ック数などの組み合わせとその範囲値に変換する．これにより，運用開始時に，リポジト
リに蓄積された非機能要件レベルからリソースレベルの監視対象・監視値（Service Level 
Objectives; SLO）に変換し，実際に割り当てるリソース属性を決定する．同時に，SLO に
対する監視を開始する．以上により，再びアプリケーションのロジックと実行リソースを
「結合」して，Web サービス提供者およびクラウドサービスプロバイダは，非機能要件を
満たす実体への配備と，運用中に業務レベルの非機能要件を順守しているかを検証できる．
この結果，Web サービスの本番稼動までの移行作業が軽減し，最終顧客に対して Web サー
ビスの提供も早められる． 
この監視機構の例を次に示す（図 3-15）． 
 
図 3-15 非機能要件充足監視の実践例 
以上に示した，（1）実行状態に基づいて要件定義を行うこと，（2）アプリケーションコ
ンポーネントに実行リソースを割り当てる設計を行うこと，（3）機能検証と，クラウド環
境の実行リソースを用いて非機能検証を行うこと，（4）非機能要件に適合しているか監視・
維持することの 4 つの方法を実行する，具体例を図 3-16 に示す． 
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図 3-16 開発環境と運用環境のモデル連携の例 
本節では，4 つの方法により，ライフサイクル工程を網羅した．しかしながら，設計～運
用まで，より細かな役割の開発者が関わり，各々，より詳細な情報を扱う必要がある．そ
こで，4 つの方法を補完する，細粒度のモデリングが必要となる．次節では，これらのモデ
リング方法について述べる． 
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3.5 細粒度のモデリングとサービスモデルチェーンの構築 
3.5.1 細粒度のモデリング方法 
3.5.1.1 細粒度のモデリング 
前節に示したモデリング方法は，ライフサイクルの工程を大きく区切ったため，サービ
ス開発部門の個々の役割に応じて，更に観点を詳細化する必要がある．そこで，次のよう
に前節で示したモデリングを補完する，細粒度のモデリングを行う．このモデリングは，
サービス設計者，アプリケーション実装者，サービス管理者，クラウド管理者のそれぞれ
が，その役割に応じて扱う情報を扱うものである（図 3-17）． 
 
図 3-17 ライフサイクルに関わる開発者の役割 
これらの役割を持つ開発者が，モデリングする内容を（表 3-2）に示す．サービス設計者
は，目的から機能・非機能要件への展開，およびサービスシステム境界の設計を行う．ア
プリケーション実装者は，機能モジュールの設計および機能・非機能要件の実現検証を行
う．サービス管理者およびクラウド管理者は，機能・非機能要件が満たされているか否か
を監視・評価する． 
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表 3-2 細粒度のモデリング 
モデリング観点 細粒度のモデリング 説明 
目的から機能・非機能要件への
展開 
サービス目標モデリング 目的を構造化する 
ステークホルダ抽出モデリング バリューチェーンを設計する 
要求・機能展開モデリング 目標から機能への転写を行う 
サービスシステム境界の設計 サービスシステムモデリング サービスシステムの境界を同
定する 
機能・品質モデリング 機能と品質の関係をモデル化
する 
機能モジュールおよび実行リ
ソースへの割り当て設計 
ユースケースモデリング ユースケースを定義する 
リソース割り当てモデリング 機能モジュールから，実行リソ
ースへの割り当て設計を行う 
リソースの分離・結合による機
能・非機能要件の実現検証 
プロトタイピング アプリケーションのプロトタ
イプを実装する 
非機能要件監視・評価 アプリケーションのプロトタ
イプを実行する 
表 3-2 に示したリストを実現するモデリング方法の一覧を図 3-18 に示す． 
 
図 3-18 細粒度に分割したモデリング方法 
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以上の細分化したモデリングにより，各開発者の役割がそれぞれ詳細な情報をモデルに
反映させ，工程間で漏れなく情報を構造化できる．以降の節では，各モデリングの概要と，
図 3-18 中にハイライトした，サービスの開発に特徴的なモデリング方法について説明する．
（従来のソフトウェア開発においても必要としたモデリング方法は目的の説明に留める．） 
3.5.1.2 サービス目標モデリング 
サービスの目的と，それを実現するための要求の関係を構造化する．バランススコアカ
ード（BSC）の考え方に沿って，財務の視点，顧客の視点，イノベーションと学習の視点，
内部業務プロセスの視点のそれぞれ領域での要求と，これらの要求間に関連のあるものを
リンク関係で構造化する．内部業務プロセスの領域を下位レイヤとして，目的から，内部
業務プロセスの要求までの関係を構造化する．この内部業務プロセスの要求を，後工程で，
機能に展開する対象にする． 
3.5.1.3 ステークホルダ抽出モデリング 
サービスの内部業務プロセスに，携わるステークホルダを抽出し，ステークホルダ間の
機能提供関係から，バリューチェーンを構築する． 
顧客企業の戦略，ビジネスプロセス，開発プロセス，ステークホルダと関連付ける．ス
テークホルダには業務プロセスや開発プロセスに直接関わるステークホルダと，業務プロ
セスや開発プロセスには直接関わりがないものの，戦略や要件に関係し，意思決定・レビ
ューを行うステークホルダがある．直接的に関わるステークホルダに加えて，戦略の重要
視する観点との適合度を用いて間接的に関わるステークホルダの抽出を行う．[久野，細野
2009] 
3.5.1.4 開発ブループリント 
サービスの企画から構築工程までのプロセスにおいて，ステークホルダ抽出モデリング
で得たステークホルダ間の機能提供関係をモデル化する．これは，ステークホルダをエン
ティティとして，企画から構築工程までのステークホルダ（顧客およびプロバイダ内の各
役割）間の機能提供関係を表記したものである．例えば，上流設計者が作成する要求仕様
書は，機能設計者が機能設計書を作成するための情報源となる．これらのステークホルダ
間には，要求仕様の情報を提供する機能と，それを受け取る関係，すなわち機能提供関係
がある．これらの関係によるモデリングを企画から構築工程までのプロセスに対して行う． 
3.5.1.5 要求・機能展開モデリング 
要求・機能展開モデリングは，サービス目標モデリングで抽出した要求に対して，目的
設定で定義した目的を達成する，機能要件および非機能要件を構造化する．本モデリング
は，サービス化の進展（クラウドの浸透）に伴い生じたギャップを埋める，4 つのモデリン
グの 1 要素である． 
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3.5.1.6 ユースケースモデリング 
サービスを構成するソフトウェアアプリケーションの振舞いについて，詳細にモデリン
グする．本モデリングは，UML のユースケース図，シーケンス図に準じたモデリング方法
である． 
3.5.1.7 サービスシステムモデリング 
設計対象となるサービス全体構成の範囲を明らかにするため，ユーザの振舞いを起点に，
サービスシステム境界の設計を行う． 
ユーザがサービスを見つけ，利用するシナリオから，提供する機能を網羅的に定義し，
提供に必要な仕組みを設計するには，サービスシステムの範囲を規定する必要がある．そ
こで，ユーザのサービスを認識し，利用し，評価するまでの体験過程をモデル化し，各過
程でのユーザの振舞いと，それに対する機能提供の関係から，サービスシステム全体の境
界を決定する．このサービスシステム境界の範囲で，機能設計の最適化や改善を行う． 
具体的には，次のようにモデリングを行う．ユーザを，ペルソナを用いてモデル化し，
そのサービスの機能を使う過程を構造化する．ペルソナは，サービスレシーバ（受け手）
側のユーザペルソナと，サービスプロバイダ側のロールペルソナの 2 種類で定義する．ユ
ーザペルソナは，各工程で分割したユースケースと，その重要度をリストで持つ．一方，
ロールペルソナは，ユーザペルソナあるいは他のロールペルソナに提供する機能をリスト
で持つ． 
1. 対象セグメントとなるユーザグループを決定するため，アンケート等を通じて，品
質にどのくらい重要性を見出しているか，情報を収集する 
2. これらの収集されたデータをクラスタ化し，ビジネス戦略に基づき，対象セグメン
トに適した特性を持つグループを選択する 
3. 多変量解析などの方法により，品質要素に対する重要度を抽出する．これを重要度
リストとして保持する 
4. 対象としたグループに属する実際の人物に対し，デプスインタビューを行う 
5. 重要値との類似度を計算し，最も高い類似性を持っている人を特定する．該当人物
から得た情報をユーザのペルソナの補足情報として用い，ユーザペルソナを完成さ
せる 
6. サービスプロバイダおよびレシーバ内のステークホルダと，ステークホルダ間の機
能提供関係を個々に確定していくことで，サービスの提供機能群を確定し，サービ
スシステム全体の構成を確定する． 
7. 各ユースケースとロールペルソナの機能と 1 対 1 の対応関係をとる． 
8. ユーザペルソナのサービスの各体験過程に対し，各ユースケースがロールペルソナ
の何れかの機能に関連するか否かを全て確認し，関連するものはレシーバとプロバ
イダの対応表（RPM 表）に入力する．ロールペルソナに対応する機能が存在しない
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場合には，ロールペルソナの抽出が不十分と判断する．この場合は，完全に両側が
対応するまで，プロバイダ側から提供する機能の抽出を繰り返す． 
9. 対応関係が決定している場合，それぞれのユーザペルソナ側の重要度およびロール
ペルソナの重要度の値を正規化し，ペルソナと RPM 表を完成させる． 
10. ユーザペルソナとロールペルソナの各重要度値を比較し，差異の有無を確認する． 
11. 差異がある場合，プロバイダは，差異が生じないように機能を再設計する． 
サービス開発者は，どれだけ多くのステークホルダを考慮する必要があるか確認するこ
とが困難である．しかし，上記のステップにより，機能に必要かつ十分なステークホルダ
が抽出できる．これにより，サービスシステム境界を決定できる．このサービスシステム
境界内が，サービス機能の品質レベルの設計を最適化する範囲となる． 
上記に示した手順を実践する構成を図 3-19 に示す．この構成に基づいたモデリング画面
の例を図 3-20 に示す．ここに示すように，ユーザがサービスを発見し，利用の確認を行い，
実際に利用し，評価し，更に，継続利用するか否かを判断する過程がモデル化できる．各
過程対し，サービスプロバイダから提供すべき機能を対応付ける．このペルソナモデリン
グにより，オペレータなどが人手で提供する機能も，オペレータなどが管理し IT で提供さ
れる機能も透過的に表現されるため，機能全体を包括したサービスシステムのモデリング
が可能となる． 
  
図 3-19 サービスシステム境界の設計の全体 
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図 3-20 サービスシステム設計画面の実践例 
3.5.1.8 品質・機能モデリング 
サービスの機能と品質の関係をモデリングする．対象とするサービスが BtoB 向けおよ
び BtoC 向けの場合，それぞれに対して品質要求テンプレートとなるリストを用意し，これ
らのリストから，各機能に求められる品質とそのレベルを定義する．品質は，非機能要件
と紐づけられるため，このモデルを次の機能再編成モデリングにおいて利用する． 
3.5.1.9 機能再編成モデリング 
サービスの機能の組み合わせと，個々の非機能要件および提供コストへの影響とトレー
ドオフを可視化し，シミュレーション実行し，最適な機能群の構成を導出するためのモデ
リングを行う．可視化・シミュレーション実行する際に，前工程で定義した品質・機能モ
デリングの構造化データを利用する． 
3.5.1.10 業務フローモデリング 
ソフトウェア開発で一般に行われている業務フロー設計と同様のモデリングを行う． 
3.5.1.11 リソース割り当てモデリング 
ソフトウェアモジュールを，その実行リソースに割り当てるための設計を行う．本モデ
リングは，サービス化の進展（クラウドの浸透）に伴い生じたギャップを埋める，4 つのモ
デリングの 1 要素である． 
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3.5.1.12 画面遷移モデリング 
ソフトウェア開発での画面設計と同様なモデリングを行う．開発する対象が Web サービ
スの場合，顧客起点で画面遷移のユースケースに基づいたモデリングを行う． 
3.5.1.13 プロトタイピング 
Web サービスの機能検証を行う．本モデリングは，サービス化の進展（クラウドの浸透）
に伴い生じたギャップを埋める，4 つのモデリングの 1 要素である． 
3.5.1.14 運用プロセスブループリント 
サービス提供時における，顧客と提供者間の機能提供関係，および流通など提供者のバ
ックエンドとの機能提供関係をモデリングする． これは，ステークホルダをエンティティ
として，運用工程におけるステークホルダ（顧客およびプロバイダ内の各役割）間の機能
提供関係を表記したものである． 
3.5.1.15 品質要因分析 
開発の過程で作りこまれた品質の要因を分析する．開発ブループリントにおいて，各ス
テークホルダ間の機能提供関係において，要件→機能→リソースへと変換が段階的に行わ
れていく．このとき，機能の受け手側のシステム・ビジネス上の制約が，変換に含まれる
場合，後工程での品質劣化要因となる．本モデリングでは，これらの変換の過程をトレー
スする．このトレースにより，この品質と顧客要件間の関係［Tayleor 1994］の構造を明ら
かにする． 
3.5.1.16 クラウド配備実行 
クラウド配備実行は，ソフトウェアアプリケーションモジュールを，クラウド側に配備
し，クラウド内のミドルウェアおよびハードウェアリソースと結合させて，Web サービス
を実行可能にする．本モデリングは，サービス化の進展（クラウドの浸透）に伴い生じた
ギャップを埋める，4 つのモデリングの 1 要素である． 
3.5.1.17 非機能要件の充足監視 
非機能要件の充足監視機構は，サービスの非機能要件が満たされているか，監視を行う．
本機構は，要求・機能展開モデリングで定義された要件と，実際の実行中の振舞いとの対
応を取り，非機能要件を満たした振舞いとなっているか否かを判定する． 
3.5.2 モデルチェーンの構築 
3.5.2.1 公理的設計に基づく設計プロセスの単純化方法 
Suh は，設計過程を設計公理として，表現した［Suh 1990,2001］．全ての人工物におけ
る設計は，「顧客領域」，「機能領域」，「実体領域」，「プロセス領域」の 4 つの領域と，領域
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間の写像関係によって説明している（図 3-21）． 
 
図 3-21 公理的設計における 4つの設計領域 
顧客領域には，顧客の期待を示す顧客属性（Customer Attribute: CA）を記述する．こ
の CA は，機能要件（Function Requirement: FR）に写像できる．同様に，FR は，実体と
して DP（Design Parameter）に写像できる．更に，この DP は，生産するための変数で
ある PV（Process Variable）に写像できる．以上の転写関係によって，設計工程をモデル
化した． 
この考え方は，様々な設計対象に普遍的に当てはまるため，これらをサービスの要求定
義から機能設計を行う過程に適用できる．機能及び非機能要件は，ソフトウェアの機能お
よび機能の組み合わせ方（アーキテクチャ）に，更に，これらはソフトウェアモジュール
の設定パラメータとソフトウェアモジュールを動作させるミドルウェアおよびハードウェ
ア機能に，転写される．これらのミドルウェアおよびハードウェア機能は，物理的なメモ
リやハードディスクなどのリソースに割り当てられる．以上に示した転写関係は，2 者間の
制約関係である．転写が完全に行える場合，図 3-22 のように概念で転写関係を示せる． 
 
図 3-22 要件・機能・リソース割り当てのステップ 
3.5.2.2 サービスモデルチェーンの構築 
パラメータの転写関係を，モデル間のデータ連携で表現する．このデータ連携を，細分
化したモデル間の関係に適用し，モデル間に間断の無い情報連携を実現する．このように
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して，構築できたモデル群をサービスモデルチェーンと称する（図 3-23）． 
 
図 3-23 サービスモデルチェーン 
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3.6 モデリング方法の評価と考察 
3.6.1 モデリング方法のクラウドサービスへの適用 
4 つの提案方法は，リポジトリを中心に，一連の 1 つのフレームワークとして機能するこ
とが可能である．この機構は，設計工程と運用工程の情報共有や共同作業の基礎となり，
設計と運用がより一体化する DevOps3の考え方を実践・実装するための機構になり得る．  
この機構をクラウドサービスへ適用した具体例を図 3-24 に示す．ここでは，ある Web
サービス開発を想定し，リポジトリを開発環境内に配備し，システム構築関係者間で共有
する．このリポジトリを，クラウド環境の仮想サーバ内に配置する．リポジトリは，Web
サービス案件毎に用意することで，案件間で各案件の秘匿情報を隔離し，Web サービス案
件情報の安全性を担保した開発・実行フレームワークをクラウド環境に構築できる． 
このような仕組みを備えることで，クラウドサービスプロバイダは，設計～運用までが
一貫した，Web サービス設計・運用フレームワークを Web サービス化して，高機能かつ高
付加価値のクラウドサービスを提供できる． 
 
図 3-24 モデリング方法のクラウドサービスへの適用 
3.6.2 ステークホルダの共通言語となるサービスモデルチェーン 
ハードウェア製品の製造は，その開始時点で仕様が確定し，生産の各工程での作業や期
間が明確化されている．一方，サービスの開発工程には多くの協働作業が含まれ，各工程
での作業や期間は，人に依存し易い．分析～企画・設計に至る過程では，顧客と企画者の
間で仕様の合意形成が図られ，実装～提供の過程では，設計担当と運用担当の間で設計情
報の共有が必要となる． 
本章で述べたサービスモデルチェーンは，標準的な記法で，かつ客観的な情報となるた
め，これらの異なる役割を持った担当者間で情報交換や合意形成する際の共通言語になる． 
                                                   
3 DevOps とは，開発者(developer)と運用者(operator)が連携し開発・運用を行うプラクティスである． 
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3.6.3 サービスモデルチェーンの考察 
サービスモデルチェーンを，Web サービスの開発に用いることで，次の効果が得られた． 
機能・非機能への展開設計では，機能カタログから機能候補を提示した．カタログデー
タから Web サービスの実装・運用過程で生じ得るリソース制約を，予め設計過程で考慮す
ることが可能になり，下流工程での設計の見直し機会を抑えられた． 
サービスシステム境界の設計では，アプリケーションを構成する機能モジュールと要件
定義との対応を確認しながら設計した．これにより，先に要件定義と突き合わせを行うこ
とで要件定義の対応漏れを検出できた． 
機能モジュールおよび実行リソースへの割り当て設計では，機能独立性の評価を行いな
がら，アプリケーションの仮想マシンへの配置構成を設計した．ツールは，この設計情報
を元にクラウド上に検証済みミドルウェアを含む仮想マシンを自動で構築した． 
リソースの分離・結合による機能検証では，前工程で設計された機能モジュールを流用
して，Web サービスのロジックの雛型を生成し，実装を効率化した． 
また，リソースの分離・結合による機能・非機能検証では，Web サービスを実行するミ
ドルウェアのパラメータは，要件定義過程で蓄積したレベル値を再利用して自動設定を可
能とし，運用設計を容易にした． 
このように，サービスモデルチェーンによって，設計作業を効率化し，設計内容を高品
質化できた．以上により，ITIL で示された，戦略，設計，構築，移行，運用，改善を網羅
したモデル群（図 3-25）となる．  
 
図 3-25 モデリングツール群［Hosono 2012b(改)］ 
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これによりサービスシステムのサービスライフサイクルを通じ，パラメータを循環させ
ることができる（図 3-26）． 
 
図 3-26 工程間のパラメータの関係 
以上に示した通り，リソースと前後の工程のモデリングにおいて，機能とリソースの分
離と統合が可能となり，機能と非機能の検証を容易にした． 
また，各モデルで規定される属性間の関係を明確化し，工程間のデータ連携を間断なく
実現．これにより，顧客と設計者間，および設計者と運用者間にそれぞれにおいて，正確
な情報の伝達を可能にした． 
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3.7 おわりに 
本章では，設計意図の伝播を支援するサービスモデリング方法を示した．本手法は，顧
客と設計者間，および設計者と運用者間それぞれにおいて，設計意図を正確に伝播するた
めのモデリング方法である． 
 
第 2 節では，サービスモデリングに関する先行研究を考察した．課題の考察では，クラ
ウドサービスの浸透に伴い，Web サービスのシステム構造に変化が生じ，ライフサイクル
上の情報連携が困難になる要因を特定した． 
 
第 3 節では，モデリングの考え方を示した．設計の流れや設計観点に関するモデリング
方法として，DfX，DSM の目的について述べ，その特徴を考察した．そして，これらを統
合して，依存関係の整理と単純化する方針を示した． 
 
第 4 節では，工程間の情報連携を実現するモデリング方法を示した．また，機能・非機
能要件を包括してモデル化した．この方法によって，ライフサイクルの工程間に生じた情
報のギャップを埋められることを示した． 
 
第 5 節では，細粒度のモデリングと，公理的設計の考え方に基づき，要件→機能→リソ
ース割り当ての転写関係により，サービスモデルの連鎖としてサービスモデルチェーンの
構築方法を示した．  
 
第 6 節では，サービスモデリング方法およびサービスモデルチェーンのクラウドサービ
スへの適用方法を示し，効用が得られることについて考察した． 
 
以上に示した通り，以下の課題を解決した． 
1. 実行状態に基づいて要件定義を行うこと 
2. アプリケーションコンポーネントに実行リソースを割り当てる設計を行うこと 
3. 機能検証と，クラウド環境の実行リソースを用いて非機能検証を行うこと 
4. 非機能要件に適合しているか監視・維持すること 
本研究のアプローチは，クラウドサービスプロバイダが管理するリソースのモデル化を
図ったことで，機能設計においてソフトウェアとリソースとの情報の統合を可能にした．
リソースと前後の工程のモデリングにおいて，DSM と DfX の考え方を応用したことで，機
能と非機能の検証が容易になる効果も得られた．また，機能要件と非機能要件の分離と統
合を行えることを示した． 
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従来，自然言語での要件記述やノウハウとして暗黙的に扱われていた上流設計工程を含
めて，モデリングにより形式化を図った．公理的設計の考え方に基づき，要件→機能→リ
ソース割り当ての転写関係により，サービスモデルの連鎖としてサービス設計・運用プロ
セスを網羅した．従来のモデリングは，各モデルが独立していたのに対し，本研究が提案
したモデリングは，各モデルで規定される属性間の関係を明確化し，工程間のデータ連携
を間断なく実現した．また，DSM の拡張により，設計データとして表現や管理し難かった，
非機能要件も機能要件と透過的にモデルデータとして扱うことを可能にした．以上のモデ
リングは，異なる役割を持ったステークホルダ間の共通言語として作用するため，ステー
クホルダ間の相互認識を深められる．また，従来自然言語で書かれた上流工程の情報も，
正規化されたデータとして記録されるため，開発の後工程で上流設計の振り返りも容易に
なる．これにより，システム／サービスの開発を，手戻りなく迅速に進めることが可能に
なった． 
以上の通り，サービス企画～運用までに工程に関わる，異なる役割を持ったステークホ
ルダがそれぞれ扱う情報を形式化し，相互に参照し，ステークホルダ間の共通言語となる
モデルを構築できた． 
本章で示したモデリング方法は，ステークホルダ間の共通理解に用いるだけでなく，そ
のデータ構造を活用により，構造の操作によるモデルの挙動の確認や，データ構造の類似
性に基づいたモデルの再利用も可能である． 
IT サービスシステムを構成する Web サービスの開発において，そのプロトタイプ開発
と動作検証は，作成と実行は試行を繰り返す作業となる．そこで，本章で示したモデリン
グ方法は Web サービスの概念設計において，動作検証に応用できる．例えば，設計した機
能の振舞いを机上で評価すべく，本モデリング方法に，概念設計段階で決定されるサービ
ス構造の定性関係を加えることで，サービスシステムの挙動をシミュレーションし，設計
検証を行える． 
また，開発した各モデルのデータ構造は，XML を初めとする標準化された構造表現とし，
ファイルシステムに保管することで，新たな Web サービス開発において，モデルを復元し，
追加，変更することで，モデルを再利用して開発を進められる． 
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4.1 はじめに 
本研究では，サービスのライフサイクル知識の資産化に向けて，（1）サービスの設計モ
デルを間断なく連鎖させたサービスモデルチェーンと，（2）これをマス・カスタマイゼー
ションの元とするため，パタン化する方法について述べる． 
 
第 2 節では，開発知識の資産化と再利用に関する要件について述べる．先行する取り組
みとして，マス・カスタマイゼーションおよびプロダクトラインエンジニアリングについ
て述べ，サービスシステムの生産の観点での活用指針を示す． 
 
第 3 節では，サービスのライフサイクル知識の資産化方法を示す．サービスドメイン開
発とライフサイクルパタン開発により，サービス設計・運用プロセスのパタンを構築する．
次に，サービスポートフォリオを具現化し，このパタンをサービスポートフォリオにて管
理し，再利用する方法を示す． 
 
第 4 節では，クラウドに対応した Web サービスにおいて，前述の資産化方法を具体的に
示す．ドメイン開発とライフサイクルパタン開発により，Web サービスシステムの設計・
運用プロセスを資産化する． 
 
第 5 節では，サービスシステムの設計・運用プロセスがデータ構造化された，ライフサ
イクルパタンを利用して，次のサービス開発で利用する方法を述べる． 
 
  
第 4章 ライフサイクル知識の資産化と活用方法 
 
69 
 
4.2 ライフサイクル知識の資産化と再利用に関する要件 
4.2.1 資産化と再利用に関する要件 
サービスの開発過程で得られる設計書，ソースコードなどの生成物だけでなく，顧客の
ビジネス上の価値基準や顧客視点で発生するリスク情報も含めて資産を構築し，これを複
数のサービス開発プロジェクトに適用可能な形に体系化する方法が必要とされる．これに
より，各プロジェクトを遂行する過程で，類似したものを再開発する無駄を無くせる．具
体的には，企画～開発データを定式表現し，多くのサービス開発案件へ適用し易くするた
め，最適なカスタマイズポイントを加えたモデルに再構造化することが必要である． 
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4.2.2 マス・カスタマイゼーション 
マス・カスタマイゼーションとは，同じ仕様の製品を多量生産するマス・プロダクショ
ンと，注文生産するカスタマイゼーションを混合させ，個別仕様の製品を大量に生産する
業態である． 
Pine はマス・カスタマイゼーションの具体的な展開について，次の 5 つのタスクを示し
ている［Pine1992，1993］． 
(1) 標準化された製品やサービスにカスタム化したサービスを付加する． 
(2) カスタマイズできる製品やサービスを作る． 
(3) 提供時のカスタマイズを推進する． 
(4) バリューチェーン全体に渡り迅速な対応を実現する． 
(5) 最終製品やサービスをカスタマイズするために，コンポーネントをモジュール
化する． 
これらのタスクを設計・運用プロセスで実践することで，カスタマイズレベルが向上す
ることを示している．第 3 章に述べたサービスモデルチェーンは，バリューチェーンその
ものをデータ構造化したものである． 
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4.2.3 プロダクトラインエンジニアリング 
4.2.3.1 ソフトウェアプロダクトラインエンジニアリング 
ソフトウェアプロダクトラインエンジニアリング（Software Product Line Engineering）
は，類似したアプリケーションソフトウェア製品を効率良く開発するための開発パラダイ
ムである［Paul 2005］．ソフトウェアプロダクトラインは，特定の市場セグメントやミッ
ションの用件を満たす，共通フィーチャー（代表的な特性）を備えたコア資産として構築
できる．これは，（1）再利用資産を開発するドメインエンジニアリングと，（2）固有のア
プリケーションソフトウェアを開発するアプリケーションエンジニアリングの 2 つの開発
プロセスから成る（図 4-1）．ドメインエンジニアリングとは，ドメイン知識を整理して，
共通利用できる再利用資産を開発するアクティビティ（開発者の活動）である．一方，ア
プリケーションエンジニアリングとは，具体的な要求に基づき，これらの資産を利用して
ソフトウェア製品の開発を行うアクティビティである． 
 
図 4-1 プロダクトライン構築［Pahl 2005(改)］ 
ドメインエンジニアリングおよびアプリケーションエンジニアリングは，次のタスクに
よって達成される． 
（1）ドメインエンジニアリング  
 ソフトウェアプロダクトラインの共通部分と可変部分を定義する 
 ソフトウェアプロダクトライン構築対象のアプリケーションの組を定義する（ソフ
トウェアプロダクトラインの範囲を定義する） 
 目的の可変性を達成するドメインを定義し，再利用可能なアーティファクト（成果
物）を構築する 
（2）アプリケーションエンジニアリング 
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 プロダクトラインのアプリケーションを開発する際，再利用が可能なドメイン資産
をできるだけ多くアーカイブする 
 プロダクトラインアプリケーションの開発中に，ソフトウェアプロダクトラインの
共通性と可変性を利用する 
 アプリケーション要件，アーキテクチャ，コンポーネント，およびテストなどのア
プリケーションのアーティファクト（成果物）を文書化する．そして，これらをド
メインアーティファクトに関連付ける 
 アーキテクチャから決定される要件に沿って，可変性を，コンポーネントやテスト
ケースに紐付ける 
 アーキテクチャ，コンポーネント，およびテスト上のアプリケーションとドメイン
の要件との違いの影響を推定する 
ソフトウェアプロダクトラインエンジニアリングのプラクティスでは，アプリケーショ
ンエンジニアリングは対象アプリケーションの数に応じて 1 つ以上になるが，ドメインエ
ンジニアリングは唯一のプロセスになる． 
ドメインエンジニアリングを行う過程で，フィーチャーを構造的に表すためのモデリン
グを行う．フィーチャーモデルは，ソフトウェアプロダクトライン間の共通性と可変部分
を識別する手法である．フィーチャーは検討中のシステムの機能と品質特性を記述できる．
フィーチャーモデリング手法は，フィーチャーツリーを生成する機能を階層構造に分解可
能にする．フィーチャーは，次のサブフィーチャーに分けられる． 
 必須フィーチャー（mandatory） 
 選択フィーチャー（optional） 
 代替フィーチャー（alternative） 
これらのフィーチャーと，可変点と，可変項目の関係を図 4-2 に示す．必須フィーチャ
ーは，共通部分と見做せる．選択フィーチャーおよび代替フィーチャーは，可変部分と見
做せる． 
 
図 4-2 フィーチャーモデリング［Pahl 2005(改)］ 
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これにより，フィーチャーツリーと可変ダイアグラムは，アプリケーションソフトウェ
アの構造を視覚化できる（図 4-3）．このツリーでは，構成要素がオプションや選択である
か可変性をモデル化している．個々の製品仕様に合わせて各可変性を決めると，対象製品
の構成に必要なフィーチャーのみのツリーが得られる．このようなステップで，製品固有
のツリーを導出し，可変性の特定と管理を行い，柔軟でかつ再利用性の高いソフトウェア
製品を設計することができる． 
 
図 4-3 フィーチャーツリーと可変ダイアグラム［Pahl 2005(改)］ 
4.2.3.2 ソフトウェアファクトリ 
ソフトウェアファクトリは，ソフトウェアのスキーマに基づいて，ソフトウェアのテン
プレートを使用して，拡張ツールを設定する．そのため，製品ファミリーのための生産設
備を提供するソフトウェアプロダクトラインエンジニアリングのアプローチを支援する基
盤と見做せる．ソフトウェアファクトリは，実証済みのパタンと実践手順をカプセル化し，
特定の目的に合った資産の統合セットを提供し，特殊な開発および実行環境を持つ．要件，
論理および技術的なアーキテクチャ，テストスイート，展開トポロジ，運用基盤，メンテ
ナンス計画，移行経路，ガイドライン，コードサンプル，テンプレート，ライブラリ，モ
デル，構成ファイルなど，ツール，プロセスおよびコンテンツが含まれる．これらの資産
は，サービスプロバイダによって，プロセスの分割，契約の定義，機能設定，展開，検証，
要件のトレース，および影響分析などに使用される．資産は，カスタマイズ可能であり，
テンプレートは，選択，適応，構成，組み立て，およびパラメータ化ができる．これによ
り，様々な機能や運用の幅広いソフトウェアシステムを生産できるファクトリを実現して
いる． 
これらのソフトウェアプロダクトラインエンジニアリングとソフトウェアファクトリの
アプローチは，これまでアプリケーションソフトウェアの開発に限られていた．サービス
システムの生産に対応するため，システム全体の設計とリソース管理を行えるように拡張
する． 
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4.2.4 ライフサイクル知識の資産化と活用方法の課題 
これらのソフトウェアプロダクトラインエンジニアリングとソフトウェアファクトリの
アプローチは，これまでアプリケーションソフトウェアの開発に限られていた．ソフトウ
ェアプロダクトラインエンジニアリングとソフトウェアファクトリのアプローチは，共通
／カスタマイズ部分の対象は，業務ロジックを構成する部分，すなわち，機能設計を中心
とした開発工程のみであった．サービスシステムの生産に対応するため，システム全体の
設計とリソース管理を行えるように拡張が必要である．クラウド環境を前提とした開発を
実現するには，システムインテグレータとクラウドサービスプロバイダに跨ったライフサ
イクル知識を蓄積すること，および業務ロジックを構成する部分だけでなく，リソース割
り当てまで含め，開発～運用まで工程を拡げ，各工程にカスタマイズポイントを入れるこ
とが必要である． 
以上に示した通り，開発知識の資産化と再利用に関する課題は，次の通りである． 
1. ライフサイクルを通じて，異なるステークホルダに跨った知識をプロバイダに蓄積さ
せること 
2. 顧客の異なる要件に対応して再利用できるように，蓄積した知識のカスタマイズを容
易にすること 
次節より，上記の課題解決方法を示す． 
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4.3 ライフサイクル知識の資産化方法 
サービス設計・運用プロセスの資産化方法は，第 3 章で述べたモデリング方法を用いて，
設計・運用プロセスの再利用に向けた資産化方法とする． 
従来，個々の設計モデルあるいはソフトウェアコンポーネントの資産化に留まっていた
のに対し，本手法は，ライフサイクル設計・運用プロセス自体を資産化の対象とする． 
また，プロダクトラインエンジニアリングの考え方を応用し，カスタマイズインタフェ
ースとモジュール最小構成を同定する． 
4.3.1 開発～運用工程の知識の統合 
4.3.1.1 カスタマイズポイントの導出 
第 3 章で示した各モデルから構築したサービスモデルチェーンは，サービスの設計・運
用プロセス全体を網羅している．このサービスモデルチェーンをライフサイクル知識とし
て保持することで，別の顧客に対して同じ Web サービスを開発する際に再利用できる．サ
ービスモデルチェーンには，開発に必要な設計情報が整列されるため，WBS（work 
breakdown structure）4として開発全体の作業や成果物の雛形になるからである．しかし，
一般に，同じ Web サービスの開発であっても，全ての要件が同じことは稀で，顧客毎にユ
ーザインタフェースや部分的な機能要件の差異が生じる．そこで，このサービスモデルチ
ェーンを有効に多くの案件に適用できるように，カスタマイズを前提とした，マス・カス
タマイセーションを指向する．この実現には，多品種少量生産に適したプロダクトライン
エンジニアリング［Clements2001］の考え方を応用し，次のように，ドメイン開発とカス
タマイズの元になるパタンの開発を行う． 
ライフサイクル知識の再利用性を最大化するため，次のようにコアと可変点を定義する．
ライフサイクルを指向したドメインとし，モデル中の必須属性をコア，選択・代替属性を
可変とする．モデル間のデータ連結に必須となるものは，必須（mandatory）とし，追加
属性の場合は，選択（optional）とする．また，代替となる属性 a は代替（alternative）を
表す． 
資産の再利用において，再利用性と適応性の間にトレードオフがある．再利用可能な資
産を最大化するために，パラメータの型は決定論的な方法で指定する．全てのモデルチェ
ーンは主に必須（mandatory），追加データは選択（optional）属性であり，他者との依存
関係は，代替属性（alternative）である．これに基づき，次のように，各モデルのこれら
の属性を定義づける． 
 サービス目標モデリング（Service Objectives）：financial, customer, innovation 
                                                   
4 WBS とは，プロジェクト管理を行うための計画手法で，プロジェクト全体を詳細な作業に細分化し，階
層構造などで管理する手法である． 
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perspectives は必須，これらの関係性は選択（optional）． 
 ステークホルダ抽出モデリング（Value Chain）：stakeholders は，必須．一方，value 
chain の流れを構成する条件は代替（alternative）． 
 要求・機能展開モデリング（Goal Prioritization）： operational processes, 
requirements functions は，必須．要求から機能への転写は，設計者の選択である
ため，代替（alternative）． 
 サービスシステムモデリング（Service System Design）：functional components は，
必須．Functional component 間の functional flow は，代替（alternative）． 
 品質・機能モデリング（Quality Function Insight）：quality と function は必須．
non-functional requirements は，性能と信頼性のように互いに影響するので，代替
（alternative）． 
 ユースケースモデリング（Application Use Case/Data Model/System Flow）：ソフ
トウェア機能コンポーネントの実装の選択は多様であるため，ソフトウェアコンポ
ーネントとデータストアは必須，代替（alternative），または選択（optional）． 
 リソース割り当てモデリング（Resource Combination Design）：Runtime 
environments は必須．仮想マシンのパラメータは選択（optional）または代替
（alternative） 
 プロトタイピング（Application Prototyping）：ソフトウェアとリソースコンポーネ
ントの間に制約関係がある場合，機能モジュール間の関係は，選択（optional）か
つ代替（alternative），または，選択（optional）か代替（alternative）のいずれか． 
 非機能要件監視・評価（Application Execution：Execution stacks は必須．そのパ
ラメータの一部に，互いに依存関係がある場合，代替（alternative）． 
これらの任意の代替の属性が可変点と見做し，新しいサービスの開発のための設計のカ
スタマイズ可能なインタフェースとして定義できる（表 4-1）． 
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表 4-1 カスタマイズポイント 
 工程(Phase) 必須(Mandatory) 選択(Optional) 代替(Alternative) 
1 目的の構造 
Service Objective 
finance, 
customer, 
innovation 
relationships  
2 バリューチェーンのモデリング 
Value Chain 
stakeholders  conditions for a 
flow of value 
chain 
3 ゴールと機能の関係のモデリング 
Goal Prioritization 
requirements, 
functions 
 transcription 
from 
requirements to 
functions 
4 システム構造のモデリング 
Service System Design 
functional 
components 
 functional flows 
5 機能と品質の関係のモデリング 
Quality Function Insight 
quality and 
function 
 non-functional 
requirements 
6 ユースケースのモデリング 
Application Use Case 
software 
components 
software 
components 
software 
components 
7 機能のリソースへの割り当て 
Resource Combination Design 
runtime 
environments 
parameters parameters 
8 機能要件の検証 
Application Prototyping 
 relationships between functional 
carriers 
9 非機能要件の検証 
Application Execution 
execution stacks  parameters 
 
4.3.1.2 カスタマイズポイントを含むライフサイクルパタン構築 
サービスドメインのインスタンスとして，ライフサイクルパタンを開発する．モデルチ
ェーン全体が開発に必要になる場合と，部分的に必要になる場合がある．ドメイン特性を，
関心事と定義し，関心事に沿って，モデルチェーンの中から必須部分をパタンとして導出
する． 
以上に示した手順を含め，設計・運用プロセスの構築と利用は次のステップで実践する
（図 4-4）． 
ステップ 1：サービスのドメイン開発（domain development） 
対象サービスを分析し，対象サービスのライフサイクルを通じた関心事を
明確化する．例えば，実装指向，プロセス指向などの関心事から，サービ
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スドメインを特定する．このドメイン特性に基づき，各モデルに含まれる
属性の特性を mandatory（必須），alternative（代替），optional（選択）
のいずれかに決定する． 
ステップ 2：ライフサイクル知識のパタン構築設計 
モデリングツールを利用して，サービスモデルチェーンを構築する．サー
ビスモデルチェーンを構成するモデルについて，alternative，optional 属
性に対して，カスタマイズインタフェースを指定する． 
ステップ 3：ライフサイクル知識のパタン構築 
上記のサービスモデルチェーンから秘密情報や特定のサービス固有情報を
除き，共通リポジトリに保持する． 
ステップ 4：ライフサイクル知識のパタン利用 
サービスを開発する際の初期データとして，保管されたサービスモデルチ
ェーンを使用する．要件に合わせてカスタマイズインタフェースに対して
カスタマイズを行い，サービス開発を進める． 
ステップ 3 では，共通リポジトリにライフサイクルパタンを蓄積し，ステップ 4 では，
共通リポジトリに保管されたライフサイクルパタンを，案件毎に用意した開発用リポジト
リにインポートし，カスタマイズ開発を行う．以上のステップを図 4-4 に示す． 
 
図 4-4 プロダクトライン型のサービス開発［Hosono 2012a(改)］ 
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4.4 モデルチェーンからのライフサイクル知識構築 
4.3.1 に示したステップを，データセンタにおける Web サービス開発に適用し，3 つの
ドメイン，および 4 つのパタンを開発し，カスタマイズポイントを決定する． 
まず，モデル間の間断の無い情報連携から，サービスモデルチェーンを構築し，ドメイ
ン開発を行う．次に，サービスモデルチェーンから，そのインスタンスとなるデータを開
発し，パタン化し，これを設計・運用プロセスを表すデータとして資産化する． 
4.4.1 サービスドメイン開発 
サービスドメインの開発として，サービスモデルチェーンの開発を行う．これは，図 4-5
に示すように，あるドメインに必須となるモデルを束ね，サービスモデルチェーンを構築
する．このサービスモデルチェーンは，アプリケーションエンジニアリングを行う際の雛
形となる． 
 
図 4-5 サービスモデルチェーンによるドメインの雛形［Hosono 2012a(改)］ 
クラウドコンピューティング，クラウドサービスの浸透に伴うユーザ要件の動向から，
クラウドに対応した Web サービスに対して特徴的となった，次のドメインを定義できる． 
(1) 管理者視点のライフサイクル管理に関するドメイン 
ライフサイクル全体を管理するドメインである．クラウドサービスシステムの異なるス
テークホルダによって制御されているように，開発と運用の間のギャップを埋めるため，
高いレベルのサービス管理が必要とされる．この考察に沿って，このドメインは，サービ
ス目標モデリング（Service Objective），ステークホルダ抽出モデリング（Value Chain），
要求・機能展開モデリング（Goal Prioritization），サービスシステムモデリング（Service 
System Design），品質・機能モデリング（Quality-Function Insight）で構成する． 
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(2) 開発者視点の開発プロセスに関するドメイン 
開発プロセスに関するドメインである．クラウドに対応したサービスはクラウドサービ
スから提供される検証済みの機能を組み合わせることにより開発を進めるため，短期に開
発・提供することが求められる．これは反復的な開発よりも，寧ろアジャイル開発に繋が
る．この考察に沿って，このドメインは，要求・機能展開モデリング（Goal Prioritization），
ユースケースモデリング（Application Use Case/Data Modelling/System Flow），リソー
ス割り当てモデリング（Resource Combination Design），プロトタイピング（Application 
Prototyping），非機能要件監視・評価（Application Execution）で構成する． 
(3) 実装者視点のシステムアーキテクチャに関するドメイン 
サービスシステムのアーキテクチャに関するドメインである．クラウドで大規模なデー
タ処理アーキテクチャを設計し，スマートデバイス－クラウド間連携のシステムアーキテ
クチャを設計する方法が必要である．この考察に沿って，このドメインは，要求・機能展
開モデリング（Goal Prioritization），サービスシステムモデリング（Service System 
Design），ユースケースモデリング（Application Use Case/Data Modelling/System Flow），
リソース割り当てモデリング（Resource Combination Design），プロトタイピング
（Application Prototyping），非機能要件監視・評価（Application Execution）で構成する． 
以上によって，開発したサービスドメインを図 4-6 に示す． 
 
図 4-6 開発したサービスドメイン 
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4.4.2 ライフサイクルパタン開発とカスタマイズインタフェース 
前節に示したサービスドメインに対して，そのインスタンスとなるライフサイクルパタ
ンを開発する．ライフサイクルパタンは，サービスモデルチェーンの一部または全てであ
る．図 4-7 に示すように，各ドメインに特化した部分を，ライフサイクル全体を示すサービ
スモデルチェーンから切り出し，データ化する．この切り出しによって，必要最小限でか
つ，再利用性のライフサイクルパタンのデータを構築する． 
 
図 4-7 ドメインに特化したサービスモデルチェーン 
サービスドメインから，（1）ライフサイクル全体，（2）工程間の情報連携，（3）スマー
トデバイスとサーバ（クラウド）の連携，（4）大量データ（ビッグデータ）の分析の４つ
のパタンを主要なライフサイクルパタンとして導出した．このパタンには，開発工程でな
く，実装したソフトウェア機能を実行リソースであるクラウドに配備し運用する運用工程
を含む． 
(1) Webサービスライフサイクル管理パタン 
このパタンは，基本的なサービス管理を提供し，管理機能をサポートする． 
(2) 振舞い駆動 Webサービス開発・運用パタン 
このパタンは，アジャイル開発手法に焦点を当てている．これは，動作記述とテス
トのための実装やアプリケーションフレームワークのための軽量言語が含まれる． 
(3) スマートデバイス-クラウドアプリケーション開発・運用パタン 
このパタンは，クラウド対応の Web サービスシステムのアーキテクチャに焦点を当
てる．これは，モバイル環境とクラウド環境が連携して動作するアプリケーション
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パタンである．パタンには，スマートデバイスとクラウド側のプロトタイプ環境の
両方を含み，また，補助ソフトウェアライブラリなどの外部ツールを備える． 
(4) 大規模並列アプリケーション開発・運用パタン 
クラウド対応のアーキテクチャの他のパタンは，非機能要件（NFR），特にスケーラ
ビリティに焦点を当てる．このパタンはアクターモデルや map-reduce モデル5など，
大規模なデータ処理のためのミドルウェアによって強化される．これらは NFR を維
持しつつ，スケール性および伸縮性のあるサービス実行を行うためのパタンである． 
 
 
図 4-8 開発したライフサイクルパタン 
以上に示したように，本研究のアプローチは，設計～製造～配備までを対象とし，ソフ
トウェア機能モジュールに加えて，配備先のリソースまで対象に含めた．ここで，配備先
のリソースは，クラウドサービスプロバイダによって管理されるが，本研究のアプローチ
は，このリソース設計と配備まで含めて，資産化しているため，運用工程も含めてカスタ
マイズポイントの設定が可能となった． 
  
                                                   
5 アクターモデルや map-reduce モデルは，Web サービスを構成する計算モデルの例である． 
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4.5 ライフサイクル知識の再利用 
4.5.1 サービスポートフォリオ 
4.5.1.1 サービスポートフォリオ 
サービスポートフォリオは，サービスの企画～構築までの設計情報や，サービス内容や
提供状態，投資状態など，ライフサイクルを通じた全てのデータを一覧できるように，包
括した概念である．本節では，前節に示したライフサイクル知識を蓄積し，活用するため
の概念としてサービスポートフォリオを対応付けする（図 4-9）．ライフサイクル知識は，
サービスシステムの目的，バリューチェーン，アーキテクチャ，機能設計，リソース設計，
実装，機能・非機能検証，運用監視を網羅しているためである． 
 
図 4-9 サービスポートフォリオ 
サービス開発を行うプロバイダは，サービスポートフォリオに蓄積された情報から必要
とされるものを選択し，プロバイダ内の開発者に対してサービス実行を支援する技術情報
を提示する一方，顧客に対してサービスの内容に関するビジネス情報を提示する．（図 4-10） 
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図 4-10 サービスポートフォリオの概念構成 [ITIL2008(改)] 
4.5.1.2 パブリック・サービスポートフォリオ 
前節までに，サービスを組み立てるプロセスを形式化する方法を示した．各サービスモ
デルの構成属性をカスタマイズのインタフェースにすることで，適用可能な工程（範囲）
を拡大し，Web サービスの設計から提供までのプロセスが異質化した顧客要求に柔軟に対
応できるようにした．これにより，顧客の要求の変化に迅速に対応しつつ，規模の経済性
とモジュール化による範囲の経済性を同時に獲得できる．従来，モノの生産に活用されて
きた，マス・カスタマイゼーションの概念をサービスの生産においても実践できる．これ
を実践するために，この設計・運用プロセスを示すライフサイクルパタンを各サービス開
発プロジェクト開発の雛形データとして，公開・共有されるパブリック・サービスポート
フォリオに保管する． 
4.5.1.3 プライベート・サービスポートフォリオ 
開発プロジェクト間で共有するパブリック・サービスポートフォリオに，サービスモデ
ルチェーン，及び実行環境を資産化する． 
各サービス開発プロジェクトで作成・活用するライフサイクル情報を蓄積するリポジト
リとして，プライベート・サービスポートフォリオを導入する．パブリック・サービスポ
ートフォリオに資産化されたこれをプライベート・サービスポートフォリオにインポート
可能にすることで，新規案件での開発の際に直ちに動作確認できる状態から開発を開始で
きる．このサービスモデルチェーンの各モデルにカスタマイズインタフェースを組み込む
ことで，提供段階のカスタマイズだけではなく，上流設計～実装段階の各工程においてカ
スタマイズが可能になる． 
以上に示したパブリック・サービスポートフォリオと，プライベート・サービスポート
フォリオの関係を示す（図 4-11）． 
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図 4-11 パブリック／プライベート・サービスポートフォリオの関係 
4.5.2 サービスポートフォリオを用いた知識の資産化と再利用 
サービスポートフォリオは，効率的にこれらのサービスのライフサイクルパタンを管理
するための鍵となる．サービスポートフォリオは，管理要件，設計，実装，運用データの
リポジトリで構成され，個別に共通のサービス固有のデータを管理する必要がある．  
サービスポートフォリオを実装するために，2 つのポートフォリオを導入する．プライ
ベート・サービスポートフォリオは，あらゆる開発プロジェクトによって共有されている
各アプリケーションプロバイダとパブリック・サービスポートフォリオが所有するクラウ
ドアプリケーションに使用する．サービスドメインとサービスのライフサイクルパタンを
開発している間，パタンは，案件固有の業務情報など秘匿性の高いデータを除外し，コア
資産は顧客の特定のデータを有することを見越して最小限に抑えた後，パブリック・サー
ビスポートフォリオにエクスポートする．そして，それぞれのサービスモデルはライフサ
イクルパタンとして使用できる． 
この機構に従って，サービス開発の新規プロジェクトは，それをインポートすることで
開始できる（図 4-12）．サービス開発者は，このインポートしたデータを初期データとして
用いることで，開発の初期段階から Web サービスを実行して動作を確認できる．このデー
タを元に，カスタマイズを行い，目的の Web サービスを開発する．このような手順で開発
し，システム構築者は，簡単かつ迅速に顧客の要件を達成できる． 
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図 4-12 ライフサイクル知識の再利用［細野 2013b(改)］ 
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4.6 おわりに 
本章では，サービスライフサイクルの知識を資産化する方法を示した．この上流設計か
ら運用までを包括したライフサイクル知識の資産化と活用方法は，蓄積した知識活用を前
提とした Web サービスの開発方法に，一定の標準形を与えた．また，サービスモデルチェ
ーンの構築とライフサイクル知識の処理機構により，即時に設計・運用情報やサービス開
発の進捗状態を可視化し，ステークホルダ間の相互理解に有効なことを示した．これによ
り，IT サービスプロバイダは，クラウドに対応し，体系的・組織的な Web サービス構築サ
ービスの提供が可能となった．(1)提供者側に蓄積できる仕組みを構築したこと，(2)設計・
運用プロセスのパタンを構築したことにより，複数の顧客企業の案件に適用し易くした． 
 
第 2 節では，上流設計から運用までを包括したモデルチェーンの構築を示した．第 2 節
では，開発知識の資産化と再利用に関する要件について述べた．先行する取り組みとして，
マス・カスタマイゼーションおよびプロダクトラインエンジニアリングについて述べ，サ
ービスシステムの生産の観点での活用指針を示した． 
 
第 3 節では，サービスのライフサイクル知識の資産化方法を示した．サービスドメイン
開発とライフサイクルパタン開発により，サービス設計・運用プロセスのパタンを構築す
る．次に，サービスポートフォリオを具現化し，このパタンをサービスポートフォリオに
て管理し，再利用する方法を示した．パブリック・サービスポートフォリオと，プライベ
ート・サービスポートフォリオを分けたことで，再利用が容易になった． 
 
第 4 節では，クラウドに対応した Web サービスにおいて，前述の資産化方法を具体的に
示した．ドメイン開発とパタン開発により，Web サービスの設計・運用プロセスのデータ
構造を資産化した． 
 
第 5 節では，資産化されたサービスシステムのライフサイクルパタンを利用して，次の
開発に活かす方法を述べた． 
 
本研究では，サービスモデルチェーンを有効に多くの案件に適用できるように，カスタ
マイズを前提とした，マス・カスタマイゼーションを指向した．この実現には，多品種少
量生産に適したプロダクトラインエンジニアリングの考え方を応用し，ドメイン開発とカ
スタマイズの元になるパタン開発を行った．プロダクトラインエンジニアリングの考え方
を応用し，カスタマイズインタフェースとモジュール最小構成を同定した．一連の設計モ
デルデータに対して，プロダクトラインエンジニアリングの考え方を応用し，ドメイン開
発とパタン開発を行い，カスタマイズインタフェースを備えた設計・運用プロセスをモジ
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ュール化した． 
これにより，従来，モノの生産に活用されてきた，マス・カスタマイゼーションの概念
をサービスの生産においても実践できることを示した．この開発方法は，サービス生産の
短期化と同時に，生産の原価低減を達成するもので，範囲の経済性および規模の経済性効
果の高さを得られる．サービス価格の上昇を抑え，顧客が持続してサービスを利用し易く
なる．よって，サービスシステムの維持・安定に寄与し，ストック型の事業を実現できる． 
 
以上により，本章では，以下の課題を解決した． 
1. ライフサイクルを通じて，異なるステークホルダに跨った知識をプロバイダに蓄積さ
せること 
2. 顧客の異なる要件に対応して再利用できるように，蓄積した知識のカスタマイズを容
易にすること 
一方，次の課題が残されていることも明らかとなった． 
サービスモデルチェーンは，Web サービス一般の開発プロセスに適用できるため，汎用
性が高い．クラウドサービスプロバイダが提供する PaaS 環境で実行する Web サービスを
想定しているため，社内システムと連携した Web サービスや，他のクラウド環境に跨って
実行される Web サービスなど，多様な Web サービスの構成には対応できない点に本手法の
限界があることも分かった．これらは，従来，サービス指向アーキテクチャ（SOA）分野
で開発されてきた，ビジネスプロセス管理（Business Process Management: BPM）技術
を更に組み合わせていく必要がある． 
資産化した設計・運用プロセスには，ドメイン固有のビジネスルールや，法律などの情
報が暗黙的に埋め込まれている．同じドメイン内で再利用する際には問題にならないが，
ドメイン間での再利用性を高めるには，これらを考慮する必要がある．そのため，ビジネ
スルールや制約条件を，設計・運用プロセスのデータおよび背景となる情報から抽出し，
構造化することが必要になる．この実現には，自然言語処理やパタンマッチングを用いて，
ビジネスルールや法律に関する情報を設計・運用プロセスの情報から抽出し，分離，構造
化する方法が考えられる． 
また，製品指向（product-oriented），利用指向（use-oriented），成果指向（result-oriented）
のサービス特性に基づく，ライフサイクルパタンの類型化も必要である． 
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5.1 はじめに 
本章では，サービスのライフサイクル知識の活用プロセスについて議論する． 
 
第 2 節では，パタン化の取り組みと，その再利用の課題を分析する．そして，ステーク
ホルダが協働して開発する際の課題を明らかにする． 
 
第 3 節では，ライフサイクル知識の構築・活用プロセスを説明する．顧客と IT サービス
プロバイダ間の協働支援，開発部門間の協働支援，および開発部門と企画・管理部門との
協働支援について述べる．更に，これらの技法・協働活動を定着させるための規律につい
て述べる． 
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5.2 ライフサイクル知識の構築・活用に関する要件 
5.2.1 先行研究 
5.2.1.1 ソフトウェア開発方法論とアジャイル開発手法 
ソフトウェア開発方法論は，予め顧客からの要件が決められている場合に対して，計画
的に設計から製造，検査までの手順を順に定義したウォーターフォール型に基づいてきた． 
一方，顧客からの要件が開発中に変更されたり，追加されることが予測されたりする場
合に対して，イテレーティブに手順を繰り返す方法も取られてきた．顧客の要件が更に不
確定なままに，プロトタイプ開発を試行する場合には，最小の機能を実装して顧客と確認
を行い，新たに現れた要件を追加実装して，要求の十分さの確認作業を繰り返すものであ
る．この手法は，アジャイル開発と総称される． 
クラウドサービスが広く用いられると，短納期の開発が前提となり，Web サービスの実
装は，簡単かつ容易になる．これに伴い，継続的なプロトタイピングを通じて，顧客の要
件を達成することができるアジャイル開発方法が，適用される．全ての顧客の要件が決定
されていなくとも，クラウドから提供される検証済みのソフトウェア機能を組み合わせて，
Web サービスの開発を進められる． 
このアジャイル開発方法は，顧客や開発者間の協働を促す一方，開発の進度が適正か否
か判別しにくい点も生じている．そこで，近年，協働作業を促進する一方，開発の各工程
にに一定のガバナンスを行い，開発作業に規律を与える，ディシプリンド・アジャイル・
デリバリー方法論が提案されている［Ambler 2012］． 
しかし，この手法は，ソフトウェアの機能の実装と提供を主体に捉えており，要求～機
能・非機能～リソース割り当てを系統的に行う設計手順の観点や，再利用を前提とした資
産の構築と利用方法に関する観点が十分になされていない． 
5.2.1.2 ステークホルダに着目した研究 
ライフサイクル設計，セットベース設計，設計意図の研究アプローチがある．梅田らは，
ライフサイクル計画を製品ライフサイクルプロセスに導入することで，製品製造の持続性
向上を図っている［Umeda2012］．この方法を実践するには，ライフサイクル戦略と外部
環境要因間の関係性と，再利用を前提とした開発の現場作りに向けた導入方法を，より具
体化していく必要がある．一方，Finch，Ward によるセットベース設計［Finch1995，1997］
を石川，井上は応用し，PSD 手法（Preference Set-based Design Method）に纏めている
［石川 2010］［Inoue2009］．この方法は，設計者間の不確定性を考慮したもので，設計者
の設計意図を反映した選好度を導入し，多目的を折衷した設計仕様を範囲値として導出す
ることで，開発中に変更の少ない製品設計を可能にしている．本手法は，設計工程におけ
る目的の多様性に注目しているため，運用要件など，実行工程での条件や制約を設計工程
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で考慮しておくことには困難さが残る． 
一方，荒井らは，意図を伝達する取り組みとして，設計意図を部品間の影響関係で記述
し CAD への統合を図っている［荒井/Arai1998］．設計工程以降の意図や制約と擦り合わせ
るためには，同様に，統合型 CAD アーキテクチャを改善する余地がある． 
5.2.2 協働作業の課題 
開発過程の成果物や知見を再利用するために，第 4 章で，サービス設計・運用プロセス
を網羅したライフサイクル知識の資産化方法を示した．従来，各開発工程で独立して設計
情報やソフトウェアコンポーネントを対象に資産化の取り組みが行われてきたが，工程間
の資産の連携がとれないため，各工程で資産の流用による限定的な効果のみが得られてい
た．本手法では，資産化の対象を設計・運用プロセス全体に拡げたことで，サービスの生
産管理までを可能にしている．コアとなる最小構成の開発～運用プロセスを資産の単位と
して同定している．このモジュールには，各工程の設計モデル情報に加えて，各設計モデ
ル情報の作成や利用に関わる人手の協働作業が定量データとして含まれる．更に，このモ
ジュールをパタン化したことで，人手の関与が多く含まれるサービス設計・運用プロセス
においても，モノの生産プロセス管理と同様に，進捗度合いなど定量的な管理・分析を可
能にしている（図 5-1）．このモジュールをソフトウェアプロダクトラインと同様に，類似
したサービス開発に向けた標準プロダクトライン（コア）とし，個々の顧客の要件の違い
に合わせて，カスタマイズ開発や生産管理のカスタマイズを実現している． 
 
図 5-1 モジュール化［Hosono2012a(改)］ 
しかし，この資産が十分に効果を発揮できるのは，開発するサービスの仕様の違いが，
サービス開発に向けた標準プロダクトライン（コア）のカスタマイズ・インタフェース（可
変ポイント）に含まれる場合に限られており，柔軟性や適応性が低い．資産化の対象工程
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が広いため，資産の構築時点と利用時点では，月単位あるいは年単位の経過に伴う環境変
化の影響を受けるため，全ての資産を構築時の想定通りに再利用することは困難である．
例えば，資産を構成するソフトウェアのバージョンアップなど，資産自体が変化するため，
資産の適合性が変わり得る．また，ビジネスルールの更新など資産の利用手順が変化する
ため，その利用範囲が変わり得る．そのため，資産の適合性を確保するために，全て，部
分，あるいは構成要素を再利用するのかなど，再利用対象を細分して扱う方法が必要とさ
れる． 
また，クラウドの浸透に伴い，システムが構築し易くなることから，要件や仕様の詳細
が確定されないまま，アジャイル開発やラピッドプロトタイピングを通じて，短期間に繰
返し開発を行いながら徐々にターゲットに近づけていく開発が行われるようになる
［Scott2012］．これは，要件や仕様に不確定性（値の範囲）が生じ，過去の開発情報の適
用選択肢が多くなり，結果として，最も適切なものを選びにくく，開発成果物を再利用し
難くなる．このような条件の下では，適合性が不十分なまま資産を再利用して開発を進め
るため，修正や変更する箇所が増え，開発工数を期待するほど低減できない．また，クラ
ウド環境を利用したシステム構築では，クラウド上の検証済みの機能を利用することから，
短期に開発・本番実行できることがシステム開発の要件ではなく，前提条件となる．その
ため，開発時点において，ソフトウェアやサービスの機能要件に加えて，運用管理の保守
性や改良のし易さなど，実装・実行工程での要件や制約を合わせて考慮する方法が必要と
される． 
上記に示した方法は，IT サービスシステムにおけるコンピュータシステムの範囲で解決
できる方法である．効用の高いサービスを効率的に生産するには，上記 2 つの方法に加え
て，（a）顧客と IT サービスプロバイダや，開発と運用部門，開発部門と企画・管理部門間
などライフサイクル内のステークホルダ間の協働支援，（b）過去のサービス開発と別のサ
ービス開発の開発部門などライフサイクルを跨ったステークホルダ間の協働支援と，これ
らを定着させるためのプロセスが必要である（図 5-2）． 
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図 5-2 協働作業の課題 
更に，新たな開発方法論や開発パタン・成果物の導入は，現場の設計者や実装者間，提
供者と顧客との間のプラクティスとなじまず，導入と実践が進まない状況を変える必要が
ある．また，企画・設計・構築・運用・次の開発までのライフサイクルには，設計者や実
装者間，提供者と顧客間などの多様なステークホルダ間で，再利用に関する意図の伝達や
プラクティスを考慮する必要がある． 
IT サービスプロバイダと顧客企業担当者間でサービス設計を進める際，合意形成に有効
となる情報を提示し，顧客と ITサービスプロバイダ間の協働支援する仕組みが必要である． 
また，開発成果物を資産化する際，その資産の再利用シナリオや資産化の意図を保持で
きるようにして，開発部門間の協働を支援する仕組みが必要である．また，モノの生産プ
ロセス管理と同様に，管理部門が開発部門のサービス設計・運用プロセスの比較分析・管
理を可能とし，開発部門と企画・管理部門との協働を支援する仕組みが必要である． 
以上に示した支援方法を実際の開発に定着させ，開発プロセスに規律を与える方法が必
要である．ライフサイクル知識の構築・活用の課題は，次の通りである． 
1. 顧客とプロバイダ間，開発部門間，および開発部門と企画・管理部門間の協働支援 
2. 協働作業を定着させる方法 
次節より，上記のそれぞれに対する解決方法を示す．  
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5.3 ライフサイクル知識の構築・活用プロセス 
5.3.1 ステークホルダ間の協働支援 
5.3.1.1 開発者と運用者間の協働支援 
第 2 章で議論したように，クラウドの浸透に伴い，開発はシステムインテグレータが，
運用はクラウドサービスプロバイダが担うようになる．第 3 章のサービスモデリングと，
第 4 章で示したそのパタン化の過程で，開発者と運用者間の協働に必要な情報が自ずと生
成される．すなわち，サービスモデルチェーンの構築とパタン化の操作は，この開発と運
用工程の間で必要十分な情報を相互に参照可能にしているため，開発者と運用者間の協働
を支援している． 
5.3.1.2 顧客と IT サービスプロバイダ間の協働支援 
設計者や運用者等の異なる役割間でサービス設計情報をやり取りする際，その共通言語
として，第 3 章で示したモデル群の表記が有効である．しかし，IT サービスプロバイダと
顧客企業担当者間でサービス設計情報をやり取りし，合意形成する場合には，顧客担当者
にとって情報が多く，意思決定には過多となり得る．そこで，顧客の合意形成に必要な情
報量に抑え，特定の観点に絞った情報量のダイアグラムで表現し直すことが有効である．
例えば，システム構成設計では，SysML の要求・構造・振舞い・パラメトリックダイアグ
ラム等の標準モデル表記法がある． 
そこで，蓄積されたモデルチェーンを利用して，これらの表現形式に沿った再構造化を
行う．このダイアグラムは，異なる過程で決定されたデータを統合し，機能モジュール間
の関係を示す．要求ダイアグラムは要求-機能展開モデリングのデータ構造の一部を，構造
ダイアグラムはサービスシステムモデリングのデータ構造の一部を抽出する．また，振舞
いダイアグラムは，ユースケースモデリングのデータ構造の一部を，パラメトリックダイ
アグラムは，サービスシステムモデリングのデータ構造の一部とリソース割り当てモデリ
ングのデータ構造を統合する．例えば，顧客と IT サービスプロバイダ間で，要求の確認を
行う際，IT サービスプロバイダは，要求・機能展開モデリングで作成したモデル情報から，
リソースの範囲値などの詳細な属性値は省き，要求のサブ構造のみを部分的に抽出し，要
求ダイアグラムを表示する．顧客と相互理解が進み，要件を確定させる際に，前述の属性
値までダイアグラムに表示し，顧客との議論の対象に合わせた表示を行う． 
この機構を図 5-3 に示す．この再構造化したデータは，例えば，システムモデルのダイ
アグラムを表現した SVG（Scalable Vector Graphics）形式の XML で出力し，Web ブラウ
ザ上に，大きさの変更や移動が可能で，特定の観点に絞った情報量のダイアグラムとして
描画する（図 5-4）．更に，このダイアグラム表示を通じて得られた気付きを，コメントと
して入力可能にし，これをライフサイクルパタンのデータ構造に加える．これにより，協
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働作業で得た知識をサービスモデルチェーンに取り込むことが可能となる． 
このダイアグラム生成と表示のように工程を跨った情報，業務レベルからシステム・実
装レベルを含む情報の再構造化によって，CAD ツールとして新たな設計視点をステークホ
ルダに与えることができる．これにより，設計者と実装者や，顧客企業の担当者など異な
るステークホルダ間で，設計過程で得た客観的な情報を用いて認識を共有し，相互理解を
深められる． 
 
 
図 5-3 サービスポートフォリオの拡張［Hosono2012b(改)］ 
 
図 5-4 生成したダイアグラムの例 
5.3.1.3 顧客と IT サービスプロバイダ間の協働支援 
開発部門と企画・管理部門との協働支援として，タスクチェーンを構築し，前節で述べ
たサービスモデルチェーンとの統合を図る． 
タスクチェーンは，開発の各工程で行う作業をタスクとし，タスク間を連結したもので
ある．各タスクには，開発成果物や，作業実績などの項目と実績を，属性と属性値として
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データを保持できる．このタスクチェーンは，設計・運用プロセスに沿って，サービスモ
デルチェーンと対応付けられる．このタスクチェーンとサービスモデルチェーンを，リン
ク付けする．このタスクチェーンの属性に人件費どの工数実績値を与え，人間系の作業実
績を含めサービスモデルとタスクモデルを統合したモデルチェーンに構造化する（図 5-5）． 
 
図 5-5 サービスモデルチェーンとタスクの関連付け［Hosono2013b(改)］ 
開発工数は，プロジェクト管理ツールから取得できる．プロジェクト管理ツールは，予
定工数を書いたタスクチケットを発行し，実績値と合わせることができる．これらのステ
ークホルダのリソース情報は，タスクチェーンに統合する（図 5-6）．そして，サービスモ
デルチェーンとタスクチェーンを共通リポジトリに保持し，次回以降の開発に活用できる．
タスクチェーンに含まれる実績値は，すなわち，人のコスト情報であるため，これをサー
ビス開発に必要な標準コストと見做せる．これを，プロジェクト管理に用い，他の Web サ
ービス開発をする際の尺度として比較し，進捗状況の進度の測定が可能になる．  
 
図 5-6 サービスモデルチェーンとタスクチェーン［Hosono2013b(改)］ 
第 4 章で示したライフサイクルパタンには，人の作業情報は含まれていなかったが，以
上に示した方法により，ライフサイクルパタンに実績情報の付与が可能となる． 
以上に示した方法を体系化し，フレームワークを構築した．このフレームワークに含ま
れる技法を現場の開発プロセスに適合させ，ライフサイクルパタンの構築～利用を定着さ
せるために，開発者の協働を支援する方法について述べる． 
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5.3.2 ライフサイクル間の協働支援 
5.3.2.1 再利用戦略ポリシー 
クラウド環境を利用したシステム構築では，クラウド上の検証済みの機能を利用するこ
とから，短期に開発・本番実行できることがシステム開発の要件ではなく，前提条件とな
る．そのため，開発時点において，ソフトウェアやサービスの機能要件に加えて，運用管
理の保守性や改良のし易さなど，実装・実行工程での要件や制約を合わせた考慮が必要と
される． 
セットベース設計は，設計者間の不確定性を考慮したもので，設計者の設計意図を反映
した選好度を導入し，多目的を折衷した設計仕様を範囲値として導出することで，開発中
に変更の少ない製品設計を可能にする．この考え方を応用し，作られた資産の意図と，設
計工程や運用工程の意図や制約を擦り合わせて，最も有利なライフサイクルパタンを特定
する．具体的には，開発時点において，ソフトウェアやサービスの機能要件に加えて，運
用管理の保守性や，改良のし易さなど，実装・実行工程での要件や制約を併せて考慮する
ため，開発プロセスに沿って，設計工程の設計意図（designers’ intention）と，運用工程
の実行意図（operators’ intention）を合成し，その結果と最も適合するライフサイクルパ
タンを特定する．企画者や設計者などによる設計観点だけでなく，後工程にある実装者，
運用者などの実行観点（制約）をも予め考慮して，適合性の高いソフトウェアや文書など
のライフサイクルパタンをリポジトリから絞り込んで抽出する． 
一方，ライフサイクル間を跨って，過去の案件の開発文書を参照し，活用する際，必ず
しもファイル全てをそのまま再利用できるとは限らず，個人情報を除いた後のファイルや，
ファイルは破棄し記憶領域のみを再利用することになる．このような利用時の判断や処理
が都度必要になるのは，主にライフサイクルパタンの構築時に再利用のシナリオや方針・
意図が情報として残されていないことに拠る．そこで，ライフサイクルパタン構築時点に
おいて，再利用計画を細分してデータ化できるように，再利用戦略ポリシーを Reuse，
Remanufacturing，Recycling に関するルールで定義し，ライフサイクルパタンの管理に用
いる． 
再利用戦略ポリシーは，ライフサイクルパタンの再利用性の更新方法を示す情報として
定義する．再利用戦略ポリシーは，ライフサイクルパタンを特定する条件と，その条件に
当てはまるライフサイクルパタンの更新方法を対応付けて示す．例えば，ライフサイクル
パタンを特定する条件は，ライフサイクルパタンの ID や属性を用いる．ライフサイクルパ
タンの名称や構造，属性，属性値などの特徴に基づき，そのまま再利用できるものをReuse，
再構成すれば再利用できるものを Remanufacturing，素材にまで分解した後に再利用でき
るものを Recycling とした，再利用戦略ルールとする（図 5-7）．このルールをライフサイ
クルパタン保管時の分別手段，利用時の検索手段として用い，それぞれ対応するリポジト
リに保管することで，ライフサイクルパタン利用時点において，登録時の再利用方法の想
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定を反映した，細粒度構成のライフサイクルパタンを開発者に提示できる．また，ライフ
サイクルパタンの構築後に再利用戦略ポリシーを追加することで，例えば，ライフサイク
ルパタンを構成するライブラリや部品の仕様が変更されるように，ライフサイクルパタン
構築時に予見しなかった変更に対して，ライフサイクルパタンの利用時に抽出手段として
用いる． 
その他にも例えば，ライフサイクルパタンの再利用性が関数で表される場合，ライフサ
イクルパタンの再利用性は，ライフサイクルパタンの構築時点からの経過時点に応じて数
値として算出できる．再利用性を示す関数（有効資産関数）は，例えば，ライフサイクル
パタンを構築する構築期間，ライフサイクルパタンの安定利用が予想される安定期間，及
びライフサイクルパタンの部分的な改変が予想される部分改変期間の各区間における故障
率の変化の仮説をワイブル分布等によりモデル化し，バスタブ曲線等で表す． 
また，再利用戦略ポリシーは，ライフサイクルパタンの有効期間や条件などタイマーを
示すルールも定義できる．このタイマールールをライフサイクルパタンのリポジトリに連
動させることで，例えば，一定時間経過の後，特定のライフサイクルパタンをリポジトリ
から削除するなど，無効になったライフサイクルパタンの自動管理手段として用いる（図
5-7）． 
 
図 5-7 再利用戦略ポリシー［Hosono2014(改)］ 
5.3.2.2 再利用戦略ポリシーとライフサイクルパタンの統合 
再利用戦略ポリシーと，ライフサイクルパタンの統合は，次の仕組みとステップで実現
する．まず再利用戦略ポリシーを入力し，再利用戦略ポリシーのリポジトリに保管する．
次に，再利用戦略ポリシーがタイマー監視に関するかを判定し，関するものはライフサイ
クルパタンの監視機構にて，監視を開始する．次に，ライフサイクルパタンとして登録す
るファイル等の基本データを入力する．次に，ライフサイクルパタンの元となる基本デー
タに，保管済みの再利用戦略ポリシーを適用し，Reuse，Remanufacturing，Recycling に
適合したライフサイクルパタンをそれぞれ Reuse リポジトリ，Remanufacturing リポジト
リ，Recycling リポジトリに振り分けて保管する．各リポジトリを常時監視し，再利用戦略
ポリシーのタイマー条件に従って，例えば Reuse リポジトリに保管されたライフサイクル
パタンは改変が必要になったと判断し，Remanufacturing リポジトリに移す． 
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新たなサービスを開発する場合は，次のようにライフサイクルパタンを取得する．適用
計画と，現状のサービスシステム構造を示す，現状のサービスシステム構造（As-Is サービ
スシステム構造）と，目的のサービスシステム構造（To-Be サービスシステム構造）を入力
する．As-Is サービスシステム構造と，To-Be サービスシステム構造の差分に適合するライ
フサイクルパタンを，ReuseリポジトリおよびRemanufacturingリポジトリから検索する．
（ここで，Recycling リポジトリのライフサイクルパタンは素材に分解されており，再利用
の準備コストが高いため，検索対象から外す．） 
取得したライフサイクルパタンをそのまま再利用できない場合は，当初の仮説に基づく
再利用戦略ポリシーが適正でないと判断し，補正手続きを行う．例えば，Reuse にあり，
そのまま利用できずに変更を行った場合は，再利用戦略ポリシーの振り分けルールを
Remanufacturing に変更する．同様に，Remanufacturing に在って再利用時に分解が必要
になった場合は，Recycling に変更し，リポジトリ中の再利用戦略ポリシーを上書きする．
更に，これらの変更は対象のライフサイクル見積りとの差異を示すものであるため，この
差異に基づき有効資産関数を補正する． 
以上のライフサイクルパタンを用いて，ライフサイクルパタン構築と利用の投資対効果
をシミュレーションにより把握できる．適用計画を入力すると，ライフサイクルパタン検
索部を通じてライフサイクルパタンを Reuse リポジトリ，Remanufacturing リポジトリか
ら検索し，ライフサイクルパタンの効果を計算し，結果を表示・描画する．この表示結果
をライフサイクルパタンの導入計画・施策の立案に活用する． 
5.3.2.3 意図の統合による再利用に適した資産の抽出 
開発時点において，ソフトウェアやサービスの機能要件に加えて，運用管理の保守性や，
改良のし易さなど，実装・実行工程での要件や制約を併せて考慮するため，開発プロセス
に沿って，設計工程の設計意図（designers’intention）と，運用工程の実行意図（operators’
intention）を合成し，その結果と最も適合するライフサイクルパタンを特定する．企画者
や設計者などによる設計観点だけでなく，後工程にある実装者，運用者などの実行観点（制
約）をも予め考慮して，適合性の高いソフトウェアや文書などのライフサイクルパタンを
リポジトリから絞り込んで抽出する．次に，設計意図・実行意図の統合方法とライフサイ
クルパタンの抽出手順を具体的に示す． 
5.3.2.4 ライフサイクルパタンの抽出手順 
まず，開発プロセスに沿って，ソフトウェア開発における V 字型モデルのように設計工
程と実装・実行工程のステークホルダを対応付けてモデル化する．更に，設計工程での想
定値と実際の状況や制約との差異を測るため，設計工程と実装・実行工程の各工程をペア
で管理する．図 5-8 に示すように，このモデルデータを上流から下流工程までを順に完成さ
せていくことで，ライフサイクル上の多視点を漏れなく抽出する．モデルデータの各要素
には，ある要件（設計変数）に対する目的設計変数（objective design parameter）の可能
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性分布を設計意図，実行意図として保持する． 
再利用に用いるライフサイクルパタンの絞り込みは，この可能性分布と，目的設計変数
のとり得る値を実行可能性分布（possible requirements）（図 5-8）を用いる．ある目的設
計変数に関して，設計意図からの可能性分布と，実行意図からの可能性分布を統合した結
果と，実行可能性分布の共通範囲を設計解とする．他の目的設計変数も同様に行い，解集
合を得る．これらの解集合に近い値を包含するライフサイクルパタンを最も再利用に適し
たライフサイクルパタンとして同定し，Reuse または Remanufacturing リポジトリから抽
出する．この手順の具体例を次節に示す． 
 
図 5-8 設計意図と運用意図の対応および可能性分布［Hosono2014(改)］ 
5.3.2.5 ライフサイクルパタンの抽出例 
性能やセキュリティなど要件（設計変数）に関する設計者の意図分布を示す設計意図と，
実行者の意図分布を示す実行意図と，目的設計変数名を入力する．ここで，設計意図およ
び実行意図は，実際の分布状態を近似するために，分布曲線として正規分布を用いる．（こ
の分布曲線は，過去の Web サービス開発でのソフトウェアモジュールやリソースの持つパ
ラメータの設定実績とその分布に拠る．ここでは，汎用性の高い）次に，設計変数の設計
意図および，実行意図のそれぞれについて，目的設計変数の導出関数を用いて，目的設計
変数とその可能性分布を導出する（図 5-9）． 
抽出する際には，まず，目的設計変数のとり得る値を実行可能性分布と，上記の可能性
分布の共通範囲を設計解とする．（無い場合には，設計解が存在しないと判断して，ライフ
サイクルパタンの検索を行わずに停止する．）目的設計変数名の導出元となった設計変数名
を用いて，Reuse，Remanufacturing リポジトリからライフサイクルパタンを検索し，目
的設計変数と合致するライフサイクルパタンを抽出，出力する． 
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図 5-9 設計意図・実行意図の合成の例［Hosono2014(改)］ 
以上により，ステークホルダの意図が開発文書などの成果物と共に形式化され，適切な
ライフサイクルパタンを特定して利用できる．これにより，設計者と運用者間およびライ
フサイクルを跨った設計者間の協働が容易になる． 
5.3.3 ライフサイクル知識の構築・活用を定着させる規律 
5.3.3.1 現場の開発プロセス 
第 3 章，第 4 章で示したモデリングの適切な定義の仕方とこれを構築・管理・適用する
方法が有効である．しかし，これらの方法を用意しただけでは，開発現場で活用されると
は限らないため，開発現場に定着させることが必要である． 
現場のサービス開発プロセスは，業種や業種内の領域に応じて異なった標準が用いられ
ている．従来，新たなソフトウェア技術が開発される度に，汎用的な開発方法論が作られ，
これらの現場の開発プロセスを刷新すべく，統一的な導入が図られてきた．しかし，現場
の開発方法・プロセスを代替するには，その業種 SI の固有の要件に合わせて擦り合わせが
必要であり，また，新たな方法論導入の教育コストが大きいことから，必ずしも新たな開
発方法論・プロセスの導入は成功していない． 
そこで，資産であるライフサイクルパタンの構築と再利用に基づく開発方法論として，
現場の開発プロセスの代替を志向するのではなく，現場のサービス開発プロセスを尊重し
たプロセス適合技術を開発する．資産の設計・構築，集約・管理，流通・再利用の各スキ
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ームで，開発者が達成すべき項目を規定することや，項目の達成状況から資産化の状態を
可視化し，開発マイルストンに向けて次に取るべきアクションのガイドが必要になる． 
5.3.3.2 SEMAT カーネルアルファ 
現場の開発プロセスに適応させる方法として，近年，ソフトウェア工学では，Jacobson
らが提唱する SEMAT（Software Engineering Method and Theory）が提唱されている
［Jacobson2013］．これは，成果物を基点とし開発工程の進度を状態でモデル化する考え方
である．この考え方は，従来の新たな開発方法論を開発し現場に押し付けるアプローチと
は異なり，現場の開発プロセスと成果物を基点とした，開発プロセスの管理を可能とする．
SEMAT は，理論，証明された原理，およびベストプラクティスに基づき，ソフトウェア開
発方法の再建を目指したものである［Jacobson2013］［OMG2013］．SEMAT では，アル
ファ（alpha, abstract-level progress health attribute）によって，活動すべき目標を指示
できるようにしている．この活動すべき目標の観点（関心事）の単位でアルファを定義し，
アルファ全体でカーネルを構成する．カーネルアルファは，成果の達成に着目し，開発活
動の進捗と健全性について，個別ではなく全体を検討可能にする．具体的には，カーネル
アルファは Customer，Solution，Endeavor の 3 つの基本関心事で構成される．Customer
については，実際の使い方と開発するソフトウェアシステムに関する事項が含まれる．
Solution についての関心は，ソフトウェアシステムの仕様と開発に関連する事項が含まれ
る．Endeavor に関する関心は，開発チームと，その仕事のやり方に関連する事項が含まれ
る．カーネルは基本アルファとして，Opportunity，Stakeholder，Requirement，Software 
System，Team，Work，Way of Work のアルファを定めている．各アルファは，ソフトウ
ェア開発の進捗状況や健康状態を理解するためのチェックリストを規定している．アプリ
ケーションソフトウェアは，プロトタイピングを繰り返して開発する際，アルファカード
は，開発チームが開発工程のどこに位置しているか，把握し易くし，次にどうすべきか指
針を示す．ライフサイクルを通じてアルファカードを揃えることにより，開発チームは，
次のように，開発プロセスの位置を理解し，バランスのとれた，まとまりある方法で開発
を進められる（図 5-10）． 
1．最初の状態を右側，最後の状態を左側になるように，テーブル上にアルファカードを
並べる 
2．各状態を確認し，その状態を達成しているか否かを調べる 
3．状態を達成した場合，左にアルファカードを移動する．達成していない状態になるま
で，この手順を繰り返す 
4．上記で特定したカードと残りのアルファカードを右に移動する 
チームメンバで，このカードを用いて現在の開発状態を特定すると，次に達成すべき状
態は何か，認識を合わせることができる．また，次の反復（イテレーション）開発で次に
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ターゲットとすべき状態はどれかを選択できる．チェックリストは完了の基準を明示する
ため，次に目標とすべき状態を整理して確認できる． 
 
図 5-10 アルファカード［Jacobson2013］ 
5.3.3.3 資産化適応アルファ 
カーネルアルファを，サービス開発向けに拡張し，新しいサービス開発に規律を与える．
アルファの“Software System”を，“Service System Platform”として再定義する．また，
新たなアルファとして資産化適応アルファ（Asset Adaptation Alpha）を定義する． 
資産化適応アルファは，(1)再利用に適した資産の特定，(2)資産の適合性判断，(3)資産
のカスタマイズ利用，(4)資産の再利用計画，(5)資産の構築，(6)資産の有効性評価，の状態
として構成する（表 5-1）．「再利用に適した資産の特定」は，関連したサービスモデルチェ
ーンの確認，資産リポジトリから再利用するためのサービスモデルチェーンの選択，およ
び，後から表出した要件を満たせるサービスモデルチェーンの選択のタスクで達成する．
「資産の適合性判断」は，サービスモデルチェーンの中から利用可能な成果物を特定，お
よび，利用のための要件と作業成果物の違いを識別のタスクで達成する．「資産のカスタマ
イズ利用」は，作業成果物を利用に向けたカスタマイズ，および，適合するサービスモデ
ルチェーンが無い場合に再利用のために新しい成果物を作成するタスクで達成する．「資産
の再利用計画」は，再利用に適した成果物の指定，および，成果物の再利用計画の立案の
タスクで達成する．「資産の構築」は，成果物のセットをリポジトリにサービスモデルチェ
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ーンとして格納，および，リポジトリに格納されている再利用計画のタスクで達成する．「資
産の有効性評価」は，成果物の有効性を評価，および，リポジトリ内のサービスモデルチ
ェーンのリフレッシュのタスクで達成する． 
ライフサイクルの過程で，これらの状態を監視し，状態を達成するためのタスクを律す
ることで，資産化のプラクティスを開発の現場に定着できる．前節に示したアルファカー
ドとして資産化適応アルファを実践することで，開発現場で行うライフサイクル知識の構
築，選択，カスタマイズ，再利用のステップに規律を与えられる．この状態による管理方
法は，これまで各開発現場で実践されてきた開発プロセスを損なうことなく，適応させて
組み込める． 
以上に示した資産化適応アルファを含めて，拡張したカーネルアルファを示す（表 5-2）． 
表 5-1 資産化適応アルファ 
A 再利用に適した資産の特定  関連したサービスモデルチェーンの確認 
 資産リポジトリから再利用するためのサービスモデルチェーン
の選択 
 後から表出した要件を満たせるサービスモデルチェーンの選択 
B 資産の適合性判断  サービスモデルチェーンの中から利用可能な成果物を特定 
 利用のための要件と作業成果物の違いを識別 
C 資産のカスタマイズ利用  作業成果物を利用に向けたカスタマイズ 
 適合するサービスモデルチェーンが無い場合，再利用のために新
しい成果物を作成 
D 資産の再利用計画  再利用に適した成果物の指定 
 成果物の再利用計画の立案 
E 資産の構築  成果物のセットをリポジトリにサービスモデルチェーンとして
格納 
 リポジトリに格納されている再利用計画 
F 資産の有効性評価  成果物の有効性を評価 
 リポジトリ内のサービスモデルチェーンのリフレッシュ 
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表 5-2 拡張したカーネルアルファ 
Concern 
（関心） 
Alpha 
（アルファ） 
State / Checklist 1 
（状態） 
State / Checklist 2 
（状態） 
State / Checklist 3 
（状態） 
State / Checklist 4 
（状態） 
State / Checklist 5 
（状態） 
State / Checklist 6 
（状態） 
Customer Stakeholder
s 
Recognized: 
- Stakeholders have 
been identified 
- There is agreement 
on stakeholder 
groups to be 
represented 
- Responsibilities of 
stakeholder 
representative 
defined 
Represented: 
- Stakeholder 
representatives 
appointed 
- Stakeholder 
representative 
agreed to take on 
responsibilities and 
authorized 
- Collaboration 
approach agreed 
- Representatives 
respect team way 
of working 
Involved: 
- Stakeholder 
representative carry 
out responsibilities 
- Stakeholder 
representative 
provide feedback 
and take part in 
decisions in timely 
way 
In Agreement: 
- Stakeholder 
representatives 
agree their input is 
valued and 
respected by the 
team 
- Stakeholder 
representatives 
agree with 
priorities 
 
Satisfied for 
Deployment: 
- Stakeholder 
representatives 
provide feedback 
on system from 
their stakeholder 
group perspective 
- Stakeholder 
representatives 
confirm system 
ready for 
deployment 
Satisfied in Use: 
- System has met or 
exceed minimal 
stakeholder 
expectations 
- Stakeholder needs 
and expectations 
are being met 
Solution Requiremen
ts 
Conceived: 
- The need for a new 
system is clear 
- Users are 
identified. 
- Initial sponsors are 
identified 
Bounded: 
- Success criteria are 
clear 
- Mechanisms for 
handling 
requirements are 
agreed on 
- Constraints and 
assumptions are 
identified 
Coherent: 
- The big picture is 
clear and shared by 
all involved 
- Important usage 
scenarios are 
explained 
- Priorities are clear 
- Conflicts are 
addressed 
Acceptable: 
- Requirements 
described a solution 
acceptable to the 
stakeholders 
- The rate of change 
to agreed-on 
requirements is low 
- Value is clear 
Addressed: 
- Enough 
requirements are 
implemented for 
the system to be 
acceptable 
- Stakeholders agree 
the system is worth 
making operational 
Fulfilled: 
- The system fully 
satisfies the 
requirements and 
the need 
- There are no 
outstanding 
requirement items 
preventing 
completion 
Service 
System 
Platform 
Architecture 
Selected: 
- Architecture 
selected that 
address key 
technical risks 
- Criteria for 
selecting 
architecture agreed 
- Buy, build, and 
reuse decisions 
made 
Demonstrable: 
- Key architecture 
characteristics 
demonstrated 
- Relevant 
stakeholders agree 
architecture is 
appropriate 
- Critical interface 
and system 
configurations 
exercised 
Usable: 
- System is usable 
and has desired 
quality 
characteristics 
- System can be 
operated by users 
- Functionality and 
performance have 
been tested and 
accepted 
- Defect level 
acceptable. 
Ready: 
- User 
documentation 
available 
- Stakeholder 
representatives 
accept system 
- Stakeholder 
representative want 
to make system 
operational 
Operational: 
- System in use in 
operational 
environment 
- System available to 
intended users 
-- System supported 
to agreed service 
levels 
Retired: 
- System no longer 
supported 
- Updates to system 
will no longer be 
produced 
- System has been 
replaced or 
discontinued 
Asset 
Adaptation 
Asset Identified: 
- Existence of related 
production patterns 
confirmed 
- A production 
pattern for reuse 
selected from asset 
repositories 
- Work products for 
reuse identified to 
meet afterwards 
identified 
requirements 
Difference 
Identified: 
- Work products in 
the production 
pattern for reuse 
determined 
- Differences 
between 
requirements and 
the work products 
for reuse identified 
Asset Adapted: 
- Work products for 
reuse customized 
- New work products 
for reuse created 
when no production 
pattern is 
applicable 
Reuse Planned: 
- Work products 
specified for reuse 
- Reuse of work 
products planned 
Asset Stored: 
- A set of work 
products stored as a 
production pattern 
into repositories 
- Reuse plan stored 
into repositories 
Validity Assessed: 
- Validity of work 
product assessed 
- Production patterns 
in repositories 
refreshed 
Endeavou
r 
Way of 
Working 
Principles 
Established: 
- Principles and 
constraints 
established 
- Principles and 
constraints 
committed to 
- Practices and tools 
agreed to 
- Context learn 
operates in 
understood 
Foundation 
Established: 
- Key practices and 
tools ready 
- Gaps that exist 
between practices 
and tools analyzed 
and understood 
- Capability gaps 
analyzed and 
understood 
- Selected practices, 
and tools integrated 
In Use: 
- Use of practices 
and tools regularly 
inspected 
- Practices and tools 
being adapted and 
supported by team 
- Procedures in place 
to handle feedback 
In Place: 
- All members of the 
team are using the 
way of working 
- All members have 
access to practices 
and tools to do their 
work 
- Whole team 
involved in 
inspection and 
adaptation of way of 
working 
Working Well 
- Way of working is 
working well for 
team 
- Team members are 
making progress as 
planned 
- Team naturally 
applies practices 
without thinking 
about them 
- Tools naturally 
support way of 
working 
Retired: 
- Way of working no 
longer in use by 
team 
- Lessons learned are 
shared for future use 
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5.4 おわりに 
本章では，資産開発時の想定と異なる利用時点の環境や，ステークホルダの意向に対し
て，適応性の高い資産の提供を可能にした．カーネルアルファ導入により資産化・再利用
プラクティスに規律を与えた． 
 
第 2 節では，パタン化の取り組みと，その再利用の課題を分析した．そして，ステーク
ホルダが協働して開発する際の課題を明らかにした． 
 
第 3 節では，ライフサイクル知識の構築・活用プロセスを説明した．顧客と IT サービス
プロバイダ間の協働支援，開発部門間の協働支援，および開発部門と企画・管理部門との
協働支援について述べた．更に，これらの技法・協働活動を定着させるための規律につい
て述べた． 
 
クラウド環境の浸透に伴い，開発サイクルが早まり，顧客の課題が明示的でなく，サー
ビスを探索していく場合，協働作業を伴う繰り返し行い開発を進める必要があった．この
とき，プロダクトラインエンジニアリングの考え方で，コア資産のカスタマイズによる進
め方だけでは，顧客と合意形成して開発を進められないため，ステークホルダの意図やタ
スクを基点に設計・運用プロセスを管理する必要があった． 
 
本研究のアプローチは，企画～運用までにサービス提供に関わるステークホルダの役割
と，ステークホルダ間のプラクティスを起点に知識構築・活用プロセスを扱った．サービ
スシステムおよびライフサイクル全体を通じて，主要なステークホルダ間のインタラクシ
ョンに，①顧客と IT サービスプロバイダ間，②設計部門間（ライフサイクル間），③開発
と管理部門間の協働があることに着目し，そのインタラクションの中でライフサイクル知
識を有効に活用させるタスクを設計した． 
本アプローチのポイントは，① 提供者側の設計者・運用者間（工程間）および提供者と
受給者間，② 管理者と開発者（設計者および運用者）間（上位視点・下位視点），③ プロ
ジェクト間（ライフサイクル間）の開発者間のそれぞれについて，構築したライフサイク
ル知識の活用方法を示した点と，④これらの方法を定着させるための規律を定義し，実践
方法を示した点にある． 
従来の研究では，開発方法論や成果物などのデータ起点に置いていたが，本研究では役
割やプラクティスなどのステークホルダ起点に置いた．本研究の特長は，多様なステーク
ホルダとその関係（アクターネットワーク）をサービスシステムおよびサービスライフサ
イクルの主要な構成要素として扱い，ステークホルダ起点でライフサイクル知識の構築と
利用タスクを設計している点にある． 
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本研究で示したように，再利用戦略ポリシーの導入では，設計の背景，目的，などを戦
略という形で，抽象化した．また，設計・運用プロセスのパタン化では，一連のサービス
モデルチェーンに加えて，各設計モデルの構築工程におけるステークホルダ間の協働作業
をデータとして扱い定量化する方法を示した．また，ステークホルダのタスクを必ず実践
するように促すため，カーネルアルファを用いて，各工程でのタスクを明らかにした．こ
のように，人の活動を可視化し，設計・運用プロセスの中で，明示的に扱えるようにした
ことで，資産を有効に活用することが可能となった．プロセス指向であった開発方法をタ
スク基点に見直したことで，ステークホルダと協働してサービスの開発が可能となった．
これにより，モデルの作成や利用を行う際に，ステークホルダのアクティビティに，ステ
ークホルダを十分に考慮したサービスライフサイクル管理方法に変えられた． 
 
1. ステークホルダの役割に基づき，顧客とプロバイダ間，開発部門間，および開発部門
と企画・管理部門間の協働支援 
2. 協働作業を促進・実践させるプラクティス 
を示した． 
以上により，サービスのライフサイクルを通じて効果が最大化され，IT サービスプロバ
イダは，効果的に彼らの能力を発揮することができる．これにより，ステークホルダが協
働し，合理的にかつ効率的に Web サービスを設計し，運用できる． 
一方，次の課題が残されていることも明らかとなった． 
サービスシステムの構築過程において，関わるステークホルダは，その役割の達成に至
るまでに，幾つかの項目を達成する必要がある．ある時点において行う必要がある項目に
のみ関心があたっているため，ステークホルダ間の協働作業において意思疎通が行き届か
ない原因となる．そこで，役割に関連付けられる関心事に着目し，その関心に合った細粒
度の情報の提示や見落としているタスクの提示方法が必要である．これには，アクターネ
ットワークを構成するステークホルダの役割と，各役割の持つ関心事をモデル化するアプ
ローチが考えられる． 
また，更なる開発の効率化に向けて，製品指向（product-oriented），利用指向
（use-oriented），成果指向（result-oriented）のサービス特性に基づく，協働作業の類型
化や，サービスの廃棄あるいは継続的改善の判断方法が必要である． 
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6.1 はじめに 
本章では，第 3 章，第 4 章，第 5 章において提案した，サービスライフサイクル管理方
法を IT サービス開発の現場で実践し，クラウドに対応した Web サービスの開発・提供事
例に適用することで，その有効性について検証を行った． 
 
第 2 節では，サービスライフサイクル管理方法論の実践について述べる．まず，サービ
ス LCM フレームワークを示す．このフレームワークは，モデリングツールと，サービスリ
ポジトリで構成する．モデリングツールは，ゴールモデリング，システムモデリング，リ
ソース割り当て，プロトタイピング環境，およびサービス監視を備える．サービスポート
フォリオは，パブリック・サービスポートフォリオとプライベート・サービスポートフォ
リオで構成する．また，協働支援方法を，現場で行われているプロジェクト管理の仕組み
に統合し，実践する． 
 
第 3 節では，検証対象となるクラウドを対象とした Web サービスの概要を述べる．  
 
第 4 節では，サービス LCM フレームワークの適用結果について述べる． 
 
第 5 節では，サービスの生産性向上の観点と，ビジネスモデル（ビジネス上のエコシス
テム）の観点で議論する． 
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6.2 サービスライフサイクル管理方法論の実践 
6.2.1 サービス LCM フレームワーク 
6.2.1.1 サービス LCM フレームワークの概要 
本節では，第 3 章，第 4 章，第 5 章で提案した方法の実践として，サービス LCMフレー
ムワークについて述べる． 
第 3 章に示した，細粒度にした各モデリング方法を設計ツールとして，実装した．また，
4 章に示したライフサイクル知識の資産化と活用の仕組みを，設計ツールで開発した情報を
一元管理し，取り出せるようにしたリポジトリとして実装した．また，第 5 章に示したラ
イフサイクル知識の構築・活用プロセスを，設計ツールとリポジトリとの情報のやり取り
の仕組みに実装し，更に一般のプロジェクト管理ツールと統合した． 
本フレームワークを構成する設計ツールは，次のモデリングツール群で構成した（表 6-1）． 
表 6-1 サービス LCM フレームワークのモデリングツール群 
 目的 ツール名 モデリング内容 
1 顧客の要求を構造化 Service Objectives サービスの目標を定義する 
2 
顧客の要求を構造化 Stakeholder Comprehension サービス提供までのバリューチェーンを
定義する 
3 
機能要件を満たすシ
ステム設計 
Goal Prioritization 目標を実現する要件と，要件を実現する
機能を定義する 
4 
リソースを考慮した
ステム設計 
Service System Design 機能モジュールと，機能モジュール間の
関係を定義する 
5 
リソースを考慮した
ステム設計 
Application UML Modeling アプリケーションソフトウェアコンポー
ネントを定義する 
6 
リソースを考慮した
ステム設計 
Resource Combination 
Design 
アプリケーションのリソースへの配置を
定義する 
7 
機能要件を満たして
いるか 
Application Prototyping アプリケーションのプロトタイプ開発と
機能検証を行う 
8 
非機能要件を満たし
ているか 
Cloud Execution Stack, 
Cloud Controller 
クラウドの実行リソースを制御する， 
アプリケーションの非機能検証を行う 
9 
設計・運用情報が工程
間で分断されない 
Service Portfolio アプリケーションのライフサイクルを通
じて設計・運用情報を一元管理する 
 
本フレームワークを構成するリポジトリは，モデリングツール群で作成・利用する情報
を一元管理し，かつ再利用するためのリポジトリとして動作するように実装した（図 6-1）．
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この一連のモデリングツール群は，表 6-1 で示したモデル群に対応する．各モデルの実装例
を付録 A に一覧する． 
 
図 6-1 フレームワークの概要［Hosono2012b(改)］ 
このフレームワークの実装アーキテクチャを図 6-2 に示す． 
 
図 6-2 アーキテクチャの概要［Hosono2012b(改)］ 
次節より，各モデリングツールの詳細を示す． 
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6.2.1.1 ゴールモデリング 
要求-機能展開モデリングを行うツール Goal Prioritization は，Web サービスを構成す
る個々の機能要件と，性能，保守性，拡張性，セキュリティ等の Web サービス全体に対す
る非機能要件を定義する．例えば，セキュリティの実現手段は認証機能で実現するように，
非機能要件の多くは機能要件に紐付けられる．一方，高可用性の確保には，ハードウェア
機能要件に加え，運用管理者による通知などのアクティビティ（機能要件）も必要となる．
このように個々の非機能要件を実現する，物理的，あるいは人手で賄う機能をツリー構造
で記述し，非機能要件と実現機能の転写関係を構造化する（図 6-3）． 
 
図 6-3 要求-機能展開モデリング画面の例［Hosono2012b(改)］ 
次に，機能-リソースカタログを表示するリソース範囲提示画面について述べる．前述の
機能要件は，クラウド上で利用可能な機能とそのパラメータで定義する必要がある．しか
し，クラウド環境では，運用中に，他の Web サービスが同じハードウェアリソースを共有
している場合に影響を受け，クラウド上のリソースの状態や振舞いが変化し得る．例えば，
複数の利用者・企業の Web サービスが同時にストレージに書込み処理を行う場合，リソー
ス競合が起こり，各々の Web サービスの動作が遅くなる等の事象が発生するため，利用可
能なパラメータ範囲が変化し得る．このように，運用側に委ねられたリソースの状態を知
る必要があるため，サーバ側のリソースの監視機構からリソースの振舞いや利用可能な性
能範囲を得て，表示する．また，非機能要件項目とそのレベルに対して，対応するリソー
ス群とその性能値のルールを予め保持する．このルールを用いて，リソース群と，その値
を動的に更新するカタログを構築する（図 6-4）．このカタログの提示により，要件定義の
際に，実際にクラウド環境で利用できるリソースの量や状態を常に確認できるため，要求
事項から具体的な要件への擦り合わせが容易になる．結果として，後工程での手戻りの発
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生リスクを低減できる． 
 
図 6-4 リソース範囲提示画面の例［Hosono2012b(改)］ 
  
第 6章 ライフサイクル管理方法論の実践と検証 
 
115 
 
6.2.1.2 システムモデリング 
サービスシステムモデリングを行うツール Service System Design は，定義された機
能・非機能要件を元に，サービスを構成する機能フローをモデリングする．これは，Web
サービスの利用者（ペルソナ）の振舞いを中心にモデリングを行う．Service System Design
の利用者が Web サービスプロバイダ側の個々の機能を利用するシナリオを記述し，提供者
側の機能と機能提供を行う担体を特定する．シナリオは，ユースケースを時系列に沿って，
サービスを認知（Access），その内容を確認（Check-in），その内容を評価（Diagnosis），
その機能を利用（Delivery），機能の利用を完了（Check-out），利用後に評価（Follow-up）
する体験過程に分解し，各過程で行う利用者のアクションを記載する．このアクションに
対応する，提供者側のサービス機能（物理的および人手で賄う機能）を対応づける．この
操作を繰り返し，サービスシステム全体をモデリングし，システムの境界を同定する（図
6-5）．このサービス境界内において実装機能を取捨選択し，費用対効果の高いサービスシス
テム構成を決定する． 
 
図 6-5 サービスシステム設計画面の例［Hosono2012b(改)］ 
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6.2.1.3 リソース割り当て設計 
リソース割り当て設計を行うツール Resource Combination Design は，ソフトウェアモ
ジュールをハードウェアリソースに割り当てを行う．従来の IT システム開発では，ハード
ウェア製品やミドルウェア製品の選択範囲が限られていたため，システム開発者は，Web
サービスの業務ロジックの設計・実装に集中できた．他方，クラウドコンピューティング
の要素技術である仮想化技術は，サーバやストレージを仮想化し，論理的に扱う．そして，
これらの仮想化サーバ／ストレージに設定可能なパラメータの増加は，リソース設計の自
由度の増大を招く．そのため，システム開発者には，Web サービスの業務ロジックだけで
なく，仮想サーバや仮想ストレージ等のリソースまで含め，包括的な設計を行うことが求
められる．このリソース割り当て設計画面を以下に示す（図 6-6）． 
 
図 6-6 リソース割り当て設計画面の例［Hosono2012b(改)］ 
Resource Combination Design に，モジュール分割設計機能（Extended DSM）を実装
した．各ステップでは，それぞれ性能，保守性，安全性，可用性，移行性等の非機能要件
を合わせて考慮する必要がある．そこで，Design-for-X（DfX）の思考のもとで DSM を拡
張し，複数の設計観点を同時に考慮できるようにする．マトリクスの交点の値は，0 または
1 の 2 値ではなく，複数の非機能要件を 0～1.0 の中間値で入力可能にする．機能，非機能
要件の重み付けを行い，その総和が 1.0 になるように，交点の値を設定することで，多面か
ら依存関係を同時に考慮したモジュール設計が可能となる．これらにより，ソフトウェア
機能のモジュール化，及び Web サービスの論理的・物理的な配置場所の設計が容易となる． 
図 6-7 は，遺伝的アルゴリズムを応用して，このマトリクスのモジュール分割計算を自
動化し，リソース割り当て設計の評価を行った例である．［Albers2009］が示した，導出の
自動化を応用し，分割計算を行う．閾値によって多段に色付けされた矩形が複数の設計観
点を考慮した結果，導出されたモジュールの設計解が示される．機能要件に比べ，非機能
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要件の設計・実装は，従来，開発者の経験や主観に拠るところがあったが，本方法により
個々の非機能要件も客観的な設計パラメータとして包括的に扱うことができる． 
 
図 6-7 モジュール分割設計画面の例［Hosono2012b(改)］ 
6.2.1.4 プロトタイピングと機能要件・非機能要件の検証環境 
機能検証（プロトタイピング）環境 Application Prototyping は，ソフトウェアモジュー
ルのプロトタイプ実装とその機能検証を行う．クラウド環境では，大規模・並列に計算を
行うことを前提に大規模ミドルウェアや大規模ファイルシステムを備える．そのためアプ
リケーションの機能検証を行う場合に，検証環境をシステム開発者の手元の PC 等，ローカ
ル環境に構築することは困難であった．そこで，機能検証と非機能検証範囲を分離し，機
能検証を行うためのスタブ機構である機能検証環境をクライアント側に用意する（図 6-8
右）．これにより，Web サービスのプロトタイプ開発を手元の PC で実行することが可能に
なる．遠隔にあるクラウド環境に開発した Web サービスを配置し検証する手間が減るため，
検証効率を向上できる． 
 
図 6-8 機能要件の実現検証環境（クライアント側）［Hosono2012b(改)］ 
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次に，非機能検証環境 Cloud Execution Stack の概要を述べる． 
機能検証の後に，サーバ側の検証済みミドルウェアを含む仮想マシン群からなる非機能
検証環境（Cloud Execution Stack）に Web サービスを配置し，実際のリソース環境でし
か行えない，性能等の非機能要件の検証を行う． 
図 6-9 に，機能要件の実現検証環境および非機能要件の検証環境を示す．図 6-9 左部は，
クライアント側（図 6-8）の検証環境で処理が困難な並列分散処理をシミュレートする環境
である．図 6-9 右部は，サービスライフサイクル情報を保持する機構で，機能要件の検証に
関する情報を供する．図 6-10 に，非機能要件の実現検証環境を示す．この環境は，並列分
散処理を行う機構で，性能など非機能要件の挙動を確認するものである．また，図 6-11 に，
非機能要件の実行監視機構を示す．これは，図 6-10 の非機能要件の達成状態を監視するも
のである． 
 
図 6-9 機能要件および非機能要件の実現検証環境［Hosono 2012b(改)］ 
 
図 6-10 非機能要件の実現検証環境［Hosono 2012b(改)］ 
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図 6-11 非機能要件の実行監視機構［Hosono 2012b(改)］ 
非機能要件の実行監視機構（Cloud Controller）は，非機能要件の達成状況を監視する，
概要を述べる．Web サービスの非機能要件には，業務観点で性能や可用性についてトラン
ザクション数や 24 時間の稼動時間等がある．これらの要件は，CPU やネットワーク，ハ
ードディスクの書込み速度等，複数の計算機リソースの組み合わせで実現される．これら
の業務レベルとリソースレベルの対応関係を定式化し，サービスレベルから監視レベルへ
の変換機構を用意する．これを用いて，運用開始時に Service Portfolio に蓄積された非機
能要件レベルから，リソースレベルの監視対象と監視（SLO: Service Level Objectives）に
変換し，実行環境の Cloud Execution Stack を監視する．図 6-12 に監視設定の例を示す．
管理者は，この Cloud Controller からの監視通知を受けて，運用中に非機能要件を満たし
ているかを確認できる． 
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図 6-12 非機能要件の実行監視機構（ビューア）［Hosono 2012b(改)］ 
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6.2.1.5 サービスポートフォリオ 
サービスポートフォリオ（Service Portfolio）は，サービスライフサイクル情報を一元管
理する．これまでに示したモデリングは，相互に関係があり，サービスポートフォリオ
（Service Portfolio）においてモデリングデータを統合し，サービスモデルチェーンのデー
タを構築する（図 6-13）．Service Portfolio の主要構成は，リポジトリと，ライフサイクル
知識の検索や組み替えなどを行う，DSL（Domain Specific Language）インタープリタ等
のデータ処理機構である．ライフサイクル知識の処理機構は，各モデリングツールから生
成された XML データ群からサービスモデルチェーンを構築する．更に，第 4 章で示したラ
イフサイクルパタンを構築し，工数実績であるタスクチェーンとの統合を行い保管する．
この処理機構は，ライフサイクルパタンの XML データ構造から，工程の前後方向への追跡
や複数の設計工程を跨ったデータ連携を行う．この構造により，次工程のモデルとの整合
性検証や設計データの後工程への引き継ぎが可能になる． 
 
図 6-13 サービスポートフォリオの実装［Hosono 2012b(改)］ 
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6.2.2 協働タスク 
6.2.2.1 協働開発 
効用の高いサービスを効率的に生産するには，第 3 章，第 4 章に示したモデルの構築と
再利用に加えて，（a）顧客と IT サービスプロバイダや，開発と運用部門，開発部門と企画・
管理部門間などライフサイクル内のステークホルダ間の協働支援，（b）過去のサービス開
発と別のサービス開発の開発部門などライフサイクルを跨ったステークホルダ間の協働支
援と，これらを定着させるためのプロセスが必要である． 
そこで，次節より，顧客と提供者，および異なる役割を持った提供者内のステークホル
ダ間の協働作業を支援する方法を示し，全体を効用の高いサービスシステムのライフサイ
クルを管理する方法として体系化する． 
6.2.2.2 進捗管理 
ライフサイクルパタンの再利用は，全体の開発段階のために拡張できる．Web サービス
を開発する間，実践者間の頻繁な相互作用は進展が曖昧な状態を任意の開発時点において
評価する．アーンドバリュー分析6は，生産進捗状況を評価するための方法である．獲得し
た価値の分析を通じて，計画された値（PV）が評価日に与えられた予算と定義される．実
際のコスト（AC）は，実際に使用されるコストとして与えられる．アーンドバリュ （ーEV）
は，測定日の時点において決定される．PV，AC 及び EV の値は以下の式で与える． 
PV = Σ (planned man-hours × a unit price)   (1) 
AC = Σ (actual man-hours × a unit price)   (2) 
EV = Σ (planned man-hours × a unit price × progress rate) (3) 
PV，AC と EV の値は，プロジェクトの開始日，推定終了日，反復時間数，サイクルを
完了する予定日などのデータから計算する．これらのデータは，サービスポートフォリオ
に格納されたデータから，サービス開発の任意の時点でデータを取得し，EV 値を生成でき
る．PV，AC，と EV で，アセスメントおよび各反復開発の終了予定日の時点で生産進捗が
視覚化できる（図 6-14）．このユースケースでは，生産パタンは，次のサイクルに対応する
部分のチェーンは，生産期間の過去の実際の記録を提供するように，「予測終了日時」と「次
の開発サイクルのために必要な工数」のための標準データを提供と工数を与える． 
上記に示したように，モデルチェーンおよびタスクチェーンは，ライフサイクルコスト
を見積もる尺度になるため，サービス開発投資の意思決定を判断する際の指標になる． 
                                                   
6 アーンドバリュー分析（earned value analysis）とは，作業の到達度を金銭などの価値に換算した出来
高（earned value）で捉える分析手法． 
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図 6-14 サービス開発進捗のアセスメント 
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6.2.2.3 タスク管理 
本節では，提案したフレームワークと，その規律を現場で実践する方法を議論する．カ
ーネルアルファを実践する際，その都度，アルファカードをテーブルの上に並べて議論し，
進めるのは，小規模の開発・少人数の開発チームによる場合に限られる．そこで，小規模
から大規模開発まで，本提案を実践できるようにするには，開発管理を行うプロジェクト
管理システムに組み込んで実践するのが現実的である．ここでは，プロジェクト管理の方
式として，チケット駆動開発（ticket-driven development; TiDD）に着目する．チケット
駆動開発は，作業指示書のようなものとして，チケットを使う．アルファカードをチケッ
トに見立てることにより，カーネルアルファを実践できる（図 6-15）． 
ここでは，プロジェクト管理ソフトウェアの Redmine7を用いる．Redmine はオープン
ソースのプロジェクト管理ソフトウェアで，タスク管理，進捗管理，情報共有を行える．
バグトラックシステム（BTS）としても活用される．このソフトウェアでは，チケットの
発行により，開発者が次に行うタスクを指示できる．各チケットは，チケットの大分類を
示すトラッカーに必ず紐付けられる．この仕組みで，チケットの状態を，どの役割の開発
者にどのように遷移させるのか，ワークフローの定義を行うことができる．この仕組みを
使い，次のように運用する．予め，アルファカード群をチケットとして，保持しておく．
ここで，カーネルアルファの並びに対応した順序関係を保持しておく．開発作業はチケッ
トが入力となり，開発文書やプログラムなどの成果物が出力となる．この成果物が確定し
た段階を，アルファカードの項目が達成された状態とする．履歴をコメントとして追記し，
進捗状態はチケットに書き込まれる．チケットの集計機能によって，開発の状態を確認で
きる．このように扱うことで，アルファカードが，開発の作業指示書となるため，開発に
関わるステークホルダの行動に規律を与えられる（図 6-15，図 6-16）． 
 
図 6-15 チケットによるタスク実行管理 
                                                   
7 Redmine は，オープンソースのプロジェクト管理ソフトウェアで，プロジェクトのタスク管理，進捗管
理，情報共有を行える．http://redmine.jp/overview 
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図 6-16 プロジェクト管理ツールとの統合 
以上の例により，アルファカードのチケットへの置き換えにより，規律を実践できるこ
とが判った．このように，チケット開発では，個別のチケットの状態は明確になるが，全
体の開発プロセスの中で，開発の前後関係を把握することが，困難となりがちである．こ
こで示したカーネルアルファは，個々のアルファが，個別の観点を示しており，そのアル
ファを構成する状態群の並びによって，全体の見通しを予め把握できた． 
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6.3 事例 
前節までに示した試作ツールをクラウド環境に適用し，その有効性を議論する． 
これまで述べた開発方法と，その支援ツールをデータセンタ上の Web サービス開発に適
用した．事例 1 として，ソーシャルネットワークサービス（SNS）に逐次書き込まれたデ
ータを用い，Webブラウザに動向分析した結果を表示するWebサービスと，事例 2として，
展示会などイベント向け広報ブログサイト（Web サービス）を構築した． 
 
事例 1 の SNS 分析サービスは，大量に書き込まれたコメントを定期的に収集し，利用者
からの要求に対してコメント内容の傾向から動向を分析し，その結果を Web ブラウザに描
画する Web サービスである（図 6-17）．この Web サービスは，大量のコメントデータを解
析する機能要件と，解析結果を短時間に応答する非機能要件が特徴である．「要件定義ツー
ル」を用いて，機能目標として，データの収集，累積分析，期間ランキング，分析結果の
描画を抽出し，更に，その実現機能として，リクエスト受付，データ読み込み，キーワー
ドカウント，集計，データ保管，描画機能を構造化した．更に，10MByte の想定コメント
データに対して，リクエスト受付～描画までを 10 秒以内に行う性能要件（非機能要件）に
対して，割り当て可能なメモリや CPU などのリソースの組み合わせ候補がリソースカタロ
グに表示され，この範囲において要件定義および設計値を確定した．次に，Resource 
Combination Design の Extended DSM に，各アプリケーションの各機能を配置し，規定
時間内にリクエストを処理する性能要件と，データ保全に係る安全性要件と非機能要件で
ある性能要件を Extended DSM に加味した．Extended DSM の並べ替えの結果，キーワー
ドカウント・集計を行うモジュールと，リクエスト受付・データ保管・描画を行うモジュ
ールが分離された．これに基づき，各モジュールを独立した 2 台の仮想サーバ a と b に割
り当てることとした．ローカル PC の Application Prototyping を用いてアプリケーション
の各機能の実装・機能検証を行い，各仮想サーバに配備した． 
運用にあたり，Cloud Controller で，前述の性能要件が，ストレージへのアクセス時間
や通信頻度，セッション数・時間などの監視項目の目標値に対応づけされた．運用試行に
おいて，処理対象期間のデータが倍増したため，処理性能目標値（性能要件）を超える可
能性が要件に加わった．そこで，データ保管に関わるモジュールの仮想サーバ b は，その
ままとし，データ解析に関わるモジュール仮想サーバ a を 1 台追加し，並列構成とした． 
本事例では，ライフサイクル工程のモデリング方法に対応したツール群を利用して，系
統立てて設計～運用までを行えることを確認できた．特に，工程間で設計の見直しなど手
戻りが発生せず，また，実装したソフトウェアモジュールを実行環境のクラウドへの配備・
実行作業が容易であることを確認できた． 
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図 6-17 事例 1：トレンド分析サービス［Hosono 2012b(改)］ 
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事例 2 のブログサイトは，展示会の広報・集客用途として，イベント開催者と参加者が
情報共有を行う Web サービスである（図 6-18）．この Web サービスは，Web ブラウザとス
マートデバイス（携帯端末）の 2 種類のユーザインタフェースを持つ．展示会の前後の短
期間のみサービス提供するため，ごく短期間に Web サービスを構築する．本事例では，事
例 1 で作成したライフサイクルパタンとモデリングされた情報を参照し，モデリングを行
った．要求-機能展開モデル設計画面を用い，アプリケーションサーバを機能目標として構
造化し，リクエストの受付，クライアントの端末種別判定，端末種類別の描画機能を構造
化した．次に，Application Prototyping を用いて，ローカル PC 環境でアプリケーション
を実装し，2 種類のユーザインタフェースに対応した描画結果の出力シミュレーションを行
った．この後，クラウドに配備し，Cloud Controller で応答時間が著しく遅延していないこ
とを確認し，運用を開始した． 
 
図 6-18 事例 2：リモートアクセスサービス［Hosono 2012b(改)］ 
以上の事例での開発において，文書名あるいはソフトウェアパッケージ名に含まれるキ
ーワードで，その再利用性を区分する再利用戦略ポリシーを定義した．再利用戦略ポリシ
ーとして，「共通」をファイル名に含む場合は Reuse を，また，プロジェクト固有リストに
含まれる企業名を外し，Remanufacturing をラベル付けするルールを定義した．また，タ
イマーを表す再利用戦略ポリシーとして「有効期間が 2～9 か月目まであること」を示すル
ールを定義した．ライフサイクルパタンの元データとなる，開発仕様書や，運用手順書な
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どの全ての開発文書と，各々の作成時間・コストなどの付帯情報に対し，再利用戦略ポリ
シーを適用した．以上の結果，プロジェクト固有の情報が除かれた成果物が再利用リポジ
トリ群に保管された．例えば，「共通仕様文書」「通信プログラム」ファイルは Reuse ラベ
ルを付けて，元のデータにプロジェクトや製品固有情報を含んでいた「運用手順」「データ
ベース接続プログラム」は Remanufacturing ラベルを付けて，「データディスク」「メモリ」
情報は Recycling ラベルを付けてリポジトリに保管された． 
次に，上記で構築したモデルチェーンのデータをパタンとして蓄積した．再利用に適し
たライフサイクルパタンの特定に向けて，性能に関する要件に適合したライフサイクルパ
タンの特定処理を次のように行った．ここでは，性能の設計変数としてメッセージ処理性
能について着目した．まず，メッセージ処理性能に関する要件，開発の V 字型モデルで表
現される提供プロセスを入力した．要件に関して，性能目標値は，単位時間当たりの要求
メッセージの処理数が，0～80 件の範囲は性能が不十分で不可，80～100 件は性能がやや不
十分で望ましく無い範囲，100～150 件は性能が適正な範囲，150～170 件は性能がやや過
剰で望ましくない範囲，170 件以上は性能が過剰で不可とした．提供プロセスは，メッセー
ジ処理スレッドプログラムの開発に関し，①機能設計，②詳細設計，③実装，④運用で構
成した（V 字型モデルでは，①と④，②と③が対応）．次に，To-Be サービスシステム構造
（クラウドを利用した Web サービスアプリケーションアーキテクチャ）のモデルを入力し
た． 
次に，設計者の意図分布を示す，設計変数の設計意図と，実行者から見た意図分布を示
す，実行意図と，目的設計変数名「メッセージ処理件数」を入力した．ここで設計変数の
設計意図には，性能を重視して，①機能設計として，スレッド数 7 を中央値に，②詳細設
計として，接続受付のバックログサイズに不定（無限）を設定した．また，実行意図には，
他の連携システムと性能レベルを合わせるため，③実装として，接続受付のバックログサ
イズに 10 を中央値に，④運用として，スレッド数に 6 を中央値に設定した．ここで，①と
④には，それぞれ分布曲線を与えた． 
検索条件の合成処理では，設計変数の設計意図および，実行意図のそれぞれについて，
目的設計変数の導出関数を用いて，目的設計変数を計算した．ここで，目的設計変数の導
出関数は， 
f(x) ＝ x×20 (0≦x≦10)，f(x) = 200 (x＞10) 
（x はスレッド数，f(x) は処理性能（メッセージ処理数／単位時間）） 
を与えた．ここで，①と④に着目すると，①はメッセージ処理数：140 件／単位時間と
なる．また，④はメッセージ処理数：120 件／単位時間となる． 
検索条件の合成処理では，目的設計変数名「メッセージ処理件数」の導出元となった「単
位時間当たりのメッセージ処理性能」を用いて，ライフサイクルパタンを保管するリポジ
トリから，目的設計変数との共通範囲と合致するものを得た．ここでの合成方法は，2 者の
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分布の足し合わせにより行った． 
このように，目的設計変数が 80～170 の範囲に絞り込まれたことから，目的設計変数の
導出関数を用いて，4～8（＜8.5）スレッドの範囲が導出された．これをスレッドの仕様の
設計解とし，ライフサイクルパタンを保管するリポジトリから，前述の範囲値を持つライ
フサイクルパタンの各ファイルの構造を検索し，スレッドに該当する箇所の値が合致した
機能仕様書ファイル，詳細設計書ファイル，ソフトウェアプログラムおよび運用マニュア
ルなどを抽出した．抽出されたライフサイクルパタンの中から，適合度の高いものから順
に開発者に推薦表示した．これをサービス開発の雛形データとして，これに含まれるファ
イル群を用い，カスタマイズして開発を行った． 
以上により，別のステークホルダに管理された情報をモデル化した．これらをライフサ
イクルパタンとして，再利用できることを確認できた． 
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6.4 適用結果 
6.4.1 ライフサイクル知識の構築 
事例では，次の効果が顕著であった．（1）クラウドの実リソースに基づく要件定義，（2）
アプリケーションの機能モジュールおよび実行リソースの割り当て設計により，クラウド
環境のリソースをモデル化したことで，アプリケーション設計とその配置設計が容易にな
り，設計工程の作業を削減できた．また，この適切なモジュールの分割と，（4）非機能要
件に基づく監視により，運用中の新たな要件にも部分構成の強化のみで対処し，Web サー
ビス全体の構造の見直しなど，膨らみがちになる保守・改善作業を局所化できた． 
本事例では，（3）実行リソースの分離と結合による機能・非機能検証，による効果が顕
著であった．2 種類のユーザインタフェースの実装作業において，システム構築者は実装中
のプロトタイプの挙動確認に，機能検証ツールを用い手元の PC のリソースのみで検証した．
検証するまでに，遠隔のクラウド環境へ実行ファイルをその都度，送信・配備・動作準備
を行うステップが無いため，検証工程の作業を削減できた． 
以上のように，設計と運用工程間の情報連携が進み，設計～運用工程の作業が効率化さ
れたこと，また，設計～運用までのライフサイクル管理を首尾一貫して行えることを確認
できた． 
 
クラウドコンピューティングは，実装とテストのコストを削減し得る．しかしながら，
コスト効果は，アプリケーションの設計に直接関係するため，十分にその効果を得られな
い．このフレームワークは，そのようなリスクと軽減できる．事例 1 で示したように，こ
のフレームワークは，ユーザがアプリケーションをクラウド上の仮想マシンにアップロー
ドと配備を行う作業を多く代替するためである．また，非機能要件を満たすようにリソー
スの構成を試行錯誤で決める作業も代替するためである．同様に，事例 2 では実行基盤に
依存した，オープンソースソフトウェアの組み合わせや外部ライブラリの使用およびパラ
メータの構成設計などの作業を代替する．このように，これらの事例は，ユーザが低コス
トでかつ短期間に柔軟なアーキテクチャをクラウド上に構築できることを示した． 
6.4.2 ライフサイクル知識の活用による協働生産 
クラウドの利用によって，ソフトウェア機能モジュールのリソース割り当てが新たな設
計対象となったが，従来の開発スキームには明確な役割定義が無いことが分かった．そこ
で，新たにリソース計画者（Resource Planner）を導入し，上流設計～運用までの役割と
担当範囲を図 6-19 のように定義した．開発と運用工程のギャップを埋めるライフサイクル
パタンの活用を，具体的な役割として実践するためにも，この役割を導入することの必要
性を確認できた． 
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図 6-19 設計～運用までの役割定義 
6.4.3 生産性の改善 
前節の役割定義に沿って，要求分析～検証部分に適用した．結果，従来の方法では，要
件定義 4 週，実装期間 5 週，検証評価 3 週程度要したが，本方法では，全体で 4 週間強の
期間で開発できるとの評価を得た． 
サービス開発者の評価の結果，モデリング時のデータ入力が最小化された点，および，
モデリングツールにおいて，モデルチェーンの関係から，モデルデータ間の整合性のチェ
ックを行えた点が大きいことが分かった． 
次節に，各モデリング方法が，生産性の向上に効果のあった点について述べる． 
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6.5 サービスライフサイクル管理の効果 
6.5.1 サービスの生産性向上に関する考察 
事例評価から，IT サービスシステムのライフサイクル管理方法によって，クラウドに対
応した Web サービスを従来に比べ半分に近い期間で迅速に提供できた．クラウド上の検証
済みの実行環境である（Cloud Execution Stack）を用いる点を差し引いても，従来の開発
方法に比べて 3 割程度という著しい開発期間短縮を達成した．本方法では，工程間の情報
連携・整合性確認まで行えたため，期間短縮できたと言える．この効果の要因を以下にま
とめる． 
6.5.1.1 機能-リソースカタログを利用した要件定義ツール 
Goal Prioritization は，業務のゴール，非機能要件，機能要件を構造化する．この構造
は，ゴールを実現する非機能要件と，それを実現する機能要素の関係で定義するため，多
段の木構造で表現される．この構造化では，機能（実行リソースを含む）は何らかの非機
能要件に関連があるものとし，全ての機能が 1つ以上の非機能要件に関連づけて定義する．
この構造化により，アジャイル型で短期に繰り返し開発を進める場合，非機能要件を見直
す際に，関連する機能群を同定できるため，開発に影響する範囲を特定し易くする効果も
得られた． 
この要件定義ツールを利用して，可用性，性能，保守性，受容性，安全性，セキュリテ
ィ，環境などの非機能要件項目を確定させる際，対応する実行リソースの組み合わせと，
その諸元値（範囲）を表示するカタログを表示した．これにより，クラウド環境の状態に
適合した，実現可能な要件定義が可能になり，後の工程で実行リソースの実際の振舞いに
合わせて要件定義の見直しを行う必要がなくなり，手戻りリスクの発生も低減できた． 
6.5.1.2 モデル間の自動データ連携 
クライアント側のモデリングツール群は，公理的設計の考え方でモデル間を連結した．
このアプローチは，顧客ドメイン，機能ドメイン，物理ドメインおよびプロセスドメイン
から成る 4 つのドメイン間の属性値の転写により設計プロセスを簡素化した．各モデリン
グツールは，前の開発工程で確定した開発データを自動的に引き継ぐ．要件定義工程では，
要件に基づいて，機能-リソースカタログから候補の機能を示す．カタログデータは，過去
にクラウドに配備された Web サービスの振舞い実績の範囲に基づいている．Resource 
Combination Design で定義された機能の十分性は，目標の優先順位付けに定義された要件
と照合することで検証する．Application Use Case/Data Modelling/System Flow のエディ
タで，同じダイアグラムを改めて記述し直さなくて済むように，Service Portfolio を介して，
ダイアグラム情報の同期を行う．Resource Combination Design で定義されたリソース構
成は，実装中の Web サービスを収容するためのクラウド上に，開発工程を先回りして仮想
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マシンの構築に使用する．Application Prototypingの初期画面は，前工程におけるResource 
Combination Design で定義されているアプリケーションのロジックを示す． 
以上に示した通り，この自動データ共有の仕組みは，各工程でデータ入力を削減し，そ
の開発効率を向上できた． 
6.5.1.3 サービスポートフォリオからの逐次データ取得 
Service Portfolio は，設計・開発データや文書を保管し，任意の時点でのアクセスを可
能にした． 
多くの場合，開発の初期段階での文書は通常，後工程の管理者またはオペレータと共有
されていない．これは，サービス品質の低下につながる開発と生産の間のコミュニケーシ
ョンギャップの原因となっている．しかし，この機構は，全てのサービス開発従事者の間
で開発の知識を共有するための完全な環境を提供するので，このリスクを減らせた．  
また，要件定義書の記述向けの標準的グラフィカル表記は殆ど無いため，開発者は，自
然言語で記述してきた．しかし，本手法は，格納されたデータを再構造化し，標準化され
たフォーマットでシステムアーキテクチャモデルを形成し，広く使用されている Web ブラ
ウザ上にダイアグラムとして描画する．このダイアグラムは，協働作業に関わるアーキテ
クトや実装者のような様々な役割，および異なるレイヤの情報を持つ担当者間の共通言語
となる．この共通言語によりステークホルダ間の共通認識が得られ易いため，IT サービス
システムの管理者が顧客と交渉し，合意形成する際にも有効である． 
6.5.1.4 Web サービスのプロトタイプ実行 
Application Prototyping は，開発者の開発環境で Web サービスのプロトタイピングを
行えるツールである．これは，大規模なデータを扱う Web サービスの検証も可能にしてい
る．スケール性を要する大規模なデータ処理に必要な環境と同等の環境であるため，開発
者の開発環境で Web サービスを実行できる．クラウドに接続する際，データセンタから課
金されるが，この手法により，開発者が実施段階で連続的にクラウドに Web サービスを展
開するため，このような状況を避けることができた． 
Web サービス実装者は，これまで，Web サービスのプロトタイプをクラウド環境に配備
した後に，Web サービスの検証を行ってきた．本ツールは，［Buyya2009］らが行ってきた
従来のシミュレーションと異なり，このシミュレーションツールは，Web サービス実装者
の手元にあるPCでWebサービスのシミュレーション実行を行い，機能検証を可能にした． 
6.5.1.5 設計～運用まで定型化された設計・運用プロセス 
Goal Prioritization を用いた要件定義では，機能カタログから機能候補を提示した．カ
タログデータから Web サービスの実装・運用工程で生じ得るリソース制約を，予め設計工
程で考慮することが可能になり，下流工程での設計の見直し機会を抑えられた． 
Service System Design を用いた機能モジュール設計では，Web サービスを構成する機
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能モジュールと要件定義との対応を確認しながら設計した．これにより，Goal 
Prioritization で定義され Service Portfolio に蓄積された要件定義と突き合わせを自動的に
行うことで，要件定義の対応漏れを検出し，手戻り工数を削減できた． 
Resource Combination Design を用いたリソース割り当てでは，機能独立性の評価を行
いながら，Web サービスの仮想マシンへの配置構成を設計した．ツールは，この設計情報
を元にクラウド上に検証済みミドルウェアを含む仮想マシンを自動で構築した．結果，開
発者は Web サービスのロジック実装のみに集中でき，構築・検証作業の効率が向上した． 
Application Prototyping での機能検証は，Resource Combination Design で設計され
Service Portfolio に保管された機能モジュールを流用して，Web サービスのロジックの雛
型を生成し，実装を効率化した． 
また，Cloud Controller/Cloud Execution Stack は，Web サービスを実行するミドルウ
ェアのパラメータは，要件定義工程で蓄積したレベル値を再利用して自動設定を可能とし，
運用設計を容易にした． 
このように，サービスモデルチェーンによって，設計作業を効率化し，設計内容を高品
質化できた． 
6.5.1.6 フレームワークのアーキテクチャの利点 
Application Prototyping のプラグインアーキテクチャは，Java のバイトコードと互換
のある軽量言語と，そのアプリケーションフレームワークに対応している．この機構によ
って，Web サービスの多くの種類の実行が可能になる．もう一方のプラグイン可能なアー
キテクチャは，サービスポートフォリオ側に存在する．この機構により，高度なデータ分
析を行う Web サービスの実行も可能にした．このように，これらのプラグイン可能なアー
キテクチャは，Web サービス開発の柔軟性とカスタマイズ性の点で有利であった． 
Cloud Execution Stack は，非機能要件の達成を検証するステージング環境を提供して
いる．クラウドに対応した Web サービスは，仮想マシンのコントローラは，仮想マシン，
大規模データ処理ミドルウェアやデータベース，アプリケーションフレームワークとビジ
ネスコンポーネントで実行が可能となる．この Web サービスシステムの下位レイヤの設計
は，Web サービスの検証まで行う必要があるため，システムインテグレータの手間のかか
る作業となる．しかし，Cloud Execution Stack の検証プラットフォーム環境をシステムイ
ンテグレータが利用することで，検証作業を不要とした．このため，システムインテグレ
ータは，下位レイヤのプラットフォームを設計し検証するタスクを削減でき，Web サービ
スのロジックの開発に集中できた．このように，実行環境をパッケージングしたことで，
モジュール性が高くなり，開発者はリソースの設計や割り当て作業に工数を割かずに済む
ため，有利である． 
本フレームワークは，別の見方をすると，DevOps の考え方を具体化するプラットフォ
ームとも言える．DevOps は，従来役割が分断されていた開発～運用工程間の作業を緊密に
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連携させるもので，事業変化にも対応し易くする［Haight2010,2011］．具体的には，協働
開発，配備・環境設定・監視・メンテナンスなどの作業で得た情報を開発～運用の担当者
にフィードバックし，環境変化により迅速に対応し易くする．これにより，プロジェクト
の進行を早め，業務品質を向上できる［Kenefic2011］［Gartner2010］．本提案のフレーム
ワークは，これらの人手のプラクティスを技術支援するものである．本フレームワークを
開発～運用の現場に導入することで，システム管理者やオペレータの，各工程担当者に対
する支援作業を軽減できる．結果として，開発～運用を通じて，各役割がそれぞれ本来の
役割に専念できるようになった． 
6.5.2 サービスのエコシステムに関する考察 
本プラットフォームは，サービスとしてのアプリケーションプラットフォームの可能性
を持つ．データセンタ事業者は APaaS8サービスとしてのフレームワークを提供でき，シス
テムインテグレータは，開発環境として使用できる．APaaS プラットフォーム上でビジネ
スアプリケーションのプロバイダとの共同開発を通じて，Web サービスを提供する
［Gartner 2009］． 
従来の Web サービス開発では，システムインテグレータが開発し，開発者のローカル環
境で Web サービスの動作を検証し，Web サービスを再構築し，顧客のサイトでそれを確認
してきた．しかし，本研究で可能としたビジネスモデルは，クラウド上で同じ環境を共有
することにより，システムインテグレータと Web サービスプロバイダとの間での配備・検
証作業を減らせる．以上によって，3 つのステークホルダ間の連続的な関係を構築できる（図
6-20）． 
                                                   
8 APaaS（Application Platform as a Service）とは，マルチテナント型のリソース共有技術を利用して，
各ユーザ（テナント）がカスタムアプリケーションをクラウドで実行できるようにした環境である． 
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図 6-20 ビジネスエコシステム［Hosono2010(改)］ 
以上に示したフレームワークを用いることで，Web サービスの種類と開発手順を絞り込
める．本フレームワークは，固有の要件が多い大規模開発よりも，比較的サービスのパタ
ンが明確な中小規模のサービス案件（Small and Medium Business, SMB）に有効である．
この規模のサービス開発では，小規模な開発チームで実践されてきたアジャイル開発のプ
ラットフォームとして本フレームワークを適用し易い．本フレームワークをその開発プラ
ットフォームとして利用することで，アジャイル開発を支援できる． 
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6.6 おわりに 
本章では，第 5 章において提案した，プロセスを実際のサービス事例に対して提供する
ことにより，提案するサービスライフサイクル管理方法論の有効性について検証を行った． 
 
第 2 節では，サービスライフサイクル管理方法論の実践について述べた．まず，サービ
ス LCM フレームワークを示した．このフレームワークは，モデリングツールと，サービス
リポジトリで構成した．モデリングツールは，ゴールモデリング，システムモデリング，
リソース割り当て，プロトタイピング環境，およびサービス監視を備えた．サービスポー
トフォリオは，パブリック・サービスポートフォリオとプライベート・サービスポートフ
ォリオで構成した．また，協働支援方法を，現場で行われているプロジェクト管理の仕組
みに統合し，実践方法を示した． 
 
第 3 節では，検証対象となる Web サービスの概要を述べた． 
 
第 4 節では，サービス LCM フレームワークの適用結果について述べた． 
 
第 5 節では，サービスシステムの生産の観点で考察する．生産性向上の観点と，ビジネ
スモデルの観点で議論した． 
 
以上に示した通り，本章では，これまで示した方法を利用して，ライフサイクル方法論
の実践と検証を示した． 
 
第 3 章，第 4 章，第 5 章で示した方法の考え方は，クラウド上で実行すること，それに
伴い，IT リソースを扱うことを除けば，IT サービスに適用は限定されない．IT サービスに
限定したことで，ライフサイクルを一巡する管理方法の確認が容易であったとも言える． 
今後は，他の領域のサービスに対して，同様の方法論を適用し，その効果を確かめるこ
とが必要である． 
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7.1 結論 
本研究では，クラウドコンピューティングの浸透に伴う，モノ売りからサービス事業へ
の変化に対応したサービスライフサイクル管理方法を示した．  
ライフサイクル工程のモデリング方法では，ステークホルダ間の共通言語となるモデル
の定義方法と，ライフサイクルを通じて情報に間断のないモデリングの連鎖を示した．こ
れにより，サービス企画～運用までに工程に関わる，異なる役割を持ったステークホルダ
がそれぞれ扱う情報を形式化し，相互に参照し，ステークホルダ間の共通言語となるモデ
ルを構築した． 
ライフサイクル知識の資産化方法では，生産プロセスを資産化する方法と，パタン化お
よびカスタマイズインタフェースの定義方法を示した．これにより，サービス企画～運用
までの開発プロセスに関わる，異なる役割のステークホルダが扱う情報を一括して保持し，
サービス設計者がこの情報をより多くのサービス開発案件に適用し易くした． 
ライフサイクル知識の構築・活用プロセスでは，ステークホルダの役割を起点に活用方
法と，知識構築・利用プラクティスの開発プロセスへの適合のさせ方を示した． 
 
以上の方法によって，IT サービスプロバイダは，サービス開発の上流～下流工程の知識
を集約して保持し，有効に活用できるようになった．この知識を活用し，顧客と継続的な
関係を広い工程に渡り，維持し易くなった．これにより，従来の売り切り型から，サービ
ス中心のストック型の事業への移行を促進できる． 
 
以上により，サービスのライフサイクル知識の構築と再利用は，サービスのライフサイ
クルを通じて最大化され，IT サービスプロバイダは，効果的に彼らの能力を発揮すること
ができる．これにより，ステークホルダが協働し，合理的にかつ効率的にサービスを開発
し管理できる． 
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7.2 今後の展望 
本研究では，IT サービスシステムのライフサイクルの中で，サービスを正しく作り，提
供することに重点をおいた．提供者に対し，従来モノで提供した機能をサービスの機能で
設計し直せること，また，開発知識の集約・利用により生産性を向上させることに，価値
を訴求した．顧客に対し，サービス提供の速さと品質の高さに，価値を訴求した．本研究
で示した方法は，今後，次のように発展させられる． 
(1) サービスのモデリング方法 
機能要件，および非機能要件の検証は，クラウドに配備して確認する準備が容易ではな
いため，プロトタイピングとその実行環境による実践方法を示した．これは，Web サービ
スを対象としたため，ソフトウェアの実装によるプロトタイプ検証が容易であったとも言
える． 
一般のサービスでは，必ずしもプロトタイプの作成と実行は容易ではない．そこで，概
念検証を行うために，設計した機能の振舞いを実装・配備後ではなく，設計段階で机上で
評価・検証すべく，モデリング方法にサービス構造の定性関係を加えて，サービスシステ
ムの挙動シミュレーションを行うことが考えられる． 
 
(2) ライフサイクル知識の資産化方法 
資産化した設計・運用プロセスには，ドメイン固有のビジネスルールや，法律などの情
報が暗黙的に埋め込まれている．同じドメイン内で，再利用する際に，これらは問題とな
らないが，ドメイン間での再利用性を高めるには，これらを考慮する必要がある．そのた
め，ビジネスルールや法律を資産化した設計・運用プロセスのデータおよび背景となる情
報から抽出し，構造化する必要がある．これには，自然言語処理やパタンマッチングによ
る，ビジネスルールや法律に関する情報を設計・運用プロセスの情報から抽出し，分離す
る方法が考えられる． 
また，製品指向（product-oriented），利用指向（use-oriented），成果指向（result-oriented）
のサービス特性に基づく，ライフサイクルパタンの類型化も必要である． 
 
(3) ライフサイクル知識の構築・活用プロセス 
サービスシステムの構築過程において，関わるステークホルダは，その役割の達成に至
るまでに，幾つかの項目を達成する必要がある．ある時点において行う必要がある項目に
のみ関心があたっているため，ステークホルダ間の協働作業において意思疎通が行き届か
ない原因となる．そこで，役割に関連付けられる関心事に着目し，その関心に合った細粒
度の情報の提示や見落としているタスクの提示方法が必要である．これには，アクターネ
ットワークを構成するステークホルダの役割と，各役割の持つ関心事をモデル化するアプ
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ローチが考えられる． 
また，更なる開発の効率化に向けて，製品指向（product-oriented），利用指向
（use-oriented），成果指向（result-oriented）のサービス特性に基づく，協働作業の類型
化や，サービスの廃棄あるいは継続的改善の判断方法が必要である． 
更に，ライフサイクル研究としての発展の方向性に，以下を挙げる． 
 
(4) 利用価値の設計と管理 
今後のサービスライフサイクル研究では，サービスのライフサイクルの中で，提供した
サービスをユーザが使うことによって生まれる価値と，その管理方法を具体化する必要が
ある．提供者に対し，顧客の利用価値を設計・管理すること，顧客に対し，継続利用によ
る価値の訴求する方法が必要である． 
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付録 A：モデリングツール一覧 
 
図 A-1 サービス目標モデリング画面 
 
図 A-2 ステークホルダ抽出モデリング画面 
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図 A-3 開発プロセスブループリント画面 
 
図 A-4 要求・機能展開モデリング画面 
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図 A-5 ユースケースモデリング画面 
 
図 A-6 サービスシステムモデリング画面 
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図 A-7 品質・機能モデリング画面 
 
図 A-8 機能再編成評価画面 
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図 A-9 業務フローモデリング画面 
 
図 A-10 リソース割り当てモデリング画面 
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図 A-11 画面遷移モデリング画面 
 
図 A-12 プロトタイピング画面 
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図 A-13 運用プロセスブループリント画面 
 
図 A-14 品質要因分析画面 
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図 A-15 非機能要件監視・評価画面 1 
 
図 A-16 非機能要件監視・評価画面 2  
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付録 B：用語集 
表 B-1 用語集 
用語 説明 
ICT（アイシーティー） Information and Communication Technology の略称．
情報通信技術を表す IT に，コミュニケーションの概念
を加えたもの． 
ITIL（アイティーアイエル，アイテ
ィル） 
IT Infrastructure Library の略称．IT サービスマネジ
メントにおけるベストプラクティス集．1989 年にイギ
リス政府の CCTA によって公表され，以降，更新が続
けられている． 
アジャイル開発 ウォーターフォール型に代表されるプロセスおよび手
続きを重視したソフトウェア開発手法に反し，迅速か
つ適応的に開発を行う軽量な開発手法の総称．反復（イ
テレーション）と呼ばれる短い開発サイクルを繰り返
し，徐々に機能を追加開発し顧客の要件に適合させる
ことで，不要な開発を行うリスクを低減する． 
IT サービス Information Technology の略称．情報通信技術を総称
したもの． 
IT サービスプロバイダ IT 分野のベンダで，コンピュータシステムやネットワ
ークシステム等のコンサルティング・システム提案・
開発・運用・保守を行う企業の総称． 
Web サービス（ウェブサービス） 様々なプラットフォーム上で動作する異なるソフトウ
ェア同士が相互運用するための標準的な手段を提供す
るもの．狭義には，HTTP などのインターネット通信
方法を利用し，SOAP（Simple Object Access Protocol）
と呼ばれる XML 形式のメッセージの送受信技術と，そ
れを適用したサービスのこと． 
SI（エスアイ） System Integration の略称．SI を行う事業を SI サー
ビスとも言う．また，この事業に従事する人を SIer ま
たは SE（System Engineer）と言う． 
SOA（エスオーエー） Service Oriented Architecture の略称．サービス指向
アーキテクチャとも称する．アプリケーションなどを
部品化し，それらを組み合わせてシステムを作る設計
手法． 
クラウドコンピューティング ネットワークを通じてコンピュータリソースを利用す
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る形態．クラウドと略す場合もある． 
クラウドサービス 従来，利用者が手元のコンピュータで利用していたデ
ータやソフトウェアを，データセンタなどから機能ネ
ットワーク経由で機能として利用者に提供するもの．
SaaS（Software as a Service）は，アプリケーション
ソフトウェアの機能を，PaaS（Platform as a Service）
は，データベースやアプリケーションサーバなどプラ
ットフォームの機能を，IaaS（Infrastructure as a 
Service）は，ストレージや通信などの機能を提供する． 
クラウドサービスプロバイダ クラウドサービスを提供する事業者．自社のデータセ
ンターに配備されたハードウェア，ソフトウェアの計
算機リソースをネットワークを通じて，利用者に契約
期間，貸し出しするサービスを提供する． 
SEMAT（シーマット，セマット） Software Engineering Method and Theory の略称．
Ivar Jacobson，Bertrand Meyer，Richard Soley によ
って創設されたソフトウェアエンジニアリングの共通
理解に向けた団体および運動． 
(cf.) http://www.semat.org, http://www.semat.jp/ 
SysML System Modeling Language の略称．OMG（Object 
Management Group）によって公開された，システム
をモデリングするための記述言語． 
システムインテグレーション 情報システムの企画，設計，開発，構築，導入，保守，
運用の一部または全てを請け負うサービス．  
システムインテグレータ，SE（エス
イー）／SIer（エスアイヤ） 
システムインテグレーションを行う企業または，その
担当者の総称．企業を指す場合，SI 企業とも言う． 
WBS（ダブリュービーエス） Work Breakdown Structure の略称． 
チケット駆動開発 ソフトウェア開発の作業をタスクに分割し，バグ管理
システムのチケットに割り当てて開発プロジェクトの
進行を管理する開発方法 
DevOps（デブオプス） 開発（Development）と運用（Operation）を組み合わ
せた造語で，開発部門と運用部門が密に連携して，運
用側の要件を元に開発し，ビジネスルールなどの設計
情報を元に運用方法を高度化する手法や概念．この実
践により，小規模な開発とリリースを繰り返せる． 
バグ管理システム ソフトウェア開発において，発生したソフトウェアバ
グを管理するシステム．この管理の単位を一般にチケ
付録  
   
178 
 
ットと呼ぶ． 
UML（ユーエムエル） Unified Modeling Language の略称．OMG（Object 
Management Group）によって公開された，ソフトウ
ェア工学におけるオブジェクトモデリングのために標
準化した仕様記述言語． 
USDM（ユーエスディーエム） Universal Specification Describing Manner の略称．
要求を階層構造で表現し，仕様を漏れなく抽出する手
法． 
 
