Comparative analysis of biological networks is a major problem in computational integrative systems biology. By computing the maximum common edge subgraph between a set of networks, one is able to detect conserved substructures between them and quantify their topological similarity. To aid such analyses we have developed CytoMCS, a Cytoscape app for computing inexact solutions to the maximum common edge subgraph problem for two or more graphs. Our algorithm uses an iterative local search heuristic for computing conserved subgraphs, optimizing a squared edge conservation score that is able to detect not only fully conserved edges but also partially conserved edges. It can be applied to any set of directed or undirected, simple graphs loaded as networks into Cytoscape, e.g. protein-protein interaction networks or gene regulatory networks. CytoMCS is available as a Cytoscape app at http://apps.cytoscape.org/apps/cytomcs.
Introduction
The analysis and comparison of biological networks (modelled as graphs) is an important problem in computational systems biology. Graphs are used to model a wide range of biological data including, but not limited to, protein-protein interactions, gene regulatory networks, protein structures and drug-target networks. Comparing different graphs (also called graph alignment) can be used to quantify how similar they are, or to determine whether they all contain some common substructure(s) [1] , [2] . One way of determining this is to compute the maximum common edge subgraph (MCES) between a given set of input graphs, i.e. the largest graph (wrt. the number of edges) that is a subgraph of each of the compared graphs.
The maximum common edge subgraph problem is closely related to the problem of global network alignment [3] . Global network alignment methods aim to determine a mapping between the vertices of two or more graphs optimizing some biological or topological quality measure, or a combination of both. The development of network alignment methods has mainly been motivated by their application to biological knowledge transfer [4] , predicting new interactions [5] and protein structure comparison [6] , [7] , [8] . The global network alignment problem is equivalent to the MCES problem when the optimized quality measure is the number of fully conserved edges between the aligned graphs. See [4] and [9] for an extensive review of existing global network aligners and commonly used quality measures.
To our knowledge, no maximum common subgraph tool for Cytoscape [10] , able to compare large networks, currently exists. One existing app, chemViz2 [11] , is able to determine the maximum common substructure for a set of chemical counts compounds, using an exact algorithm, and is thus only applicable to chemical compounds and of limited size (up to ca. 200 nodes). Another Cytoscape app, CytoGEDEVO [12] , [13] , performs pairwise network alignment of large networks by minimizing the graph edit distance between networks, and is thus not applicable to the MCES problem. To fill this gap we present CytoMCS, a heuristic maximum common edge subgraph detection tool for the Cytoscape network analysis and visualization platform. CytoMCS provides a simple interface allowing researchers to search for a common subgraph conserved between two or more graphs, using a fast iterative local search heuristic. Our algorithm optimizes a squared edge conservation score introduced in [3] , but extended to directed networks as well, and is able to not only produce good solutions to the MCES problem, but also report partially conserved edges.
Methods

Problem Formulation
A simple graph is an unweighted, undirected graph with no parallel edges and no edge loops. A simple directed graph is an unweighted, directed graph with no parallel edges and no edge loops. For the remainder of this paper the word graph will refer to a simple graph or a simple directed graph unless otherwise stated. Two graphs G 1 (V 1 , E 1 ) and G 2 (V 2 , E 2 ) are isomorphic if there exists a bijective function f : V 1 → V 2 such that there is an edge (u, v) in E 1 if and only if there is an edge (f (u), f (v)) in E 2 .
Given a set of graphs X = {G 1 (V 1 , E 1 ), G 2 (V 1 , E 2 ), ⋯, G n (V n , E n )}, the multiple maximum common edge subgraph problem (multi-MCES) is the problem of finding a graph with maximum number of edges that is isomorphic to a subgraph (not necessarily induced) of each graph in X. The pairwise MCES problem is a generalization of the subgraph isomorphism problem making it NP-hard [14] . Being a generalization of the pairwise MCES problem, multi-MCES is NP-hard as well.
Without loss of generality, assume that |V 1 | ≤ |V i |, for 1 ≤ i ≤ n. We then define an alignment A as a set of injective functions
where
Given an alignment A, one can compute the number of edges conserved between all graphs as
For directed graphs the sum runs over all ordered pairs (u, v) where u, v ∈ V 1 and u ≠ v. For undirected graphs the sum runs over all unordered pairs {u, v} where u, v ∈ V 1 and u ≠ v, i.e. the pairs {u, v} and {v, u} are identical and only counted once. Given these definitions, the multi-MCES problem can then be defined as the problem of finding an alignment A that maximizes f (A).
Algorithm
CytoMCS uses an iterative local search algorithm to search for an alignment that maximizes the number of edges conserved between all graphs. We extend an earlier version of the algorithm in [3] , adding support for directed graphs and reducing the number of hyperparameters and the required virtual memory needed. An initial alignment is generated by sorting the vertices in each graph on their vertex degree (out-degree for directed networks) and aligning them in this order from largest to smallest degree. In each iteration, the algorithm will perturb the current solution to provide a new starting point for the local search. The local search procedure is then applied to the perturbed solution until no more improving moves are found. The general algorithm is outlined in Algorithm 1:.
Algorithm 1: Overview of CytoMCS algorithm
Perturbation
At the beginning of each iteration, the algorithm perturbs the current solution using a naive perturbation to provide a new starting point for the local search procedure. For each graph being aligned, the perturbation procedure will repeatedly select two random vertices and swap their alignment. This step is repeated r ⋅ |V i | times for each graph G i , determined by the perturbation parameter r, where 0 < r ≤ 1. Increasing r will increase the algorithm's ability to escape local optima, but a too large value of r will perturb too much of the current solution effectively resulting in a repeated local search instead.
Local Search
Our algorithm uses a local search procedure in order to improve the current alignment. The local search improves the solution by swapping the alignment of pairs of vertices from the same graph. When aligning more than two graphs, swapping the alignment of two vertices will often not result in an increase in the number of number of conserved edges, even if the resulting alignment provides a better matching of similar vertices. To rectify this we instead use the following fitness function:
where the sum runs over all ordered and unordered vertex pairs for directed and undirected graphs, respectively (similar to Equation 2), and C(u, v, A) is the number of conserved edges between a pair of vertices u, v computed with
The sum of edge counts ∑ , ( , , ) is simply the total number of edges among all the aligned graphs and is constant regardless of how vertices are mapped to each other in A. By optimizing the squared edge counts in Equation 3, edges are redistributed to favor fewer well-conserved edges instead of more less conserved ones. One benefit of this fitness function is that the algorithm will also try to improve the conservation of edges that will not be part of the MCES, i.e. edges that are conserved between most but not all of the aligned graphs. By allowing some number of exceptions k when extracting the conserved subgraph, such that all edges conserved in ≥ n − k graphs are included, we can find not only the edges that are conserved between all graphs but also edges that are conserved between most but not all graphs, providing valuable insight into the common structure of the compared graphs. We refer to such edges as exception edges. See Figure 1 for an example. 
Results
In order to demonstrate our tool we computed common subgraphs for a set of undirected and directed biological networks. We obtained multi-validated physical protein-protein interactions from BioGRID [15] (release 3.4.147) for mouse (PPI_MM), thale cress (PPI_AT), baker's yeast (PPI_SC) and human (PPI_HS). An undirected network was created for each species, where each node is a gene and an edge exists between two nodes if the data set contains an interaction between their genes. We also obtained experimentally validated transcription factor-target gene interactions for human (GRN_HS) from HTRIdb [16] (obtained April 28 2017) and for E. coli K12 (GRN_EC) from RegulonDB [17] (release 9.3). A directed network was created for each species where each node is a gene and an edge exists between two genes g 1 , g 2 if g 1 is coding for a transcription factor that regulates g 2 . For all networks, parallel edges and edge loops were removed. Furthermore only the largest connected component was used. The network data set is summarized in Table 1 . Because our algorithm is randomized (due to the random perturbation step), each benchmark was run five times and the mean solution quality (number of conserved edges) and mean running time (wall time) was reported. The r-parameter was kept at the default value of 20% for all benchmarks, and the algorithm was set to terminate after 20 consecutive non-improving iterations. All benchmarks were run on an Intel Xeon E5-2680 v3 2.50 GHz CPU using 8 cores. The results of the benchmarks are shown in Table 2 . The reported memory requirement is an upper bound on the heap memory required for each instance, and includes only the memory used by the algorithm, not the memory used by the Cytoscape software. At the time of writing, the authors are not aware of any existing heuristic tools for MCES finding in large networks, besides the algorithm this method is based on [3] . For that reason these results cannot be compared to existing methods, and are simply provided here for reference. 
Cytoscape Integration
CytoMCS is provided as a Cytoscape 3.0 app. Both the app and the underlying algorithm are implemented in Java SE 8. The algorithm makes heavy use of the Java 8 Streams API for implementing simple and efficient parallelization, automatically utilizing multiple cores if available. The app's control panel exposes only one hyperparameter for the algorithm, the r parameter (see Section Section 2.3), controlling the amount of perturbation done between iterations. The control panel is shown in Figure 2 . The input to the algorithm is provided simply by selecting which of the currently loaded Cytoscape networks to align, with no additional data required. The common subgraph computed by the algorithm is returned as a Cytoscape network. Each edge in the solution is annotated with its number of exceptions (number of graphs the edge is not conserved in) and can be used for visualization using Cytoscape's visual styles in order to show which edges are more well-conserved than others (Figure 3 ). The node table of the solution is also augmented with a column for each of the compared graphs, indicating which vertices are mapped to each other in the solution (Figure 4) . This table can then easily be exported from Cytoscape to a CSV file for use in external analysis. Biological networks, as well as many other types of real-world networks, often have a vertex degree distribution that resembles a power law or Pareto distribution. This results in a large fraction of vertices that are leaves (having degree one). When including exception edges in the results, the algorithm will often produce a large number of exception edges connected to such leaves. These edges are often not interesting for analysis, as they are likely to appear by chance. By enabling the Remove leaves connected by exception edge option, all leaf vertices connected to the solution only by an exception edge will be removed. 
Conclusion
In this paper we presented CytoMCS, the first Cytoscape app for heuristically solving the maximum common edge subgraph for multiple directed or undirected graphs while (also for the first time) detecting partially conserved edges. It uses a fast iterative local search heuristic to quickly find large conserved substructures. The underlying algorithm optimizes a squared edge conservation score, that is able to extract not only fully conserved edges, but also partially conserved edges that can give additional insight into the common structure of the aligned graphs. The underlying algorithm is fully parallelized using Java 8 streams to automatically utilize multiple cores where available. The input and output of the app is provided through Cytoscapes standard data types, and edges are annotated with conservation scores for visualization and analysis. CytoMCS is available from the Cytoscape app store at http://apps.cytoscape.org/apps/cytomcs.
