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Abstract
Modeling languages are the reference to specify and configure information systems. To match
an application domain, the domain-specific languages (DSL) are customized and updated
with changes in the domain. That is why it is necessary to have an adequate envirronement
for the development and the maintenance of such languages to facilitate their evolution.
In this thesis, an approach to the implementation of a popular modeling language, BPMN
2.0, in a metamodeling tool, MetaDone. Specifically, we will implement the BPMN 2.0
metamodel within MetaDone and define the concrete syntax using the Grasyla 2 language.
Next, a review of the MetaDone implementation approach and a review of the BPMN 2.0
language will be presented.
Re´sume´
Les langages de mode´lisation sont la re´fe´rence pour spe´cifier et configurer les syste`mes d’in-
formations. Afin de correspondre a` un domaine d’application, ces domain-specific languages
(DSL) sont personnalise´s et sont mis a` jour selon l’e´volution du domaine. C’est pourquoi il est
ne´cessaire d’avoir un environnement ade´quat permettant le de´veloppement et la maintenance
de tels langages afin de faciliter leur e´volution.
Dans ce me´moire, une approche permettant l’imple´mentation d’un langage de mode´lisation
connu, BPMN, au sein d’un outil de me´tamode´lisation, MetaDone. Concre`tement, nous
imple´menterons le me´tamode`le de BPMN au sein de MetaDone et de´finirons sa syntaxe
concre`te a` l’aide du langage Grasyla 2. Ensuite, une critique concernant l’approche de l’imple´-
mentation propose´e par MetaDone ainsi qu’une critique sur le langage BPMN seront pre´sente´es.
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Chapitre 1
Introduction
1.1 Contexte
1.1.1 CASE
Le de´veloppement de syste`mes logiciels est une taˆche complexe. L’inge´nierie du logiciel est
une discipline qui de´finit des processus de de´veloppement afin de permettre une construction
d’un logiciel d’une manie`re fiable, a` moindres couˆts et dans les de´lais impartis [IL97]. Des
mode`les tels que le mode`le en cascade ou le mode`le en spirale proposent de structurer le
de´veloppement en une se´rie de phases bien de´termine´es. L’automatisation de ces me´thodes
est l’objet d’une discipline appele´e le “Computer Aided Software Engineering”, plus connue
sous l’abre´viation “CASE”.
L’apparition de cette discipline remonte aux anne´es 80. Chikofsky de´finit le CASE comme
e´tant une technologie d’inte´gration de la production qui lie les me´thodes et les outils dans
des environnements commercialement viables et efficaces [CR88]. Beaucoup de chercheurs,
dont Chikofsky [CR88] et McClure [McC88], ont affirme´ que le CASE peut re´duire substan-
tiellement le couˆt de de´veloppement des logiciels, standardiser les spe´cifications et augmen-
ter la qualite´ des syste`mes d’information. Nous verrons que cette vision comprend plusieurs
proble`mes importants.
1.1.2 DSL
Le de´veloppement logiciel doit donc eˆtre un processus encadre´. Une manie`re largement
utilise´e est l’utilisation de me´thodologies. Selon Smolander [SLTM91], une me´thode est un
ensemble de concepts qui de´termine ce qui est perc¸u, un ensemble de conventions qui gou-
vernent comment la perception est repre´sente´e et communique´e, et un ensemble de lignes
directrices qui e´tablissent comment les repre´sentations sont de´rive´es ou transforme´es. Un
produit important d’une me´thodologie est un mode`le. Selon Perry [PK91], un mode`le est
une simple repre´sentation d’un syste`me qui fournit une abstraction sur certains de´tails non
essentiels et met l’accent sur les composants essentiels du mode`le. Cependant, ce concept
de composant essentiel varie selon plusieurs choses : le type de profil d’utilisateur (mana-
ger ou de´veloppeur) ou encore l’e´tape concerne´e du processus de de´veloppement (analyse et
imple´mentation). Le langage (formalisme) dans lequel le mode`le est repre´sente´ doit pouvoir
s’adapter a` ces contraintes. Un langage adapte´ est appele´ un “Domain-Specific Language”
(DSL). Une caracte´ristique essentielle de ces DSL est que leur re´alisation est un long proces-
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sus qui requiert plusieurs propositions, corrections et ite´rations afin de suivre l’e´volution de
leur domaine d’application [Eng00]. Cette constatation va fortement influencer l’utilisation
des outils CASE (CASE Tools) comme nous le verrons a` la section suivante.
1.1.3 CASE Tools
Les CASE Tools sont les outils qui vont mettre en œuvre de manie`re informatise´e la
discipline CASE. Les CASE Tools peuvent eˆtre classe´s en deux cate´gories [IL97] : les outils
“Front End” qui sont utilise´s durant l’analyse et le design, et les outils “Back End” qui sont
utilise´s durant l’imple´mentation et les tests. Englebert [Eng00] identifie cinq dimensions si
l’on conside`re un CASE Tool comme une boˆıte noire :
– Les CASE Tools peuvent stocker et ge´rer de l’information.
– Les CASE Tools peuvent afficher de l’information (sous forme de graphes, de tables).
– Les CASE Tools peuvent exe´cuter des taˆches (analyse, ge´ne´ration, transformation).
– Les CASE Tools peuvent interagir avec les utilisateurs (interface utilisateur).
– Les CASE Tools peuvent communiquer ensemble (groupe de travail).
Les CASE Tools peuvent eˆtre d’une grande aide dans la re´alisation de taˆches encombrantes
pour un informaticien comme la ge´ne´ration de code ou des transformations de sche´mas. Se-
lon ter Hofstede [THV96], ces taˆches sont fastidieuses, consommatrices de temps, et meˆme
impraticables, si leur utilisation n’est pas prise en charge par des outils automatise´s.
Cependant, plusieurs auteurs dont certains cite´s ci-apre`s constatent que les CASE Tools
comportent d’importants proble`mes.
Isazadeh [IL97] constate les CASE tools sont complexes, ne´cessitent beaucoup de main
d’oeuvre, et sont extreˆmement couˆteux a` produire et a` adopter. Ils supportent un nombre fixe
de me´thodologies, mais les organisations de de´veloppement logiciel changent dynamiquement
leurs me´thodologies. De plus, ces me´thodologies sont fixe´es et sont difficilement modifiables
au travers de ces outils. Cette approche traditionnelle est une source de grandes difficulte´s.
Selon Englebert [Eng00], la personnalisation est un mot-cle´ essentiel pour augmenter l’uti-
lisation et l’ade´quation des CASE Tools avec la pratique. Il identifie trois manques impor-
tants dans la capacite´ de personnalisation des CASE Tools : l’ensemble des repre´sentations
graphiques est souvent fixe´, la base de donne´es est trop rigide et leur architecture n’est pas
flexible.
Marttiin [MRTL93] affirme que les de´veloppeurs ont tendance a` se diriger vers les CASE
Tools qui sont capables de fournir un support pour plusieurs diffe´rentes me´thodologies.
Afin d’atte´nuer ces importants proble`mes dans la conception des CASE Tools, des cher-
cheurs ont conc¸u de nouveaux outils, les metaCASE.
1.1.4 MetaCASE
La premie`re confe´rence sur les metaCASE “First International Conference on MetaCASE”
a eu lieu en 1995 a` Sunderland (UK). Lors de cette confe´rence, Alan Gillies affirmait que les
metaCASE e´choueraient si les facilite´s offertes par ces metaCASE ne compensent pas les
raisons pour lesquelles les CASE Tools ne sont pas adopte´s.
Selon Englebert [Eng00], les metaCASE ont deux architectures possibles : a) le metaCASE
se comporte comme un compilateur et ge´ne`re des programmes preˆts a` compiler (ToolBuil-
der [Ald91], Kogge [ESU97]) et b) le metaCASE interpre`te les spe´cifications pour e´muler le
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CASE Tool (MetaEdit+ [TR03], Dome [EK00], GME [LMB+01], MetaDone [Eng00]). Dans
ce me´moire, nous nous inte´resserons principalement a` ces derniers.
Un metaCASE doit donc permettre, via ses me´canismes et ses langages, la personnalisation
d’un CASE Tool. D’apre`s Isazadeh [IL97], ce processus peut prendre juste quelques heures,
ce qui est plus court et moins couˆteux que l’approche traditionnelle de personnalisation par
le vendeur d’un CASE Tool.
Les premiers metaCASE e´taient des environnements base´s sur du texte comme Plexsys
[KK84] ou MetaPlex [CN89]. Ces environnements se´paraient de´ja` la de´finition du langage
(niveau me´ta) et l’actuelle information du syste`me (niveau instance) qui utilise le langage
de´finit au niveau me´ta [KS96]. Par la suite, l’e´volution des interfaces graphique a pousse´ la
cre´ation de metaCASE base´s sur un environnement graphique. En effet, un mode`le graphique
est souvent plus repre´sentatif des concepts qu’il illustre, du point de vue humain, plutoˆt que
son e´quivalent sous forme de texte. Cette nouvelle ge´ne´ration de metaCASE implique de
devoir de´finir la syntaxe concre`te en plus de la spe´cification du langage.
Dans ce me´moire, nous e´tudierons l’imple´mentation d’un langage de mode´lisation stan-
dard au sein d’un metaCASE, afin d’en tirer des conclusions. Le langage choisi est BPMN
2.0, particulie`rement connu pour sa grande expressivite´ et la diversite´ des constructions pos-
sibles. Le metaCASE qui supportera l’imple´mentation sera MetaDone, un logiciel de´veloppe´
a` l’Universite´ de Namur. Ce travail implique de nombreux enjeux et objectifs qui sont de´crits
dans la section suivante.
23 [CN89] 24
1.2 Objectifs
Dans le contexte particulier de´crit aux points pre´ce´dents, l’objectif principal du me´moire
est d’imple´menter BPMN 2.0 au sein de MetaDone. Trois aspects distincts sont a` aborder :
l’imple´mentation des constructions BPMN et de leurs repre´sentations graphiques dans un
metaCASE, la critique de cette imple´mentation et en retirer une perspective d’e´volution de
MetaDone.
Concernant l’imple´mentation des constructions, il faut tout d’abord e´tablir la faisabilite´
d’imple´mentation d’un langage aussi complet que BPMN. Les langages tels que les re´seaux
de Petri ou URN, de´ja` imple´mente´s dans MetaDone, pourront fournir une base de travail
car ils ont des concepts en commun avec BPMN. Ensuite, le but sera de produire un e´diteur
graphique comprenant un maximum de constructions possible en respectant les re`gles de´finies
dans le standard BPMN de l’OMG. Nous pourrons ainsi e´valuer la capacite´ de MetaDone a`
ge´rer un langage complexe en respectant a` la fois son me´tamode`le et sa syntaxe concre`te.
De plus, il serait inte´ressant d’inte´grer un embryon de simulateur BPMN pouvant illustrer le
de´roulement d’une exe´cution de processus.
Du point de vue de la critique de l’imple´mentation de BPMN dans MetaDone, il faudra
comparer les e´diteurs BPMN populaires afin de relever leurs forces et faiblesses, pour illustrer
l’avantage d’utiliser un metaCASE par rapport a` une solution de´die´e uniquement a` BPMN.
A travers cela, il sera inte´ressant de montrer les avantages et faiblesses de MetaDone par
rapport a` ses concurrents.
Concernant la perspective d’e´volution, d’une part des pistes d’ame´lioration seront a` sugge´rer
afin de donner des lignes directrices pour une future version de MetaDone.
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1.3 Proble´matique de re´fe´rence
Afin d’illustrer les concepts de ce travail, cette section de´crit un exemple de re´fe´rence fictif
illustrant les diffe´rentes difficulte´s d’imple´mentation de BPMN (voir figure 1.1).
Cet exemple illustre le passage et le traitement d’une commande de plusieurs produits
entre un client et une entreprise. L’entreprise est constitue´e d’un service de facturation, d’un
service responsable des ventes ainsi qu’un service de´die´ a` l’exe´cution des commandes. Le
processus est le suivant. Le client envoie sa commande au service des ventes. Cette commande
est ensuite entre´e dans le syste`me informatique de l’entreprise. Si la commande est errone´e,
elle est annule´e. Dans le cas positif, elle est transmise au service d’exe´cution. Le service
d’exe´cution ve´rifie la disponibilite´ de chaque produit constituant la commande. Si chaque
produit est disponible en stock, le compte client est mis a` jour avec le de´tail de la commande,
ce qui termine le processus. Dans le cas ou` un produit est indisponible, la commande est
annule´e. De plus, chaque 1er du mois, le service de facturation ge´ne`re un releve´ concernant
l’ensemble des comptes clients de l’entreprise.
Cet exemple de re´fe´rence a e´te´ mode´lise´ a` l’aide d’un e´diteur BPMN. Il se trouve a` la
figure suivante : 1.1.
1.4 Plan du me´moire
La structure du me´moire est de´finie ci-apre`s. Tout d’abord, l’e´tat de l’art apportera un
aperc¸u des metaCASE ainsi que des langages de mode´lisation de workflow. Ensuite, Meta-
Done et BPMN seront explique´s chacun dans un chapitre distinct afin de mettre en place
les concepts ne´cessaires a` la compre´hension de l’imple´mentation. Cette imple´mentation de
BPMN au sein de MetaDone sera expose´e dans le chapitre suivant. Elle sera se´pare´e en
deux sections comple´mentaires, d’une part l’imple´mentation du me´tamode`le et d’autre part
l’imple´mentation de la syntaxe concre`te. Enfin, le dernier chapitre comprendra une critique
globale du travail. Cette critique globale sera une re´flexion sur l’ensemble du travail. Tout
d’abord, BPMN sera critique´ et une ame´lioration de la syntaxe graphique sera imple´mente´e au
sein de l’e´diteur. Nous verrons que BPMN pourra constituer une base pour des futurs DSL, et
que l’adaptation de BPMN a` travers MetaDone pre´sente de nombreux avantages par rapport
a` l’adaptation d’un outil de´die´ a` BPMN. Ensuite, une appre´ciation des avantages et faiblesses
de MetaDone sera de´crite. Elle aboutira a` plusieurs pistes d’ame´liorations a` envisager pour
une future version de ce logiciel.
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Figure 1.1 – BPMN : Exemple contextuel
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Chapitre 2
E´tat de l’art
2.1 Les metaCASE
2.1.1 Introduction
Cette section se base sur l’article [Met04].
La plupart des metaCASES sont base´s sur une architecture a` trois niveaux, contrairement
au CASE Tools qui sont base´s sur deux niveaux. Ils fournissent une couche supple´mentaire
permettant d’abstraire certains concepts. Le niveau le plus bas est celui des mode`les, cre´e´s
par l’utilisateur final. Le niveau interme´diaire contient le mode`le de la me´thode appele´ le
me´tamode`le. Il inclut les concepts et les re`gles de construction pour une me´thode donne´e.
Il peut repre´senter des concepts par des classes ainsi que les relations d’he´ritages entre ces
classes. La repre´sentation du me´tamode`le est associe´e avec une syntaxe concre`te qui fournit la
repre´sentation graphique des e´le´ments du langage. Par exemple, la notation BPMN propose
un me´tamode`le que nous de´crirons en de´tail dans la section 3.3. Ce niveau est code´ dans
un CASE Tool est n’est pas modifiable. Le dernier niveau est celui du me´ta-me´tamode`le,
imple´mente´ dans les metaCASE, qui permet de de´finir un me´tamode`le. Un me´ta-me´tamode`le
est conc¸u pour eˆtre ge´ne´rique afin de pouvoir exprimer toutes les constructions possibles d’un
me´tamode`le.
D’un point de vue pratique, l’utilisateur a la possibilite´ de cre´er un me´tamode`le qui peut
eˆtre base´ sur un langage existant et potentiellement le personnaliser selon ses besoins. Le
metaCASE va interpre´ter ce me´tamode`le pour e´muler un CASE Tool souvent de manie`re
graphique. Un grand avantage des metaCASE est que cette me´thode est plus rapide que
de´velopper un CASE Tool “from scratch”. De plus, il sera plus rapide de faire e´voluer la
me´thode, aussi appele´e le langage (DSML voir 2.1.2), au court du temps afin de suivre
l’e´volution du domaine d’activite´.
Rossi [RK99] identifie 9 exigences pour la conception d’un metaCASE : 1) La simplicite´
de l’architecture du syste`me et le me´tamode`le associe´ ainsi que la facilite´ d’utilisation. 2)
La puissance d’expression du me´tamode`le doit eˆtre maximise´e et eˆtre simple dans le meˆme
temps. 3) L’identification d’unite´s ou mode`les fins. 4) La capacite´ a` mode´liser des objets
complexes. 5) La possibilite´ d’utiliser partiellement les me´tamode`les et mode`les imple´mente´s.
6) Le support de la continuite´ des donne´es. 7) Le dynamisme du type et instance de niveaux.
8) Plusieurs niveaux de modification 9) Un support multi-utilisateur.
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2.1.2 Les DSML
Les “Domain-specific modelling language”, DSML, ont deux buts selon Kelly [KT08].
Premie`rement, augmenter le niveau d’abstraction a` travers la programmation d’une spe´cification
de solution dans un langage qui utilise directement les concepts et les re`gles d’un domaine
spe´cifique. Deuxie`mement, ge´ne´rer un produit final dans un langage de programmation choisi
ou une autre forme depuis ces spe´cifications haut niveau.
Ces langages ont, pour Luoma [LKT04], une influence claire sur la productivite´ : “DSM had
a clear productivity influence due to is higher level abstraction : it required less modeling work,
which could often be carried out by personnel with little or no programming exprerience.”
2.1.3 Logiciels existants
GME
Cette section se base sur les articles [LMB+01] et [GME08].
GME, “Generic Modeling Environnment”, est un metaCASE fonctionnant sous Windows
de´veloppe´ a` l’Universite´ Vanderbilt. Il permet la spe´cification de me´tamode`les de´crivant un
langage de mode´lisation afin de ge´ne´rer un environnement spe´cifique pour ce langage. Les
mode`les cre´e´s dans cet environnement sont stocke´s dans une base de donne´es de mode`les.
Les concepts de mode´lisations sont de´finis selon un vocabulaire spe´cifique a` GME. Ils
sont illustre´s a` la figure 2.1. Un Project contient un ensemble de Folders. Ces folders sont
des conteneurs qui organisent les mode`les comme sur un syste`me de fichiers. Les Models,
Atoms, References, Connections et Set sont des objets de premie`re classe qui peuvent avoir
des Attributes. Les Atoms sont les objets de base. Un exemple d’Atom est une porte AND
ou XOR. Les Models sont les objets compose´s de FCO par l’interme´diaire de Roles. Les
Aspects permettent un controˆle sur les objets graphiques composant un mode`le. Ils permettent
d’afficher ou cacher un groupe d’objets au sein d’un mode`le. Les relations entre objets sont
repre´sente´es par les Connections. Les connections entre objets sont e´tablies a` l’aide de ports
contrairement a` d’autres MetaCASE comme MetaEdit+ qui indique une relation entre deux
objets avec une certaine cardinalite´. Les ports sont des entite´s internes aux entite´s de base
d’un me´tamode`le de´finit dans GME. Les References sont assimilables a` un pointeur vers un
objet existant. Les Connections et les Re´fe´rences sont des relations binaires. Afin de construire
des relations vers plusieurs objets, l’objet Set est pre´vu et de´fini un ensemble d’objets.
Les se´mantiques statiques des langages de mode´lisation sont spe´cifie´es avec des contraintes
OCL (Object Constraint Language). La repre´sentation visuelle (syntaxe concre`te) est assi-
mile´e a` un attribut de l’objet. Un objet peut donc avoir un attribut de type String de´crivant
le chemin vers le symbole ade´quat.
L’architecture de GME est base´e sur des composants. Plusieurs composants ge`rent le
stockage selon plusieurs format comme MS Repository (base´ sur SQL Server) et un format
de fichier proprie´taire. Le composant Core imple´mente les blocs principaux de l’outil comme
les concepts de mode´lisation. Deux composants utilisent les services du Core : le Meta et
le MGA. Le Meta de´fini les paradigmes de mode´lisation tandis que le MGA imple´mente les
concepts de mode´lisation de GME pour le paradigme donne´s. L’architecture est extensible
par l’ajout d’add-ons pour e´tendre les fonctionnalite´s de GME. Par exemple, le manager
(interpre´teur) des contraintes OCL est un add-on a` part entie`re. Aussi, la partie visualisation
et la partie stockage des mode`les sont deux composants se´pare´s par une interface accessible a`
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Figure 2.1 – GME : Concepts de mode´lisation
d’autres composants. Graˆce a` cette conception, plusieurs composants peuvent eˆtre remplace´s
facilement selon l’environnement et les besoins lie´s a` l’utilisation de GME.
Dome
Cette section se base sur les articles [EK00] et [LMB+01].
Domain Modeling Environment, DOME, est un metaCASE permettant de synthe´tiser
rapidement des outils base´s sur une notation graphique. Un outil (e´diteur) est de´fini par
un mode`le de me´tamode´lisation appele´ DOME Tool Specification (DTS). Un DTS peut eˆtre
compile´ et interpre´te´ par MetaDOME, le compilateur de DOME. MetaDOME ge´ne`re du code
Smalltalk inte´gre´ avec l’environnement de de´veloppement CINCOM VisualWorks Smalltalk.
Smalltalk est un langage de programmation oriente´ objet disposant d’un environnement de
de´veloppement inte´gre´ comple`tement graphique [Wik14a].
L’outil DTS a deux composants : une notation graphique (DSTL) permettant de spe´cifier
les objets (classes, proprie´te´s, contraintes et attributs visuels) d’un langage graphique et un
langage textuel base´ sur Scheme permettant l’imple´mentation de comportements spe´ciaux.
Ce dernier est appele´ “Alter”.
Le langage DSTL supporte les concepts suivants. Un Model consiste en un re´seau de
graphes. Les mode`les peuvent eˆtre hie´rarchiques, c’est-a`-dire qu’un mode`le peut contenir
plusieurs mode`les. Un Graph est un ensemble de composants gouverne´ par les contraintes
impose´es par un me´tamode`le. Un Component est un objet de base d’un graphe (noeud). Il
posse`de une Interface qui consiste en un ensemble de connections qui peuvent eˆtre lie´es aux
15
Chapitre 2. E´tat de l’art
interfaces des autres Component. Enfin, un Archetype est un composant re´utilisable de´fini
dans une partie spe´cifique d’un mode`le. Il peut eˆtre re´utilise´ par l’interme´diaire de re´fe´rences
au sein du mode`le.
Alter assure la transformation des mode`les en code, documentation ou analyses au sein de
DOME. Alter est un langage base´ sur le standard SCHEME comportant plusieurs extensions.
Ces extensions permettent la navigation dans un mode`le, la manipulation d’une interface
utilisateur, la capacite´ d’appel de proce´dures et un support de programmation oriente´ objet.
Il permet un acce`s complet a` la base de donne´es des mode`les en lecture, modification et
cre´ation d’entite´s.
Cependant, DOME a plusieurs limitations. Le langage Alter devrait supporter l’exe´cution
des mode`les mais DOME ne dispose pas des fonctionnalite´s suffisamment robustes pour la
supporter. Par rapport au stockage, DOME stocke les mode`les dans des fichiers ce qui implique
des proble`mes lors de la se´paration de mode`les en petites parties e´ditables ou en e´dition
collaborative par e´quipe.
MetaDone
MetaDone est a` l’origine un logiciel de´veloppe´ par V. Englebert [Eng00], professeur a` la fa-
culte´ d’informatique a` l’Universite´ de Namur. Ce logiciel, qui est le support de l’imple´mentation
de ce travail, sera de´taille´ dans le chapitre 4.
MetaEdit+
Cette section se base sur les articles [TR03] et [Met14b].
MetaEdit+ est un logiciel de me´tamode´lisation tre`s populaire de´veloppe´ par la socie´te´
MetaCase. Il fournit une suite d’outils permettant de de´finir les concepts d’un langage, les
re`gles, les symboles et de ge´ne´rer le code relatif a` un mode`le conc¸u par l’utilisateur. L’interface
de MetaEdit+ est base´e sur une se´rie de boites de dialogue.
MetaEdit+ se base sur la structure d’un me´tamode`le pour ge´ne´rer un outil de mode´lisation.
La repre´sentation des entite´s est re´alise´e avec le langage Smalltalk, utilise´ aussi dans DOME
(section 2.1.3).
Le logiciel supporte l’e´dition de mode`le multi-utilisateurs. La base de donne´es des DSL
de MetaEdit+ fournit une gestion des versions. Lors d’une mise a` jour, les changements sont
re´percute´s sur les mode`les des utilisateurs. De plus, les de´finitions des DSL peuvent eˆtre
partage´s selon des fichiers pouvant eˆtre importe´s par une autre instance de MetaEdit+. Une
approche conservative est observe´e lors de la modification des me´tamode`les existants. Par
exemple, si un concept est enleve´ du me´tamode`le, la cre´ation d’instances de ce concept ne
sera plus possible, mais les instances existantes ne sont pas supprime´es des mode`les.
Les ge´ne´rateurs de code sont de´finis en utilisant le Generator Editor base´ sur MERL, un
DSL textuel conc¸u pour transformer les mode`les en texte. Un de´bugger permet de controˆler
l’exe´cution d’un ge´ne´rateur en affichant le mode`le, la re`gle de transformation applique´e ainsi
que le code re´sultant. Il fournit la possibilite´ d’inse´rer des breakpoints ou encore d’exe´cuter les
transformations pas a` pas. Ce de´bugger est illustre´ a` la figure 2.2 ou` le ge´ne´rateur transforme
un mode`le en code HTML. De plus, le code ge´ne´re´ permet, au travers d’une fonctionnalite´
appele´e “Live code”, de basculer vers la partie du mode`le correspondant a` une portion de
code via un clic de l’utilisateur.
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Figure 2.2 – MetaEdit+ : Generateur Debugger
OpenFlexo
[Ope14] Openflexo est un metaCASE capable de produire un e´diteur graphique a` partir
d’une source d’information. Il utilise un langage de´die´ appele´ “Flexo Modeling Language” afin
de de´finir les perspectives spe´cifiques au domaine d’application. Aussi, il fournit un ensemble
de me´canismes pour manipuler et repre´senter les informations.
OpenFlexo organise les informations dans une notion propre appele´e “Flexo Concept” afin
de les manipuler. Cette notion fait re´fe´rence a` diffe´rentes sources d’information telles que des
mode`les, me´taobjets, repre´sentation graphique, etc. Les relations entre ces “Flexo Concept”
sont appele´es des “Flexo Roles”.
Un “Viewpoint” de´finit un ensemble de re`gles de construction qui permettent d’afficher
une “View” particulie`re, une “View” e´tant une agre´gation d’un ensemble de mode`les.
Afin de spe´cifier les informations, OpenFlexo peut utiliser plusieurs technologies comme
EMF 1, les ontologies OWL, XML et les feuilles de calcul Excel.
Openflexo propose un e´diteur BPMN qui sera analyse´ dans la section 3.4.3.
ATOM 3
Cette section se base sur les articles [dLV02] et [ATo].
AToM3, litte´ralement “A Tool for Multi-Formalism and Meta-Modelling”, est un logi-
ciel de me´tamode´lisation pouvant utiliser et exprimer plusieurs formalismes diffe´rents. Il est
de´veloppe´ au “Modelling, Simulation and Design Lab (MSDL)” a` la faculte´ d’informatique
de l’Universite´ McGill.
1. EMF : Eclipse Modeling Framework
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Figure 2.3 – ATOM3 : Editeur DFD
L’outil a une couche de me´tamode´lisation qui lui permet de repre´senter diffe´rents forma-
lismes graphiques. D’apre`s une me´ta-spe´cification, compose´e d’un mode`le entite´-relation (ER)
e´tendu avec des contraintes, AToM3 ge´ne`re un outil permettant d’e´diter des mode`les. Cette
me´ta-spe´cification est compose´e d’un me´tamode`le exprime´ a` l’aide d’une notation graphique
(ER) et de contraintes exprime´es de manie`re textuelle. AToM3 ge`re ces contraintes avec le
langage OCL (Object Constraint Language) de la notation UML.
Afin d’exprimer la manipulation des mode`les, l’outil utilise des grammaires graphiques.
Elles sont compose´es de reˆgles mappant un graphe vers un autre graphe apre`s plusieurs
ite´rations. Des sous-graphes sont identifie´s dans le premier graphe et remplace´s dans le
deuxie`me graphe selon une re`gle. Les ite´rations se terminent lorsqu’il n’existe plus de re`gle a`
appliquer. Dans AToM3, les re`gles sont ordonne´es par une priorite´ donne´e par l’utilisateur.
Le principal composant de AToM3 est le “Processor”. Il est responsable du charge-
ment, de la sauvegarde, de la cre´ation et de la manipulation des mode`les. D’apre`s les me´ta-
spe´cifications, ce composant ge´ne`re des fichiers en Python qui permettent la manipulation des
mode`les.
Chaque entite´ du me´tamode`le peut eˆtre associe´e a` une repre´sentation graphique. Les at-
tributs et contraintes relatives aux entite´s peuvent aussi eˆtre affiche´s avec la repre´sentation.
Chaque repre´sentation graphique d’entite´ est compose´ de plusieurs formes graphiques re´fe´rence´es
par un nom ge´ne´re´ automatiquement. Ce nom donne acce`s a` des me´thodes permettant par
exemple de changer la couleur de la forme ou de la cacher. La figure 2.3 illustre AToM3
imple´mentant le formalisme Data Flow Diagram (DFD).
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2.1.4 Constatations globales
Les metaCASE de´crits dans ce chapitre ont plusieurs points communs mais ont aussi des
approches diffe´rentes.
Tous les metaCASE analyse´s produisent un environnement d’e´dition a` l’aide d’une de´finition
d’un me´tamode`le.
La de´finition du me´tamode`le est diffe´rente selon les logiciels. MetaEdit+ choisit une ap-
proche tourne´e vers l’utilisateur en de´finissant un me´tamode`le par une succession de boˆıtes
de dialogue. D’autres metaCASE comme MetaDone, GME ou DOME utilisent des langages
de me´tamode´lisation (MeTaL [Eng06], OCL (Object Constraint Language), DSLT [EK00])
afin de de´finir les me´tamode`les. Le premier est plus tourne´ vers l’utilisateur non-expert tandis
que le second permet d’avoir une approche plus flexible destine´e a` un utilisateur plus avance´.
Les metaCASE ont une manie`re diffe´rente d’extraire et manipuler l’information des mode`les.
“MetaEdit+, via son syste`me de ge´ne´rateur, permet la ge´ne´ration de code facile pour un
utilisateur “de base”. Ces ge´ne´rateurs ne permettent pas des fonctionnalite´s avance´es que
permettraient un langage de programmation” [LMB+01]. MetaDone permet de manipuler le
mode`le sous-jacent par l’ajout de plugins de´veloppe´s dans des langages compatibles avec la
JVM comme Groovy ou Scala et l’utilisation d’une API d’acce`s au kernel, en ce compris le
repository. Ce script a un acce`s global au mode`le construit par l’utilisateur et peut effectuer
des ope´rations complexes de manie`re transparente. GME repre´sente les donne´es en un re´seau
de donne´es C++ graˆce au “Builder Object Network”. Ce re´seau permet une de´finition d’API
ayant un acce`s total au mode`le. De plus, GME fournit des acce`s XML bidirectionnels pour
chaque information du mode`le et du me´tamode`le. DOME utilise le langage Alter afin de
manipuler les mode`les.
Plusieurs metaCASE (GME, MetaDone, MetaEdit, ...) ont une architecture pre´vue pour
e´tendre leurs fonctionnalite´s sans modifier leur cœur.
2.2 Mode´lisation de processus business
2.2.1 Introduction
Cette section se base sur les articles [Wik14b] et [VDA98].
Un workflow est un anglicisme signifiant litte´ralement un “flux de travail”. Il se caracte´rise
par une repre´sentation d’une se´rie d’activite´s ne´cessaires a` la re´alisation d’un processus me´tier.
Ces activite´s sont effectue´es par des ressources et peuvent produire une information. Un flux,
ge´ne´ralement repre´sente´ par des fle`ches, lie les activite´s entre-elles en indiquant l’ordre dans
lequel elles doivent eˆtre effectue´es.
Le “workflow management” est la gestion de ces flux de travail. Selon Van der Aalst
[VDA98], le workflow management promet une nouvelle solution a` un vieux proble`me : le
controˆle, l’optimisation et le support des processus me´tier. Le support informatique permet
de mode´liser et d’exe´cuter les workflow afin de mieux les ge´rer.
Plusieurs langages, de´crits a` la section suivante, permettent de mode´liser un workflow
parfois de manie`re graphique. Chaque langage a une approche diffe´rente et permet de mettre
en valeur diffe´rentes informations comme les informations transmises entre les activite´s ou
encore les e´ve´nements pouvant se produire durant un processus.
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2.2.2 Langages existants
YAWL
YAWL, “An Other Workflow Language”, est le fruit de l’universite´ de technologie d’Eind-
hoven et de l’universite´ de technologie du Queensland. Le point de de´part a e´te´ les re´seaux
de Petri, qui ont e´te´ e´tendus avec des constructions pour ge´rer des instances multiples, une
synchronisation avance´e ainsi que des patterns d’annulation [vdAtH05, vdAADtH04]. Plus
qu’e´tendre les re´seaux de Petri, YAWL est vraiment un nouveau langage avec sa propre
se´mantique et est conc¸u spe´cifiquement pour la spe´cification de workflow. Pour cette nota-
tion, une spe´cification de workflow est un ensemble de processus formant une hie´rarchie.
Chaque processus est constitue´ d’un ensemble de taˆches pouvant eˆtre soit composites soit
atomiques ainsi que des conditions, qui peuvent eˆtre assimile´es a` des places dans les re´seaux
de Petri [vdAtH05]. La figure 2.4 illustre les diffe´rents e´le´ments de YAWL.
Figure 2.4 – Symboles YAWL
YAWL a une fondation formelle propre, ce qui rend les spe´cifications non ambigue¨s et
permet une ve´rification automatise´e possible [Yaw14]. Par rapport a` BPMN, on remarque
imme´diatement que YAWL offre bien moins de constructions possibles, ce qui rend la notation
plus simple. D’un autre point de vue, ce petit nombre d’e´le´ments restreint l’expressivite´ de la
notation. La pre´cision doit alors eˆtre trouve´e d’une manie`re diffe´rente via des commentaires
ou des annotations. De plus, selon [Yaw14], les mode`les BPMN peuvent eˆtre transforme´s
en mode`le YAWL pour eˆtre exe´cute´s. YAWL a une imple´mentation fournie par la YAWL
Foundation sur leur site http://www.yawlfoundation.org/.
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UML
Les diagrammes d’activite´ UML sont un cas spe´cial des diagrammes d’e´tat UML, qui
sont tourne´s en repre´sentation de machines a` e´tat [DtH01]. Ils sont repre´sente´s sous la forme
d’un graphe ou` les nœuds sont connecte´s par des fle`ches, formant un workflow. “Les noeuds
objet contiennent des donne´es rec¸ues en entre´e et en sorties de noeuds exe´cutables, et se
de´place a` travers l’activite´ selon le sens du flux”[OMG11b] Les diagrammes d’activite´s peuvent
eˆtre forme´s de plusieurs e´le´ments de base indique´s ci-apre`s. D’autres e´le´ments, tels que les
Datastore sont de´finis dans la spe´cification [OMG11b].
– Un rectangle contenant le diagramme
– Un header (en haut a` gauche) qui identifie le diagramme
– Des activite´s, repre´sente´es par des rectangles arrondis
– Des fle`ches pour indiquer le sens du flux
– Des nœuds FORK et MERGE, repre´sente´s par des barres verticales
– Des points de choix (OR), repre´sente´s par des losanges verticaux
– Des cercles indiquant le de´but et la fin du processus
La figure 2.5 repre´sente un diagramme d’activite´ nomme´ “processOrder”. Il est forme´
d’une suite d’activite´s illustrant le passage d’une commande. On peut remarquer un point de
choix ainsi que la se´paration du flux en deux flux paralle`les, ou` les activite´s se de´roulent de
manie`re concurrente. Les deux flux se rejoignent signifiant que la commande a e´te´ livre´e et
paye´e par le client. La commande est finalise´e, mettant fin au processus.
Figure 2.5 – Diagramme d’activite´ : Exemple
“Un diagramme d’activite´ compose´ de noeuds FORK et MERGE doit remplir certains
crite`res pour eˆtre bien forme´. Ces crite`res spe´cifient qu’il doit eˆtre possible de remplacer chaque
noeud FORK par des AND-states”[DtH01] , les AND-states e´tant des noeuds particuliers des
diagrammes d’e´tat UML. Ce qui implique qu’en particulier, chaque noeud FORK doit avoir
un noeud MERGE lui correspondant.
Comparaison avec BPMN Dans son article [Whi04], Stephen A.White (pour rappel e´tant
le chef d’e´quipe conceptrice de BPMN 1.0) compare la notation BPMN avec les diagrammes
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d’activite´ UML. Il ressort plusieurs points inte´ressants :
– Les deux notations proposent des solutions similaires pour les meˆmes proble`mes, re´ve´lant
que les notations sont assez proches l’une de l’autre
– Les deux notations partagent des e´le´ments communs dont les rectangles arrondis pour
les activite´s ainsi que les diamants pour les points de choix
– Chaque diagramme BPMN peut eˆtre transforme´ en son e´quivalent en diagramme d’ac-
tivite´ UML et vice-versa (a` l’exception d’une construction particulie`re, le “Interleaved
Parallel Routing pattern”)
– Les deux notations ont chacune leur me´tamode`le de´fini dans la spe´cification
Les diagrammes BPMN et les diagrammes d’activite´s sont tre`s proches dans leur aptitude
a` exprimer un processus. Cependant, BPMN 2.0 dispose de plus d’e´le´ments graphiques qui
peuvent faciliter la lecture de diagrammes plus complexes.
BPEL
BPEL, ou WS-BPEL, signifiant Web Services Business Process Execution Language, est
un langage base´ sur XML et e´tant un standard OASIS. Il est utilise´ pour composer des
Web Services au sein d’un processus exe´cutable. Il se base sur les de´finitions des Web Ser-
vices (WSDL) et de´fini, sur base d’un diagramme, la manie`re dont les ope´rations doivent
eˆtre se´quence´es [OAS07]. Un processus BPEL va produire un Web Service. C’est un langage
d’orchestration, impliquant qu’une entite´ est responsable de l’exe´cution du processus mettant
en œuvre plusieurs Web Services. En pratique, c’est le fichier BPEL, construit par un envi-
ronnement de de´veloppement comme Eclipse [Ecl14]. La figure 2.6 repre´sente un processus
BPEL “main” pour l’exe´cution d’une commande. Le Web Service “Order” est accessible par
un client. Le processus BPEL va d’abord recevoir la commande du client, puis demander un
prix au fournisseur pour un produit particulier via le Web Service “getQuote”. Le prix sera
ensuite confirme´ par un second Web Service du fournisseur qui terminera la commande par
l’envoi de la facture au client. On remarque que trois Web Service ont e´te´ invoque´s par ce
processus BPEL.
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Figure 2.6 – BPEL : Exemple (http://www.amsimaging.com/blog/bid/138309/
What-is-BPEL-and-Why-is-it-Important-for-your-Business)
Plusieurs articles ont e´te´ publie´s concernant les relations entre BPEL et d’autres langages
comme BPMN. Dans son article [Whi05], Stephen A.White pre´sente un simple exemple de
comment un diagramme BPMN peut eˆtre utilise´ pour ge´ne´rer un processus BPEL.
EPC
La notation EPC “Event-driven Process Chain” est une technique de mode´lisation de pro-
cessus me´tier, de´veloppe´e par August-Wilhelm Scheer au sein du framework ARIS (“Architec-
ture of Integrated Information Systems”) [S+92]. Les diagrammes EPC sont principalement
utilise´s pour configurer une imple´mentation d’un ERP 2. “An Event-driven Process Chain
(EPC) is an ordered graph of events and functions. It provides various connectors that allow
alternative and parallel execution of processes. Furthermore it is specified by the usages of
logical operators, such as OR, AND, and XOR. A major strength of EPC is claimed to be its
simplicity and easy-to-understand notation. This makes EPC a widely acceptable technique
to denote business processes.” [TWTR06]
Un diagramme EPC est compose´ d’e´le´ments tels que les e´ve`nements, des fonctions, des
donne´es en entre´e et sortie, des connecteurs. Ces e´le´ments peuvent trouver leur e´quivalent
dans un autre diagramme de mode´lisation de processus me´tier comme BPMN (section 3) ou
les diagrammes d’activite´ (section 2.2.2).
2. EPC : Enterprise Resource Planning
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Re´seaux de Petri
Les re´seaux de Petri sont un outil de mode´lisation graphique et mathe´matique applicables
a` beaucoup de syste`mes [Mur89]. Ils sont apparus en 1962, dans la the`se de Carl Adam Petri.
Un re´seau de Petri est compose´ de deux types de noeuds : les places et les transitions. Ces
noeuds sont relie´s par des arcs oriente´s. Une re`gle importante de conception e´tant qu’on ne
peut pas relier deux places entre elles ni deux transitions entre elles. Les re´seaux de Petri
sont tre`s connus et ont fait l’objet de milliers de publications dans le monde scientifique. Par
exemple, Murata de´crit les proprie´te´s, analyse et applique les re´seaux de Petri dans [Mur89]
et K.Jensen e´tudie les re´seaux de Petri colore´s [Jen87].
IDEF0
“Integration DEFinition for Function Modeling” (IDEF0) est une technique de mode´lisation
pour l’analyse, le de´veloppement, l’inge´nierie et l’inte´gration de syste`mes d’information et pro-
cessus me´tier. Il est utilise´ pour montrer le flux de donne´es d’un cycle de vie de processus
[Leo99]. En de´cembre 1993, le “Computer Systems Laboratory” du “National Institute of
Standards and Technology (NIST)” ont de´fini IDEF0 comme un standard de la mode´lisation
de fonction [IDE14]. IDEF0 est compose´ de deux e´le´ments de base :
– Les fonctions, repre´sente´es par des boˆıtes rectangulaires
– Les donne´es et objets, repre´sente´s par des fle`ches
Ces e´le´ments sont illustre´s a` la figure 2.7. Les entre´es d’une fonction (parame`tres) sont in-
dique´es venant de la gauche, les sorties (re´sultats) sortent du coˆte´ droit de la fonction. Une
mode´lisation en utilisant IDEF0 implique de concevoir un diagramme pour chaque niveau
de de´tail. Chaque diagramme e´tant le raffinement d’un autre, d’ou` il ressort une structure
d’arbre. Plusieurs me´thodologies supple´mentaires telles que IDEF1, IDEF1X, IDEF3, IDEF4
ou IDEF5 ont e´te´ cre´e´es, chacune se spe´cialisant dans une repre´sentation comme l’informa-
tion, les donne´es, les ontologies ou encore l’oriente´ objet. La figure 2.8 illustre un exemple de
diagramme IDEF0.
Figure 2.7 – IDEF0 : Format de base
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Figure 2.8 – IDEF0 : Exemple
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Chapitre 3
BPMN
Ce chapitre est une pre´sentation de BPMN 2.0. Afin de comprendre les difficulte´s d’imple´-
mentation de l’e´diteur, il est ne´cessaire de pre´senter les diffe´rents concepts constituant la
notation BPMN. Un mode`le BPMN, appele´ Processus, est compose´ d’un ensemble d’e´le´ments
dispose´s de manie`re a` illustrer une se´rie d’actions ne´cessaire a` la re´alisation d’un processus
me´tier.
La premie`re section pre´sente une description ge´ne´rale de BPMN. La description des
concepts de BPMN sera de´finie dans le me´tamode`le, pre´sente´ dans la section suivante. En-
suite, la syntaxe concre`te de ces concepts sera recense´e dans un inventaire des constructions.
Dans le but d’imple´mentation de l’e´diteur, une comparaison des outils d’e´dition BPMN est
pre´sente´e dans la section 5. Une introduction a` la se´mantique de BPMN, ne´cessaire a` la
conception du simulateur, terminera ce chapitre.
3.1 Description ge´ne´rale
Afin de documenter les processus me´tiers, une manie`re approprie´e est d’utiliser une no-
tation, souvent graphique, pour les mode´liser. Cependant, dans un monde vaste et en pleine
e´volution, une documentation doit pouvoir eˆtre lisible et compre´hensible par tous les interve-
nants, du de´veloppeur au manager en passant par l’analyse. Une notation graphique adapte´e
est un moyen de casser cette frontie`re par un langage compre´hensible par tous les maillons
de la chaˆıne.
Selon plusieurs e´tudes, la documentation est une e´tape essentielle de la conception logi-
cielle. La conception logicielle un processus complexe qui implique que les diffe´rents acteurs
doivent documenter un maximum leurs interventions. Cependant, cette vision est souvent
ide´ale et dans la pratique, le monde de l’industrie en ge´ne´ral a` plutoˆt tendance a` ne´gliger
la documentation des processus me´tiers. Lorsque cette documentation est re´alise´e, elle n’est
valable qu’au moment de sa re´daction et n’est pas mise a` jour. De plus, selon B. Silver :
“The familiar 80-20 rule sats that 80% of the costs, delays, and errors come from 20% of the
instances - the exceptions. So it should be up to the business to specify - in a non-technical
way - how any type of exception should be handled : a costumer cancels or changes the order,
an item is out of stock, or timeout occurs”[Sil07]. La documentation spe´cifique des exceptions
est primordiale. Afin d’aider a` identifier les sources d’exceptions, BPMN propose un large
e´ventail de constructions qui permettra de mettre en valeur ces exceptions.
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3.1.1 En ge´ne´ral
Plusieurs standards apportent une telle notation, avec divers degre´s de pre´cision et de
comple´tude. Les diagrammes d’activite´ d’UML (Unified Modeling Language) sont une nota-
tion capable de repre´senter les processus me´tiers. “Cependant, son usage est essentiellement
restreint a` la conception de logiciels oriente´s-objet, ou` UML est le standard accepte´.” [All11]
Un langage de mode´lisation plus approprie´ e´tait ne´cessaire dans ce domaine. La comple´tude,
la multiplication des acteurs, les diffe´rentes exceptions, les diffe´rents types de taˆches sont des
concepts qui doivent pouvoir eˆtre repre´sente´s au sein d’un processus me´tier. C’est dans cette
optique que BPMN va se de´velopper.
3.1.2 Histoire de BPMN
A` l’origine, BPMN (Business Process Modelling Notation) a e´te´ conc¸u par le Business
Process Management Initiative (BPMI). Il s’agit d’un cortorsium de plusieurs entreprises
principalement de´veloppant des logiciels. Le but premier e´tait de fournir une notation gra-
phique au langage BPML (Business Process Modeling Language), de´veloppe´ e´galement par
BPMI. Par la suite, BPML ne sera plus maintenu et sera abandonne´ au profit de BPEL.
La premie`re version de BPMN a e´te´ produite par l’e´quipe de Stephen A. White de la
socie´te´ IBM en 2004. Deux ans plus tard, BPMN version 1.0 a e´te´ accepte´ comme standard
OMG. “L’OMG (Object Management Group) est une association ame´ricaine a` but non lucratif
cre´e´e en 1989 dont l’objectif est de standardiser et promouvoir le mode`le objet sous toutes ses
formes. L’OMG est notamment a` la base des standards UML (Unified Modeling Language),
MOF (Meta-Object Facility), CORBA (Common Object Request Broker Architecture) et
IDL (Interface Definition Language).” [Wik13b] Par la suite, en 2008, une version 1.1 a e´te´
produite et pre´sente plusieurs changements au niveau graphique.
BPMN est un langage pre´sentant plusieurs constructions. Les principales sont :
– Les e´ve`nements
– Les taˆches
– Les portes
– Les objets repre´sentant les donne´es
– Les intervenants
– Les sous-processus
– Les flux
Graˆce a` cette base, il est possible de repre´senter une grande partie des processus me´tiers
sous tous leurs aspects.
En 2009, la version 1.2 sera de´livre´e. Depuis 2011, BPMN est a` sa version 2.0, beaucoup
plus comple`te que les pre´ce´dentes. Elle pre´sente plusieurs innovations dont :
– Des nouveaux types d’e´ve`nements
– Les portes base´es sur les e´ve`nements
– Les e´ve`nement interme´diaires
– Des sous-processus de´clenchables par certains e´ve`nements
– La collaboration de plusieurs intervenants
– Un symbole pour chaque type de taˆche
– Les diagrammes de collaboration
– Les diagrammes de chore´graphie
Le standard BPMN 2.0 de´crit le but principal de BPMN comme : “provide a notation that is
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Figure 3.1 – BPMN 2.0 : Exemple
readily understandable by all business users, from the business analysts that create the initial
drafts of the processes, to the technical developers responsible for implementing the technology
that will perform those processes, and finally, to the business people who will manage and
monitor those processes”” [OMG11a]. On retrouve bien ici les concepts d’interdisciplinarite´.
Le standard BPMN 2.0, ne faisant pas moins de 504 pages, de´finit rigoureusement chaque
concept de la notation. Un exemple de diagramme est repre´sente´ a` la figure 3.1.
La notation BPMN 2.0 est scinde´e en trois grands types de diagrammes : PROCESS,
COLLABORATON et CHOREOGRAPHY. La partie PROCESS est la plus importante et
contient tous les e´le´ments de base cite´s pre´ce´demment. La partie COLLABORATION, comme
son nom l’indique, permet de re´aliser des mode`les mettant en situation plusieurs interve-
nants, s’e´changeant des informations au sein d’un processus. La parte CHOREOGRAPHY
se concentre sur les interactions entre Participants : “Choreography formalizes the way bu-
siness Participants coordinate their interactions. The focus is not on orchestrations of the
work performed within these Participants, but rather on the exchange of information (Mes-
sages) between these Participants” [OMG11a]. Il est important de noter que ces 3 types de
diagrammes ne sont pas exclusifs. En effet, il est coutume de voir plusieurs types de dia-
grammes sur un meˆme processus ; des e´le´ments de PROCESS en relation avec des e´le´ments
de CHOREOGRAPHY par exemple.
Cependant, la majeure e´volution apporte´e par la version 2.0 est certainement la de´finition
d’un me´tamode`le. Les pre´ce´dentes spe´cifications n’e´taient que sous forme verbale et e´taient
sujettes a` des interpre´tations diffe´rentes. La description de ce me´tamode`le repre´sente la ma-
jeure partie du standard BPMN [OMG11a] et est incontournable pour qui veut acque´rir une
expe´rience suffisante pour concevoir un outil permettant de mode´liser des diagrammes BPMN.
Si bien que depuis la cre´ation du me´tamode`le, le nom BPMN (Business Process Modelling
Notation) a change´ vers “Business Process Model and Notation”. Cela exprime que BPMN
est bien plus qu’une simple notation.
De plus, cette nouvelle version propose une se´rialisation XML (base´e sur XMI et XSD)
pour les mode`les BPMN, qui se base sur les e´le´ments du me´tamode`le. Ce qui fait que BPMN
se de´marque d’autres langages comme WS-BPEL and XPDL. “In fact, the advent of the new
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version of BPMN forces many software vendors to change thier tools to become compliant
with BPMN 2.0 and this is a time-consuming and expensive activity” [CT12]. Cette mise a`
niveau, assez volumineuse et diffe´rente de la version pre´ce´dente, implique que les pre´ce´dents
outils compatibles avec BPMN 1.2 doivent parfois revoir toute leur architecture pour mettre
en place les nouveaute´s de la version 2.0. Plusieurs outils, se disant compatibles BPMN 2.0,
ne repre´sentent pas l’entie`rete´ du me´tamode`le. Nous verrons plusieurs imple´mentations de
BPMN et comparerons celles-ci dans la section 3.4.
Plusieurs travaux ont critique´ BPMN par rapport aux e´le´ments, trop nombreux. D’un
coˆte´, un tel langage de mode´lisation se doit d’eˆtre complet afin de pouvoir eˆtre compatible
avec le plus de situations possibles, mais d’autre part, multiplier le nombre de constructions
rend le langage difficile a` aborder pour un novice, voire familier avec BPMN. Par exemple,
juste pour les Tasks, il existe 336 symboles repre´sentables [CT12]. En effet, chaque e´le´ment
peut eˆtre combine´ avec un autre, comme les Tasks et les Events. En prenant en compte le
nombre de Tasks diffe´rentes ainsi que le nombre d’Intermediate Event, on mesure aise´ment la
panoplie de combinaisons possibles. C’est une difficulte´ supple´mentaire a` prendre en compte
lors de la re´alisation d’un outil compatible avec BPMN 2.0.
3.1.3 Utilisation
D’apre`s une e´tude re´alise´e par [CT12], BPMN 2.0 est utilise´ par 40% des interviewe´s.
BPMN est utilise´ dans un but de documentation a` 52% et d’exe´cution a` 37%. On peut
en retirer, en prenant compte que nous n’avons pas les de´tails de l’e´tude, que BPMN est
largement utilise´. Cette e´tude a e´galement porte´ sur l’usage des diffe´rents e´le´ments de la
notation. Il ressort aussi de cette e´tude que 82.35% des interviewe´s de´clarent avoir e´tendu la
notation BPMN avec des e´le´ments personnalise´s. Ce chiffre nous inte´resse particulie`rement
dans le cadre de ce travail, car l’imple´mentation de BPMN dans un outil de me´tamode´lisation
permet d’adapter plus facilement le langage selon les besoins de l’utilisateur. Beaucoup plus
facilement qu’en utilisant un logiciel entie`rement de´die´ a` BPMN, nous y reviendrons.
3.1.4 Analyse de l’efficacite´ cognitive
Dans [GHA11], les auteurs ont voulu s’inte´resser a` l’efficacite´ cognitive de BPMN 2.0
en analysant les e´le´ments graphiques graˆce a` plusieurs techniques. “Cognitive effectiveness
is defined as the speed, ease and accuracy with which a representation can be processed by
the human mind” [Moo09]. L’apparence graphique des e´le´ments d’un langage joue un roˆle
pre´ponde´rant dans l’efficacite´. En effet, mit en balance avec le grand nombre d’e´le´ments de
BPMN2.0, il est primordial d’avoir une approche qui permette de distinguer les e´le´ments entre
eux et que leur forme soit e´quivoque. Il ressort de leur e´tude plusieurs re´sultats inte´ressants.
Premie`rement, ils constatent que 171 symboles composent les diagrammes PROCESS, ce qui
est beaucoup plus que le mode`le entite´-relation (5 symboles) ou encore YAWL ( 14 symboles
), concurrent de BPMN, nous y reviendrons dans la section 2.2.2. Ce qui montre bien que
BPMN est plus fourni que ces concurrents. Deuxie`mement et toujours dans la meˆme ligne´e,
ils constatent que 23.6% des me´taobjets composant le me´tamode`le de BPMN 2.0 n’ont pas
de correspondance graphique. Aussi, 5.4% des symboles sont utilise´s pour repre´senter plu-
sieurs constructions, surchargeant la notation. [GHA11] Nous constaterons l’importance de
ce re´sultat dans ce travail lors de la re´alisation de l’e´diteur, se basant sur ce me´tamode`le. De
plus, concernant la transparence se´mantique des e´le´ments, signifiant la mesure dans laquelle
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Figure 3.2 – BPMN 2.0 : Taˆches
la se´mantique d’un e´le´ment est bien e´quivoque a` travers un symbole, les auteurs proposent
quelques ame´liorations a` apporter afin de reme´dier a` des symboles dont la se´mantique n’est pas
clairement exprime´e. Ils proposent de remplacer des symboles par d’autres, plus e´quivoques.
Dans la suite de ce travail, ces changements seront inte´gre´s a` l’e´diteur. Pour conclure, nous
voyons qu’une notation n’est pas efficace cognitivement dans toutes ses constructions. C’est
pourquoi il est ne´cessaire d’avoir un outil permettant d’adapter rapidement, au besoin, le
langage BPMN.
3.2 Inventaire des constructions
3.2.1 Liste des e´le´ments
Taˆches
La figure 3.2 illustre les diffe´rents types de taˆches. Une taˆche repre´sente un travail,
une action effectue´e au sein d’un processus. Chaque type de taˆche illustre une spe´cificite´
supple´mentaire par rapport a` une taˆche abstraite.
Sous-processus
Avec les taˆches de´crites au point pre´ce´dent, les sous-processus forment un ensemble que
l’on appelle les Activite´s. Les sous-processus sont des taˆches complexes qui sont souvent
de´crites par un processus a` part, ou en de´pliant le sous-processus (souvent illustre´ par un
clic sur le “+”). Dans l’exemple de re´fe´rence, le sous-processus “Entrer commande” cache un
processus complexe compose´ des e´tapes typiques de constitution d’une commande (Se´lection
des produits, Identification du client, Acceptation des conditions ge´ne´rales, Paiement). La
de´cision de repre´senter ou non ces taˆches complexes en sous-processus revient au concepteur
selon le niveau d’abstraction qu’il souhaite illustrer dans le mode`le.
E´ve`nements
La figure 3.4 illustre les diffe´rents types d’e´ve´nements BPMN 2.0. Ils sont distingue´s en
trois cate´gories. “Catching” signifie que l’e´ve´nement est capture´, rec¸u. A` l’inverse, “Throwing”
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Type Explication
Taˆche abstraite Unite´ de base de travail
Taˆche message (re´ception)
Repre´sente une taˆche en attente d’un message provenant
d’un participant externe au processus
Taˆche message (envoi)
Repre´sente une taˆche envoyant un message a` un participant
externe au processus
Taˆche utilisateur
Repre´sente une taˆche re´alise´e par un humain avec une aide
logicielle
Taˆche manuelle
Repre´sente une taˆche re´alise´e par un humain sans support
applicatif
Taˆche service
Repre´sente une taˆche utilisant un service Web ou une appli-
cation automatise´e
Taˆche script
Repre´sente une taˆche re´alise´e par un moteur de processus
me´tiers
Taˆche “Business Rule” Repre´sente une taˆche re´alise´e par un groupe de travail
Figure 3.3 – BPMN 2.0 : Types de sous-processus
Type Explication
Loop De´termine un processus re´pe´titif
Multi-Instance
De´termine un processus re´pe´titif dont les instances
s’exe´cutent en paralle`le
Compensation
Repre´sente un sous-processus de compensation en re´action
a` une activite´ a` compenser dans le cadre d’une transaction
e´choue´e
Ad-Hoc
Repre´sente un sous-processus dont les taˆches internes sont
effectue´es dans un ordre non de´termine´
Compensation et Ad-Hoc
Repre´sente un sous-processus de compensation dont les
taˆches internes sont effectue´es dans un ordre non de´termine´
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Figure 3.4 – BPMN 2.0 : E´ve´nements
Figure 3.5 – BPMN 2.0 : Donne´es
signifie que l’e´ve´nement est lance´, e´mis. “Non-interrupting” signifie que le processus n’est pas
interrompu par le de´clenchement de cet e´ve´nement.
De plus, les e´ve´nements ayant un cercle simple doivent de´marrer un processus, ceux ayant
un cercle gras doivent terminer un processus. Les e´ve´nements interme´diaires, entoure´s par
un double cercle plein ou interrompu, doivent se trouver au sein d’un processus entre un
e´ve´nement de de´part et un e´ve´nement de fin.
Donne´es
La figure 3.5 repre´sente les e´le´ments “donne´es”. Les donne´es sont des e´le´ments physiques
ou des informations qui sont cre´e´s, manipule´s ou utilise´s lors de l’exe´cution d’un processus.
Portes
La figure 3.6 repre´sente les diffe´rents types de portes BPMN. Les portes sont des e´le´ments
capables de controˆler le flux de se´quence d’un processus comme un choix entre deux alterna-
tives ou l’exe´cution de plusieurs taˆches en paralle`le.
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Type Explication
Abstract
E´ve´nement sans type particulier, qui indique un point de
de´part.
Message Re´ceptionne / Envoi un message
Timer
E´ve´nement cyclique indiquant une dure´e ou un point dans
le temps.
Error Re´ceptionne / Envoi une erreur
Escalation Passage a` un niveau de responsabilite´ supe´rieur.
Cancel Re´action par rapport a` une transaction annule´e
Compensation Gestion ou de´clenchement de compensation
Conditional Re´action par rapport a` une condition, re`gle
Link
Connecte deux e´ve`nements afin de mieux re´partir l’agence-
ment graphique
Signal Signalisation sur plusieurs processus
Terminate Arreˆte toute instance du processus en cours
Multiple
Re´ception / Envoi d’un e´ve´nement parmi un jeu
d’e´ve´nements
Parallel Multiple
Re´ception / Envoi de tous les e´ve´nements parmi un jeu
d’e´ve´nements
Type Explication
Donne´es Repre´sente une information passant par le processus
Donne´es (collection)
Repre´sente une collection d’information passant par le pro-
cessus
Donne´es (Input) Repre´sente une information externe entrante au processus
Donne´es (Output) Repre´sente une information externe sortante au processus
Donne´es (Data Store)
Repre´sente un re´pertoire de donne´es comme une base de
donne´es ou` le processus peut lire et e´crire
Figure 3.6 – BPMN 2.0 : Portes
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Type Explication
Exclusive
Signifie un choix exclusif (1 et 1 seul) entre plusieurs flux
possibles
Base´e e´ve´nement
Signifie un choix exclusif base´ sur un de´clenchement
d’e´ve´nement
Base´e e´ve´nement (paralle`le)
Signifie que les flux ulte´rieurs sont instancie´s paralle`lement
apre`s le de´clenchement d’e´ve´nement
Inclusive
Repre´sente un choix inclusif (1 ou plusieurs) entre plusieurs
flux possibles
Complexe
Repre´sente un choix exprime´ par une condition inexprimable
par les autres portes disponibles
Paralle`le Signifie que les flux ulte´rieurs sont instancie´s paralle`lement
Figure 3.7 – BPMN 2.0 : Arte´facts
Type Explication
Annotation textuelle
Repre´sente une annotation, un commentaire associe´ a` un
e´le´ment d’un processus
Donne´es Voir 3.2.1
Groupe
Repre´sente un ensemble d’e´le´ments appartenant a` un groupe
particulier (aide visuelle)
Artefacts
Les arte´facts, repre´sente´s a` la figure 3.7, sont des e´le´ments permettant d’ajouter de l’in-
formation a` un processus, afin d’eˆtre mieux compre´hensible. Les donne´es, de´crites au point
pre´ce´dent, permettent de distinguer les informations circulant dans un processus. Les anno-
tations indiquent un supple´ment d’information a` n’importe quel e´le´ment BPMN. Les groupes
peuvent regrouper certains e´le´ments d’un processus ayant des points communs. Les annota-
tions et les groupes apportent une meilleure lisibilite´ a` un mode`le BPMN s’ils sont utilise´s
judicieusement sans surcharger le diagramme.
Pool et Lanes
La figure 3.8 repre´sente les “Pool” (Participants pouvant eˆtre assimile´s a` une socie´te´) a`
un processus BPMN 2.0. Les “Lanes” (Couloirs) repre´sentent des sous-entite´s au sein des
participants au processus. Dans l’exemple de re´fe´rence, le pool “Processus commande” est
partage´ en deux lanes “Ventes” et “Exe´cution”. Ces e´le´ments sont utilise´s pour identifier les
exe´cutants des taˆches ainsi que les relations entre-eux.
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Figure 3.8 – BPMN 2.0 : Pools et Lanes
Figure 3.9 – BPMN 2.0 : Types de flux
Type Explication
Sequence Flow Connecte les e´le´ments au sein d’un processus
Message Flow
Connecte les Pools (Participants) entre eux ainsi que les
“Message Event” aux participants
Association
Connecte un e´le´ment avec une annotation (“Text Annota-
tion”)
Data Association Connecte les e´le´ments avec les donne´es en particulier
Flux
3.2.2 Constructions spe´cifiques (Challenges)
Boundary Events En plus des connexions entre e´le´ments via les flux de se´quence, il existe
une construction particulie`re, les e´ve´nements en bordure d’activite´s. Comme le montre la
figure 3.10, ce type d’e´ve´nement particulier peut eˆtre dispose´ a` la bordure de tous les types
de taˆches ainsi que de sous-processus. Il indique, selon son type (message, erreur, etc..),
l’e´ve´nement pouvant se produire durant l’exe´cution de l’activite´.
Extended SubProcesses Il existe deux repre´sentations graphiques pour les sous-processus.
La premie`re, est celle illustre´e a` la figure 3.11, ou` le sous-processus est replie´. La deuxie`me,
illustre´e a` la figure 3.12, montre le de´roulement du sous-processus de´plie´.
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Figure 3.10 – BPMN 2.0 : Boundary Event exemple
Figure 3.11 – BPMN 2.0 : Sous-processus replie´
Figure 3.12 – BPMN 2.0 : Sous-processus de´plie´
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3.3 Me´tamode`le
3.3.1 Description
Pour rappel, un me´tamode`le est une repre´sentation des concepts d’une technique de
mode´lisation. A l’aide de la syntaxe concre`te, il permet de cre´er des mode`les du langage
qu’il de´crit. Il est ge´ne´ralement repre´sente´ a` l’aide d’un diagramme de classe UML. Ces dia-
grammes de classe sont compose´s de trois briques de base : les classes, les attributs et les
relations.
Depuis la version 2.0, BPMN est de´fini par un me´tamode`le. Il comprend notamment les
diffe´rents e´le´ments de´crits a` la section 3.2.1. Cependant, la taille du me´tamode`le est trop
importante pour eˆtre de´crit entie`rement dans cette section. En effet, il contient 147 classes
UML. Chacunes de ces classes ont aussi des attributs et des relations avec les autres classes.
Le me´tamode`le complet est illustre´ a` la figure 3.14. Le standard BPMN [OMG11a] de´crit
rigoureusement chaque e´le´ment composant le me´tamode`le en pas moins de 300 pages.
Afin de pouvoir fournir un aperc¸u de sa structure, une version tre`s simplifie´e a e´te´ re´alise´e
et se trouve a` la figure 3.13. Dans cette version, beaucoup d’e´le´ments, de proprie´te´s et de
relations ont e´te´ retire´es. Cette structure, de´crite ci-apre`s, repre´sente les e´le´ments de base de
la partie PROCESS de BPMN.
Cette version simplifie´e du me´tamode`le comporte trois grandes parties. La premie`re com-
porte l’ensemble des fils de FlowElement. Nous observons que l’e´le´ment fils, FlowNode, est
le pe`re des e´le´ments Event, Activity et Gateway qui sont les e´lements de´crit dans la section
3.2.1. L’e´le´ment SequenceFlow repre´sente un flux de se´quence qui est repre´sente´ graphique-
ment par une fle`che pleine. Les 2 relations 1..N entre SequenceFlow et FlowNode expriment la
construction d’un processus. Un e´le´ment FlowNode (un e´ve´nement, une activite´ ou une porte)
peut eˆtre lie´ a` un ou plusieurs flux de se´quence en entre´e ou en sortie. On peut noter que
chaque FlowElement a une proprie´te´ appele´e name. Dans ce cas, c’est cette proprie´te´ qui sera
affiche´e en texte sur le symbole. La deuxie`me partie comprend les e´le´ments Lane et LaneSet.
Ils font re´fe´rence aux Lanes et aux Pool repre´sentant des entite´s participant a` un processus.
En suivant les relations, chaque LaneSet comprend ze´ro ou plusieurs Lane, qui comprend
ze´ro ou plusieurs FlowNode. La troisie`me partie concerne l’e´le´ment FlowElementsContainer.
C’est un e´le´ment abstrait qui illustre un conteneur de FlowElement, comme l’indique la re-
lation entre ces deux e´le´ments. BPMN propose deux types de conteneurs, les Process et les
SubProcess. Process fait re´fe´rence a` un processus BPMN, un mode`le tel que notre exemple
de re´fe´rence 1.3. SubProcess re´fe´rence un sous-processus pouvant contenir des FlowElement,
visibles lorsqu’il est de´plie´. On peut remarquer l’e´le´ment Artifact re´fe´rencant les arte´facts
comme les annotations ou les groupes. Comme l’illustre les relations, un FlowElementsCon-
tainer est compose´ de ze´ro a` plusieurs Artifact. Aussi, BPMN de´fini une racine commune a`
tous les e´le´ments du me´tamode`le, l’e´le´ment BaseElement.
3.3.2 Critique
N.Genon [GHA11], a analyse´ la notation BPMN ainsi que le me´tamode`le. Il en ressort
plusieurs constations. BPMN comporte beaucoup plus de symboles par rapport aux autres
langages de meˆme type comme YAWL (14 symboles) ou l’entite´-relation (5 symboles). D’apre`s
l’e´tude, N.Genon recense 174 symboles composant la notation BPMN ainsi que 242 construc-
tions possibles. Dans le cadre de l’e´tude, une partie concernait l’analyse de la clarte´ se´miotique.
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Figure 3.13 – BPMN 2.0 : Me´tamode`le simplifie´
La clarte´ se´miotique signifie qu’il doit y avoir une relation 1 a` 1 entre les constructions
se´mantiques et les symboles graphiques. Autrement dit, chaque classe du me´tamode`le doit
avoir un symbole graphique associe´. Il ressort deux re´sultats significatifs. Premie`rement, 23.6%
de de´ficit des symboles. Ce qui signifie que 23.6% des classes du me´tamode`le n’ont aucun sym-
bole graphique qui leur est associe´. Par exemple, nous avons vu l’e´le´ment Gateway qui n’a pas
de correspondance graphique. En effet, ce dernier a un fils par type de porte comme Exclu-
siveGateway ou ParallelGateway qui ont bien un symbole graphique associe´. Deuxie`mement,
5.4% de surcharge de symboles. C’est-a`-dire que 5.4% des e´le´ments du me´tamode`le ont deux
symboles graphique associe´s. Par exemple, l’e´le´ment ExclusiveGateway peut eˆtre repre´sente´
par un losange vide et par un losange marque´ d’une croix a` l’inte´rieur (voir figure 3.6).
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3.4 Comparaison des outils existants
3.4.1 Introduction
Dans le but de cre´er un nouvel e´diteur, il est ne´cessaire d’avoir une vision panoramique
des e´diteurs BPMN existants. Cette section comporte une analyse et une comparaison de six
e´diteurs BPMN populaires :
– Signavio Process Editor
– Microsoft Visio
– BPMN Web Modeler
– Bizagi Process Modeler
– OpenFlexo
– Bonita BPM
Afin de ne pas se perdre dans l’e´nume´ration des fonctionnalite´s diffe´rentes et propres a` chaque
outil, une bre`ve pre´sentation ainsi qu’un aperc¸u des points forts et faibles de chaque outil sera
de´crit dans les sous-sections suivantes. La comparaison s’est focalise´e sur les crite`res suivants
dans un premier temps :
– La comple´tude des symboles BPMN 2.0
– L’organisation des mode`les
– Les importations et exportations de mode`les
– La validation des mode`les
– Les liens entre mode`les
– La simulation/animation des mode`les
Ensuite, afin d’approfondir les fonctionnalite´s attendues d’un tel outil, nous verrons si les
outils en proposent d’autres plus avance´es comme :
– La modification des symboles BPMN (forme - couleur)
– Extensibilite´ - Interaction avec une autre forme de mode´lisation
– Adaptation a` un contexte particulier (nouveaux e´le´ments et constructions)
3.4.2 Constatations communes
Il ressort de l’ensemble des outils plusieurs constatations communes.
L’acce`s aux e´le´ments BPMN afin de re´aliser un mode`le se fait toujours par un menu ou`
les e´le´ments se trouvent sous forme d’icoˆnes. Ce menu est la plupart du temps situe´ sur la
gauche de l’e´cran, voire dans la partie supe´rieure. Ensuite, le de´placement des e´le´ments se fait
par le syste`me “drag&drop”, classique pour ce type d’e´diteur.
L’ensemble des outils propose une ve´rification de la syntaxe BPMN 2.0. En d’autres
termes, ils sont capables de ve´rifier l’ade´quation d’un mode`le cre´e´ par l’utilisateur a` un en-
semble de re`gles de bonne construction de´finies dans le standard BPMN [OMG11a]. Par
exemple, une re`gle spe´cifie qu’un e´ve`nement de fin de processus (EndEvent) ne peut avoir
aucun flux sortant. Le mode`le est soit ve´rifie´ en cours de construction, soit apre`s une action
de l’utilisateur par un clic sur un bouton illustrant la fonctionnalite´. De plus, certains outils
identifient et localisent l’erreur sur le diagramme. En interagissant avec ce marqueur, l’outil
montre a` l’utilisateur un rappel de la re`gle a` appliquer afin de re´soudre l’erreur.
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3.4.3 Pre´sentation des outils
Signavio Process Editor
Signavio 1 est un logiciel de mode´lisation de workflow permettant l’e´dition de mode`les
BPMN, la mode´lisation en EPC , Re´seaux de Petri, YAWL et d’autres langages. C’est un
outil re´cent, l’e´dition professionnelle a e´te´ lance´e fin 2009 et compte aujourd’hui plusieurs
milliers d’utilisateurs. A` l’initiative de la BPM Academic Initiative, Signavio propose une
application en ligne gratuite pour les utilisateurs du monde acade´mique. C’est cette e´dition
(version 8.0.1) qui a e´te´ analyse´e ici.
Signavio imple´mente l’entie`rete´ des constructions BPMN 2.0 se´pare´es dans les trois types
de diagrammes (Process, Collaboration et Choreography). L’utilisateur dispose d’un espace
de travail en ligne ou` sont stocke´s ses mode`les. Les mode`les peuvent eˆtre interconnecte´s,
c’est-a`-dire qu’un sous-processus d’un mode`le peut eˆtre lie´ a` un autre mode`le de´crivant son
fonctionnement interne. Chaque mode`le est versionne´ et peut eˆtre compare´ aux autres mode`les
de l’espace de travail. L’outil permet d’importer et exporter des mode`les BPMN a` travers le
format XML de´fini dans le standard BPMN ainsi qu’en XPDL 2.1. De plus, il propose une
exportation de chaque mode`le en PNG, SVG ou PDF.
Par rapport a` l’e´diteur BPMN, en fonction du type de mode`le choisi, l’utilisateur construit
classiquement un mode`le par Drag&Drop. L’e´diteur ve´rifie la syntaxe en BPMN 2.0, identifie
la re`gle a` appliquer en cas d’erreur. Par un tableau en bas de page, il recense les erreurs du
diagramme par gravite´ allant de l’oubli d’un nom de taˆche jusqu’a` une infraction aux re`gles de
construction BPMN. Cet outil se distingue des autres par une fonctionnalite´ “Signavio Best
Practices” qui applique une se´rie de re`gles de bonnes pratiques de construction et propose des
ame´liorations aux mode`les. De plus, il propose une restructuration de diagramme “BPStruct”
qui simplifie les diagrammes. Par exemple, BPStruct peut supprimer les flux inatteignables
ainsi que les portes redondantes.
Du point de vue de la simulation, Signavio propose un programme de simulation base´
sur des sce´narios. Pour un mode`le particulier, l’utilisateur peut cre´er plusieurs sce´narios qui
prennent en compte plusieurs parame`tres comme le couˆt d’exe´cution des taˆches, le temps
d’exe´cution ou encore les ressources a` disposition. De manie`re interactive, la simulation pro-
pose une comple´tion de chaque e´le´ment du mode`le en l’entourant d’un trait bleu rempli selon
si l’e´le´ment est atteint par le flux d’exe´cution. L’utilisateur a le choix entre le mode “Step by
Step” ou` il fait progresser le flux en cliquant sur chaque e´le´ment pour le re´aliser, ou bien le
mode “Case” ou` l’entie`rete´ du mode`le est simule´ sans interaction.
Point de vue modifiabilite´, Signavio ne permet pas l’introduction de nouveaux e´le´ments au
sein des mode`les BPMN. Hormis le changement de couleur, il ne permet pas la modification
des diffe´rents e´le´ments BPMN 2.0. L’outil reste fixe´ au langage BPMN mais est tre`s complet
et facile d’utilisation pour un utilisateur professionnel.
Bizagi Process Modeler
Bizagi est un outil offline entie`rement gratuit de´die´ a` l’e´dition de mode`les BPMN 2.0.
L’interface d’e´dition est tre`s proche de celle de Microsoft Visio mais est spe´cialise´e uniquement
pour BPMN. C’est un outil tre`s complet qui offre les fonctionnalite´s de base d’un e´diteur.
Lors du test de l’outil, il n’a pas e´te´ possible de re´aliser les deux types de diagrammes
1. Signavio : http ://www.signavio.com/
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BPMN 2.0 : Collaboration et Choreography. Ce type de diagramme n’apparait ni dans les
symboles disponibles pour cre´er les mode`les ni dans la documentation de l’outil. Par contre,
toutes les constructions “Processus” sont bien imple´mente´es.
Du point de vue de la validation des diagrammes et de l’interope´rabilite´, Bizagi est au
meˆme niveau que ses concurrents. L’outil de simulation permet de simuler par diffe´rents
sce´narios. Chaque sce´nario est de´fini par un ensemble de parame`tres tels que les ressources
disponibles, le temps et le couˆt d’exe´cution des diffe´rentes taˆches.
Concernant l’ade´quation avec le me´tamode`le BPMN 2.0, Bizagi ne propose pas l’e´dition
des proprie´te´s relatives a` chaque e´le´ment. Par exemple, une taˆche a comme proprie´te´ un nom,
une description et ses exe´cutants. Nous avons vu dans la partie du me´tamode`le BPMN (voir
section 3.3) qu’il y a d’autres proprie´te´s, non e´ditables ici. L’outil ne permet pas l’exportation
dans le format BPMN XML. Ne´anmoins, l’exportation et importation en XPDL et Visio est
imple´mente´e.
Bizagi permet d’introduire un nouvel e´le´ment personnalise´ dans l’ensemble des mode`les,
ce que les autres outils ne proposent pas. Cette fonctionnalite´ est basique parce qu’un nouvel
e´le´ment est caracte´rise´ par un nom et par une image. En effet, il n’est pas possible d’associer
des proprie´te´s supple´mentaires aux nouveaux e´le´ments, ni de de´finir une repre´sentation en
affichant le nom de l’e´le´ment sous l’image lors de l’insertion dans le mode`le. Par rapport aux
e´le´ments BPMN, ils ne sont pas modifiables, sauf uniquement en changeant de couleur.
Microsoft Visio
Microsoft Visio, utilisant le meˆme type d’interface que la suite Office, propose aussi un
e´diteur BPMN. Cependant, l’e´diteur ne propose que les e´le´ments composant le premier type
de diagramme BPMN, Process.
L’e´diteur utilise le principe d’affinage par un clic droit. Un e´le´ment abstrait est se´lectionnable
et par clic droit, l’utilisateur peut choisir une forme plus spe´cifique. Par exemple, affiner une
taˆche abstraite en taˆche manuelle.
Point de vue de la ve´rification, l’outil identifie les erreurs et propose la re`gle a` appliquer
pour la corriger. Concernant les liens entre diagrammes, il est possible de lier un sous-processus
vers un autre diagramme Visio. Une diffe´rence par rapport aux autres outils est que Visio ne
peut importer ou exporter que par le format “Visio WorkFlow Interchange”. Seul l’export en
image PNG ou JPG est possible.
A` ce jour, l’e´diteur ne propose pas de fonctionnalite´ de simulation de processus. Compare´
aux autres e´diteurs, Visio propose beaucoup moins de fonctionnalite´s. On peut expliquer ce
manque par le fait que Visio est un e´diteur ge´ne´rique se spe´cialisant selon le langage de
mode´lisation utilise´.
BPMN Web Modeler
BPMN Web Modeler est un outil d’e´dition BPMN entie`rement en ligne. E´tant payant,
c’est la version d’essai qui a e´te´ teste´e dans le cadre de ce travail. Il est compatible BPMN
2.0 et rassemble tous les e´le´ments des 3 types de diagrammes au sein d’un meˆme e´diteur. De
meˆme que Visio, il utilise la technique d’affinage par clic droit.
Point de vue interope´rabilite´, il ge`re l’importation et exportation en BPMN 2.0 (XML),
XPDL (2.1,2.2,3.0) et “Visio WorkFlow Interchange”. De plus, il permet l’exportation en
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Figure 3.15 – OpenFlexo : Processus
format BPEL, EMF et image (JPG, PNG, PDF). Les erreurs des mode`les sont identifie´es et
la re`gle a` appliquer est montre´e a` l’utilisateur.
Les diagrammes peuvent eˆtre lie´s au sein d’un workspace par utilisateur. L’outil peut
mettre a` disposition un workspace commun a` une e´quipe de travail dans un package payant.
Dans ce package, BPMN Web Modeler propose une e´dition collaborative de diagrammes
(TeamWork) ou` plusieurs utilisateurs peuvent travailler sur un meˆme mode`le en meˆme temps.
La simulation n’est accessible que par paiement et n’a donc pas e´te´ traite´e.
OpenFlexo
OpenFlexo propose un e´diteur BPMN avec une approche diffe´rente des autres outils clas-
siques.
Les e´le´ments de “Process” BPMN 2.0 sont disponibles dans l’e´diteur. Trois vues sont
utilise´es. La premie`re sert a` mode´liser le processus. La seconde permet de cre´er des acteurs.
La troisie`me rassemble les deux pre´ce´dentes et montre le processus en relation avec les acteurs
sous forme de Pool. Cette approche est diffe´rente des autres outils qui utilisent les Pools comme
des e´le´ments a` placer dans le processus.
OpenFlexo permet aussi de raffiner le de´roulement d’une taˆche au sein d’un processus.
Une taˆche peut eˆtre divise´e en une se´rie d’ope´rations. De plus, chaque ope´ration peut eˆtre
lie´e a` une illustration appele´e une Story-board, qui permet de la de´crire sous forme d’une
histoire et d’images. L’ensemble apparaˆıt comme une BD plus facilement compre´hensible pour
l’exe´cutant de la taˆche. Le processus illustre´ a` la figure 3.15, comporte la taˆche “Order” rafine´e
en ope´rations. L’ope´ration “Encoding” est de´crite sous forme de Story-board, repre´sente´ a` la
figure 3.16. Elle illustre qu’un utilisateur peut choisir ses articles en ligne, les placer dans un
caddie en choisissant les articles dans le catalogue en ligne. C’est la premie`re fois qu’un outil
permet ce genre de fonctionnalite´ en tentant d’e´tendre un mode`le BPMN vers un domaine
particulier.
L’outil met a` disposition un e´diteur de documentation pour les processus. En effet, une
documentation au format Word peut eˆtre ge´ne´re´e pour chaque processus. Contrairement aux
autres outils, cette documentation est personnalisable au sein de l’outil. L’utilisateur peut
de´finir un canevas dans le lequel son mode`le BPMN sera exporte´. Une partie est ge´ne´re´e
automatiquement, l’autre est personnalisable via un e´diteur interne au logiciel.
D’un premier abord, il n’existe pas d’interface permettant de modifier l’apparence d’un
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Figure 3.16 – OpenFlexo : Story-board
e´le´ment BPMN ni d’introduire de nouveaux e´le´ments. Cependant, OpenFlexo propose des
symboles non pre´sents de base dans BPMN comme une “porte IF” ou une “porte boucle”.
L’entreprise OpenFlexo peut adapter l’e´diteur a` un domaine particulier, mais la fonctionnalite´
n’est pas accessible depuis l’outil.
Les fonctionnalite´s de base ne sont pas pre´sentes, mais le but de cet outil est de pre´senter
une approche personnalise´e et non d’offrir un e´diteur commercial de plus.
Bonita BPM
Bonita BPM, actuellement dans sa version 6.3, est une suite Open Source de Gestion des
processus me´tier tre`s populaire cre´e´e en 2001. Depuis 2009, c’est la socie´te´ de´die´e entie`rement
a` ce logiciel, BonitaSoft qui soutient le de´veloppement de l’outil.
Bonita est compose´ de trois e´le´ments. Le Studio Bonita permet de mode´liser les processus
selon le standard BPMN ainsi que plusieurs fonctionnalite´s avance´es qui seront de´crites plus
loin. Ensuite, le moteur BPM permet d’exe´cuter les processus et est distribue´ sous licence
LGPL. Enfin, le portail (Bonita User Experience) permet a` chaque utilisateur de recevoir des
messages concernant les taˆches auxquelles il est associe´. Le proprie´taire d’un processus peut
aussi piloter l’exe´cution graˆce a` un reporting graphique. [Wik13a]
Concernant les points de comparaison, Bonita apparaˆıt supe´rieur aux autres outils. L’outil
ge`re l’entie`rete´ de BPMN 2.0, meˆme les diagrammes de Collaboration et de Choreography. La
validation du diagramme se fait lors de l’e´dition. Des indications apparaissent en relief sur les
e´le´ments et indiquent le proble`me ainsi que la re`gle a` appliquer. Les diffe´rents diagrammes
sont lie´s au sein d’un repository qui peut eˆtre commun a` plusieurs utilisateurs. Ce repository
permet l’e´dition collaborative des diagrammes. Point de vue de l’importation et exportation
des mode`les, Bonita ge`re le format BPMN XML, JBPM (JBoss), XPDL et Visio.
Point de vue de la comple´tude fonctionnelle, l’outil propose notamment la ge´ne´ration de
documentation pour chaque processus. Des connecteurs permettent de connecter Bonita a`
des syste`mes d’information existants comme une base de donne´es SQL, des Web Services ou
a` un logiciel SAP. Une fonctionnalite´ permet de lier le serveur LDAP de l’entreprise afin de
de´finir une structure d’organisation avec les acteurs (utilisateurs) et e´tablir le mapping entre
les acteurs des mode`les et ceux de la structure.
La simulation des processus est tre`s comple`te. Il est possible d’exe´cuter diffe´remment les
processus dans plusieurs sce´narios en variant des parame`tres comme le couˆt, la dure´e, les
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ressources disponibles ou le calendrier. De plus, l’outil propose des indications d’optimisation
des processus en ge´ne´rant des rapports de simulation de´taille´s.
Bonita est donc bien place´ en termes de comple´tude fonctionnelle. Cependant, l’outil
semble fixe´ et non modifiable. Les e´le´ments BPMN ne peuvent pas eˆtre modifie´s sauf en
changeant de couleur comme les autres e´diteurs le proposent. Il n’est pas possible d’introduire
de nouveaux e´le´ments au sein des processus. De plus, la palette rassemblant les e´le´ments
BPMN utilise des icoˆnes non standards au lieu des e´le´ments en taille re´duite. Aussi, les
e´le´ments ne sont pas classe´s par cate´gorie : un e´ve´nement Link ne se trouve pas avec les
autres e´ve´nements mais avec les portes, ce qui peut eˆtre perturbant pour l’utilisateur non
expert.
3.4.4 Conclusion
Nous voyons que les quatre premiers outils proposent le meˆme genre de fonctionnalite´s
de base, avec une interface diffe´rente. Certains tentent de se de´marquer en proposant des
fonctions plus avance´es comme Signavio. Des outils (Signavio) ont choisi de respecter le
me´tamode`le BPMN 2.0 a` la lettre en proposant toutes les proprie´te´s e´ditables de chaque
e´le´ment, au contraire de Bizagi qui a une approche beaucoup plus simplifie´e et ne propose
que quelques proprie´te´s de base (nom description) pour chaque e´le´ment. En effet, devant la
complexite´ du me´tamode`le, les outils ont tendance a` choisir une approche plus simple et axe´e
sur la mode´lisation, ce qui permet de ne pas surcharger l’interface avec des proprie´te´s parfois
inutiles.
D’autre part, nous avons vu que OpenFlexo se de´marque des autres outils en imple´mentant
d’autres fonctionnalite´s comme la personnalisation de documentation ou l’illustration d’une
taˆche en une se´rie d’ope´rations sous forme de Story-board.
D’une manie`re ge´ne´rale, les outils proposent les meˆmes fonctionnalite´s ge´ne´riques. Il res-
sort un manque de possibilite´s de personnalisation du langage BPMN a` un domaine parti-
culier. En utilisant de tels outils, le mode´lisateur ne peut utiliser que les formes de base de
BPMN qui n’expriment pas toujours sa volonte´.
3.5 Se´mantique de BPMN
Cette section pre´sente un aperc¸u de la se´mantique d’exe´cution de BPMN 2.0. La se´mantique
d’exe´cution d’un langage est la se´rie d’ope´rations a` re´aliser par un moteur pour exe´cuter un
processus de son instanciation jusqu’a` sa terminaison. Cette partie se base sur le chapitre 13
du standard BPMN [OMG11a] : “BPMN Execution Semantics”, de´crivant rigoureusement le
comportement de chaque e´le´ment BPMN au sein d’un processus. Un aperc¸u de ces e´le´ments
sera vu dans cette partie, cependant, certains seront omis, car e´tant des cas trop particuliers.
Le but de cette section est de parvenir a` produire un embryon de simulateur au sein de
l’e´diteur BPMN a` produire. Cependant, le standard de´finit la se´mantique des e´le´ments de
manie`re pre´cise et selon des proprie´te´s propres a` chaque e´le´ment. Afin de produire un moteur
d’exe´cution, un e´diteur doit pouvoir utiliser ces proprie´te´s de manie`re ade´quate lors d’une
simulation.
Nous nous inte´resserons a` quatre volets de ce chapitre qui sont les conditions d’instancia-
tion et de terminaison d’un processus, les activite´s, les portes et les e´ve`nements.
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Figure 3.17 – BPMN 2.0 : Comportement de multiples flux sortants
3.5.1 Instanciation et terminaison d’un processus
Un processus BPMN est instancie´ quand l’un de ses e´ve´nements de de´part se de´clenche.
Chaque occurrence d’un e´ve´nement de de´part cre´e une nouvelle instance, inde´pendante des
autres de´ja` cre´e´es. D’autre part, un processus peut aussi eˆtre de´marre´ par une porte base´e-
e´ve´nement ou une taˆche recevante qui n’aurait pas de flux entrant et ayant sa proprie´te´
“instanciate” a` vrai.
Pour faciliter le comportement des e´le´ments, le standard emploie le concept the´orique de
jeton (“token”).
Chaque e´ve´nement de de´part qui se de´clenche produit un jeton sur chacun de ses flux
de se´quence sortants. La suite d’un processus se de´finit selon le comportement spe´cifique a`
chaque e´le´ment traverse´.
Pour eˆtre de´clare´ comple`te, une instance de processus doit remplir trois conditions :
– Si l’instance a e´te´ cre´e´e a` travers une porte paralle`le, chaque e´ve´nement de cette porte
doit avoir e´te´ de´clenche´.
– Il n’existe plus de jetons restant au sein de l’instance du processus.
– Il n’y a plus d’activite´ active.
Pour eˆtre comple´te´e, tous les jetons d’une instance doivent rejoindre un noeud de fin,
sans flux de se´quence sortant. Dans le cas particulier d’un e´ve´nement de fin, le comportement
associe´ (comme l’envoi d’un message) se produit avant de comple´ter l’instance. Si un jeton
atteint un e´ve´nement de terminaison, l’entie`rete´ du processus est anormalement termine´e.
3.5.2 Les activite´s
Si une activite´ n’a pas de flux entrant, l’activite´ est instance´e lorsque le processus ou sous-
processus englobant est instancie´. Si une activite´ a` plusieurs flux entrants, elle est instancie´e
a` chaque arrive´e de jeton sur un de ces flux. En effet, ce cas de figure peut eˆtre transforme´
en un mode`le e´quivalent comportant des portes paralle`les comme illustre´ a` la figure 3.17. De
la meˆme manie`re, une activite´ ayant plusieurs flux sortants, chacun d’entre eux recevra un
jeton une fois l’activite´ comple´te´e.
Dans le cas particulier ou` une activite´ n’aurait aucun flux sortant, la condition de ter-
minaison du container (Processus ou Sous-processus) qui l’englobe serait applique´e. Il est
important de noter qu’un jeton traverse un flux sans aucune contrainte de temps. Le stan-
dard de´finit pre´cise´ment le comportement interne d’une activite´ par un diagramme d’e´tat
UML dans lequel nous ne rentrerons pas dans le de´tail. Par simplification, nous conside´rons
qu’une activite´ prend un temps donne´ ou un signal pour eˆtre re´alise´e. En re´alite´, chaque type
d’activite´ (Manuel, Service, etc) selon un comportement particulier (Boucle, instanciation
multiple) a une exe´cution particulie`re bien de´finie dans le standard.
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Figure 3.18 – BPMN 2.0 : Porte paralle`le et Porte exclusive
3.5.3 Les portes
Porte paralle`le Afin d’eˆtre active´e, une porte paralle`le (figure 3.18)doit avoir au moins un
jeton sur chaque flux entrant. La porte paralle`le consume exactement un jeton sur chaque flux
entrant et produit un jeton sur chaque flux sortant.
Porte exclusive Chaque jeton arrivant sur un flux entrant active une porte exclusive (figure
3.18). Apre`s activation, un et un seul jeton est produit sur un des flux sortants selon la
condition ve´rifie´e.
3.5.4 Les e´ve´nements
Nous avons vu que les e´ve´nements de de´part servent a` de´marrer une nouvelle instance
du processus a` chaque fois qu’il se de´clenche. Concernant les e´ve´nements interme´diaires et
les e´ve´nements en bordure d’activite´s, une fois atteint, le processus attend que l’e´ve´nement
survienne avant de continuer. Chaque e´ve´nement de fin consume chaque jeton arrivant sur un
flux entrant. A` noter que dans le cas particulier des e´ve´nements de Terminaison, le processus
est anormalement termine´ sans pour autant affecter les autres instances en cours.
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MetaDone
Introduction
MetaDone [Met14a] est un metaCASE de´veloppe´ a` l’Universite´ de Namur [Eng00, Eng09].
Imple´mente´ en Java, l’outil e´volue continuellement et est utilise´ pour des activite´s de recherche
et d’enseignement.
4.1 Base de donne´es
4.1.1 MeTaL1
Les diffe´rents mode`les cre´e´s sont repre´sente´s a` l’aide d’un langage appele´ MeTaL1 [Eng06],
dont la structure est illustre´e a` la figure 4.1. Ce langage est le fruit d’un travail inspire´ par un
article de Andreas L. Opdahl [OS97]. La repre´sentation utilise des rectangles pour les sommets
et les ellipses pour les arreˆtes. Les fle`ches simples repre´sentent la source et la cible d’une arreˆte,
que l’on appelle “domain” et “range”. Les fle`ches en gras signifient une relation d’he´ritage
d’un sous-type vers son super-type. Les fle`ches pointille´es repre´sentent une instanciation, la
source e´tant un objet et la cible le type. Les proprie´te´s et les objets peuvent se confondre.
Figure 4.1 – MeTaL1 Core
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Figure 4.2 – MeTaL2 : Structure me´ta-me´tamode`le
4.1.2 MeTaL2
MeTaL2 est un langage de me´tamode´lisation conc¸u pour de´crire les langages de mode´lisation.
Il est exprime´ lui-meˆme en MetaL1 et peut eˆtre perc¸u comme une couche d’abstraction de
premier ordre sur MetaL1.
La repre´sentation utilise´e est toujours base´e sur les meˆmes principes de´crits en 4.1.1.
Les quatre concepts importants de ce me´ta-me´tamode`le sont MetaObject, MetaRole,
MetaProperty et MetaModel. Chacun de ces concepts he´rite de MetaObject. Les me´taobjets
sont identifie´s par un nom. Ils font partie, via la relation d’agre´gation pw, d’un me´tamode`le.
En d’autres termes, un me´tamode`le est compose´ d’un ensemble de me´taobjets. D’autre part,
un me´taobjet peut avoir des me´taproprie´te´s. Ces me´taproprie´te´s ont un type (Integer, Float,
String ou Boolean) et une cardinalite´ exprime´e par un entier. Aussi, chaque me´taobjet peut
eˆtre connecte´ a` d’autres me´taobjets par l’interme´diaire d’un me´tarole. Un me´tarole illustre la
relation entre un me´taobjet (le “domain”) et un autre me´taobjet (le “range”). Deux autres
concepts ne sont pas illustre´s sur la figure 4.2. CommonMetaObject repre´sente un supertype
par de´faut d’un me´taobjet. De la meˆme fac¸on, CommonMetaModel repre´sente le supertype
d’un me´tamode`le.
Ces quatre concepts peuvent eˆtre instancie´s en des objets concrets : Concrete Object,
Concrete Role, Concrete Property et Concrete Model. Un objet concret repre´sente
une entite´ quelconque d’un langage. Une proprie´te´ concre`te contient une valeur ayant le meˆme
type illustre´ dans la me´taproprie´te´ qui lui est associe´e. Par exemple, “Task” est un me´taobjet
du langage BPMN qui peut avoir plusieurs proprie´te´s (temps d’exe´cution, proprie´taire,...) et
eˆtre lie´ a` d’autres objets concrets (e´ve´nements, activite´s, ...).
Tous ces concepts qui de´finissent MeTaL2 sont imple´mente´s au sein de MetaDone. Un
utilisateur peut y acce´der graˆce a` l’API Java au travers de plug-ins (voir section 4.3).
Enfin, notons que puisque MetaL2 est une construction de premier ordre, il peut eˆtre
modifie´ ou e´tendu par l’utilisateur selon ses besoins. Cette caracte´ristique est rarement ren-
50
Imple´mentation d’un e´diteur BPMN 2.0 au sein d’un outil de me´tamode´lisation
Figure 4.3 – MetaDone : Organisation des me´tamode`les-mode`les-vues
contre´e dans les produits concurrents. Ainsi, les concepts de me´tarole ordonne´ ou de pro-
prie´te´s e´nume´re´es sont de´finies par re´ification. Ce principe sera utilise´ ulte´rieurement pour
de´finir Grasyla (section 4.2) et d’autres extensions.
4.2 Grasyla 2
GraSyla (Graphical Symbolic Language) [EM13] est un DSML permettant de de´finir une
syntaxe concre`te pour les mode`les de´finis en MeTaL2 (section 4.1.2). Il est de´fini par un
me´tamode`le imple´mente´ en MeTaL2 charge´ au de´marrage de MetaDone. La syntaxe concre`te
est de´finie par un script Grasyla qui est aussi un mode`le Grasyla. Un script Grasyla est
compose´ d’un ensemble d’e´quations qui associent un me´taobjet a` une expression qui exprime
la manie`re dont une instance doit eˆtre repre´sente´e. Grasyla permet de de´crire plusieurs types
de notations diffe´rentes. De plus, les expressions ont toutes le meˆme pattern syntaxique, car
Grasyla est un langage re´gulier ayant une grammaire de´finie dans [EM13]. La syntaxe de
Grasyla est facilement extensible de meˆme que l’interpre´teur qui est imple´mente´ comme un
framework ge´ne´rique.
Au sein de MetaDone, illustre´s a` la figure 4.3, plusieurs me´tamode`les sont disponibles.
L’utilisateur peut cre´er plusieurs mode`les concrets selon la structure de´finie dans un me´ta-
mode`le. Pour chacun de ces mode`les concrets, plusieurs vues peuvent eˆtre associe´es. Ces vues
(le rendu graphique) sont produites par l’interpre´teur Grasyla qui prend un me´tamode`le,
un mode`le concret et un script Grasyla en entre´e. Il est donc possible d’afficher plusieurs
repre´sentations d’un meˆme mode`le concret en se´lectionnant un script Grasyla diffe´rent pour
chaque vue. Plusieurs vues peuvent aussi eˆtre cre´e´es a` partir d’un seul script Grasyla. Une
vue apparaˆıt dans un e´diteur ou` l’utilisateur peut interagir avec les objets en utilisant les
fonctions de Grasyla.
Afin de permettre une manipulation avance´e des me´taobjets, Grasyla permet de de´finir
des scripts en Groovy. A` travers ces scripts, l’API Java de MetaDone est entie`rement acces-
sible ce qui permet de manipuler le mode`le durant la manipulation de l’e´diteur de manie`re
transparente.
4.2.1 Script Grasyla
Un script Grasyla est compose´ de deux grandes parties : le header et le body.
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Le header de´clare une notation associe´e a` un me´tamode`le. Une notation est identifie´e
par son nom et doit eˆtre unique pour un me´tamode`le. Une description permet d’exprimer
un commentaire destine´ a` l’utilisateur. La clause import permet d’importer d’autres scripts
Grasyla. Il est possible de de´finir des scripts qui sont des fragments de programme dans
un langage de programmation. Des variables globales peuvent eˆtre de´clare´es par des clauses
define. La clause model permet de spe´cifier quels me´tamode`les peuvent eˆtre exprime´s par
le script Grasyla. Les clauses functor et requires permettent de parame´trer l’interpre´teur
en indiquant le foncteur de de´part (la premie`re e´quation a` interpre´ter) et d’autres options
avance´es.
Le body est compose´ d’un ensemble d’e´quations. Chaque e´quation est compose´e de deux
parties se´pare´es par un “=” : la partie gauche indique le concept a` afficher et la partie droite
indique comment afficher ce concept. Ainsi, il est possible de de´finir une repre´sentation pour
chaque me´taobjet. Chaque e´quation commence par le caracte`re ’$’. La partie gauche est
compose´e de quatre e´le´ments : le foncteur (facultatif) permet de restreindre l’utilisation
de l’e´quation a` un contexte pre´cis, la multiplicite´ permet d’indiquer combien (no, one
ou many) de concepts l’e´quation veut repre´senter, la me´taclasse permet de restreindre
l’utilisation de l’e´quation selon le type de de l’objet (metaobject, metaproperty ou meta-
role) et enfin le nom identifiant le me´taobjet. La partie droite est une expression permettant
d’exprimer la repre´sentation graphique d’une instance d’un me´taobjet. Ces expressions sont
pre´de´finies dans Grasyla avec beaucoup d’options disponibles afin de parame´trer l’affichage
(voir documentation [EM13]).
Les expressions de droite d’une e´quation de´finissent la repre´sentation d’un objet. Grasyla
permet de ge´rer un grand nombre de repre´sentations complexes dont la plupart sont cite´es
ci-apre`s.
– Des formes ge´ome´triques : triangles, fle`ches, rectangles, cercles, segments, carre´s, ...
– Des images en format Bitmap : JPEG, PNG, ...
– Des fle`ches
– Des images en format SVG. Ces fichiers SVG peuvent eˆtre compose´s de plusieurs zones
e´ditables (voir section 5.3.2).
Chacune de ces repre´sentations peuvent eˆtre parame´trables a` l’aide de plusieurs options
comme le type de bordure (arrondies, cylindriques, ...), le type de trait (gras, pointille´, ...), la
couleur, la rotation selon un nombre de degre´s, etc. Ces options sont nombreuses et diffe´rentes
selon la repre´sentation utilise´e. La documentation ([EM13]) recense ces repre´sentation dans
le catalogue des expressions.
De plus, Grasyla permet a` l’utilisateur d’utiliser les JComponent de la libraire Java Swing.
Les JComponent ge´re´s par Grasyla sont cite´s ci-apre`s.
– Des menus : JMenu, JMenuItem.
– Des listes : JList
– Des boutons : JButton, JCheckBox, JComboBox, JRadioButton (ainsi que les groupes
de boutons)
– Des barres de progression : JProgressBar
– Des barres de de´filement : JScrollBar
– Des onglets : JTabbedPane
– Des tables : JTable
– ...
Grayla ge`re aussi les actions telles que le clic, le double clic, le clic droit, la se´lection
ainsi que la validation. Grasyla offre un environnement de mode´lisation par l’interme´diaire
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Figure 4.4 – MetaDone : Cre´ation me´taobjets
Figure 4.5 – Grasyla : Exemple d’e´quation
d’un graphe ou` les formes d’un mode`le peuvent eˆtre aligne´es ge´ome´triquement. Il faut noter
que MetaDone imple´mente le me´canisme Undo/Redo qui permet a` l’utilisateur de revenir
en arrie`re dans la manipulation d’un mode`le. Cette fonctionnalite´ est importante dans un
tel environnement car l’utilisateur est souvent sujet a` supprimer/modifier des e´le´ments par
erreur.
4.2.2 Exemple
Cette section illustre par un exemple la cre´ation d’une partie du me´tamode`le de BPMN ;
une TextAnnotation et sa repre´sentation par une e´quation Grasyla.
La figure 4.4 repre´sente la cre´ation de plusieurs me´taobjets (dont une me´taproprie´te´).
La variable mo bpmn Artifact de´signe le me´taobjet correspondant a` la superclasse Arti-
fact, ayant pour superclasse BaseElement. De la meˆme manie`re, mo bpmn TextAnnotation
est le me´taobjet correspondant a` une TextAnnotation ayant pour superclasse Artifact. La
me´taproprie´te´ mp bpmn TextAnnotation text repre´sente une proprie´te´ “text” du me´ta-
objet mo bpmn TextAnnotation. Elle est de type String, identifie´e par le nom “TextAnno-
tation.text” et a une cardinalite´ de 1.
Ces me´taobjets ont une e´quation correspondante au sein du script Grasyla de´crivant le
me´tamode`le BPMN. La figure 4.5 illustre l’e´quation de´crivant le me´taobjet TextAnnotation.
La partie gauche de l’e´quation de´signe litte´ralement “un me´taobjet TextAnnotation”. Le
foncteur node sert a` placer l’e´quation dans l’organisation globale du script Grasyla. La par-
tie droite de´crit une expression. Dans ce cas, c’est une boˆıte horizontale compose´e de deux
e´le´ments. Le premier est le caracte`re ’[’ qui est spe´cifique a` une annotation BPMN. Le second
est la valeur de la proprie´te´ “TextAnnotation.text”, soit le texte du commentaire a` afficher
apre`s ’[’.
4.3 Architecture
Tous les besoins n’e´tant pas anticipe´s dans un metaCASE ge´ne´rique comme MetaDone,
une architecture extensible sous forme de plugins est mise en place. MetaDone est imple´mente´
selon le framework OSGi sous la forme de plusieurs bundles. Sans rentrer dans les de´tails, OSGi
permet de de´composer une architecture en une se´rie de bundles qui peuvent eˆtre charge´s “a`
chaud” lors du fonctionnement d’un logiciel. Le framework [ME11] fournit deux me´canismes
afin d’imple´menter un plugin. La premie`re est le me´canisme de chargement de classes Java.
Ce me´canisme n’est disponible que sur la version standalone de MetaDone. La seconde, plus
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approprie´e, est d’utiliser l’architecture OSGi. La proce´dure pour imple´menter un tel plugin
est de´crite dans [ME11]. Par exemple, l’imple´mentation de BPMN au sein de MetaDone se
fera par la cre´ation d’un plugin.
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Imple´mentation
Ce chapitre explique l’imple´mentation de BPMN au sein de MetaDone. L’inte´gration du
plug-in BPMN fera l’objet de la premie`re section en tant que support de base du me´tamode`le
et du fichier Grasyla, qui seront explique´s dans les deux sections suivantes. Ensuite, une
section donnera un aperc¸u du code par une se´rie de me´triques. Enfin, deux mode`les donnant
un aperc¸u de l’e´diteur termineront le chapitre.
5.1 Architecture du plug-in
Comme explique´ dans la section 4.3, MetaDone est construit sur une architecture base´e
sur le framework OSGi qui permet d’ajouter des plugins afin d’e´tendre ses fonctionnalite´s. Un
manuel d’explication ainsi qu’une proce´dure de cre´ation d’un plugin de base pour MetaDone
est pre´sente´e dans le document [ME11].
Concre`tement, un plugin est un projet Java. Les diffe´rents plugins ainsi que le cœur de
MetaDone sont illustre´s a` la figure 5.1. Les projets pre´fixe´s par metadone forment le cœur
de MetaDone. Les plugins sont pre´fixe´s par plugin . Dans notre cas, le plugin se nomme
plugin bpmn.
Tout plugin doit contenir les e´le´ments suivants : un Activator, un Manifest et un fichier
build.properties. Ces trois e´le´ments sont utilise´s par le framework OSGi. Apre`s la modification
du fichier de configuration de MetaDone, le plug-in BPMN sera charge´ au de´marrage.
L’imple´mentation du me´tamode`le de BPMN, de´crit dans la section 5.2, constitue le fichier
“BPMN.java”. Cette classe est invoque´e de`s que le plugin est charge´ par MetaDone, cre´ant les
diffe´rents metaobjets constituant le metamode`le. Les fichiers Grasyla, constituant la syntaxe
concre`te de BPMN, sont situe´s dans le dossier “grasyla”. Sa structure est de´crite a` la section
5.3. Enfin, les ressources telles que les fichiers SVG et la documentation sont rassemble´es dans
le dossier “resources”.
5.2 Me´tamode`le
L’imple´mentation d’un me´tamode`le se re´alise de manie`re programmatique a` l’aide de
l’API de MetaDone, base´e sur MeTaL2. Cette API, sous forme d’interfaces, permet de cre´er
les me´taobjets (me´taobjets, me´taroles, me´tamode`les, me´taproprie´te´s) correspondants a` un
me´tamode`le comme celui de BPMN. Les quatre fonctions qui nous inte´ressent sont reprises
ci-dessous.
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Figure 5.1 – MetaDone : De´composition en projets Java
La proce´dure suivie est d’encoder chaque me´taobjet de´crit dans le standard BPMN [OMG11a]
ainsi que ses me´taroles et me´taproprie´te´s. L’imple´mentation du me´tamode`le simplifie´ reprise
a` la figure 3.13 est illustre´e dans le code suivant. Cette portion de code ne reprend que 32
me´taobjets, tandis que l’entie`rete´ du me´tamode`le imple´mente´ en comprend environ 250. Com-
parativement a` la grandeur du me´tamode`le de BPMN, la quantite´ main d’oeuvre ne´cessaire
pour e´crire les 300 lignes de code (hormis de´clarations et autres fonctions) n’est pas impor-
tante e´tant donne´ le caracte`re re´pe´titif des fonctions a` invoquer.
Il est important de noter que l’entie`rete´ du me´tamode`le a e´te´ imple´mente´e manuelle-
ment, ce qui est assez re´pe´titif e´tant donne´ le nombre important de me´taobjets composant le
me´tamode`le de BPMN. Cependant, avec l’expe´rience de l’imple´mentation de BPMN, on doit
pouvoir re´aliser une application pouvant ge´ne´rer automatiquement le code correspondant a` un
me´tamode`le. Une telle application permettrait un gain de temps conside´rable. Par exemple,
le me´tamode`le BPMN est disponible dans une version ECore 1 (base´ sur XML) comme beau-
coup d’autres me´tamode`les. Un ge´ne´rateur automatique de me´tamode`le a` partir d’un fichier
ECore serait un plus pour MetaDone.
1 /*
2 * Interfaces
3 */
4
5 public interface MetaModel extends MetaObject {
6 ...
7 public MetaObject produceMetaObject(String name, MetaObject... supertypes)
throws BadPreCondition;
8 ...
9 public MetaRole produceMetaRole(String name, MetaRole.Cardinality
cardinality, MetaObject domain, MetaObject range) throws BadPreCondition;
10 ...
1. ECore : me´tame´tamode`le de Eclipse Modelling Framework (EMF)
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11 public MetaModel produceMetaModel(String name, MetaObject... supertypes)
throws BadPreCondition;
12 ...
13 }
14
15 public interface MetaObject extends WorkspaceObject, Comparable<MetaObject> {
16 ...
17 public <T> MetaPropertyExt<T> produceMetaProperty(Class<T> type, String
name, int cardinality, MetaModel metamodel) throws BadPreCondition;
18 ...
19 }
1 /*
2 * Simple Metamodel
3 */
4
5 final MetaModel main = ws.getMainMetaModel();
6
7 mm_bpmn = main.produceMetaModel("BPMN");
8
9 mo_bpmn_BaseElement = mm_bpmn.produceMetaObject("BaseElement");
10
11 mo_bpmn_FlowElementsContainer =
mm_bpmn.produceMetaObject("FlowElementsContainer", mo_bpmn_BaseElement);
12
13 mo_bpmn_FlowElement = mm_bpmn.produceMetaObject("FlowElement",
mo_bpmn_BaseElement);
14 mp_bpmn_FlowElement_Name =
mo_bpmn_FlowElement.produceMetaProperty(String.class, "FlowElement.name", 1,
mm_bpmn);
15
16 mo_bpmn_FlowNode = mm_bpmn.produceMetaObject("FlowNode", mo_bpmn_FlowElement);
17
18 mo_bpmn_Activity = mm_bpmn.produceMetaObject("Activity", mo_bpmn_FlowNode);
19
20 mo_bpmn_Task = mm_bpmn.produceMetaObject("Task", mo_bpmn_Activity,
mo_bpmn_InteractionNode);
21 mo_bpmn_SubProcess = mm_bpmn.produceMetaObject("SubProcess", mo_bpmn_Activity,
mo_bpmn_FlowElementsContainer);
22
23 mo_bpmn_DataStore = mm_bpmn.produceMetaObject("DataStore",
mo_bpmn_ItemAwareElement, mo_bpmn_RootElement);
24 mp_bpmn_DataStore_name = mo_bpmn_DataStore.produceMetaProperty(String.class,
"DataStore.name", 1, mm_bpmn);
25
26 mo_bpmn_Event = mm_bpmn.produceMetaObject("Event", mo_bpmn_FlowNode,
mo_bpmn_InteractionNode);
27 mo_bpmn_CatchEvent = mm_bpmn.produceMetaObject("CatchEvent", mo_bpmn_Event);
28 mo_bpmn_BoundaryEvent = mm_bpmn.produceMetaObject("BoundaryEvent",
mo_bpmn_CatchEvent);
29 mo_bpmn_IntermediateCatchingEvent =
mm_bpmn.produceMetaObject("IntermediateCatchingEvent", mo_bpmn_CatchEvent);
30 mo_bpmn_StartEvent = mm_bpmn.produceMetaObject("StartEvent",
mo_bpmn_CatchEvent);
31 mo_bpmn_ThrowEvent = mm_bpmn.produceMetaObject("ThrowEvent", mo_bpmn_Event);
32 mo_bpmn_IntermediateThrowEvent =
mm_bpmn.produceMetaObject("IntermediateThrowEvent", mo_bpmn_ThrowEvent);
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33 mo_bpmn_EndEvent = mm_bpmn.produceMetaObject("EndEvent", mo_bpmn_ThrowEvent);
34
35 mr_bpmn_SequenceFlow = mm_bpmn.produceMetaRole("SequenceFlow",
MetaRole.Cardinality.MANY_TO_MANY, mo_bpmn_FlowNode, mo_bpmn_FlowNode);
36
37 mo_bpmn_Gateway = mm_bpmn.produceMetaObject("Gateway", mo_bpmn_FlowNode);
38 mo_bpmn_ParallelGateway = mm_bpmn.produceMetaObject("ParallelGateway",
mo_bpmn_Gateway);
39 mo_bpmn_ExclusiveGateway = mm_bpmn.produceMetaObject("ExclusiveGateway",
mo_bpmn_Gateway);
40 mo_bpmn_InclusiveGateway = mm_bpmn.produceMetaObject("InclusiveGateway",
mo_bpmn_Gateway);
41 mo_bpmn_ComplexGateway = mm_bpmn.produceMetaObject("ComplexGateway",
mo_bpmn_Gateway);
42
43 mo_bpmn_Artifact = mm_bpmn.produceMetaObject("Artifact", mo_bpmn_BaseElement);
44 mo_bpmn_Group = mm_bpmn.produceMetaObject("Group", mo_bpmn_Artifact);
45 mo_bpmn_TextAnnotation = mm_bpmn.produceMetaObject("TextAnnotation",
mo_bpmn_Artifact);
46
47 mo_bpmn_Lane = mm_bpmn.produceMetaObject("Lane", mo_bpmn_BaseElement);
48 mp_bpmn_Lane_Name = mo_bpmn_Lane.produceMetaProperty(String.class, "Lane.name",
1, mm_bpmn);
49 mo_bpmn_LaneSet = mm_bpmn.produceMetaObject("LaneSet", mo_bpmn_BaseElement,
mo_bpmn_InteractionNode);
50 mp_bpmn_LaneSet_Name = mo_bpmn_LaneSet.produceMetaProperty(String.class,
"LaneSet.name", 1, mm_bpmn);
5.3 Grasyla
5.3.1 Construction du fichier
Le processus de construction du fichier Grasyla est l’aboutissement de plusieurs adapta-
tions, corrections qui ont permis l’affichage correct des e´le´ments BPMN sur un meˆme graphe.
En effet, BPMN pre´sente plusieurs difficulte´s dans sa repre´sentation. Par exemple, une dif-
ficulte´ majeure a e´te´ la repre´sentation des sous-processus. Ces sous-processus peuvent eˆtre
de´plie´s, ce qui implique que les e´le´ments internes au sous-processus doivent eˆtre pre´sente´s
d’une manie`re diffe´rente des e´le´ments formant le processus de base. Cette partie sera appro-
fondie dans la section 5.3.2.
Concre`tement, le fichier Grasyla est compose´ d’e´quations qui s’appellent mutuellement
selon le mode`le construit par l’utilisateur. L’ensemble des foncteurs accompagnant chaque
e´quation forme une arborescence, repre´sente´e a` la figure 5.2, ou` la racine de´finit la pre´sentation
de l’e´diteur (graphe, menus, etc) et les extre´mite´s repre´sentent les e´le´ments de base (node)
tels que les Task, les Gateway ou encore les Event.
Cet ensemble d’e´quations permet d’afficher l’ensemble des e´le´ments du mode`le cre´e´ avec
l’e´diteur BPMN. L’ensemble des e´le´ments BPMN a e´te´ se´pare´ en 4 sous-ensembles selon la
manie`re dont ils doivent s’afficher sur le graphe. Par exemple, les FlowElements sont tou-
jours lie´s a` un conteneur (Processus, Sous-processus, Lane) tandis que les Artifacts sont
inde´pendants dans leur placement dans le mode`le.
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Figure 5.2 – Fichier Grasyla : arborescence
5.3.2 Points importants
Quelques points importants concernant l’imple´mentation de la syntaxe concre`te de BPMN
a` l’aide de Grasyla sont repris aux sous-sections suivantes.
Cre´ation objets concrets
Afin de permettre l’affichage correct des e´le´ments, il est ne´cessaire de cre´er chaque e´le´ment
concret et de le lier au mode`le existant. C’est pourquoi, a` chaque cre´ation d’objet via le
menu, MetaDone va inte´grer ce nouvel objet au mode`le par l’interme´diaire d’une fonction en
Groovy. Grasyla permet d’inse´rer de tels scripts et offre une interface par laquelle un script
Groovy peut interagir avec tous les e´le´ments du contexte comme le mode`le, les variables, le
me´tamode`le ou encore le workspace de MetaDone.
La portion de code suivant illustre l’appel a` une fonction permettant de cre´er un nouvel
objet et de le lier au mode`le. Le processus, correspondant au mode`le courant, est stocke´
dans une variable processus. Le second argument pre´cise l’objet a` cre´er, en l’occurrence une
Task. L’appel a` la fonction de l’interface de MetaDone createRole(metarole, domain,
range) permet de cre´er le roˆle afin de lier l’objet cre´e´ au processus.
1 Util.createForProcess(context.getVariable("processus"),"Task") //appel
2
3 class Util {
4 static def createForProcess(domain, range) {
5 Context.concretemodel.createRole(
6 Context.metamodel.getMOByName("FlowElementContainer_FlowElement")
7 .narrow2MetaRole(),//role
8 domain,//domaine (processus)
9 Context.concretemodel.createObject(
10 Context.metamodel.getMOByName(range))//range (Task)
11 )
59
Chapitre 5. Imple´mentation
12 }
13 }
Les sous-processus
Un sous-processus a deux repre´sentations possibles dans un mode`le BPMN. Soit il peut
eˆtre plie´ (voir figure 5.3) ou il peut eˆtre de´plie´ (voir figure 5.4). La premie`re cache les e´le´ments
internes au sous-processus et affiche uniquement son nom. La seconde affiche les e´le´ments
internes sous forme d’un flux encadre´. Dans la conception de l’e´diteur, cet aspect a complique´
l’affichage des e´le´ments selon leur emplacement.
Le code simplifie´ suivant exprime la repre´sentation des sous-processus. Une variable isEx-
panded associe´e a` un FlowElementContainer (supertype d’un sous-processus) exprime si le
conteneur est de´plie´ ou plie´. Selon la valeur de cette variable, l’e´quation ade´quate est choisie.
La premie`re e´quation exprime le point de choix par une condition sur la variable isExpanded
et redirige soit vers l’e´quation 2 qui exprime un sous-processus de´plie´, soit vers l’e´quation 3 qui
repre´sente un sous-processus plie´. Les e´le´ments au sein du sous-processus de´plie´ sont inse´re´s
par la commande free qui permet de de´placer les e´le´ments a` l’aide de la souris sans les sortir
du sous-processus. Le rectangle exte´rieur s’agrandit si l’utilisateur de´place un e´le´ment hors
du sous-processus. De plus, l’e´diteur permet de changer la repre´sentation du sous-processus
par le menu contextuel (clic droit).
1 $ node one metaobject SubProcess = if {
2 //switch on the appropriate equation
3 guard { condition : [ bool($"FlowElementsContainer.isExpanded")]
4 expanded($*self) }
5 guard { condition : [ not {
bool($"FlowElementsContainer.isExpanded") } ]
6 collapsed($*self) }
7 }
8
9 $ expanded one metaobject SubProcess = boxV {
10
11 value($"FlowElement.name")
12
13 border : "roundedrectangle" {
14 harc : 20
15 varc : 20
16 stroke : "solid"
17 }
18
19 free {
20 //the inside elements
21 node($FlowElementContainer_FlowElement.range)
22 }
23 }
24
25 $ collapsed one metaobject SubProcess = box {
26
27 border : "roundedrectangle" {
28 harc : 20
29 varc : 20
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Figure 5.3 – BPMN : Sous-processus plie´
Figure 5.4 – BPMN : Sous-processus de´plie´
30 stroke : "solid"
31 }
32
33 boxV{&SubProcess}// + framed
34 }
Les lanes et pools
Les lanes et pool sont les repre´sentations des participants a` un processus BPMN. Dans
la figure 5.5, le pool Budget Process contient deux lanes Employee et Manager. Afin d’op-
timiser les diagrammes, l’e´diteur devait permettre le redimensionnement des pool et lanes.
Cependant, l’outil d’e´dition de graphes de MetaDone ne permet pas le redimensionnement par
de´placement d’un clic sur une ligne d’un pool. Une alternative a e´te´ choisie afin de contour-
ner ce proble`me : les boutons. Dispose´s sur les coˆte´s, les boutons “+” et “-” permettent
d’augmenter ou diminuer la largeur ou la longueur d’un pool. A` cette fin, deux variables ont
e´te´ rajoute´es a` un Pool : height et width. Ces variables contiennent les grandeurs relatives a`
chaque coˆte´ d’un Pool et sont modifie´es par un clic sur un des boutons. Ainsi, dans le cas
d’un pool contenant un autre pool, la fonctionnalite´ est toujours adapte´e.
De plus, l’ajout d’une Lane a` un Pool est possible par le menu contextuel (clic droit) sur
le Pool concerne´.
Images SVG
Les e´le´ments BPMN qui ne sont pas repre´sentables avec les formes ge´re´es par Grasyla sont
affiche´s graˆce a` une image SVG. SVG 2 est un format de donne´es permettant de de´crire une
image. L’utilisation de ce format vectoriel permet beaucoup plus de flexibilite´ par rapport
aux formats tels que JPEG, PNG ou GIF qui utilisent une repre´sentation bitmap. En effet,
des zones spe´cifiques peuvent eˆtre ajoute´es a` une image SVG. D’autres images SVG peuvent
ainsi eˆtre inse´re´es dans ces zones afin de construire une image compose´e.
L’exemple pre´sente´ a` la figure 5.6 illustre l’insertion des trois barres verticales (2), sym-
bolisant une collection, dans la zone indique´e (1). Il re´sulte une nouvelle image (3) compose´e
2. SVG : Scalable Vector Graphics
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Figure 5.5 – BPMN : Pool et Lanes
Figure 5.6 – SVG : Insertion par zones
des deux premie`res. Ce me´canisme est utilise´ dans de nombreux cas comme les e´le´ments
inte´rieurs aux activite´s (Boucle, Sous-processus, Collection, Ad-Hoc, ...) ou encore dans l’in-
sertion des symboles relatifs aux diffe´rents types d’e´ve´nements (Cancel, Error, Message, ...)
dans les cercles.
Pratiquement, Grasyla permet cette insertion d’une manie`re simple. Chaque zone du fi-
chier SVG e´tant identifie´e par un nume´ro, les fichiers renseigne´s entre “[ ]” seront inse´re´s dans
les zones suivant l’ordre dans lequel ils sont indique´s. Le code suivant illustre le me´taobjet
DataObject comme e´tant une image SVG Data Object.svg ou` la zone 1 a` e´te´ remplace´e par
l’image Data Collection.svg. Dans le fichier Grasyla reprenant l’entie`rete´ de la syntaxe, les
chemins ont e´te´ indique´s sous forme de variables (exemple : &Data Object) afin de permettre
une modification a` un seul endroit.
1 $ node one metaobject DataObject = svg {
2 file : "Data_Object.svg" [ "Data_Collection.svg" ]
3 }
Les proprie´te´s
Apre`s l’e´tude des diffe´rents e´diteurs BPMN connus (section 3.4), il ressort que beaucoup
d’e´diteurs ne proposent pas une capacite´ d’e´dition des proprie´te´s relatives a` chaque e´le´ment.
Le me´tamode`le de BPMN de´fini de nombreuses proprie´te´s pour chaque e´le´ment. L’e´diteur
Signavio respecte rigoureusement les proprie´te´s du me´tamode`le et permettait d’assigner des
valeurs a` chacune. Le me´tamode`le de BPMN 2.0 e´tant bien inte´gre´ dans le plug-in, ainsi donc
que les proprie´te´s, il e´tait possible de permettre a` l’utilisateur de leur assigner des valeurs au
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Figure 5.7 – Editeur BPMN : Proprie´te´s
travers de l’e´diteur.
Une partie de l’e´cran, en bas a` droite de l’e´diteur, permet d’afficher les proprie´te´s relatives
a` l’e´le´ment se´lectionne´. Suite a` un clic de l’utilisateur, les proprie´te´s de l’e´le´ment s’affichent
dans plusieurs onglets selon leur cate´gorie. Chaque proprie´te´ est accompagne´e d’un champ
d’e´dition, une checkbox, une selectbox ou encore d’une table permettant d’inse´rer plusieurs
valeurs en cas de proprie´te´ multiple. Les tables sont des tableaux ou` chaque ligne repre´sente
une entre´e de la proprie´te´. De plus, chacune de ces lignes est associe´e a` un bouton Delete
permettant de la supprimer.
La figure 5.7 illustre cet aspect de l’e´diteur. Les proprie´te´s de la taˆche Withdraw bid ac-
ceptance sont affiche´es selon plusieurs onglets. L’onglet Ge´ne´ral affiche certaines proprie´te´s
comme le nom ou le type d’activite´. Par se´lection, l’utilisateur peut facilement changer le type
de l’activite´ selon la situation a` mode´liser. Il est important de noter que la partie basse, com-
prenant les diffe´rents onglets ainsi que les diffe´rents champs d’e´ditions relatifs aux proprie´te´s,
est de´finie dans le fichier Grasyla par l’utilisateur. Selon les besoins, cette partie peut eˆtre
facilement modifie´e. Par exemple, selon le degre´ d’expertise et les besoins du mode´lisateur,
plusieurs proprie´te´s peuvent eˆtre cache´es ou regroupe´es.
Dans un travail futur, un outil de simulation pourrait eˆtre associe´ a` l’e´diteur. La possibilite´
d’e´dition des proprie´te´s est un pre´requis indispensable a` la simulation d’un mode`le BPMN.
5.4 Me´triques
Afin de donner une appre´ciation de la taille du plug-in BPMN, cette section reprend
quelques me´triques concernant le code Java et le fichier Grasyla.
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Concernant l’inte´gration de la repre´sentation des e´le´ments BPMN, l’e´diteur est capable
de repre´senter 127 e´le´ments sur les 136 possibles. La partie Process de BPMN est couverte a`
l’exception de 4 e´le´ments : les CallActivity de´plie´es, les Transaction de´plie´es, les Pool verticaux
et les Message Flow Decorator. Les deux premiers e´tant base´s sur le meˆme principe que le
sous-processus, leur inte´gration ne ne´cessiterait pas un effort excessif. Les autres e´le´ments
composent les parties Collaboration et Choreography : les Conversation Link, les types de
taˆches de choreography, la Conversation, la Subconversation et la Call Conversation.
Le me´tamode`le, de´crit graˆce a` l’assignation des variables en Java, recense 329 me´taobjets
au sens large. Parmi ces me´taobjets, le me´tamode`le compte 85 me´taobjets stricts, 96 me´taroˆles
(relations d’he´ritage non comprises) ainsi que 148 me´taproprie´te´s. Ces me´taprorie´te´s sont
principalement de type String (96), Boolean (31) et Long (9). Pour rappel, certaines proprie´te´s
ont e´te´ ajoute´es comme la longueur et hauteur des Pool.
Le fichier Grasyla est compose´ de 3723 lignes de code. Cependant, la repre´sentation des
proprie´te´s des diffe´rents e´le´ments reprend environ 2200 lignes. Donc, environ 1500 lignes
sont utilise´es pour repre´senter les e´le´ments BPMN. Le me´tamode`le compte autant de lignes
que de me´taobjets a` instancier, c’est-a`-dire 329. Les e´quations Grasyla sont au nombre de
106. Si on supprime les e´quations de´crivant les proprie´te´s, il reste 50 e´quations soit environ
une e´quation pour deux me´taobjets. On peut remarquer que l’e´quation du me´taobjet Task
permet d’afficher les 8 types de taˆches diffe´rents. Les e´ve´nements sont aussi rassemble´s dans 6
e´quations capables de repre´senter les 58 diffe´rents types d’e´ve´nements en changeant le symbole
inte´rieur. D’autre part, certains me´taobjets ne´cessitent plusieurs e´quations, comme le Sous-
Processus (3 e´quations). D’autres e´quations (11) n’ont pas de repre´sentation graphique mais
servent a` de´finir l’arborescence du fichier.L’e´quation la plus profonde est celle repre´sentant
un Pool, elle compte 142 lignes.
Concernant les variables, le fichier Grasyla compte 46 define servant a` de´finir les chemins
absolus vers les fichiers SVG. De plus, 9 variables sont utilise´es notamment pour contenir la
re´fe´rence de l’objet se´lectionne´ par l’utilisateur ou encore le nombre de Lane contenues dans
un Pool afin d’adapter la taille correctement.
Les scripts en Groovy tiennent une place importante dans le fichier Grasyla. En effet, 122
scripts composent le fichier Grasyla. En omettant la partie relative aux proprie´te´s, le fichier
Grasyla contiendrait 55 scripts. Ils sont principalement utilise´s lors de la cre´ation des e´le´ments
afin de les lier au me´tamode`le existant. Chaque script est en moyenne compose´ de 4 lignes.
5.5 Mode´lisation de l’exemple de re´fe´rence
Apre`s l’imple´mentation de l’e´diteur, l’exemple de re´fe´rence introduit a` la section 1.3 peut
a` pre´sent eˆtre entie`rement mode´lise´ avec MetaDone. Ce mode`le est illustre´ a` la figure 5.8.
A` titre de comparaison avec la mode´lisation sous l’environnement Signavio (voir figure
1.1), l’ensemble des e´le´ments a e´te´ correctement mode´lise´ sous MetaDone. Signavio e´tant un
logiciel tre`s avance´, nous pouvons remarquer que la mode´lisation sous MetaDone est presque
semblable. Ce qui, en prenant en compte le temps investi dans l’imple´mentation de l’e´diteur
sous MetaDone, est un re´sultat tre`s positif.
5.6 Illustrations
Afin d’illustrer les capacite´s de l’e´diteur, deux mode`les ont e´te´ choisis.
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Figure 5.8 – Exemple contextuel mode´lise´ par MetaDone
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Figure 5.9 – Editeur BPMN : Exemple 1
Le premier mode`le, repre´sente´ a` la figure 5.9, illustre le processus d’acceptation d’une
application logicielle. Ce mode`le montre plusieurs e´le´ments BPMN ge´re´s par l’e´diteur comme
les diffe´rents types d’e´ve´nements ou les types d’activite´s. Une table est utilise´e afin d’ajouter
des ressources a` la taˆche Test application. Un bouton permet de cre´er une nouvelle entre´e
sous forme de champs e´ditables par l’utilisateur. De plus, chaque entre´e peut eˆtre supprime´e
par un bouton Delete.
Le second mode`le, repre´sente´ a` la figure 5.10, illustre le processus fictif d’enregistrement
d’un nouvel e´tudiant a` l’Universite´ de Namur. Il pre´sente 2 Pool : Etudiant et UNamur. Le
service des inscriptions attend une inscription de la part d’un e´tudiant. Le sous-processus1
exprime l’enregistrement interne de l’e´tudiant. Ensuite la cre´ation des logins (EID) et des
logins propres aux faculte´s s’exe´cute paralle`lement. Le processus se termine en envoyant un
message de confirmation a` l’e´tudiant.
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Figure 5.10 – Editeur BPMN : Exemple 2
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Approche prospective
6.1 Discussions sur l’e´diteur
Nous avons vu que l’imple´mentation de l’e´diteur BPMN au sein d’un outil de me´tamode´-
lisation (MetaDone), en comparaison avec la richesse des e´le´ments, pre´sente plusieurs avan-
tages et inconve´nients par rapport a` l’imple´mentation dans un outil classique comme ceux
de´crits a` la section 3.4.
Du point de vue de la comple´tude fonctionnelle, l’e´diteur BPMN comprend toutes les fonc-
tions de base d’un e´diteur. D’abord, l’outil de mode´lisation reprend presque tous les e´le´ments
de BPMN (Partie PROCESS ) ainsi que leurs nombreuses proprie´te´s. Les mode`les sont sau-
vegarde´s dans une base de donne´es H2. Afin de permettre l’interope´rabilite´ avec un autre
e´diteur, le plugin BPMN imple´mente un embryon d’exportateur de mode`les. En effet, la plu-
part des outils classiques (voir section 3.4) permettent l’exportation des mode`les en plusieurs
formats comme BPMN XML, XPDL ou Visio WorkFlow Interchange. L’embryon d’expor-
tateur prend un mode`le BPMN en entre´e et produit un fichier BPMN XML en parcourant
l’arborescence du mode`le. Pour l’instant, seulement la structure de base et quelques e´le´ments
sont imple´mente´s. Afin de poursuivre, chaque e´le´ment BPMN doit eˆtre ajoute´ conforme´ment
au standard BPMN qui de´finit le sche´ma XML correspondant a` chaque e´le´ment BPMN.
Du point de vue de l’adaptation, MetaDone et Grasyla permettent de modifier rapi-
dement le me´tamode`le ainsi que la syntaxe concre`te afin d’incorporer des changements.
N. Genon, dans son article [GHA11], propose une modification de certaines icoˆnes comme
l’illustre la figure 6.1. Les icoˆnes BPMN en (A) sont, selon la Physique des Notations,
se´mantiquement opaque. C’est-a`-dire que leur repre´sentation graphique n’e´voque pas clai-
rement leur se´mantique. N.Genon propose de remplacer chaque icoˆne en (A) par une icoˆne
(B). “En conse´quence, et meˆme si elles peuvent apparaˆıtre se´mantiquement perverses au
premier abord pour plusieurs personnes, ces icoˆnes deviendraient plus e´vocatrices pour les
novices”[GHA11]. Apre`s leur inte´gration au sein de MetaDone, ces changements impliquent
simplement le changement de cinq fichiers SVG dans le fichier Grasyla. Ce qui correspond a`
un temps de travail de quelques minutes. De meˆme, MetaDone permet de modifier rapidement
le langage BPMN en ajoutant par exemple une proprie´te´ a` un e´le´ment, remplacer un e´le´ment
par un autre ou encore ajouter un nouvel e´le´ment personnalise´.
De plus, l’imple´mentation d’un e´diteur BPMN implique que MetaDone et Grasyla puissent
mode´liser un langage complexe. De la meˆme fac¸on que l’e´diteur URN a inspire´ la cre´ation
de l’e´diteur BPMN, l’e´diteur BPMN pourrait inspirer l’inte´gration d’autres langages au sein
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Figure 6.1 – (A) Icoˆnes se´mantiquement opaques et (B) Icoˆnes plus se´mantiquement trans-
parentes (Source : [GHA11])
de MetaDone. D’autres langages, comme plusieurs types de diagrammes UML, pre´sentent les
meˆmes types de constructions que BPMN : des formes ge´ome´triques relie´es par des fle`ches, l’in-
clusion de formes dans d’autres formes (sous-processus), ... ce qui indique que leur inte´gration
serait possible sans ne´cessiter une main d’œuvre trop importante.
6.2 Embryon de simulateur (animation de BPMN)
6.2.1 Contexte
La plupart des e´diteurs BPMN pre´sente´s dans la section 3.4 proposent un outil de simu-
lation de mode`le BPMN. La simulation d’un mode`le se fait selon un sce´nario qui est compose´
d’un ensemble de parame`tres comme le couˆt, la dure´e ou encore les ressources disponibles. Vi-
suellement, la simulation (Signavio) s’exe´cute par une animation du mode`le soit entie`rement
soit pas a` pas suivant les interactions de l’utilisateur. Le mode`le s’anime graˆce a` la mise en
valeur de l’e´tat d’avancement du mode`le. Signavio exprime l’avancement du processus par
les e´le´ments du mode`le qui se colorent a` la manie`re d’une barre de progression interactive.
En suivant cette technique, un embryon de simulateur, utilisant les couleurs pour animer un
mode`le BPMN, a e´te´ re´alise´ au sein de l’e´diteur BPMN de MetaDone. Son fonctionnement
est de´crit a` la section suivante.
6.2.2 Principe
L’animation propose´e est base´e sur la se´mantique de BPMN de´crite a` la section 3.5. Cette
animation ne se veut pas eˆtre un simulateur de mode`le, mais un exemple permettant a` la fois
de montrer l’animation d’un petit mode`le BPMN et de montrer d’autres facettes du langage
Grasyla.
Un exemple d’animation est illustre´ aux figures 6.2 et 6.3. L’animation ge`re les e´le´ments
de base de BPMN comme les StartEvent, Task, Parallel Gateway, Exclusive Gateway ainsi
que les EndEvent. Le mode`le d’exemple reprend ces diffe´rents e´le´ments dispose´s de manie`re a`
illustrer l’exe´cution d’une instance du processus. Comme le sugge`re la se´mantique de BPMN,
la progression est identifie´e par un jeton traversant les diffe´rents e´le´ments en suivant le sens du
flux. Chaque StartEvent peut recevoir des jetons par une option du menu contextuel. Ensuite,
chaque taˆche potentiellement exe´cutable s’affiche de couleur verte, celles non exe´cutables (sans
jeton) sont affiche´es en rouge. L’utilisateur peut exe´cuter les taˆches vertes par une option du
menu contextuel. Aux diffe´rents points de choix (Exclusive Gateway), l’utilisateur peut choisir
le flux par lequel le jeton doit transiter en utilisant le menu contextuel de la porte. Finalement,
le jeton aboutit a` un EndEvent, ce qui termine l’exe´cution de l’instance.
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Figure 6.2 – Animation de BPMN : Exemple 1
Figure 6.3 – Animation de BPMN : Exemple 2
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6.2.3 Grasyla
L’animation de BPMN est ge´re´e par un mode`le Grasyla. Une proprie´te´ count a e´te´
ajoute´e a` l’e´le´ment FlowNode (supertype des e´le´ments de base) afin de repre´senter un nombre
de jetons de´tenu par un e´le´ment. La partie mode´lisation est identique a` l’e´diteur duquel
les proprie´te´s ainsi que les e´le´ments non ge´re´s ont e´te´ retire´s. Le passage des jetons est
re´alise´ a` l’aide de fonctions Groovy appele´es par le menu contextuel de chaque e´le´ment. La
portion de code suivante illustre l’exe´cution d’un e´ve`nement. Prenant l’e´ve´nement en entre´e,
la fonction performEvent(event) ve´rifie que la proprie´te´ symbolisant le jeton est positive
et non nulle. Ensuite, toutes les proprie´te´s des e´le´ments suivant l’e´ve`nement selon le flux
sont incre´mente´es de 1. Finalement, le compteur de l’e´ve´nement est de´cre´mente´. Le principe
de cette fonction est applicable aux autres e´le´ments comme les Task ou les Parallel Gateway
avec de le´ge`res adaptations. La fonction resetGatewayColor() sert a` rede´finir les couleurs
ade´quates pour chaque e´le´ment du mode`le selon son compteur de jetons.
1 static def performEvent(event) {
2 def v = event.getOnePropertyValue(count)
3 if(v > 0 ) {
4 def next = event.getAllConcreteRolesDomainCO(sequenceflow)
5 for ( e in next) {
6 increment(e, 1)
7 }
8 increment(event, -1)
9 }
10 resetGatewayColor()
11 }
6.2.4 Conclusion
Cette de´marche visait a` montrer une autre utilisation de Grasyla a` travers une animation
interactive d’un mode`le par des couleurs. L’animation d’un processus compose´ de quelques
e´le´ments dont les portes exclusives et paralle`les servent aussi a` illustrer l’exe´cution d’une
instance selon les flux (SequenceFlow) emprunte´s. Il faut noter que cet animateur ne respecte
pas la se´mantique de BPMN 2.0. Il ressort que Grasyla permet, graˆce des me´canismes comme
les scripts Groovy de´crits pre´ce´demment, d’animer un mode`le BPMN. Le script Grasyla
de mode´lisation, restreint aux e´le´ments ge´re´s par l’animateur, a e´te´ e´tendu d’environ 200
lignes. Donc, la structure de mode´lisation a pu eˆtre re´utilise´e dans une autre finalite´ que la
mode´lisation sans ne´cessiter un investissement important.
6.3 Critique de BPMN
La re´alisation de ce travail a permis de mettre en valeur les aspects positifs et ne´gatifs de
BPMN 2.0.
Par rapport a` ses principaux concurrents comme YAWL ou UML, BPMN 2.0 se de´marque
en proposant une notation riche en constructions. La nouvelle version (2.0) a introduit
de nouveaux e´le´ments permettant d’augmenter l’expressivite´ afin de couvrir les besoins de
mode´lisation de processus de plus en plus complexes. Comme de´crit en 3.1.4, BPMN 2.0
est compose´ de 171 symboles tandis que YAWL n’en compte que 14. Cependant, comme
le souligne N.Genon [GHA11], on peut demander aux experts s’il est ne´cessaire d’avoir 171
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symboles meˆme si le but est de produire des mode`les de´taille´s pour d’autres experts ou pour
l’exe´cution de workflow.
En plus de la notation (trop ?) riche, BPMN 2.0 pre´sente un me´tamode`le d’une taille
comparable. Comme nous l’avons vu dans la section 3.3, il posse`de 147 classes UML qui sont
de´crites en 300 pages dans le standard [OMG11a]. Apre`s la re´alisation de l’e´diteur, il ressort
que le me´tamode`le a e´te´ conc¸u en fonction de la notation et non l’inverse. En effet, la version
1.2 de BPMN, qui reprend plusieurs constructions raffine´es dans la version 2.0, n’e´tait pas
de´crite par un me´tamode`le. Les concepteurs de BPMN 2.0 ont conc¸u le me´tamode`le afin de
pouvoir repre´senter l’ensemble des constructions graphiques et leurs diffe´rents attributs. La
me´thodologie a` suivre pour l’imple´mentation d’un e´diteur au sein de MetaDone impose de
de´crire le me´tamode`le pour ensuite exprimer les me´taobjets dans une forme graphique, ce qui
se preˆtait bien a` la conception de BPMN comme le me´tamode`le est conc¸u pour repre´senter
toutes les constructions. D’autre part, cette conception a induit quelques proble`mes qui ont
e´te´ une source d’obstacle dans l’imple´mentation de l’e´diteur. En effet, un point important
e´tait de garder l’ade´quation entre le mode`le construit visuellement avec symboles de BPMN
et le mode`le sous-jacent forme´ par les objets concrets.
Le me´tamode`le comporte plusieurs curiosite´s parmi les suivantes.
Premie`rement, le me´taobjet RessourceRole, relie´ a` une Activity (0..1 - *) permet de re-
trouver les Performer d’une taˆche spe´cifique. Cependant, la relation 0..1 ne permet pas de
retrouver les taˆches auxquelles un performer est assigne´. De cette fac¸on, on sacrifie l’informa-
tion lie´e au me´tamode`le ( la relation * - * permettrait d’exprimer davantage) au profit de la
notation graphique.
Deuxie`mement, les types de symboles repre´sentant les e´ve´nements sont de´finis par un sous-
ensemble de mode`le comportant plusieurs objets. Concre`tement, un StartEvent peut eˆtre lie´ a`
plusieurs MessageEventDefinition qui est la superclasse des types d’e´ve´nements pre´cis comme
Signal ou Message. L’e´le´ment graphique est donc la repre´sentation de 2 objets (StartEvent
et MessageEventDefinition) lie´s par un roˆle. Cette complexite´ implique des difficulte´s dans la
conception d’un e´diteur.
Enfin, l’arte´fact Group comporte un titre en haut a` gauche dans la notation graphique.
Cependant, le me´tamode`le ne mentionne pas de proprie´te´ repre´sentant ce titre. Dans le
me´tamode`le de l’e´diteur, une proprie´te´ a e´te´ ajoute´e au me´taobjet Group afin de contenir
cette information.
Plusieurs auteurs proposent une adaptation de BPMN. Moody [Moo09] propose deux
dialectes. L’un compose´ d’un sous-ensemble des e´le´ments BPMN composant une version sim-
plifie´e (pour la mode´lisation a` la main) de la seconde qui comprendrait l’entie`rete´ des e´le´ments
(pour la mode´lisation assiste´e par ordinateur). Ces diffe´rentes adaptations ont comme point
commun de simplifier la notation, tandis que la version 2.0 de BPMN apporte justement plus
de complexite´. Cela projette peut-eˆtre les pre´mices d’une future version de BPMN.
6.4 Critique de MetaDone
Lors de l’imple´mentation et des tests de l’e´diteur BPMN, MetaDone s’est re´ve´le´ eˆtre un
logiciel tre`s stable. Malgre´ les erreurs provoque´es par le chargement d’un script Grasyla mal
construit, la partie kernel de MetaDone n’a jamais e´prouve´ le moindre bug. En effet, chaque
fonction est documente´e et chaque test de pre´condition est rigoureusement imple´mente´.
Entre autres, l’acce`s aux diffe´rentes fonctions par l’interme´diaire des interfaces permet a`
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un utilisateur d’ajouter et modifier un plugin sans connaˆıtre le fonctionnement interne de
MetaDone.
Du point de vue du repository, la base de donne´es H2 remplit parfaitement son roˆle en
stockant les diffe´rents mode`les. On remarque cependant que les mode`les concrets sont identifie´s
par un nume´ro compose´ de chiffres et ne peuvent eˆtre renomme´s par l’interface de MetaDone,
au contraire des vues qui leur sont associe´es. Il serait inte´ressant de permettre de modifier ce
nume´ro en une chaˆıne de caracte`res ayant un sens pour l’utilisateur. Aussi, une miniature du
mode`le sous forme d’image associe´e a` chaque vue pourrait apporter une meilleure distinction
entre les mode`les.
Du point de vue de la documentation, le code de MetaDone est entie`rement documente´
sous forme de JavaDoc. De plus, plusieurs rapports techniques concernant MetaL 1 et 2
([Eng06, Eng07] ainsi que la proce´dure d’imple´mentation d’un plugin de base ([ME11]) per-
mettent a` un utilisateur novice d’avoir une premie`re approche de MetaDone.
6.4.1 Grasyla 2
Du point de vue de la documentation, le langage Grasyla est rigoureusement de´crit dans un
manuel technique d’environ 80 pages ([EM13]). D’abord, ce document permet aux ne´ophytes
d’acque´rir les premie`res bases de Grasyla a` travers une introduction a` MeTaL ainsi que plu-
sieurs exemples repre´sentatifs comme la mode´lisation d’un re´seau de Petri en Grasyla. De
plus, Grasyla est de´fini par une grammaire BNF (Backus Naur Form). Par la suite, ce docu-
ment devient un manuel de re´fe´rence contenant toutes les diffe´rentes constructions possibles
en Grasyla. Chaque expression (if, svg, box, ...) est recense´e dans ce catalogue. Une expression
peut avoir diffe´rentes options, actions (clics, double clic, ...) qui sont documente´es. De plus,
lorsqu’une expression est d’un niveau plus avance´, un exemple accompagne la description. Le
document pre´sente aussi les interfaces accessibles par les scripts Groovy qui offrent un acce`s
au workspace de MetaDone. Enfin, le mode`le Grasyla des re´seaux de Petri est explique´ en
plusieurs pages de´taille´es, ce qui permet d’avoir un exemple complet qui reprend les points
importants de Grasyla.
Du point de vue de l’apprentissage du langage, Grasyla est un langage a` part des lan-
gages de programmation comme Java ou C. Il utilise une syntaxe diffe´rente des langages
oriente´s objet, ce qui peut eˆtre un obstacle dans la premie`re approche du langage. Plusieurs
constructions, comme les if-then-else, sont relativement complexes et ne´cessitent une atten-
tion particulie`re lors de l’e´criture d’un script. Les foncteurs, qui permettent de grouper et
diffe´rencier plusieurs e´quations, sont difficiles a` appre´hender lors de la premie`re approche.
D’autres facettes de Grasyla peuvent constituer des obstacles a` l’apprentissage du langage.
Cependant, plusieurs aides sont a` la disposition des utilisateurs comme la documentation
tre`s comple`te et de´taille´e de Grasyla. Plusieurs langages, du plus simple au plus complique´,
sont imple´mente´s a` l’aide de Grasyla et peuvent eˆtre une autre manie`re d’approcher le lan-
gage. Finalement, apre`s avoir expe´rimente´ Grasyla pendant plusieurs jours, les me´canismes
se re´ve`lent eˆtre re´pe´titifs ce qui permet de se de´tacher petit a` petit de la documentation et
de re´aliser des constructions plus complexes.
Du point de vue de la maintenance et de la programmation, un script Grasyla est facile
a` maintenir et a` modifier. Nous l’avons vu dans le cas de BPMN, la personnalisation d’un
e´le´ment peut se re´sumer a` la modification d’une dizaine de lignes localise´es. Par exemple, Gra-
syla permet de de´finir une repre´sentation d’un cercle pointille´ contenant un rectangle conte-
nant lui meˆme une chaˆıne de caracte`res en quelques lignes de code. L’ajout d’une e´quation
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afin d’introduire un nouveau concept est possible sans pour autant nuire aux autres e´quations
de´ja` imple´mente´es. Par rapport a` des libraires graphiques comme Swing, Grasyla permet de
ge´rer les constructions en un nombre re´duit de lignes. Cependant, Grasyla ne permet pas
de ge´rer autant de parame`tres que Swing bien que l’ajout d’options dans les diffe´rentes ex-
pressions est possible. Lors de la programmation, on remarque rapidement l’absence d’un
environnement de de´veloppement de´die´ a` Grasyla. Il est plus confortable pour un program-
meur d’utiliser un outil comme Notepad++, associe´ avec le fichier de´crivant la syntaxe de
Grasyla, afin de be´ne´ficier de la coloration syntaxique. Cependant, les e´ventuelles erreurs
syntaxiques n’apparaissent pas et il est ne´cessaire de charger le script dans MetaDone afin
de de´celer les e´ventuelles erreurs de programmation. Il serait inte´ressant de de´velopper un
plugin Eclipse qui prendrait en charge la coloration syntaxique, la de´tection d’erreurs ainsi
que l’autocomple´tion. Un tel environnement, si le nombre d’utilisateurs de Grasyla augmente,
serait un atout.
Du point de vue du chargement des scripts, les mode`les Grasyla peuvent eˆtre charge´s
autant de fois que ne´cessaire sans rede´marrage de MetaDone. En phase de de´veloppement,
il faut d’abord de´finir le me´tamode`le avant de charger le script Grasyla de´crivant sa syntaxe
concre`te. Une fois le script charge´ au sein de MetaDone et apre`s sauvegarde du workspace,
il n’est plus ne´cessaire de charger de nouveau le script Grasyla lors d’un prochain de´marrage
de MetaDone. Ceci permet un gain de temps, le temps de chargement ne de´pendant plus que
de la complexite´ du me´tamode`le.
Du point de vue de la comple´tude fonctionnelle, Grasyla permet de de´crire des langages
a` la notation complexe comme BPMN. Les formes de base comme les formes ge´ome´triques
ainsi que les SVG ont permis de repre´senter la quasi-totalite´ de la notation BPMN. Ainsi, il
serait possible d’imple´menter plusieurs langages connus comme les diagrammes de classe, les
diagrammes d’activite´ UML ou d’autres notations personnalise´es sans ajouter de fonctionna-
lite´s a` Grasyla. L’utilisation des scripts Groovy permet une manipulation avance´e des objets
et du workspace a` l’aide de fonctions proches de Java. Cependant, Grasyla pourrait encore
eˆtre ame´liore´ dans une future version. Voici quelques suggestions :
– Grasyla ne permet pas directement de cre´er plusieurs objets en meˆme temps et de les lier
par des roˆles. Cela ne peut se faire graphiquement en cre´ant chaque objet se´pare´ment.
Dans ce travail, l’e´diteur utilise des scripts Groovy afin de permettre ces manipulations
avance´es, ce qui surcharge la manipulation lors de l’e´dition d’un mode`le. Il faudrait pou-
voir extraire les scripts Groovy de Grasyla sous forme de fichiers qui seraient ge´re´s par
l’interpre´teur coˆte´ Java plutoˆt que du coˆte´ Grasyla. Le script Grasyla ne comporterait
plus que l’appel a` ces fonctions, ce qui alle´gerait la structure du fichier.
Par exemple, la portion de code suivante illustre l’appel a` une classe Groovy interne au
fichier Grasyla. La classe Util est de´finie dans la premie`re partie du fichier et contient
une fonction doSomething(). Dans la suite du meˆme fichier Grasyla, on distingue
plusieurs appels a` cette fonction.
1 //Fichier Grasyla - BPMN 2.0
2
3 //Classe et implementation
4 script grv s{{{
5 import metadone.metabusiness.script.groovy.Context;
6
7 class Util {
8 static def doSomething() {
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Figure 6.4 – Classe Util extraite
9 ...
10 }
11 }
12 }}}
13
14 ...
15
16 //Appel
17 grv{s{{{Util.doSomething()}}}}
La proposition serait d’extraire cette classe du fichier Grasyla en gardant l’appel a` la
fonction. La classe extraite serait une classe Java faisant partie du plugin (voir figure
6.4 illustre´e par la portion de code suivante.
1 //Classe Java externe au fichier Grasyla
2
3 import metadone.metabusiness.script.groovy.Context;
4
5 public class Util {
6 public void doSomething() {
7 ...
8 }
9 }
– Lors de l’imple´mentation des proprie´te´s dans le script Grasyla, il est coutume d’associer
une proprie´te´ a` un champ d’e´dition (TextField) en Swing. L’utilisateur peut introduire
la valeur de la proprie´te´ dans le champ qui lui est associe´. Cependant, la cre´ation d’un
TextField pour une proprie´te´ est tre`s re´pe´titive et ne´cessite 4 a` 5 lignes. Dans le cas de
BPMN, le nombre important de proprie´te´s augmente conside´rablement le nombre de
lignes a` produire pour les imple´menter. Une solution serait d’associer des raccourcis a`
l’expression d’un TextField d’une proprie´te´. Ainsi, il serait possible de de´finir un champ
d’e´dition pour une proprie´te´ en une seule ligne. Ces raccourcis seraient aussi associe´s a`
d’autres types de champs d’e´dition comme des CheckBox ou des ComboBox.
La portion de code suivante illustre un tableau compose´ d’une ligne comportant le nom
d’une proprie´te´ “Name” ainsi qu’un champ d’e´dition affichant la valeur de la proprie´te´ et
permettant de la modifier. La proposition serait de remplacer l’expression textField par
une nouvelle expression ShortTextField au comportement e´quivalent. Ainsi, le nombre
de lignes serait re´duit.
1 table {
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2 tr { "Name" textfield {
3 value($"FlowElement.name")
4 action: "validate" {
5 update{$"FlowElement.name"}
6 }
7 }
8 }
9 ...
10 }
11
12 table {
13 tr { "Name" ShortTextfield { $"FlowElement.name" }
14 }
15 ...
16 }
– Dans le cas de BPMN, les sous-processus pouvaient faire re´fe´rence a` un autre mode`le
d’un meˆme workspace. Il serait inte´ressant de permettre d’imple´menter des liens “hy-
pertext” qui permettraient d’afficher un autre mode`le lors d’une action sur un e´le´ment.
Concre`tement, un double clic sur un sous-processus BPMN ouvrirait une autre feneˆtre
contenant le processus cible´.
Du point de vue des langages de´ja` imple´mente´s, Grasyla permet d’exprimer une notation
en un nombre re´duit de lignes. Plusieurs langages sont de´ja` imple´mente´s comme les re´seaux
de Petri, URN, GRL ou encore BPMN. Ces diffe´rents langages prouvent que Grasyla est bien
adapte´ a` la description des syntaxes concre`tes.
6.5 Future work
L’e´diteur BPMN permet de mode´liser des mode`les de la partie Process, ce qui couvre la
majeure partie des besoins en mode´lisation BPMN. Les deux autres parties (Collaboration
et Choreography) pourront eˆtre ajoute´es a` l’e´diteur. L’utilisation de fichiers SVG ou l’ajout
d’une nouvelle forme de base a` Grasyla permettra de ge´rer les e´le´ments propres a` ces par-
ties. Concre`tement, il faudrait ajouter trois nouvelles expressions a` Grasyla illustre´es a` la
figure 6.5. Le premier e´le´ment est une Choreography Task. Le second est un sous-processus de
Choreography pouvant contenir d’autres e´le´ments lorsqu’il est e´tendu. Le dernier e´le´ment est
une relation de Conversation. Concernant les autres e´le´ments, leur inte´gration peut se faire
a` l’aide d’images SVG. Donc, l’inte´gration des deux parties (Collaboration et Choreography)
est re´alisable si ces derniers e´le´ments sont ajoute´s a` Grasyla.
Concernant l’exportation des mode`les, nous avons vu qu’un embryon d’export en BPMN
XML a e´te´ imple´mente´. A l’aide du standard BPMN, la suite de l’imple´mentation de l’expor-
tation devrait ne´cessiter quelques jours de travail.
Concernant la simulation, l’animation propose´e dans ce travail ne propose qu’une base
re´duite pour un futur simulateur. En effet, en raison des nombreux e´le´ments et proprie´te´s a`
prendre en compte, le de´veloppement d’un simulateur serait difficile. Il serait plus productif
d’exporter le mode`le en forme XML et d’utiliser un simulateur de´ja` imple´mente´ en important
le mode`le.
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Figure 6.5 – Nouveaux e´le´ments
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Conclusion
Dans ce me´moire, nous avons pre´sente´ une approche permettant l’imple´mentation d’un
langage de mode´lisation, BPMN, au sein d’un outil de me´tamode´lisation, MetaDone. Le but
e´tait de montrer la capacite´ de MetaDone, a` l’aide du langage Grasyla, a` ge´rer un langage
complexe autant par l’importance de son me´tamode`le que par la richesse de ses constructions.
BPMN a e´te´ pre´sente´ et il ressort qu’il s’agit d’un langage compose´ de nombreuses
constructions et dote´ d’un me´tamode`le complexe. D’autre part, MetaDone a e´te´ le support
d’imple´mentation de plusieurs langages comme les re´seaux de Petri et URN, ce qui nous
indiquait des perspectives optimistes concernant l’imple´mentation d’un e´diteur BPMN.
En imple´mentant cet e´diteur, il a e´te´ montre´ que MetaDone fournit un environnement
pouvant supporter l’inte´gration de langages de mode´lisation aux constructions varie´es. De
plus, l’accomplissement de ce travail montre que Grasyla 2 est un langage permettant la
spe´cification d’une interface graphique adapte´e a` un langage de mode´lisation.
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