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4 Abstract
First of all, it is important to say that this thesis will be developed in a re-
search group of the UPC university, the lightning research group (LRG) and
that it will be used for researching work inside the ASIM project. Which is
an investigation consortium of many European universities and the European
Space Agency. Being necessary to collaborate with other researchers from
foreign universities.
Moreover, as the title of the thesis shows ”Study on the determination of
the field of view of the ASIM instruments aboard of the ISS”, the thesis will
use confidential and exact information from the ISS. For this reason some
codes used to achieve this information, which belong to foreign researchers,
will not be included in the annex. However, the use of these programs and
the exact information extracted, will be commented in detail.
Speaking about the objectives, the final aim of this project is to be able
to georeference the lightnings detected by the sensors of the ISS. However,
as this thesis will be used during some researching campaign missions, it is
important to know the exact ISS position in certain time.
This way, in order to achieve the final objectives of the thesis and use it
for research work, two codes have been developed. The first one, developed
in Python, it is a code that allows to know the ISS position in a certain time,
which has been improved as it also allows to know the gap of time when the
ISS has been or will be focusing to a desired coordinates. On the other hand,
the second code is the one that predicts the exact FOV of the instruments
above the ISS. Being this last one, the code used to develop a process that
allows to georeference the lightnings seen by the ISS.
Finally, it is needed to say that this thesis has also been developed using
also the theoretical information about the MMIA instrument’s position, in-
clination, etc. So any changes between the theoretical values of its position
and the real ones, will produce a deviation in the simulation of the georefer-
ence of the lightnings.
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6 Aim
The aim of this project is to be able to georeference the lightning flashes
detected by the sensors of the ISS. One of the difficulties when some anal-
yses of the detections of ASIM (the mission that involves this project) are
done, it is to know the exact position of the ISS at the moment of interest.
For this reason, it is important to highlight that the first step of the project
has been to develop a code that allows to know when the ISS was or will
be focusing into a desired coordinates, in order to use this information for
future researching campaign missions by the lightning research group.
On the other hand, the second problem when some analyses of the detec-
tions of ASIM are done, it is to know the exact FOV of the instruments
above the ISS. For this reason, an initial study of the ISS attitude behavior
will be done. Arriving to the development of a final code and methodology
that allows to determine the field of view of the ASIM instruments aboard
of the ISS and georeference the pictures of the lighnings taken by the ISS.
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7 Scope
The scope of this project includes a full theoretical overview of the character-
istics of the sensors above the ISS usually used to detect lightnings, focusing
into LIS and MMIA. Firstly, an introduction to the ISS general attitude in-
formation and axes will be done, in order to get the knowledge for changing
the coordinates values of the FOV from the ISS axes into the axes of the
Earth, achieving the final latitude and longitude values thanks to the bases
change.
In addition, some theoretical analysis of the orbit of the ISS will be done.
Analyzing the TLE of the satellites in order to extract the enough orbit in-
formation that allows to understand the ISS attitude behavior.
Moreover, as it has been said, a first code that simulates when the ISS has
been focusing in the past or will be focusing in the future to a desired point
(during the next 7 days) will be done. However, it is important to highlight
that to develop this program some hypothesis will be considered, getting as
a result a good approximation. As it will be demonstrated.
On the other side, the second code that will be developed in this TFG,
will be the one that calculates with accuracy the FOV from the instruments
installed on the ISS. The extra value given to this code is that you can in-
troduce the exact pitch, yaw and roll angles of the desired instruments from
the ISS. So, in addition, it extrapolates the latitude and longitude points of
the boundary FOV coordinates from any single instrument you desired.
Finally, as a conclusion, a methodology that allows to georeference the pic-
ture of the lightnings seen by the instruments from the ISS will be explained
and consequently, some real cases will be analyzed. For ending this TFG, a
section to improve this last step will be done.
However, it is important to highlight that as this TFG consists mainly in
developing codes for helping in research investigations, non economical and
environmental studies will be done deeply. Although a budget will be in-
cluded as an annex.
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8 Requirements
As the work developed for this TFG will be used for experimental research
missions in Colombia, some indisputable requirements were defined. The
main one, is to develop all the codes and processes in softwares that could be
used by the LRG researchers anyway. And consequently, that can be easily
sent to the different European researchers without any problem.
After that, as the first code will be also used for predicting when the ISS
is focusing to a desired coordinate, the accuracy in time of the first code
should be very high. It is important to highlight that the ISS is moving
around 7,5 km/s, being its velocity the main problem for that.
For the second part of the project, the one that involves georeference the
lightnings / pictures, the codes, process and methodologies followed, should
adapt themselves to any instruments above the ISS. However, it has to be
able to georeference lightnings detected by the sensors in the Earth. This
should be done, in order to be able to georeference an event from any sensor
and compare between them, in order to extract any useful information.
However, it is important to highlight that this last part, will be only used
to georeference pictures, extracted by the MMIA sensor above the ISS. And
that the methodology and codes developed will be tested with the LIS data
(because it is considered the most accurate).
It will be a real challenge to achieve all the requirements. For this rea-
son, alternative proposals will be defined along the project.
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9 Justification
The LRG has been working on the ASIM mission project since 2007, prepar-
ing the ground facilities for research activity produced by the lightnings, and
analyzing the TLE (Transient Luminous Events) detected by the ISS.
In fact, the exact objective of the LRG participation in the ASIM project, it
is to study new processes and techniques that will be used in the aerospace
pitch, for reducing the amount of lightnings that impact to the airplanes.
Reducing, this way, the damages produced and consequently, the costs.
This way, for advancing with the ASIM mission project, it is needed to
recollect all the possible lightning information data. For this reason, it is
highly important to be able to monitoring the ISS at the experimental re-
search missions in Colombia, in order to connect all the instruments/sensors
in the Earth for collecting all the possible information.
Moreover, the actual status does not allow to compare with high accuracy,
the different information of the lightnings seen by different instruments. For
this reason, in order to know the similarities and differences (understanding
the possible errors) between them, the possibility to georeference the light-
nings could be very useful. In order to extract, for example, if a lightning
seen by the MMIA sensor it is or not seen by another one. Determining
mistakes in the attitude of every single instrument, for example.
These are some of the reasons that justified the development of this TFG.
However, as the investigation will be still done, new justifications, needs and
requirements can appear.
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10 State of the art: ASIM and ISS-LIS
10.1 ASIM introduction
As it is commonly known, the ISS has been harbouring several experimental
instruments for different research missions. One of them, is the Atmosphere-
Space Interactions Monitor, called ASIM.
ASIM is a climate observatory for the ISS launched on 02/04/2018, developed
by the ASIM consortium for ESA. The ASIM consortium is formed by Terma
A/S, Technical University of Denmark, University of Bergen, University of
Valencia, Polish Academy of Sciences Space Research Center, and OHB from
Italy. ASIM is expected to give new insights into climate processes that can
improve climate models by quantifying the effect of electrical and chemical
processes at the space-atmosphere boundary.
The ASIM payload has a mass of 314 kg (692 lb) and consists of two sub-
systems, the CEPA (Columbus External Payload Adapter) and the DHPU
(Data Handling and Power Unit), which form the structure and electrical
connections, respectively, of the Columbus module. Moreover, the ASIM
payload also includes two scientific instruments called MMIA and MXGS
(Modular X and Gamma Ray Instrument). MMIA will be explained in de-
tail in section 9.3, however, just say that the objective of MMIA and MXGS
is to form a climate observatory designed for detecting transient luminous
event and terrestrial gamma ray flashes [6]. Here, a representation of the
ASIM modulus is shown below :




LIS is a space-based lightning sensor aboard the ISS, that records the time of
occurrence of a lightning event, measures the radiant energy and estimates
the location during both day and night conditions with high detection effi-
ciency. For this reason, its ata sets are used to detect the distribution and
variability of the total lightning occurring in the Earth’s tropical and sub-
tropical regions. Moreover, as it is said in the data user guide of LIS-ISS [2],
the LIS instrument also provides periodic background images that help with
the navigation and calibration monitoring of the ISS.
Also explain that the use of the ISS as the monitoring satellite for the LIS
sensor, provokes that only the 81 % of the Earth’s surface can be analyzed,
but includes 98 % of the global lightning on an annual basis. As it can be
noticed in the graph done by NASA posted in ”Sharing earth observation
resources website”[3] or figure 1.
As it has been said in the State of the art chapter, the ISS Lightning Imaging
Sensor is a space-based lightning sensor that records the time of occurrence
of a lightning event, measuring its radiant energy and estimating the loca-
tion. Allowing to map (space and time) individual flashes with thousands
of detections. Also, it is important to comment that ISS-LIS data is being
exported in HDF-4 format, which consist of near-real time scientific data
and background data that it is still being checked. Being only available since
2017, provoking to analyze mainly the lightnings of 2018.
It is important to comment that for validating the data achieved from the ISS-
LIS, the LRG researchers use LMA sensors data for comparing the results.
The LMA is a network of time-of-arrival sensors that passively receive very
high frequencies impulses from electrical breakdown within thunderstorms.
Determining, this way, the exact locations of in-cloud lightning. Right now,




Right now, the LRG has the control of two LMA sensor area [4], one placed
in Colombia and the other in Delta del Ebre. Here, an example of the LMA
data of Delta del Ebre is presented:
Figure 3: Example of a LMA data measurement representation [5]
In this figure, the development of a lightning during a period of time can be
seen. Precisely, the picture from the top shows the height of the lightning vs
the time, while one from the left (at the bottom) shows the coordinates in
latitude and longitude of the lightning, being able to see carefully the zone
when it could be seen. Finally, the two pictures from the right, show the
height of the lightning vs the latitude (top one) and longitude (bottom one).
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10.2 LIS
Speaking about the sensor, the design sensor employs an expanded optics
wide FOV lens, combined with a narrow-band interference filter, that fo-
cuses the image on a small, high-speed 128 x 128 CCD focal plane. As it
can be seen in the LIS technical characteristics table showed in table 1. The
signal is read out from the focal plane at 500 images per second into a real-
time event processor for event detection and data compression. The resulting
lightning data is formatted, queued, and sent to the spacecraft for transmis-
sion to ground stations.
Here are presented all the technical specifications of LIS sensor :
Parameter Value
FOV (Field of View) 80◦ x 80◦
Pixel IFOV (Instantaneous FOV) 4 km
Interference filter Wavelength 777,4 nm
Interference filter Bandwidth 1 nm
CCD array size 128 x 128 pixels
Dynamic range over 100
Detection efficiency 90 %
False event rate bellow 5 %
Measurement accuracy location 1 pixel
Measurement accuracy intensity 10 %
Dimensions sensor head assembly 20 x 37 cm
Dimensions electronic box 31 x 22 x 27 cm
Instrument mass 25 kg
Instrument power 35 W
SNR (Signal to Noise Ratio) 6
Telemetry data rate 8 kbit/s
Telemetry format PCM (Pulse Code Modulation)




ASIM scientific instruments include 6 cameras, 6 photometers and one X
and gamma-ray detector. Mostly, the cameras and photometers are directed
forward towards the horizon (ram, limb). However, the two cameras, two
photometers and the X and gamma-ray detectors used in this TFG, are di-
rected downwards at the Nadir direction.
The cameras and the photometers constitute the MMIA. The MMIA in-
struments observe in different optical spectral bands. ASIM uses optical ob-
serviations in carefully selected bands in order to filter out data with TLEs
from the lightning data. Since downlink is limited, those algorithms are im-
plemented in the on-board software. The ASIM MMIA instrument is capable
of observing 12 frames per second continuously in the 777.4 nm and 337 nm
bands, both only 5 nm wide. Combined with 100 kHz photometer data from
the same two bands in addition to a 180-230 nm band, data is filtered en real
time to optimize the available downlink capability allocated to ASIM on ISS
[6].
One of the requirements of this TFG, is to develop a process or methodology
that allows to georeference the MMIA pictures of the lightnings extracted
from the code done by the UV researchers. In order to do this, the pictures
from the 777 band (the oxygen one) will be the chosen and the data will
be compared with the one given by LIS, as LIS gives highly accurate data.
However, this information will be exposed deeply later, in chapter 13. Here
a picture of MMIA instrument is presented :
Figure 4: MMIA instrument [6]
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11 ISS characteristics
11.1 ISS orbit information
The ISS has a nearly circular orbit inclined at 51.63◦ to the equator with an
average altitude between 330 and 435 km. However, during the labour time
of this TFG the altitude of the ISS has been always between 409 and 415 km.
Comment that the ISS moves along its orbit at a velocity of approximately
7,6 km/s, orbiting the Earth roughly 92 minutes and completing 15.5 orbits
per day, having in Europe and South America (the places were the LRG has
sensors) a revisit period below 3 days. As it can be seen from this picture
extracted of the research article [7].
Figure 5: Average revisit time of the ISS [7]
Comment that the ISS altitude decreases between 100 or 200 meters per day,
caused by the atmospheric drag. However, the rate of descent is not con-
stant, because of the changes in the density of the outer atmosphere, which
is a consequence of solar activity. Hence, some periodic re-boosts are needed
to counteract this decrease. Highlight that the re-boosts can take place at
intervals anywhere between 10 and 80 day, as it is said in this ESA European




For control and monitoring the ISS, few parameters should be previously
known. For this reason, in order to make things simple, NORAD (North
American Aerospace Defense Command) and NASA produced some pertur-
bations models used to calculate orbital state vectors of satellites and space
debris relative to the Earth-centered inertial coordinate system. As reproduc-
ing every single time the equations of the desired model could be extensive,
a kind of an orbit attitude identification code (called TLE) was created.
TLE is a Two Lines Element data format encoding a list of orbital elements
of an Earth-orbiting object for a given point in time. This way, TLE gives
the enough information that can be used for suitable predict the position
and velocity of the satellite at any date in the near past or future. According
to that, it is important to highlight that TLEs can describe the trajectories
only of Earth-orbiting objects.
In the case of the ISS, even though 3 or 4 TLEs are created every single
day, when an historical satellite position prediction is being done, simula-
tions show that there is not an important change using the first TLE of the
correspondent day or the others. In fact, as it was done in the first code
programmed in this TFG (the one that determines when the ISS was or will
be focusing into a desired coordinates), you can predict 8 days in advanced
considering only the TLE of the actual day.
The TLE data representation is specific to the simplified perturbations mod-
els produced by NORAD and NASA (which are SGP, SGP4, SDP4, SGP8
and SGP8), so any algorithm using a TLE as a data source must implement
one of the SGP models. In the case of the first code programmed in this TFG,
the Python function ”satellite compute” of the library ”Ephem” is used to
calculate the position at each time of the ISS. Achieving perfect results.
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11.2 Orbit monitoring
In order to analyze the different information that can be extracted from




1 25544U 98067A 08264.51782528 -.00002182 00000-0 -11606-4 0 2927
2 25544 51.6416 247.4627 0006703 130.5360 325.0288 15.72125391563537
Parameter Value
Satellite name ISS (ZARYA)





International Designator (Last two digits of launch year) 98
International Designator (Launch number of the year) 067
International Designator (piece of the launch) A
Epoch Year (last two digits of year) 08
Epoch (day of the year and fractional portion of the day) 264.51782528
First Time Derivative of the Mean Motion divided by two .00002182
Second Time Derivative of Mean Motion divided by six (decimal point assumed) 00000-0
BSTAR drag term (decimal point assumed) -11606-4
The number 0 0
Element set number 292
Checksum (to verify data integrity) 7







Right ascension of the ascending node (degrees) 247.4627
Eccentricity (decimal point assumed) 0006703
Argument of perigee (degrees) 130.5360
Mean Anomaly (degrees) 325.0288
Mean Motion (revolutions per day) 15.72125391
Revolution number at epoch (revolutions) 56353
Checksum (to verify data integrity) 7
Table 4: TLE technical orbital characteristics (line 3)
• Definitions :
BSTAR drag term : BSTAR is a way of modelling aerodynamic drag
on a satellite in the SGP4 satellite orbit propagation model.
Checksum : A checksum is a small-sized datum derived from a block
of digital data for the purpose of detecting errors that may have been
introduced during its transmission or storage. It is usually applied to
an installation file after it is received from the download server. By
themselves, checksums are often used to verify data integrity but are
not relied upon to verify data authenticity.
Inclination : Orbital inclination measures the tilt of an object’s orbit
around a celestial body. It is expressed as the angle between a reference
plane and the orbital plane or axis of direction of the orbiting object.
Right ascension of the ascending node : The ascending node
is the point where the orbit of the object passes through the plane of
reference. Depending on the orbit, it could be defined as :
1. For a geocentric orbit, equatorial plane is defined as the reference
plane and the First Point of Aries is defined as the longitude’s origin. In
this case, the longitude is also the right ascension of the ascending node.
15
11.2 Orbit monitoring
2. For an heliocentric orbit, the ecliptic is defined as the reference
plane, and the First Point of Aries is defined as the origin of longitude.
The angle is measured counter-clockwise (as seen from north of the
ecliptic) from the First Point of Aries to the node.
3. For an orbit outside the Solar System, the plane tangent to the
celestial sphere at the point of interest (called the plane of the sky) is
defined as the reference plane, and the perpendicular projection of the
direction from the observer to the North Celestial Pole onto the plane
of the sky, is defined as the origin of longitude. The angle is measured
eastwards (or, as seen by the observer, counter-clockwise) from north
to the node.
Eccentricity : The orbital eccentricity of an astronomical object is
a parameter that determines the amount by which an orbit deviates
from a perfect circle. A value of 0 is a circular orbit, values between 0
and 1 form an elliptic orbit, 1 is a parabolic escape orbit and greater
than 1 is a hyperbola.
Argument of perigee : Is the angle from the body’s ascending node
to its periapsis, measured in the direction of motion.
Mean Anomaly : Is the fraction of an elliptical orbit period that
has elapsed since the orbiting body passed periapsis, expressed as an
angle which can be used in calculating the position of that body in the
classical two-body problem.




Some pictures showing the characteristics and parameters defined above,
are included:
Figure 6: Orbit parameters (a) [9]




The position and velocity extracted from the ISS, is saved in the HDF files
that have their coordinate system in the center of the Earth. However, as the
final objective is to predict the FOV of the instruments above the satellite
(as if we were taking a photo), it is much easier to be positioned above the
ISS. Consequently, using the ISS axes. For this reason, as the result should
be expressed in latitude and longitude coordinates, it will be needed to trans-
form the resulting coordinates into the system used in the Earth.
This way, following the ESA guide [8], it can be seen that many coordi-
nates axes can be used for the ISS. Even thought for the code developed in
this TFG, the ISS coordinate system used has been the one that assumes the
ISS velocity vector as the X vector. While the Nadir vector (the vector that
connects the satellite with the center of the Earth) is used as Z vector. And
consequently, the Y axis is the one achieved doing the cross product between
the Z and X vector. Highlight, that in order to avoid general problems, all
the operations that include the different coordinate systems, will be carried
with their correspondent unitary vectors.
According to the above information, the following ISS axes system is achieved:
Figure 8: ISS coordinate system [8]
18
11.3 ISS axes
It is important to highlight that satellites do not keep always the same po-
sition, being free to rotate from their main axes and consequently, deviating
from their some degrees. Producing, as a result, a new coordinate system.
This way the three possible movements are :
Yaw : Movement that produce the nose moving left or right. It is a
rotation about the Z axis ( the Nadir ) and measures the degrees be-
tween the first X axis and the new one.
Pitch : Movement that produce the nose moving up or down. It
is a rotation about the Y axis and measures the degrees between the
horizontal plane and the new X vector.
Roll : Rotation about an axis running from nose to tail, the X axis.
It measures the degrees between the horizontal plane and the new Y
vector.
Figure 9: Pitch, yaw and roll movements
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So because of the pitch, yaw, and roll movements, the camera sensor will
not be focusing into the Nadir direction. Being necessary to use a trans-
formation matrix between the ideal ISS axes and the real ones, the ones
modified by the pitch, yaw and roll degrees movements. This transformation
matrix is called Euler rotation matrix and was introduced by Leonhard Euler
to describe the orientation of a rigid body with respect to a fixed coordinate
system.
In order to define this matrix, the pitch, yaw and roll degrees of the ISS
should be known in advanced. Obtaining them from certain programs de-
veloped by researchers of the UV (Universidad de Valencia) working in the
ASIM project. However, if the readers of this TFG can not get into this ac-
curate information, this website can be used for getting similar information
for further studies [10].
Highlight that in case of the ISS, a change of 1◦ in roll, can provoked a
10 km deviation from the Nadir ideal position. For this reason, it is im-
portant to know exactly this data. This way, the next rotation angles are
defined:
Figure 10: Euler rotation angles [11]
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Understanding : Yaw = ψ, Pitch = θ, Roll = φ.
The next picture, show the ISS axes with their correspondent rotation axes
definition. Comment, that the picture is added in order to present to the
reader the association between pitch, yaw and roll and the correspondent
axis in the case of the ISS.
Figure 11: ISS rotation angles and axes [8]
This way, the rotation matrix that allows to pass from the ideal position to
the real one, is achieved : cos(θ)cos(ψ) cos(θ)sin(ψ) −sin(θ)sin(φ)sin(θ)cos(ψ) − cos(φ)sin(ψ) sin(φ)sin(θ)sin(ψ) + cos(φ)cos(ψ) sin(φ)cos(θ)
cos(φ)sin(θ)cos(ψ) + sin(φ)sin(ψ) cos(φ)sin(θ)sin(ψ) − sin(φ)cos(ψ) cos(φ)cos(θ)

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12 Code 1 : Forecasting ISS passes
12.1 Introduction
One of the requirements of this TFG was to create a code able to predict the
position of the ISS in certain future and past time, in order to to know the
gap of time when the ISS will be passing over a desired position while some
researching campaign missions are being done. It is important to say, that
this starting idea has been improved, developing a coda able to determine
when the ISS is focusing to a desired area/point. Comment that the code
explained in this section has been done in Python language, which I have
learned to code during this process.
In order to have a starting point, one of the LRG researchers gave me an
erroneous code that pretended to predict when the ISS will be passing over
Australia during the next 5 days. So, at this chapter, the researcher’s code
will be explained, as well as also the errors it contains. Afterwards, the dif-
ferent chosen solutions for the problems will be explained, doing emphasis
at the obligatory requisites that the final solution need to fulfill. Finally,
the code developed during this TFG and correspondent algorithms will be
explained in detail.
After analyzing the code developed by the LRG researcher, the mistakes
found were :
• 1. It is not able to do an historical prediction (as it can only calculate
5 days in advanced) and the code bugs when it changes of month or
year during the simulation.
• 2. The code does not calculate the 16 orbits that the ISS does. The




• 3. The code only works for areas that have the same size as Australia.
Does not work for Switzerland or smaller areas, for example, so it is a
big problem for areas of a size as the LMA sensor area.
• 4. The code only shows when the ISS passes over a selected area. It
does not calculate when it is focusing to a desired area.
Once that all the problems of the researcher’s code have been exposed, the
solutions proposed and chosen will be explained in the following sections.
Highlight that in order to make a better comprehension for the reader, the
parts of the code programmed in this TFG and its different solutions for the
original problems, will be explained individually. For more information, all
the codes developed, are able in the annex of the TFG.
First of all comment that the needed libraries used, are:
Datetime: Allows to operate and work with different date formats.
Ephem: Allows to calculate/predict the different ISS position. It is a
library used to work with TLE of different satellites.
Smtplib: Allows to be able to connect Python with an email. In
order to be able to send automatically the results to other emails of
different researchers.
The following sub-libraries are imported to be able to send the re-
sults by email.
from email.MIMEMultipart import MIMEMultipart
from email.MIMEText import MIMEText
from email.MIMEBase import MIMEBase
from email import encoders
Math: To be able to work with degrees, radiants and make differ-
ent mathematical calculations.
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Once the code developed by the researcher has been checked, the first ob-
served problem was the impossibility to work with historical data, which is
a big problem. The fact of not being able to know the past passes, provokes
that you are not being able to review when the ISS has been above the colom-
bian LMA sensors area during the 2018 year. Avoiding to extract the gaps
when the ISS was over the desired are and avoiding to compare the LMA
data with the LIS one too Which is important for getting deeper lightning
detailed information and analysis between the sensors placed in the Earth
and in the ISS.
Mainly this problem happened because the researcher’s program worked with
a Gregorian calendar [12], a calendar that uses a year/month/day format
adding +1 to the actual day that has been simulated. Disabling the exe-
cution of the program when a month or a year changes. Basically, the use
of this type of calendar provokes that as the simulation is increased day by
day, it can happen for example, that suddenly the code searches the TLE
of the day 32 of October, that does not exist. Getting a bug as a consequence.
For this reason, it was necessary to change the methodology process into
one that uses a Julian Date calendar, a calendar made by a continuous count
of days since the beginning of the Julian Period [13], used primarily in soft-
wares that need to calculate elapsed days between two events, without any
problems.
So as it has been previously said at section 11.2, in order to calculate the ISS
position the program needs to know the TLE of the satellite for the desired
day. Just remember that the TLE of a satellite is the code that includes all
the orbit information. For this reason, the program of the researcher con-
nected the Python code into a website called Celestrack [14] (that gives the
actual day TLE of many different satellites) in order to download the TLE
of the ISS and use it to predict the position of the ISS during the following
5 days. Also remember that with a single TLE, you can predict a week in
advance. However, highlight that the requirement of this TFG is to develop
a program able to calculate the historical position of the ISS too.
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For this reason, a file with all the TLEs since 1/1/2005 was created. High-
light that this data base file was created as a CSV in order to improve the
speed of execution of the code, because reading a CSV file in Python is faster
than reading a TXT. Moreover, an algorithm that searches the desired TLE
of the day in the CSV historical list and saves it as a Python variable, was
developed. Consequently, using an historical TLE list and a Julian calendar,
allowed to simulate all the several wanted days without the problem of get-
ting bug when a month or a year changes during the simulation. Improving
the initial code developed by the researcher.
This way, the working methodology of the algorithm that searches the de-
sired TLE is the following :
• 1. First of all it is necessary to introduce as inputs the initial and final
dates of the simulation, in order to execute the code as a daily loop. For
making the code simple to use, the inputs days should be introduced in
Gregorian format (year/month/day) being later converted into Julian
format.
• 2. After that, as it shown in section 11.2, in order to search the exact
TLE of the desired day, the last two digits of the year and the numer-
ical day of the year should be extracted.
For this reason, an algorithm able to read the year of the desired day
and extract its last two digits, was made. Once the year of the desired
day is extracted, in order to achieve the numerical day of the year, the
difference plus one between the simulation day and the first of January
of the extracted year should be done in Julian date format. Getting
as a result, the exact numerical number for the simulation day and
achieving all the necessary data to search the TLE.
Example: 30/5/2019 is day 151 of the year.
Julian date of 30/5/2019 = 2458634
Julian date of 01/01/2019 = 2458485
Numerical date = 2458634 - 2458485 + 1 = 151
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Finally, the year and the numerical day are saved as variables. How-
ever, highlight that as the program is working with integer numbers, it
is necessary to append a zero for the numerical day in case the num-
ber is smaller than 10, or two zeros if the numerical number of the
day is between 10 and 99. Moreover, as it is seen in section 11.2, the
final point for achieving the TLE day information data, is also included.
Following, an example of a TLE searching variable is presented :
Example of searching variable:
19 of February of 2019 : variable = 19049. (Last two digits of the
year = 19 and numerical day = 049).
Example TLE:
ISS (ZARYA)
1 25544U 98067A 19049.59717910 .00001324 00000-0 28051-4 0 9992
2 25544 51.6402 230.9169 0005853 42.7111 353.1664 15.53275152156834
• 3. Once that all the necessary data to search the TLE is achieved, an
algorithm able to search line by line and word by word at the historic
CSV list is made. Basically, the algorithm searches in the CSV list the
line that has the value ”19049.”, getting as a result the first line of the
desired TLE. So after saving the whole line, in order to have both TLE
lines, the next line is saved too.
As the name of the satellite would not change, it can be included as a variable
in the program, so it is not necessary to search it. Attended that the required
precision is very high and that the computational loss of time searching and
executing the TLE daily is minimal, however a single TLE allows to predict
7 days in advanced, in order to obtain an optimal precision, the developed
program will use the TLE of each day.
The parts of the code explained above, are exposed in the following flow
charts. Also the correspondent code parts of this section are included in
annex 1, before the full program exposition.
26
12.2 Julian dates improvement
Figure 12: Flow chart 1
Extract the variable to search the TLE flow chart
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Figure 13: Flow chart 2
Search the TLE in the CSV list flow chart
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Once the TLE of the day is obtained, the following step of the program is to
compute/predict the position of the ISS during the whole day.
Remember that when the researcher’s code has been checked, it has been
found that it is not able to calculate all the orbits that the ISS does. As
it does not calculate the 2 boundary orbits, the top and bottom ones, that
are not able to being simulated. Provoking to be the program erroneous and
therefore, no valid in this aspect. Obviously if the final objective is to use
the code to compare LMA and LIS data, it is not acceptable that two orbits
are not defined. For this reason, as the program needs a very high precision,
all orbits must be calculated/predicted as a requirement.
First of all, comment that the library used to determine the ISS position
is the Ephem one that it is commonly used in Python for performing high-
precision astronomy computations. For achieving the satellite position, the
TLE has to be adapted to the ”Ephem” library format, using the ”readtle”
function. Afterwards, the function ”compute” is also used to get the latitude
and longitude of the desired satellite in a specific time.
This way, the work methodology of the algorithm that calculates the po-
sition of the ISS is the following :
• 1. Write the TLE in a format able to be read by the ”compute” func-
tion and save it as a variable called ”sat”. It is necessary to use the
”readtle” function too.
• 2. Remember that this code works with Julian dates in order to avoid
problems when a year or a month is changed. For this reason, as
the ”compute” function needs an exact time in Gregorian format with
hours, minutes and seconds included in order to calculate the position
of the ISS, the ”datetime” function is used to make the 5 seconds jump.
However the change of day is done with the Julian format.
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• 3. The function ”compute” calculates the position of the satellite given
a time of the iteration and a TLE. Highlight that the daily loop starts
at time 00:00:01 of the desired day and finishes at 23:59:59.
• 4. The ”compute” function has a module able to express the latitude
and longitude of the satellite. However, in order to work and compare
this data, it is necessary to express the data in degrees. This way, the
function ”ephem.degrees” is used.
The corespondent part of the code, that uses the libraries and functions to
calculate the position of the ISS given a TLE is placed in the annex.
So, why the researcher’s code was not able to compute/calculate all the
orbits of the ISS ? Analyzing it in detail, it can be observed that the code of
the researcher, uses the function ”newton”, which pretends to use the New-
ton–Raphson method to simulate and extrapolate the position of the ISS
between two periodic iteration jumps. In order to know how when the ISS is
crossing over the desired area he has selected. Comment that in numerical
analysis, Newton’s method is a method used for finding successively better
approximations to the roots (or zeroes) of a real-valued function. It is one
example of a root-finding algorithm [15].
Surely, the orbit mistakes produced in the researcher’s code were provoked
by the use of the ”newton” Python function. This function, produced mis-
takes, for example, while the ISS is passing over the 0 degrees (because of
the change between the negative degrees value and the positive ones). For
this reason, it is not strange that this function could produce errors while it
was extrapolating the position of the ISS between two steps.
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As a solution for this problem, attended that the Ephem function does not
produce mistakes calculating the satellite position, that the required precision
is very high and that the computational loss of time computing/predicting
the ISS position was minimal, the best option considered and therefore cho-
sen was to calculate the ISS position using the ”compute” function every
time a single jump was done. Making time jumps about 5 seconds.
Improving, this way, the precision of the results respect the researcher’s pro-
gram (which makes the jumps in a scale of 2 minutes) and being able to
compute and predict all the 16 orbits. Deleting the before problem as a re-
sult of non using the newton’s library and calculating the exact ISS position
at every step. Just as a comment, if it is considered by the reader, the LRG
researcher obtained some useful information to develop his own code from
the website [16].
It is important to highlight, that the speed of the program was not affected
at all. As the program developed in this TFG is able to simulate the position
of the ISS during 365 days (making 5 seconds jumps) in a time below three
minutes and a half. However, if the iteration gap time is increased (using
jumps about 15 seconds), the computational time is reduced too. Being able
to simulate 486 days in less than 3 minutes, for this case.
Although, as the ISS is moving around 7,6 km/s and the requirement of
getting a good precision is desired, the gap time chosen for the final code
was about 5 seconds. Point that all the time data is processed and worked
with an UTC format, the primary time standard by which the world regu-
lates clocks and time.
For the verification and validation of the results of the program, three meth-
ods were considered in order to check the ISS Nadir position :
1. Use the historical ISS tracker website [17]: This website allows
to know the latitude and longitude coordinates of the ISS in a certain
exact time.
2. The HDF files: This files were received from other UV ans ESA
researchers. However they can include a very small error.
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This way it is achieved :
For the day 2018-11-28 and Time (UTC) = 19:21:53 the Nadir is :
Criterion Latitude(◦) longitude(◦)
HDF ESA researchers -4,6 103,96
ISS Tracker -4,7 103,95
Developed code -4,67 103,95
Table 5: Results comparison 1
For the day 2018-11-02 and Time (UTC) = 05:09:31 and the Nadir :
Criterion Latitude(◦) longitude(◦)
HDF ESA researchers 3,573 -65,09
ISS Tracker 3,58 -65,1
Developed code 3,56 -65,09
Table 6: Results comparison 2
For the day 2018-10-25 and Time (UTC) = 21:13:32 and the Nadir :
Criterion Latitude(◦) longitude(◦)
HDF ESA researchers 101,55 8,42
ISS Tracker 101,52 8,43
Developed code 101,53 8,38
Table 7: Results comparison 3
As the results of the the Nadirs from the HDF files sent by the ESA re-
searchers, the ISS tracker [17] and the obtained from the developed program
are almost equal, the developed algorithm can be considered as validated.
Moreover, highlight that many other orbits and points were checked.
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Here a capture from the ISS tracker web is included.
Figure 14: ISS tracker capture [17]
3. Use the lightning data able from LIS: This method will be
deeply explained at the section reserved for the verification of the whole
program. However, as an introduction, the methodology followed is to
select a specific area contour and check if all the lightnings produced
inside are also included inside the gaps of time that the program says
the ISS is focusing to the desired area. This process can be done for
checking this way if the program works properly or not, as the LIS
sensor it is placed above the ISS. However it is important to highlight
that the LIS data is actually being corrected in order to perfect it. So




The researcher’s code was created for predicting in the next 5 days, when the
ISS will pass over Australia. For this reason, as it has been said previously,
the researcher used jumps of 2 minutes for each iteration.
What happened ? Obviously when the selected area was much smaller than
the Australia size, as the ISS moves around 7,6 km/s, the ISS jumped the
area between two iterations and as a consequence, the code produced a bug
not working properly. It is necessary to spotlight that the bug was produced
because of the Newton function, as the file jumped the whole area between
steps, not detecting it. As a solution for this problem, the time between
iterations was reduced to 5 seconds and therefore, it was possible to select
an smaller area.
The request LMA areas for the LRG are about 1,5◦ of side, which is roughly
170 km. But if there is a case where an smaller area is needed, the code can
adapt the precision (in order to not jumping the area) decreasing the gap
time. However, the necessary time for making all the iteration will increase.
The following table, shows the days simulated vs the computation time









Table 8: Days vs time comparison
As it can be seen, the velocity of the code is quite good, being able to simu-
late 100 days in almost half a minute. Highlight that this test was done for
Barranca in Colombia.
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The program of the researcher calculates when the ISS will pass above a
square area in the next 5 days. However, instead of this, the aim of the
program developed in this TFG is to predict the moment, in a recent past
and future time, when the ISS was or will be focusing at some concrete co-
ordinates.
In order to achieve this requirement, the following hypothesis were consid-
ered :
• 1. The ISS is at a fixed height of 400 km above the earth. Although,
we have viewed that it can change a few.
• 2. The pitch, yaw and roll of the ISS is not considered (This hypothesis
was caused by the lack of information).
• 3. It is assumed that the 40◦ of the LIS FOV are correct, as the techni-
cal information of the LIS sensor says. Moreover, it is also considered
that there is not a variation of this value provoked by the deterioration
of the sensor.
• 4. The projection screen (”the floor”) is considered as a horizontal
plane. As a result, the projection of the FOV resulted a circle placed
400 km under the ISS with its center in the Nadir.
Therefore, supposing that those hypothesis are valid, a circle projection about
336 km of radius is obtained. This value was achieved multiplying the alti-
tude from the Earth by the tangent of the FOV and can be translated into a
circle of 3 degrees of radius, at the case of Colombia (1◦ = 111 km), or about
4 degrees in the case of Europe (1◦=80 km). Those two sites are considered,
because they are the ones with LMA data and will be the ones checked.
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Highlight that for making the code more dynamic and computational faster,
two areas have been designed and used. The first one is a 336 km circle area
which defines the FOV area, the area where the ISS will be focusing to the
desired coordinates while it is passing over. Consecutive, a second area has
been also defined. This time it is a big square area used as an approxima-
tion area. In this case, this area is defined as a square area of 8 degrees per
side with the desired point in the middle. Used for refusing, with a quickly
comparison, the computational jumps that are outside the area.
As the position of the ISS is being calculated every 5 seconds, it is nec-
essary to check in each iteration if the ISS is near the desired area or not.
However, comparing float numbers is much easier and faster than calculating
the exact difference in km between two points, for this reason the first area is
defined in degrees and it only compares the values of the latitude and longi-
tude coordinates from the ISS, with the ones from the square area. Knowing
if the ISS is inside the box or not.
After that, once the ISS position is inside the area (which means that the
distance between the desired point and the ISS is less than 630 km in Colom-
bia and 450 in Europe) the code converts every time the distance from the
ISS and the desired point into km and afterwards, checks if the distance is
below 336 km (FOV radius of the ISS). Knowing, this way, when the ISS is
focusing to the desired coordinates.
Finally, comment, that in the case that the distance is under 336 km, the
developed program saves the time when the ISS has started focusing to the
desired coordinates. Besides, explain that the program also realizes when
the ISS exceeds from the 336 km, saving the exact time when the ISS has
finished focusing to the desired coordinates too.
As a result, the use of the boundary area of the desired coordinates, al-
lows an easy rejection for the further points and improves the speed of the
program at the same time.
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This way, a schema of the process is presented below :
Figure 15: ISS FOV calculation (Adapted from [18])
37
12.5 Focusing prediction improvement
After the brief explanation of how the system works, let’s start with the
work methodology of the main part of the code. The one that is focused
in calculating and comparing the distance between the ISS and the desired
point. Also the one that saves the starting and ending time of the FOV. This
way, the followed steps are:
• 1. Calculus of the position of the ISS. As it has been explained previ-
ously in section 10.3.
• 2. Compare if the position of the ISS is inside the approximation area.
In case it is not, reject it. Other way, calculate the distance between
the ISS and the desired point in km for checking the 336 km limit.
• 3. Once the ISS is below the 336 km distance, the program checks if it
is the first time in the whole simulation that the ISS crosses the circle
area. If actually it is, the program saves the time in the results TXT
file, the one that will be sent to the researchers, and it saves it as a
variable too. It is also important to save the following times while the
ISS is inside the 336 km circle area as an another Python variable. This
way, as the only needed times are the ones when the satellite starts and
ends focusing to the desired point, the following steps are done :
- 3.1 The first value when the ISS crosses the 336 km area is saved
as a variable and in the results file too.
- 3.2 The times while the ISS is being inside the 336 km area, are saved
in a Python variable, but are not recorded in the TXT. However, it is
important to differentiate between the actual jump time and the last
one (while the ISS is inside the 336 boundary contour) saving them as
two different variables. Later the reader could understand why. Hav-
ing this way 3 different variables: first cross, last jump and actual jump.
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- 3.3 This way, the TXT time variable and the actual time variable
are compared, in order to check if they correspond to the same orbit
or not. A brief explanation is that one orbit corresponds to an hour
and a half, so if the time between these variables is much less than 90
minutes, this will mean that both times correspond to the same orbit.
- 3.4 In the case the actual time jump inside the 336 km area and
the first cross have a time difference bigger than 90 minutes, this will
mean that they correspond to different orbits. Provoking that the last
jump time done inside the 336 km area (the third variable) becomes
the last FOV orbit time, which is the last time when the ISS was fo-
cusing to the desired point during the last orbit. Being necessary to
save it in the final results TXT file as the ending time. Moreover, this
also means that actual time corresponds to the new orbit FOV starting
time, being necessary to save it too and starting, for the new orbit, the
process again.
This process is applied as a loop in every single iteration time, when the
program calculates that the ISS is under the 336 km distance.
However, there is a small possibility that the ISS makes only one step inside
the circle area. For this reason, imagining this situation, the example of the
values saved in the results TXT file for this three consecutive orbits will be
the following:
Times: Starting FOV time Ending FOV time
First FOV orbit gap time (+1 steps) 05:30:00 05:35:00
Second FOV orbit gap time (1 step) 07:00:00 05:35:00
Third FOV orbit gap time (+1 step) 08:30:00 08:35:00
Table 9: Recorded step results demonstration (Version 1)
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This happens attended that when a single step jump is recorded during an
orbit, the variable corresponding to the last time when the ISS was focusing
to the desired point (the going out time of the 336 km circle area) corre-
sponds to the one of the last saved orbit, as this new orbit is only making
one iteration jump that is being recorded as the beginning of the FOV period
gap, not the ending.
In order to solve this problem, it was necessary to compare the last time
value of the last orbit and the one supposed to be the exit of the actual orbit
period. So, in the case they are equal,as it happens in the previous example,
only the starting time must be recorded and not the exiting. Avoiding repe-
titions and correcting the problem.
This way, It will be achieved a correct result TXT file expressed as :
Times: Starting FOV time Ending FOV time
First FOV orbit gap time (+1 steps) 05:30:00 05:35:00
Second FOV orbit gap time (1 step) 07:00:00 - - - - - - -
Third FOV orbit gap time (+1 step) 08:30:00 08:35:00
Table 10: Recorded step results demonstration (Corrected version)
The following flow chart correspond to the part explained above, which is
the one dedicated to check if the ISS is below the 336 km distance ratio to
the desired point. However the code, placed in the annex, also includes the
part of saving the first value of the whole simulation.
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Figure 16: Flow chart 3
Calculation if the ISS is below the 336 km boundary flow chart
The equations used to convert into km the latitude and longitude distance
between the ISS and the desired point, can be found in the annex.
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The methodology of work will be explained in detail after this 4 points.
But before that, the summary of the different TXT files used to write the
time data in order to work with it. Hihhlight that every single file, except
the one that includes the final results, will be crushed and over written in
every single step jump. Just in order to reduce the memory needed. This
way the following txt files are used:
• 1. Results : It will be the file to safe the first and last value of time
when it crosses the FOV area. The results file, the file that will be send
to the researchers.
• 2. Actual time ISS : It will be the file to read always the exact process-
ing time of the ISS, to work with it. This file is created just to compare
the different characters of the actual time inside the area (year-day-
hour, remember that between orbits should pass 90 minutes more less.
This means an hour or day change). This way is known if the actual
step pertains to the same orbit or not.
• 3. Time : It will be the file used to save the first step jump of each
orbit inside the area. In order to compare the time when the ISS was
exiting of the area during the last orbit, and the actual time ISS exiting
of the orbit. With the objective to not repeat the exiting time in the
case the ISS has been only one step jump inside the area, as it has been
explained in table 10 and 11.
• 4. Last time : It will be the file to save the time values while the ISS
is crossing the area. In order to save the last one only.
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So, after the first time the ISS crosses the area, highlight that the pro-
gram is always comparing the last recorded time with the actual time, just
to know if It changes of orbit or not. The steps of the main explanation are
the following ones:
• 1. The actual time of the ISS is read and written in a file called ”actual
time” in order to be able to operate with it.
• 2. The first pass of the actual orbit inside the area, saved in the file
”time” and the actual time saved in the file ”actual time”, are com-
pared in order to know if they belong to the same orbit or not.
• 3. If they belong to the same orbit (they have the same year-day-hour
composition), the actual time is saved It in the file ”last time” where
all the FOV step jumps are saved.
• 4. If they do not belong to the same orbit, It means the ISS has changed
of orbit. So the last step time saved (”last time” file) that will corre-
spond to the exiting time of the orbit happened before. And last results
time written (”results” file) that will correspond to the starting time of
the last orbit too, are compared. In order to check if the exiting time
and the starting time of the last orbit are the same (1 step jump orbit),
avoiding the problem of repeating exit times as It has been showed and
explained in tables 10 and 11.
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• 5. If they are exactly the same time, the exit time variable is not writ-
ten in the results, as It will belong to the one happened two orbits
orbit. If they are different, the exiting time of the actual orbit, and the
starting time of the new orbit are written in the results file. Also the
starting orbit one is written in the ”time” file.
• 6. Finally the 5 seconds of the iteration are added. And it is passed to
the next iteration loop.
Consequently, the flow charter of the actual part of the code is exposed in
the next page. However, highlight that the actual lines for this part, can be
find in the annex. This way, it is gotten:
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12.5 Focusing prediction improvement
Figure 17: Flow chart 4
Main algorithm to compare and save the results flow chart
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12.6 Send the results by e-mail
One interesting point that this code has, is that once the iterations have been
realized and the whole simulation has been finished, the result TXT file is
able to be sent by e-mail to the desired researchers.
Highlight that it is very useful to use this part of the code while the re-
searchers are doing foreign campaign missions or if an automatic process is
wanted too. This way, the following steps should been implemented:
• 1. Introduce the email to send the results file, the email that is going
to receive the files, the filename of the results file and attachment body
with a message, if it is desired. As a normal email. For this reason, a
LRG e-mail was created.
• 2. Read the file.
• 3. Encode the file.
• 4. Connect to the server. For doing this, the password of the email
should be introduced.
• 5. Send the email with the file.
• 6. Close the server.
This way, the code for sending the email was partially extracted from the
website [19] and accordingly modified and adapted for the developed code.




As It was explained in section 10.3, there were three methodologies analyzed
in order to check if the program worked well or not. Two of them, the first
and second, were already explained in section 10.3. Which were to use the
web ISS TRACKER plus the HDF file recieved from the UV researchers in
order to check if the simulated/predicted Nadir position coincide.
However, on the other hand, the other methodology used to check if the
program worked properly, was to use the LIS lighting information to know
if the lightnings produced in a chosen area for many days were included in
the FOV gaps that the program predicted. This way, as the LIS data shows
with accuracy the data seen by the ISS, all the lightnings must be included
inside the FOV gaps. For this reason, some random days were simulated for
the location of Barranca, Colombia (latitude = 7,5 / longitude = -73,5) and
afterwards, the lightning data for those days was carefully checked. Here,
some examples are presented:
LIS lightning data date Simulation FOV starting time Simulation FOV ending time
2018-207 21:04:44.71 21:04:41 21:06:16
2018-235 21:13:26.07 21:13:16 21:14:36
2018-241 07:44:11.41 07:43:26 07:45:01
2018-269 07:51:25.56 07:51:16 07:52:46
2019-047 22:45:34.55 22:45:16 22:46:41
2019-075 11:46:06.49 11:46:01 11:47:31
2019-082 09:02:28.34 09:01:56 09:03:26
Table 11: Lightning validation data
It is important to comment that the test location was chosen because it has
the LMA data. Being able to check the LIS data if it was necessary. This
way, as a final result, all the lightnings were included inside gaps. for this
reason, the program was considered to work properly. Before finishing, high-
light that if the reader wants to visualize the whole code with comments,




13 Code 2: ISS FOV calculation
13.1 Introduction
The objective of the code designed in this chapter is to be able to simulate,
in a certain exact time, the exact ISS FOV cone and the Earth geometry.
Extracting, this way, the exact coordinates from the intersection contour be-
tween both geometries and getting, as a result, the FOV upon the Earth of
the different instruments that the ISS includes. This way, the main difference
between this code and the program explained before, is that the last code
is used to calculate the gaps of time where the ISS would be focusing to an
exact coordinates, forgetting about the FOV contour. Using this new code
for simulating the exact FOV contour in an exact second of a specific day
previously chosen, in order to be able to georeference the lightnings detected
by the MMIA sensor. However, this will be deeply explained later.
So before starting, it is important to specify some interesting facts about
the information and the system axes that will be used.
13.2 HDF files
In order to simulate the ISS FOV in a certain time, two parameters should
be known in advanced, which are the position and head direction of the ISS.
This information has been extracted from different HDF files, which are files
that include all the ISS position and velocity information for a whole orbit
and that can be easily found in this web [20]. Also, explain that the units for
the position and velocity of the HDF files are the international system ones
and that the HDF files, have their coordinate system centered in the middle
of the Earth. Being the position and velocity expressed from there.
Comment, as an extra information, that the time given by the HDF files
is the TAI time, so it should be transformed into normal time. TAI time
is a high-precision atomic coordinate time standard based on the notional
passage of proper time on Earth’s geoid [21]. It is the principal realisation
of Terrestrial Time (with a fixed offset of epoch).
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13.2 HDF files
This way, for extracting the ISS information from the HFD files for a certain
time, a code previously developed by the researcher Joan Montanya has been
used. Highlight that the correspondent part of the code, could be found in
the annex.
Figure 18: Flow chart 5




As in this project is necessary to work with two different objects, the ISS and
the Earth, this means that at least two different systems axes should be used.
Obviously, as the final coordinates values from the contour must be expressed
in degrees of latitude and longitude, this provokes that the final system of
axes should be the one positioned in the center of the Earth. However, as the
main objective of the code is to simulate the FOV of the instruments inside
the ISS, it is prefered to start working with the coordinate system of the ISS.
Placing ourselves above the ISS, as if we were taking a photo. For this reason,
as it will be seen, many transformation matrixes should be applied in order to
pass the contour coordinates from the ISS axes to the ones used for the Earth.
System of axes used for the Earth
The ISS has got many different coordinate systems [22], being used for dif-
ferent aspects. However, for the purpose of providing a common way to
work, some historical standard reference axes have been designated during
the years. One of these standard systems is the CTRS, used by the HDF
files, which is the reference system used by the Global Positioning System.
The CTRS is an updated Earth-fixed system that incorporates polar pre-
cession. CTRS assumes a spherical Earth and does not take any flattening
factors into account. The pole of this system is known as the CIO.
In this system, the Z-axis is coincident with the Earth’s principal rotational
axis, with the positive direction toward the CIO. The X-axis passes through
the intersection of the CTRS reference equatorial plane and the CTRS refer-
ence meridian. The positive X-axis is in the direction of the CTRS reference




A picture of the CTRS system is shown below as a schema:
Figure 19: CTRS system [22]
For understanding the code, it is very important to know and understand
exactly each change of coordinates done. For this reason, the following part
is the most important one of the chapters, giving detailed explanations and
showing many detailed pictures.
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13.3 Coordinate systems
Starting and ending systems
As it has been said in the introduction, the process will simulate the FOV
cone and Earth geometry, starting from the ISS axes and considering these
ones fixed. The first reason why this is prefered, is because of the deviation
that pitch, yaw and roll produce. If these parameters do not exist, the Earth
will be perfectly positioned above the ISS. However, as these values provoke
a relative movement of the Earth from the Nadir axis, the Earth is displaced
to one side of the Nadir. This is the main reason why the ISS axes have
been considered as the fixed ones, because moving an sphere in a coordinate
system is much easier than moving a cone.
Figure 20: Example of rotating the FOV cone VS rotating the Earth
As it can be seen in the picture, working with the ISS axes for calculating the
intersection between both geometries, avoids the need of moving the cone.
Allowing the fact of using a simple grid, as the equations for a sphere are
more simple than for a cone. However, the hard work will come to achieving
the correct transformation matrixes.
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Changes in the coordinate systems
First of all, remember the sytem of axes used for the ISS. Previously ex-
plained in section 10.
Figure 21: ISS and Earth systems (Adapted from [23])
Highlight that in order to achieve the transformation matrixes that allow to
pass from the ISS system to the Earth one, the ISS axes should be expressed
from the system of the Earth. However, as we are starting above the ISS,
the sign of the Nadir vector extracted from the HDF files should be changed.
Obtaining as a result a vector that starts in the ISS and finishes in the center
of the Earth, the Z vector of the ISS system. Moreover, highlight, that the
velocity vector must not change and that the Y axis is achieved making the
cross product between Z and X axes.
Therefore, in order to not have problems with the dimensions, all the trans-
formations will be done with unitary vectors. Although, this information was
previously detailed in section 3.3.
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Furthermore, the reader could not forget that the ISS has a deviation pro-
voked by the pitch, yaw and roll parameters. However, it is quite difficult
to pass from the pitch, yaw and roll system of axes to the Earth ones. So,
in order to make transformations easier, many intermediate steps have been
included. Achieving, this way, easier transformations.
This way, a summary of the different coordinate systems used for getting the
latitude and longitude coordinates of the contour intersection, is presented
below:
• 1. The simulation process starts with the pitch, yaw and roll coordinate
system. Simulating the 40 degrees FOV cone in a vertical position and
moving the sphere that represents the Earth over the space.
• 2. After that, the contour intersection between both surfaces is ex-
tracted, and its coordinates must be transformed into the ISS ideal
system (the system without pitch, yaw and roll) using an Euler rota-
tion matrix transformation.
• 3. Following that, those coordinates must pass into the coordinate sys-
tem of the Earth, using a transformation matrix . However, in this
case, this coordinate system has its origin in the ISS.
• 4. As a result of the before step, a translation should be applied to the
coordinates in order to get them in a system centered on the Earth.
• 5. This way, finally, the latitude and longitude can be calculated. Using




A representation of all the coordinate systems, is presented:
Figure 22: Summary of the coordinate system process (Adapted from [24])
So as it can be seen, two transformation matrixes and one translation are
needed to convert the intersection contour coordinates between both geome-
tries, into latitude and longitude degrees values.
This way, as it has been explained previously in section 3.3, for changing
from pitch, yaw and roll system to the ideal ISS coordinate system, the in-
verse of the Euler rotation matrix (the one presented below) is needed. In
Matlab, the inverse of a matrix can be easily achieved using the command
”inv(Matrix)”.
Understanding : Yaw = ψ, Pitch = θ, Roll = φ. cos(θ)cos(ψ) cos(θ)sin(ψ) −sin(θ)sin(φ)sin(θ)cos(ψ) − cos(φ)sin(ψ) sin(φ)sin(θ)sin(ψ) + cos(φ)cos(ψ) sin(φ)cos(θ)




For the translation process, as both coordinate systems are parallel, the vec-
tor of the ISS position expressed from the Earth should be added to the FOV
contour coordinates expressed from the ISS.
Here an example is presented:
Contour node position expressed from the ISS (10,0,0)
ISS position expressed from the system of Earth (- 100, 100, 100)
Final contour node position expressed from the Earth (- 90, 100, 100)
Table 12: Translation process
Later, for passing from the ISS ideal coordinate system (the one without
pitch, yaw and roll) into the coordinate system of the Earth placed in the
ISS, it is necessary to calculate the transformation matrix between both vec-
torial systems.
The methodology of a vectorial space change process can be easily found
in any algebra books. However, here a summary flow chart is presented.
Highlight that the process described is to achieve the transformation matrix
from the Earth system into the ISS system. So for getting the opposite pro-
cess, the inverse of the final matrix must be done.




In this section, the process followed to simulate both surfaces and extract the
intersection contour will be explained. However, as the FOV cone and the
sphere will be described using an explicit equation, a grid should be defined
in order to get the X and Y coordinates for doing the surfaces simulation.
For calculating the intersection between both geometries, the Matlab ”con-
tour” function [25] was used. This function, requires to use one cartesian grid
for all the geometries. However as the main object, speaking about size, is
the sphere that represents the Earth, the best option would be to use a polar
discretization system, multiplying later the coordinates for the cosines and
sines of each angle, achieving this way a polar discretization in the cartesian
system. Here a representation of the final discretization is presented :
Figure 24: Discretization grid
It is important to comment that as the sphere is symmetric, it has two nodes
for the same X and Y values (corresponding to the top and bottom parts).
In order to use the contour function, a global matrix which includes the grid
for the top and bottom parts of the Earth and the cone must be created.
Being the last one included in the grid, because the size of the Earth is much
bigger than the cone. Finally, comment that the code designed for the grid





For calculating the intersection between both surfaces, first the grid of the
sphere should be moved to the projection point of the center of the Earth.
Right now, the origin of the grid for the simulation is placed in the (0,0,0)
point, which is the position of the ISS. However, as it has been said be-
fore, because of the pitch, yaw and roll deviation degrees the Earth must be
moved, as it is easier to simulate a vertical FOV cone.
For this reason, it is needed to multiply the Nadir vector (0,0,height) with the
Euler matrix explained before. Adding those values into the cartesian grid
coordinates. Making this way a translation of the grid into the projection
of the center of the Earth and arriving, this way, to the final grid system.
Which also includes the FOV cone inside.
A picture is added in order to make a clearer concept of the situation. So
as it can be seen, the FOV cone will be for sure always inside the grid area.
This way, the grid can be used for both surfaces.
Figure 25: Displacement of the Earth from the top for a pitch = 5◦, roll =
5◦ and yaw = 4◦
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As the CTRS system of the HDF files, consider the Earth as an sphere,
the equation used for calculating the top and bottom parts of the Earth are:
Z =
√
R2 − (Xgrid)2 − (Ygrid)2 (1)
Ztop = Z +Nadirprojection (2)
Zbottom = Z −Nadirprojection (3)
Here, a summary of the process explained in the last two sections is pre-
sented:
Figure 26: Earth simulation schema




As it has been said, the ISS FOV cone is included inside the grid area.
This way the cone can be calculated with the same grid used for the sphere,
as the contour function requires. This way, to calculate the Z coordinates for
the cone, the equations used have been :







(Xgrid)2 + (Y grid)2
a
(5)
Following these equations, the coordinates for the cone are achieved. Even
though, as the grid is much bigger than the cone, the cone will over pass the
sphere, obtaining this way, two connection surfaces. For this reason, as the
only interesting intersection part is the one produced at the bottom, only
the intersection coordinates produced in the bottom part will be saved.
Here it is an example of the final simulation :
Figure 27: Simulation of the geometries
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Afterwards, once the cone and the sphere nodes have been calculated, the
Matlab ”contour” function must be used to obtain the intersection X and
Y coordinates. Highlight, that the contour function works similarly as the
Newton method explained in section 10.3, because it calculates the intersec-
tion between both surfaces from the nearest nodes. So the methodology for
obtaining the intersection nodes is the following :
• 1. Make the difference from both surfaces in order to achieve the nearest
nodes.
Zdiff = ZEarth − Zcone
• 2. Apply the contour function for calculating the X,Y cartesian values
when the connection is produced. This way, this command should be
written.
C = contour(Xgrid, Ygrid, Zdiff , [00])
• 3. Extract and save all the X and Y coordinates, from the nodes where
the connection is produced.
XL = C(1, 1 : end)andY L = C(2, 1 : end)
The Matlab help website [26] has been used as a reference for the calculation
of the intersection points using the contour function. Here, an example of
the contour from the intersection parts is presented.
Figure 28: FOV contour intersection, top and bottom parts, seen from the
top of the Z axis for a non pitch, yaw and roll case
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13.6 Getting the final coordinates in latitude and lon-
gitude degrees
Once the intersection points between the Earth and the cone have been cal-
culated, the process to express them in latitude and longitude should start.
For achieving this, as it has been explained previously, two space transfor-
mation matrixes and one translation should be applied. Just as a memorial,
the steps needed to be followed are:
• 1. Pass from the pitch, yaw and roll system to the ISS ideal one, using
the inverse of the Euler transformation matrix exposed in section 11.3.
• 2. Pass from the ideal ISS system to the cartesian one placed in the
ISS, using the steps explained in figure 22.
• 3. Make a translation in order to place the connection points in the
system centered in the Earth.
• 4. Finally, once the intersection points are expressed in the Earth carte-
sian system, the latitude and longitude conversion must be done.
The parts of the code correspondent to the transformation and translation
steps are included in the annex with comments. However, it is only needed to
multiply the X and Y definitive coordinates of the intersection, by the inverse
of the Euler matrix and consecutively by the inverse of the transformation
matrix. Applying after that the translation.
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13.6 Getting the final coordinates in latitude and longitude degrees
Finally, for expressing the results in degrees of latitude and longitude, the







































As this code will be used to complement and correct the researcher’s work,
the verification of the program must be done with the UV researcher’s pro-
gram in order to achieve if the solutions are equal or not.For this reason, as
the UV researcher’s code is only able to calculate the Nadir position of the
ISS, the Matlab program developed in this TFG has been applied without
any angle of pitch, yaw or roll. Achieving the Nadir position, simulating a
cone of 0,1 degrees width.
Moreover, for calculating the exact latitude and longitude of the Nadir, the
program should catch only the position of the intersection nodes placed at
the bottom part of the Earth and discard all the others from the top part.
Hence, as the distance of the ISS from the center of the Earth is known
(the modulus of the Nadir vector) and the Earth radius is also known (6371
km), the program will only save the intersection coordinates values placed in :
• Z coordinates = Nadir modulus - ( 6371 +/- 0.1 )
Here a schema is presented:
Figure 29: Save the projection of the Nadir (Own figure)
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13.7 Verification
Following the above explanation, several points have been tested and
hence, several statistics have been achieved. So, it has been achieved:
Figure 30: Results of the tests
Firstly, as it highlighted in the table, it can be seen that the Valencia code
is not 100% efficient, getting one wrong value comparing with my code and
the ISS tracker. It is important to say that the Valencia code extracts its
information from the ISS data, so if one day the ISS is processing wrongly
the data, as a consequence the code will work wrong. An example of this is
the test of 2018/06/29 during the seconds 30704-30705, where the Nadir
position achieved using the ISS tracker is (Lat = 8,7 and Lon = -80,28).
Getting, using the ISS tracker value, a difference of Lat = -0,0541 and
Lon = -0,0006 degrees with my program.
As a summary, it can be seen that for the latitude, around the 90% of the
tests give an error under or around 0,1 ◦ (56% below and 34 % around 0,1).
While in longitude the 100% of time give an error under or around 0,1 ◦ (56%
below and 44% around 0,1). Considering, this way, that the code is validated.
Finally, as the program developed to calculate the FOV of the ISS is done,




14 Georeference of lightning flashes
In this section a methodology for the georeference of lightning flashes has
been developed. However, in order to be able to do it, the user should use
the MATLAB and QGIS softwares. The last one with the georeference plu-
gin, which can be easily found in [28].
This section will explain in detail the designed process, hypothesis and cal-
culations that should be followed for georeference the LIS lightnings seen
by MMIA. Moreover, an analysis of the divergence between the results and
the real lightnings will be done. Exposing, finally, an example. However,
comment that for testing the program 11 cases have been analyzed in detail,
including the final results in the annex.
This way, the methodology followed is :
14.1 Retrieving MMIA camera frames
The first step is to run the Matlab code developed by the UV researcher.
This program, allows to get the pitch, yaw and roll of the ISS for an exact
time. However, it is important to highlight that for using this program a
CDF file, a file that include all the technical information recorded directly
from the ISS, is required. Unfortunately, this CDF information is only avail-
able for the ASIM researchers and for this reason the code developed by the
UV researcher is not showed in this work.
Nevertheless, the code developed by the UV researcher is not only used for
achieving the ISS attitude. In addition, the code also provides some pho-
tometers analysis, besides the necessary MXGS and MMIA pictures (full
size and with a zoom to the detailed lightning section) that are commonly
used for detailed studies. However, the only picture needed in our case will
be the MMIA full size one, in order to georeference the FOV of the MMIA
sensor with the lightnings included.
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14.1 Retrieving MMIA camera frames
In these two pages, an example of the output pictures is shown :
Figure 31: Output 1: MXGS detection
Figure 32: Output 2: Photometer analysis
However, these two pictures are the ones that will not be used.
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14.1 Retrieving MMIA camera frames
Figure 33: Output 3: MMIA detection
Figure 34: Output 4: MMIA detection for oxygen and UV channels (zoom
version)
It is important to highlight that the MXGS and MMIA are not placed in
the same position, this is the reason why the pictures are different. However,
in case of the MMIA, the horizontal axis is in fact the X axis of the pitch, yaw
and roll system. Finally, the output 3 will be the one used for georeference
the lightnings.
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14.2 Extract the lightning information
The second step is to extract the detailed information of the lightnings pro-
duced in a desired region and time. This step is done in order to be able to
only represent the lightnings which can have been seen from the ISS, reject-
ing all the foreign ones.
Hence, the procedure is :
• 1. Search the desired HDF files (the files which contain all the infor-
mation from the lightnings produced and seen by the ISS in the whole
orbit) from [29], choosing the wanted region and period. Afterward,
once the HDF file has been chosen, it should be downloaded from [20].
• 2. After that, the HDF information should be read and saved in a TXT
file. In this case, a code developed for a researcher of the LRG has been
used, achieving this item easily.
• 3. Once the whole orbit information has been saved in a TXT file, the
lightnings placed in an interval of time about +/-1 second of the con-
sidered time, should be searched. Highlight that this step is produced
because of the miss-match between the LIS and MMIA time, although
a researcher of the LRG hass developed a technique (during the process
of this TFG) that allows to correct the time difference between both
sensors. Being able to select the exact lightnings showed in the MMIA
photometers analysis, being them the ones showed in the pictures.
Unfortunately, the time employed in the development of this TFG is
limited and this program was not included in the actual process. In-
stead of this, all the flashes (+/- 1 second) were represented and an
analysis of the intensity was done. Being the flashes with higher inten-
sity, the ones which are shown in the MMIA picture.
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• 4. The chosen flashes have to be represented. For doing this, a Matlab
code that uses the function Worldmap [30] was developed. This func-
tion is used for constructing map axes for a given region of the world,
achieving as a result, the representation of the desired flashes in a grid.
However, an important improvement was implemented. Being able to
represent the different groups of flashed with different symbology and
plotting with different intensity, each lightnings in function of their ra-
diance. Getting a stronger color intensity as the radiance increases, as
it can be seen in the following picture :
Figure 35: The representation of the flashes by its group and radiance for
case 2019/05/5 06:52:25
Also highlight that the code used for this can be seen in the annex.
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• 5a. Once the MMIA picture is extracted and the coordinates of the
desired flashes are known, the next step is to calculate/simulate the
FOV of the MMIA picture.
In order to do that a new version of the FOV code, previously ex-
plained in chapter 12, was designed. However, as this part is the main
one for georeference the lightnings, the considerations chosen will be
explained in detail.
As it could have been seen, the MMIA camera produces a square FOV
picture, getting as a result a smaller FOV than the one achieved in the
code of chapter 12. Being the FOV of the camera included inside the
ellipse predicted.
However, the fact that the camera produces a square FOV simplifies
the calculation, because now it is not necessary to calculate the exact
intersection between the Earth and the FOV of the ISS sensors. Being
able to consider ”the floor” in an horizontal plane placed at the height
of the cloud, as it can be seen in the following picture, defining the
process of a photo taken by a camera.
Figure 36: MMIA camera FOV example (Own figure)
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It is important to define the parallax of a satellite, which is a common
problem found in these cases. The parallax of a satellite, is defined as a
displacement or difference in the apparent position of an object viewed
along two different lines of sight. Below, an example of the parallax
definition is presented :
Figure 37: Parallax definition (Own figure)
As it could be seen, using the methodology of calculating the FOV in
the cloud height against instead of the surface of the Earth, provokes
that the main part of the parallax of the satellite is almost avoided.
However, two problems are still present :
1. The first one is caused because of the lack of knowledge about
the cloud height. Although, it has been considered the value of 10 km
in Europe and 15 km in Colombia. These values were chosen because
the researchers have demanded this way.
2. The second problem is caused by the pitch, yaw and roll of the
satellite. Although without them the parallax problem would be cor-
rected, the fact of having these degrees of deviation from the Nadir
causes a little parallax effect. Provoking as a result, few km of mistake.
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However, it is important to highlight that as the orbit of the ISS is very
low, the parallax of a lightning seen from the ISS and projected to the
Earth’s surface will be about 10 km (a low distance if it is considered
that the FOV of the ASIM instruments are about 680 km of width),
reducing also this distance by considering the floor in the height of the
cloud.
• 5b. It can be said that in order to georeference the lightnings, both
codes explained in sections 10 and 11 are mixed. For this reason, it
will be easier to understand the process if we place ourselves above the
ISS, measuring the coordinates of the corners in the ISS pitch, yaw
and roll axes system. Thereupon, the transformation matrix defined
in chapter 11 for passing the coordinates into the axes system of the
Earth, must be applied. Getting as a result, the latitude and longitude
of the corners of the picture.
Here it is shown an example of how the coordinates of the corners
are defined. However, it is important to highlight that these coordi-
nates should be extracted using the pitch, yaw and roll axes system.
Figure 38: MMIA sensor FOV example
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14.2 Extract the lightning information
Only highlight that instead of the code developed in chapter 11, this
code takes into account the pitch, yaw and roll of the ISS. Although
it also considers the exact height of the ISS, as the Nadir distance is
extracted directly from the HDF files.Getting as a result more accurate
results.
This way, the coordinates of the corners are :




















Nadir distance - 6371 - Cloud height
Table 13: Corners coordinates
Once the coordinates of the corners are achieved, the steps that focus
to pass the coordinates on the system centered in the Earth applying all
the transformation matrixes previously explained in chapter 12, should
be carried out. This way, the latitude and longitude coordinates of the
corners of the picture are achieved.
As a comment, highlight that the code used in this section can be
achieved and seen in the annex.
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• 6. Once that all the necessary information and pictures have been
achieved, it is time to georeference the LIS flashes and the MMIA pic-
tures. This step was done with the QGIS software, getting as result
a deviation between the obtained lightning coordinates and the real
ones, about 40 or 50 km. However, it is important to highlight that the
UV researchers consider that the MMIA sensor has a deviation from
its own Z axis about 5 degrees, which would provoke a deviation of 35
km between the obtained position. Reducing, this way, the difference
to 15 km.
Here an example of one simulation is shown, however, the result of
all the examples can be found in the annex.
Figure 39: Georeference done for the case 2019/05/05 06:51:47
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15 Conclusions
This bachelor thesis has three main parts: 1. Forecasting ISS passes / 2. ISS
FOV calculation / 3. Georeference lightning flashes. This way, the conclu-
sions will be made for each part, adding at the end a final summary of the
project requirements, in order to see if they have been achieved or not.
1. Forecasting ISS passes:
This task consisted in predicting when the ISS has been and would be passing
over a desired area. As a starting point, a code made in Python from an LRG
researcher was used, being necessary to learn that language. However, as the
code developed by the researcher did not work properly, it was necessary to
restart and develop many improvements in order to get accurate results.
The most important change applied was applied to avoid the use of the New-
ton function, which provokes errors in certain orbits. For this reason, the
code developed is able to simulate without any error the 16 orbits that the
ISS produce, achieving the same results as the code of the UV researchers
and the ISS tracker. Moreover, it was also obtained a fast computational
time, as the code developed during this TFG is able to simulate 100 days in
half a minute.
Following, the second most important change, was passing from a Grego-
rian calendar into Julian dates. This change, provoked that an historical
TLE list could be used. Being able, as a consequence, to make historical
observations in order to search the exact lightning data from LIS.
As a summary, the code has been checked using three different method-
ologies, obtaining in all three high accurate results.
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2. ISS FOV calculation:
This task consisted to develop a code that is able to predict the exact FOV
of all the instruments above the ISS. In order to achieve that, a simulation
of the Earth geometry and the FOV cone of the instruments above the ISS,
was done.
It is important to say, first, that this code is able to calculate the exact
intersection between both geometries. Getting as a consequence, the projec-
tion of the FOV over the Earth. However, as the orientation of the FOV
cone is defined by the pitch, yaw and roll parameters, the exact values are
needed. In the case of this TFG, these parameters were achieved using the
code developed by the UV researchers, however, they should be compared (if
it is possible) with the real values from the ISS.
This way, in order to validate the code, the Nadir position has been used.
Comparing the results of the developed code with the results from ISS tracker
and the code of the UV researchers. Achieving an accuracy of less than 0.1
degrees of difference between the real value and the simulated one for over
almost all the cases. Having an exact accuracy fro over the 90 per cent of
the cases. Considering, this code valid for georeference lightning flashes.
3. Georeference lightning flashes:
Finally, a methodology to georeference lightning flashes using the above code
and the MMIA pictures, was defined. For this part it is important to say
that right now, the UV researchers think that the MMIA sensors can be devi-
ated 5 degrees from the theoretical position (the one used during the thesis),
which can provoke 35 km of error between the predicted position and the real
one. Moreover, as it has been previously said, the pitch, yaw and roll values
achieved from the code developed by the UV researchers, could be different
from the exact ISS values. Being necessary in further studies, if it is possible,
to compare this data with the real values.
Hence, as the unknown inputs deviation could produce at least 40 km devi-
ation, having between 40 and 50 km of deviation in the actual process, the
process defined can be considered a success.
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As a summary, it is considered a good idea to check and revise if all the
initial requirements and final objectives of this thesis were achieved :
• 1. Develop all the codes and processes in softwares that could be used
by the LRG researchers and that can be easily sent to other researchers.
• 2. Develop a code that allows to predict when the ISS will be focusing
to a desired coordinates.
• 3. Develop a code that allows to extract the FOV of the instruments
above the ISS and develop a process that allows to georeference light-
nings.
So, as it could be seen during this thesis development, the precision of the
two developed codes is high enough to consider these requirements achieved.
However, it is true that more accurate hypothesis would help to achieve bet-
ter results in the process of georeference the lightnings, although for achieving




In this chapter, some next steps are proposed in order to make a deeper anal-
ysis of the developed process. However, as this TFG is directly related with
the work currently developed by the researchers, some improvements of the
programs used were thought during the final weeks of this thesis, although
because of the limited time I had, these ideas were not finally implemented.
This way, the proposed improvements are :
• 1. Use the code developed by LRG researchers that allows to know,
from the photometers, the exact flashes that should georeference.
• 2. Check if the code developed by the UV researchers, gives the exact
pitch, yaw and roll values. Compare these values with exact ISS infor-
mation from NASA, in order to correct them and use the real ones.
• 3. Improve the process developed in this TFG for georeference the
lightnings, in order to represent in the QGIS software all the MMIA
frames pictures. Having, this way, all the spotlighted zones.
• 4. Search and test and ideal case where the lightning it is inside the
Nadir line. Having, this way, no pitch and roll and being able, as a
consequence, to extract the exact error of the process.
• 5. Search and check if the MMIA cameras are deviated 5 degrees from
the supposed position. This has been mentioned a few times during
the thesis and it is a supposition that the UV researchers have. It
will be a great idea to check if the MMIA sensor is deviated from the
supposed position or not, provoking this way a deviation of 35 km in
the georeference process (as the process simulates a prediction with the
theoretical conditions).
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• 6. Develop the exact ISS FOV code (chapter 12) with a pyramid that
simulates the MMIA sensors. Right now, the code is simulating a FOV.
Being able to simulate a pyramid, will avoid chapter 13.
• 7. Change the colors used to represent the lightning in the MMIA pic-
ture. The use of a new scale of colors in pictures extracted from the
code of the UV researchers, could help to highlight more the lightning
zone.
As it can be seen in the next picture (which is a zoom of the real one),
the dimensions of the LIS lightning detection and the one from the pic-
ture are similar. However, the highlighted zone is smaller, producing
confusion. A change of the scale of colors will avoid that problem, as
it can be seen:
Figure 40: Actual scale of colors
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In the last picture, it is represented the zoom of the georeference of the
lightning flashes done for the case 2019/05/05 06:52:25. This case was used to
check if the dimensions of the pixels, for both LIS and MMIA pictures, corre-
sponded with their theoretical values. Achieving a positive answer. Highlight
that the blue points are the representation of the flashes detected by the LIS
in their exact latitude and longitude position, however, the left plot is the
georeference of the MMIA picture.
Moreover, in this case can be seen that the representation of the picture
from MMIA has the same area (speaking about sizing) as the LIS one. Which
means that the georeference of the lightning flashes made from the MMIA
pictures, does not modify the area of the flash.
Finally, comment, that if the colors for representing the MMIA pictures were
changed, a better representation of the zone of the lightning flashes would
be achieved. Identifying in a better way the lightning flashes, as it can be
seen in the following picture :
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