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Povzetek 
Naslov: Aplikacija za podporo procesom pobiranja odpadnega jedilnega olja restavracij  
 
Avtor: Luka Sajovic 
 
V diplomskem delu smo opisali razvoj aplikacije za podporo procesom pobiranja odpadnega 
jedilnega olja restavracij. Odpadki danes ne predstavljajo le breme in obvezo, temveč tudi 
poslovno priložnost. Nastajajo novi proizvodni obrati za recikliranje odpadkov, s tem pa je 
povezano tudi odpiranje novih delovnih mest. Ena od poslovnih priložnosti je tudi področje 
zbiranja odpadnih jedilnih olj, ki nastajajo v restavracijah. Hkrati s tem se pojavlja potreba po 
računalniškem spremljanju oz. vodenju procesov, ki so pri tem potrebni. Z računalniško 
podporo delovnim procesom med drugim optimiziramo poslovanje, povečamo učinkovitost in 
olajšamo načrtovanje. V diplomskem delu je bil razvit prototip aplikacije, ki pokriva vse 
osnovne procese, potrebne za vodenje zbiranja odpadnih jedilnih olj iz restavracij. Pri testiranju 
se je izkazal kot uspešen, saj je prinesel prihranke, izboljšal je učinkovitost dela, olajšal 
načrtovanje, povečal pa je tudi zaupanje strank v podjetje in njegove storitve. 
 
Ključne besede: aplikacija, odpadno jedilno olje, zbiranje odpadnih jedilnih olj, univerzalna 
platforma Windows 
 
 
 
 
 
 
 
  
Abstract 
Title: Application supporting cooking oil collection business processes for restaurants  
 
Author: Luka Sajovic 
 
The topic of this diploma thesis is the development of an application which would support basic 
business processes regarding collecting used cooking oil from restaurants. Today, waste doesn’t 
only represent a burden but also a business opportunity. New recycling plants are emerging and 
new jobs associated with them. One of these opportunities is also cooking oil collection from 
restaurants. There is also a need for IT solutions managing the processes associated with oil 
collection. With IT support, we can optimize business, increase efficiency and make planning 
easier. In this diploma thesis, we’ve developed a prototype application supporting all basic 
processes needed to manage oil collection from restaurants. The application proved to be 
successful, bringing savings, efficiency, facilitated planning and building customer trust in the 
company and its services. 
 
Keywords: application, cooking oil recycling, cooking oil collection, Universal Windows 
Platform
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Poglavje 1  
 
Uvod 
Odpadno jedilno olje je za okolje obremenjujoč odpadek, zato moramo poskrbeti, da se 
z ostalimi odpadki ne meša, prav tako ga ne smemo zlivati v odtoke ali neposredno v naravo. 
V kanalizacijskem sistemu lahko povzroči zamašitve cevi, na čistilnih napravah pa otežuje 
proces čiščenja, onemogoča kroženje kisika in škoduje flori in favni. Zaradi odpadnega olja v 
kanalizaciji se hitreje množijo predvsem podgane [1]. Uporabljeno jedilno olje je hkrati 
odpadek, ki ga je mogoče predelati v druge surovine, kot so biodizel, bioparafin ali glicerin. 
Uredba o ravnanju z odpadnimi jedilnimi olji in mastmi (Ur. list RS 70/08), določa, v 
zvezi z odpadnimi jedilnimi olji in mastmi, ki nastajajo v kuhinjah pri izvajanju živilske 
dejavnosti (v gostinstvu) in v gospodinjstvih, obvezna ravnanja in postopke. Odpadna jedilna 
olja je prepovedano mešati z drugimi odpadki, prepovedano jih je odvajati v javno kanalizacijo, 
male komunalne čistilne naprave, greznice, neposredno v vode, jih izpuščati v tla, prepovedano 
jih je mešati z biološko razgradljivimi odpadki (npr. kompostiranje). Potrebno jih je zbirati v 
za to namenjenih posodah ali zabojnikih. Gospodinjstva odpadno jedilno olje zbirajo ločeno, 
ga odpeljejo v zbirne centre ali predajo, v času akcije zbiranja nevarnih odpadkov, na terenu.  
V Sloveniji si podjetja, ki se ukvarjajo z zbiranjem odpadkov, prizadevajo za osveščanje 
občanov o pravilnem in doslednem ločevanju odpadkov ter o skrbi za čisto in zdravo okolje. 
Za ločeno zbiranje odpadnih jedilnih olj postavljajo zabojnike, nekatera podjetja ločeno 
zbiranje celo finančno vzpodbujajo z dobropisi na položnicah za komunalne storitve. 
Tudi v tujini se interes podjetij za zbiranje in recikliranje odpadnih olj povečuje, kajti 
mnogi v tem vidijo poslovno priložnost. To lahko predstavlja prihodek tudi za restavracije, ki 
odpadno olje proizvajajo. Hkrati s tem se pojavlja potreba za računalniško spremljanje oz. 
vodenje procesov, ki so pri tem potrebni. 
V diplomskem delu smo razvili prototip aplikacije, ki pokriva vse osnovne procese, 
potrebne za vodenje zbiranja odpadnih jedilnih olj iz restavracij.  
V ta namen smo v uvodu prikazali problematiko področja in sorodne aplikacije. V 
poglavju 2 smo določili cilje in opredelili funkcionalne in nefunkcionalne zahteve. V 3. 
poglavju sledi opis arhitekturnih vzorcev in podatkovnega modela, v 4. poglavju pa navedba 
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uporabljenih tehnologij in orodij, ki so bila uporabljena pri razvoju. Funkcionalnosti in razvoj 
aplikacije smo opisali v 5. poglavju, v 6. poglavju pa sam razvoj aplikacije s poudarkom na 
krmilnikih in uporabniškem vmesniku. Na koncu smo v 7. poglavju ovrednotili uporabo 
aplikacije v praksi.  
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Poglavje 2  
 
Pregled področja 
Podjetja, ki se ukvarjajo z zbiranjem odpadnih jedilnih olj, pri poslovanju mnogokrat 
uporabljajo standardne nespecializirane programske produkte (angl. off-the-shelf) namenjene 
podjetjem, ki se ukvarjajo s storitvami in so dovolj fleksibilna, da omogočajo vodenje potrebnih 
procesov. Na spletu smo našli le en specializiran produkt (Cooking Oil Service Tier (C.O.S.T.) 
Software), namenjen podjetjem, ki se ukvarjajo z zbiranjem odpadnega jedilnega olja. Opisi na 
spletu so relativno skopi, demo verzija pa, kljub ponujeni možnosti, težko dostopna. V 
nadaljevanju je omenjeni produkt, glede na dostopne podatke, kratko opisan, prav tako je 
predstavljen primer standardnega nespecializiranega programskega produkta (Smart Service 
Cooking Oil Recycling Software).  
2.1 Cooking Oil Service Tier (C.O.S.T.) Software  
 
Programska oprema Cooking Oil Service Tier (C.O.S.T.) Software proizvajalca Reiter 
Software (https://www.reitersoftware.com/) omogoča načrtovanje in optimizacijo poslovanja 
(poti, osebja in opreme), digitalni zajem podatkov (s pomočjo tabličnega računalnika), različne 
evidence ter poročila. Poudarjajo enostavnost uporabe, zaradi možnosti natančnega 
napovedovanja potreb in standardiziranih postopkov pa zmanjševanje stroškov oz. prihranke 
pri času zaposlenih, gorivu in obrabi vozil ter varnost in varstvo podatkov. 
Uvodni zaslon vmesnika je prikazan na Sliki 1. 
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Slika 1: Uporabniški vmesnik produkta C.O.S.T. 
 
2.2 Smart Service Cooking Oil Recycling Software  
 
Smart Service Cooking Oil Recycling Software 
(https://www.smartservice.com/cooking-oil-recycling-software) proizvajalca My Service 
Depot je sistem, ki pokriva vse potrebe, s katerimi se sooča sodobno podjetje, ki se ukvarja s 
storitvami, med drugim tudi potrebe podjetij, ki je ukvarjajo z odvozom odpadnih jedilnih olj. 
Omogoča načrtovanje, odpremo, usmerjanje, sledenje opreme, zaloge, spremljanje delovne sile 
in izdajanje računov. Povezuje se s programskima paketoma QuickBooks in iFleet (slika 2). 
QuickBooks je računovodski programski paket, ki ga je razvilo in ga prodaja podjetje Intuit in 
je namenjen predvsem malim in srednje velikim podjetjem. Modularna zgradba omogoča 
fleksibilnost in prilagodljivost različnim področjem delovanja. Aplikacija iFleet je namenjena 
za terensko delo in omogoča optimiziranje poti, pripravo urnikov odvozov in s tem učinkovito 
načrtovanje poslovanja, dostop do podatkov o strankah in učinkovito komunikacijo, dostop do 
različnih evidenc in zgodovine storitev.  
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Primer uporabniškega vmesnika je prikazan na Sliki 3. 
 
 
 
Slika 2: Povezovanje posameznih modulov sistema Smart Service Cooking Oil Recycling 
Software 
 
 
Slika 3: Primer uporabniškega vmesnika sistema Smart Service Cooking Oil 
Recycling Software 
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V tabeli 1 so primerjalno prikazane željene funkcionalnosti primerjanih sistemov ter 
naše rešitve. 
 
 Cooking Oil Service 
Tier (C.O.S.T.) 
Software 
Smart Service 
Cooking Oil 
Recycling Software 
Naša rešitev 
Vnos pobiranja olja Da Da Da 
Nadzor nad izdajo 
gotovine 
Ne Ne Da 
Navigacija do 
posamezne restavracije 
Da Da Da 
Načrtovanje poti Da Da Ne 
Pregled lokacije vozil Da Da Ne 
Napovedovanje 
polnosti rezervoarjev 
Ne Ne Da 
Pregled statističnih 
podatkov 
Da Da Da 
Možnost naročanja 
odvoza olja preko 
spletnega vmesnika 
Ne Ne Da 
 
Tabela 1: Tabela željenih funkcionalnosti primerjanih sistemov 
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Poglavje 3  
 
Načrtovanje 
V tem poglavju smo določili cilje, opredelili ključne zahteve, ki smo jih pri načrtovanju 
upoštevali, podali pregled arhitekturnih vzorcev in opisali podatkovni model. 
3.1 Zahteve 
 
Z aplikacijo smo želeli doseči naslednje cilje: 
- nadzor nad procesi odvoza odpadnega jedilnega olja, 
- optimizacijo delovnih procesov, 
- vpogled v poslovanje na osnovi statističnih podatkov in 
- povečanje zaupanja strank. 
 
Upoštevali smo naslednje funkcionalne zahteve: 
- vnos in urejanje podatkov o prevzemu olja, 
- hranjenje podatkov o strankah in pogojih poslovanja, 
- tiskanje potrdil o odvozu, 
- vnos, urejanje in pregled oddaje gotovine voznikom, 
- napovedovanje polnosti rezervoarjev, 
- pregled statističnih podatkov, 
- možnost naročanja odvoza olja preko spletnega vmesnika. 
 
Nefunkcionalni zahtevi sta bili: 
- delovanje aplikacije tako na namiznih kot tudi na tabličnih računalnikih,  
- enostavnost uporabe in odzivnost aplikacije. 
 
Ker je bila ena izmed zahtev delovanje aplikacije tako na namiznih kot tudi na tabličnih 
računalnikih, nismo imeli veliko izbire pri izbiri ogrodja. Možnosti so bile bodisi: 
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- eno izmed spletnih čelnih (angl. front end) ogrodij (npr. Angular), 
- eno izmed prenosljivih (angl. cross-platform) ogrodij (npr. Xamarin), 
- univerzalna platforma Windows ali UWP (angl. Universal Windows Platform). 
 
Xamarin ne deluje najbolje na operacijskem sitemu Windows. Ker je bila ena izmed 
zahtev, da aplikacija deluje na namiznih računalnikih z operacijskim sistemom Windows, se 
nam to ni zdela primerna tehnologija. Tudi na Android in iOS naletimo na težave s Xamarin 
aplikacijami. Ocenili smo, da bi za testiranje in odpravljanje napak povezanih s tem ogrodjem 
porabili preveč časa, sploh ob izdaji novejših različic operacijskih sistemov. Zato smo se raje 
odločili za razvoj domorodne Windows aplikacije z ogrodjem, ki je dobro podprto s strani 
Microsofta.  
Ena izmed velikih prednosti je tudi to, da smo to platformo že dobro poznali, medtem 
ko bi se morali drugo izmed spletnih platform (npr. Angular, ki ga odlikujejo odzivnost, hitrost, 
preglednost in ponovna uporabnost kode ter možnost razvoja za več platform hkrati) naučiti na 
novo. UWP tudi ponuja veliko boljšo uporabniško izkušnjo kot katerakoli spletna platforma, ki 
je bila na voljo ob začetku razvoja. 
 
3.2 Arhitekturni vzorci 
 
V programiranju imajo že od nekdaj pomembno vlogo arhitekturni oz. načrtovalski 
vzorci (angl. design patterns). Programsko kodo z njihovo pomočjo razbijemo na več delov. 
Modularno napisana koda ima več prednosti: 
- večjo preglednost, jasnost oz. organiziranost, 
- enostavnejše testiranje, ker ga lahko izvajamo nad vsako komponento posebej, 
- hkrati jo lahko razvija več ljudi, 
- lažjo ponovno uporabo kode oz. sledenje konceptu DRY (angl. don’t repeat yourself). 
 
Eden najstarejših, najpreprostejših in hkrati najpogostejših načrtovalskih vzorcev je 
model MVC ali model-pogled-krmilnik (angl. Model-View-Controller) (Slika 4). Vzorec 
razdeli aplikacijo na tri dele: model, pogled in krmilnik. Model je abstrakten opis aplikacije in 
je neodvisen od ogrodja aplikacije. Predstavlja obliko podatkov in poslovne logike. Skrbi za 
hranjenje in pridobivanje podatkov ter shranjevanje stanja modela v podatkovni zbirki. Pogled 
lahko imenujemo tudi uporabniški vmesnik in predstavlja vidni del aplikacije. Krmilnik ne 
vsebuje poslovne logike, omogoča upravljanje s pogledom, prejme informacijo o spremembi 
modela ter ustrezno posodobi pogled. 
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Slika 4: MVC arhitekturni model 
Pomembna težava ter kritika te arhitekturne zasnove je, da se pri kompleksnih 
aplikacijah hitro zgodi, da postane krmilnik zelo obsežen. Težava je tudi oteženo testiranje 
poslovne logike, ki je sicer mogoče, vendar zahteva kar nekaj truda in dela. Model še vedno 
predstavlja zelo pogosto arhitekturno izbiro, ker je relativno enostaven, se ga da hitro naučiti, 
v aplikacije pa ne vnaša preveč nepotrebne kode [2]. 
 
Eden izmed arhitekturnih vzorcev, izpeljan iz MVC, je model MVP ali model-pogled-
prikazovalnik (angl. Model-View-Presenter) [3].  
 
 
 
 
 
 
 
 
 
 
 
 
Slika 5: MVP arhitekturni model 
MVP skoraj popolnoma loči pogled in model, s čimer se izognemo številnim težavam. 
Komunikacijo med njima opravlja prikazovalnik, ki vsebuje poslovno logiko (Slika 5).  
 
pogled 
model krmilnik 
pogled 
model prikazovalnik 
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Če želimo prikazovalnik razbremeniti povezave s pogledom, uporabimo vzorec MVVM 
(Slika 6) ali vzorec model-pogled-pogledmodel ali MVVM (angl. Model-View-ViewModel). 
Izvorno ga je leta 2005 predstavil Microsoft, da bi poenostavil dogodkovno usmerjeno 
programiranje (angl. event-driven programming) [4]. Pogled še vedno predstavlja vidni del 
aplikacije, vendar je brez neposredne komunikacije z modelom. Model hrani podatke 
aplikacije. Pogled predstavlja izgled aplikacije oz. skrbi za prikaz podatkov, ki jih dobi preko 
pogledmodela. Pogledmodel predstavlja logiko aplikacije. Pogledmodel se na obvestilo o akciji 
uporabnika odzove s klicanjem ustreznih metod. Če se pri tem nivo model spremeni, o tem 
obvesti nivo pogledmodel, ta pa obvesti nivo pogled. Pogled torej pridobi podatke in jih 
posreduje nivoju pogledmodel. Ta jih sprocesira in jih v ustrezni obliki pripravi za uporabniški 
vmesnik ter vrne nivoju pogled, s katerim je povezan. 
 
 
 
 
 
 
 
 
 
 
Slika 6: MVVM arhitekturni model 
Glavne prednosti MVVM arhitekturne zasnove [5]: 
- omogoča gradnjo večine aplikacij Silverlight, WPF in UWP, 
- uporabniški vmesnik lahko dizajniramo neodvisno od razvoja aplikacije, saj je pogled 
pametno ločen, 
- dovoljuje uporabo testov enot, 
- zelo enostavna je ponovna uporaba že uporabljenih komponent, tako v sami aplikaciji 
kot med različnimi projekti. 
 
Pri razvoju aplikacije je bil uporabljen vzorec MVVM. Za vsakim pogledom (XAML 
datoteko) je pogledmodel objekt. Ta vsebuje vse lastnosti, ki jih potrebujemo za prikaz 
podatkov. Te lastnosti potem povežemo na pogled. Npr. spremenljivko tipa string lahko 
povežemo na okence za besedilo (angl. textbox) ali blok besedila (angl. textblock). Kjer imamo 
v pogledu tabelo, jo povežemo (angl. binding) na seznam objektov ustreznega tipa. Za vsako 
vrstico naredimo predlogo in lastnosti tega tipa vežemo na blok besedila v predlogi. Ob ustrezno 
nastavljenih povezavah, se spremenljivke v pogledmodelu avtomatsko osvežujejo ob interakciji 
uporabnika z uporabniškim vmesnikom. Hkrati se uporabniški vmesnik avtomatsko osveži, 
kadar spremenimo vrednosti spremenljivk v pogledmodelu. Pri potrditvenem polju (angl. 
pogledmodel model pogled 
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checkbox) uporabimo podatkovni tip »bool« oz. »bool?«, če je potrditveno polje trostanjsko 
(angl. tri-state). V tem primeru je null tretja vrednost potrditvenega polja.  
Pri določenih tipih spremenljivk je lahko zadeva precej bolj komplicirana, saj moramo 
napisati nov razred za pretvorbo. Primer so radijski gumbi (angl. radiobutton), ki jih običajno 
vežemo na tip spremenjivke enum. Tako moramo vsako izmed izbir na uporabniškem 
vmesniku ročno pretvoriti v ustrezno enum vrednost. 
Na pogledih, ki vsebujejo tabele z večjo količino podakov, uporabljamo sprotno 
nalaganje, kar pomeni, da program sproti nalaga zapise preko API, kadar gradnik smatra, da je 
to potrebno. 
MVVM se v teoriji zdi uporaben vzorec, vendar se pogosto izkaže, da je količina kode, 
ki jo moramo napisati za ustrezno implementacijo, prevelika, tako da prednosti tega vzorca 
pogosto ne odtehtajo slabosti. 
 
3.3 Podatkovni model 
 
Na osnovi zahtev, ki jih je bilo potrebno upoštevati pri implementaciji, smo pripravili 
podatkovni model na Sliki 7. 
 
V glavni tabeli »OilCollections« hranimo transakcije in podatke, ki zadevajo odvoz 
odpadnega jedilnega olja. Tabela »Restaurants« vsebuje podatke o restavracijah. V tabelo 
»UrgentPickups« shranjujemo podatke o naročilih preko spletnega vmesnika. V tabeli 
»DriverTransactions« so podatki, vezani na izdajo gotovine. »ApplicationUsers« tabela hrani 
podatke o uporabnikih. V tabeli »Clients« shranjujemo podatke o strankah. Vsaka stranka ima 
lahko več restavracij, tako lahko delamo statistiko za vse restavracije ene stranke. Tabela 
»Containers« je šifrant vrst rezervoarjev, tabela »RestaurantContainers« pa hrani podatke o 
tem, katera restavracija ima katere rezervoarje. Tabela »Contacts« vsebuje podatke o kontaktnih 
osebah restavracij. Vsaka restavracija ima lahko tudi določeno regijo. Regije hranimo v tabeli 
»Regions«. Za restavracije, ki niso odprte celo leto, si v tabeli »SeasonalRestaurantMonths« 
zapišemo, katere mesece restavracija obratuje. 
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Slika 7: Podatkovni model aplikacije 
V tabeli 2 je podrobneje opisana vsebina posameznih entitet podatkovnega modela. 
 
Tabela Vsebina 
OilCollections Transakcije in podatki, ki zadevajo odvoz odpadnega jedilnega 
olja:  
- datum odvoza 
- ID voznika 
- ID restavracije 
- cena odpadnega olja/kg 
- vrsta plačila 
- količina odpadnega olja v kg 
- datum vnosa zapisa 
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- kontaminacija odpadnega olja v % 
- ID uporabnika, ki je vnesel zapis 
- znesek plačila 
Restaurants Podatki o restavracijah:  
- ID restavracije  
- podatek o aktivnosti oz. neaktivnosti restavracije 
- ime restavracije 
- naslov restavracije 
- ID voznika, kateremu je restavracija dodeljena 
- dogovorjena cena za odpadno olje/kg 
- vrsta plačila 
- tip restavracije (sezonska/nesezonska) 
- datum vnosa in ID uporabnika, ki je vnesel zapis 
- običajna stopnja kontaminacije odpadnega olja 
- ID lastnika restavracije 
- koordinate restavracije 
- opombe 
- ID regije 
- možnost spletnega dostopa 
- uporabniško ime in geslo 
UrgentPickups Podatki o naročilih preko spletnega vmesnika: 
- datum in ura naročila 
- ID restavracije 
- ocenjena polnost rezervoarjev 
DriverTransactions Podatki o izdaji gotovine: 
- ID voznika 
- datum in ura transakcije 
- znesek 
- opombe 
ApplicationUsers Podatki o uporabnikih: 
- ime in priimek 
- status (administrator) 
- status (aktiven/neaktiven) 
- uporabniško ime in geslo 
Clients Podatki o strankah: 
- ID stranke 
- ime/naziv  
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- naslov  
- telefonska številka 
- elektronska pošta 
- datum vnosa in ID uporabnika, ki je vnesel zapis 
- opombe 
Containers Šifrant vrst rezervoarjev: 
- opis rezervoarja 
- kapaciteta rezervoarja 
RestaurantContainers Podatki o tem, katera restavracija ima katere rezervoarje: 
- ID restavracije 
- ID vrste rezervoarja 
- količina rezervoarjev te vrste 
- kapaciteta rezervoarjev 
Contacts Podatki o kontaktih osebah restavracij: 
- ID restavracije 
- ime kontakta 
- elektronski naslov 
- telefonska številka 
Regions Podatki o regijah: 
- ID in ime regije 
SeasonalRestaurantMonths Podatki o mesecih obratovanja: 
- ID restavracije 
- zaporedna številka meseca 
 
Tabela 2: Vsebina tabel podatkovnega modela 
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Poglavje 4  
 
Uporabljene tehnologije in razvojna orodja 
V tem poglavju smo opisali tehnologije in orodja za razvoj ciljne aplikacije. 
 
4.1 Universal Windows Platform 
 
Univerzalna platforma Windows ali UWP (angl. Universal Windows Platform) 
arhitektura aplikacije omogoča hkraten razvoj aplikacij za različne naprave z operacijskim 
sistemom Windows 10. Glavna prednost platforme je, da lahko aplikacije tečejo na vseh 
napravah z operacijskim sistemom Windows 10. Podpira razvoj v programskih jezikih C++, 
C#, VB.Net in XAML. Predstavlja izboljšano platformo Windows RT, ki je bila prvič 
predstavljena v letu 2012 in omogoča razvoj aplikacij, ki delujejo hkrati na več različnih 
napravah, npr. na osebnih in tabličnih računalnikih, mobilnih napravah, Xboxu. Aplikacije 
lahko objavimo v trgovini Windows, lahko pa jih tudi lokalno nameščamo (angl. Sideloading), 
kot je to mogoče tudi na sistemu Android in kar na sistemu Windows 8 ni bilo mogoče. 
 
4.2 ASP.NET Web API 2 
 
ASP.NET Web API je ogrodje, ki omogoča enostaven razvoj spletnih storitev, do 
katerih enostavno dostopajo odjemalci, bodisi preko brskalnika ali pa mobilnih aplikacij. 
Povzema mnogo enakih vzorcev in principov MVC, vendar zgolj za namene spletnih 
vmesnikov, ne pa za prikaz spletnih strani. Podatke, ki jih zahteva odjemalec preko http 
zahtevka lahko serializira v XML ali JSON obliko in jih posreduje nazaj.  
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4.3 C# 
 
Programski jezik C# (angl. C sharp) je enostaven, splošno namenski, objektno usmerjen 
programski jezik, ki ga je razvilo podjetje Microsoft v okviru razvoja ogrodja .NET. Razvit je 
na osnovi programskega jezika C. Prva različica se je pojavila že leta 2000, zadnja različica je 
8.0 (september 2019). Za svoje delovanje potrebuje .NET Framework 4.7.2, z njim pa lahko 
programiramo v razvojnem okolju Visual Studio 2019.  
 
4.4 Entity Framework 
 
Entity Framework (EF) je odprtokodno ogrodje za objektno-relacijsko mapiranje 
(ORM) za ADO.NET. ORM je programerska metoda za pretvorbo podatkov med 
nekompatibilnimi podatkovnimi sistemi v objektno orientiranih programskih jezikih [6]. 
Namesto ročnega pisanja poizvedb SQL nam EF omogoča, da podatke iz baze samodejno 
prenesemo in pretvorimo v navaden objekt, napolnjen s podatki, oziroma da stanje objekta 
pravilno prenesemo v podatkovno bazo [7].  
Prva različica se je pojavila avgusta 2008 kot del ogrodja .NET 3.5 SP1 in je bila s strani 
razvijalcev zelo slabo sprejeta. Trenutna različica je 6.3.0 (september 2019), za katero 
Microsoft trdi, da je bolj učinkovita in fleksibilna. Teče na Windows, Linux in OS X sistemih 
in podpira vrsto SQL in NOSQL podatkovnih baz.  
 
4.5 Microsoft SQL Server 
 
Strežnik Microsoft SQL je sistem za upravljanje relacijskih zbirk podatkov, ki ga je 
razvilo podjetje Microsoft. Osnovni programski jezik je Transact-SQL. MS SQL se uporablja 
za velike in male podatkovne zbirke, dobro podporo zanj pa ima tudi Microsoftov oblak Azure. 
Microsoft SQL Server Express je Microsoftova brezplačna različica za zbirke podatkov, ki 
vključuje rešitve, usmerjene na manjše aplikacije in na učenje. Omejena je na podatkovne baze 
do velikosti 10 GB, 1 GB delovnega pomnilnika za podatke in en procesor. Novejše različice 
omogočajo shranjevanje in iskanje naprednejših podatkovnih tipov, kot je npr. SOUNDEX [8].  
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4.6 Visual Studio 
 
Microsoft Visual Studio (VS) je integrirano razvojno okolje (IDE) za razvoj aplikacij 
za operacijske sisteme Windows na osnovi ogrodja .NET. Uporablja različne razvojne 
platforme (npr. Windows Forms, Windows Store, Windows Presentation Foundation, Windows 
API, Silverlight), producira pa tako strojno kot upravljano kodo. Podpira številne programske 
jezike, mogoča pa je tudi integracija zunanjih urejevalnikov in drugih orodij ter razširitev 
funkcionalnosti preko vtičnikov (npr. razvoj aplikacij za mobilna sistema iOS in Android preko 
vtičnikov podjetja Xamarin) [9]. 
 
4.7 Postman 
 
Postman je nabor programskih orodij, razširitev za Chrome brskalnik, ki se uporablja za 
testiranje in razhroščevanje spletnih programskih vmesnikov (API). Omogoča enostavno 
pošiljanje zahtevkov na vmesnike za lažje in hitrejše testiranje in razhroščevanje ter avtomatsko 
testiranje API, če prej pripravimo ustrezne skripte [10]. 
 
4.8 Identity Server 
 
Odprtokodno ogrodje Identity Server je storitev za izdajo varnostinih žetonov. Napisano 
je v jeziku C# na podlagi ogrodja ASP.NET. Lahko ga uporabimo za izdelavo storitve STS. 
Implementira standard OpenID Connect za overjanje in Open Auth 2.0 za pooblaščanje. 
Implementira tudi njune razširjene specifikacije. Ogrodje je zelo prilagodljivo, saj podpira 
veliko različnih tipov odjemalcev, od navadnih, do spletnih ter JavaScript [11]. 
 
4.9 Open Auth 2.0 
 
Internetni standard in protokol Open Auth (OAuth) 2.0 opisuje načine, preko katerih 
lahko uporabnik (angl. resource owner) odjemalcu oz. storitvi (angl. client) dovoli ali zavrne 
dostop do podatkov [12]. Deluje preko http protokola. Standard definira štiri načine za 
pooblastitev dostopa do podatkov (angl. authorization grant type): 
− z uporabo pooblastitvene kode, 
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− implicitno, 
− s prijavnimi podatki lastnika vira, 
− z uporabo prijavnih podatkov odjemalca. 
 
4.10 JSON 
 
JSON (JavaScript Object Notation) je format za izmenjavo podatkov, ki je enostaven za 
strojno obdelavo, hkrati pa tudi človeku berljiv. Pogosto ga primerjamo z XML formatom, oba 
formata pa imata tako prednosti kot slabosti. Načeloma je prenos podatkov v JSON obliki 
hitrejši od prenosa v obliki XML enostavno zato, ker se prenese manj podatkov [13]. 
 
4.11 Ogrodje Microsoft .NET  
 
Microsoft .NET Framework je ogrodje za razvoj programske opreme, ki teče na 
operacijskih sistemih Microsoft Windows. Različica 1.0 je razvita z razvojnim orodjem Visual 
Studio .NET, vključena v Windows XP in sega v leto 2002. Trenutna različica je 4.8.0 (25. julij 
2019). Ogrodje .NET vključuje obsežno knjižnico razredov in zagotavlja medopravilnost 
jezikov. To pomeni, da lahko vsak programski jezik uporablja kodo, napisano v drugih 
programskih jezikih, ki so skladni s specifikacijo CLI (angl. Common Language 
Infrastructure). Programi, ki temeljijo na ogrodju .NET, tečejo v programskem okolju CLR 
(angl. Common Language Runtime). To je vrsta aplikacijskega virtualnega računalnika, 
definiranega v specifikaciji CLI. Koda, ki je napisana za .NET, je upravljana koda, kar pomeni, 
da izvajalsko okolje zagotavlja storitve, kot so upravljanje s spominom, izjemami in varnostjo 
[14]. 
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Poglavje 5  
 
Funkcionalnosti aplikacije 
V tem poglavu so opisane fukcionalnosti aplikacije in sicer hranjenje podatkov o 
restavracijah, vnos podatkov o pobranem olju, naročanje odvoza olja preko spletnega vmesnika, 
napovedovanje napolnjenosti rezervoarjev ter pregled in izvoz statističnih poročil po želji. 
5.1. Podatki o restavracijah 
 
V aplikaciji hranimo podatke o restavracijah, od katerih pobiramo odpadno olje (Sliki 
8 in 9). Lahko shranimo naslov (lokacijo), omogočimo lahko tudi naročanje odvoza preko 
spletne strani. V tem primeru moramo nastaviti uporabniško ime in geslo (Slika 10). 
 
 
 
Slika 8: Urejanje podatkov o restavraciji 
20 LUKA SAJOVIC 
 
 
 
Slika 9: Zaslon za urejanje podatkov o restavraciji 
 
 
Slika 10: Avtorizacija spletnega dostopa 
 
Za vsako restavracijo lahko iz šifranta strank določimo lastnika oz. upravnika. To nam 
koristi pri pregledu poročil, saj lahko tako dobimo statistiko odvoza olja iz vseh restavracij 
izbranega lastnika. 
Po potrebi lahko za posamezno restavracijo iz šifranta uporabnikov izberemo tudi 
voznika, odgovornega za posamezno restavracijo. 
Vsaka restavracija ima možnost prejema plačila z gotovino ali pa z nakazilom na 
bančni račun. Dogovorjena je cena za kilogram olja. Po vnosu teh dveh podatkov, se pri vnosu 
novega odvoza olja nastavljena vrednost avtomatsko izpolni. Prav tako se avtomatsko izračuna 
znesek, ki ga mora voznik izdati restavraciji v primeru, ko je vrsta plačila gotovina. 
DIPLOMSKA NALOGA  21 
 
Za vsako restavracijo lahko tudi označimo, v katerih mesecih posluje. Nekatere 
restavracije namreč ne poslujejo celo leto, zato napovedi, kako polni so rezervoarji za to 
restavracijo v času, ko je zaprta, niso smiselne. 
Za vsako restavracijo lahko določimo tudi področje, v katerem se nahaja. To lahko 
izberemo iz šifranta »Route«. Ena pot na osnovi šifranta »Route« pomeni skupek restavracij, 
ki jih je smiselno oz. optimalno obiskati na isti dan. 
Ob odvozu olja mora voznik določiti tudi stopnjo onesnaženosti olja. Restavracije 
imajo običajno vedno isti stopnjo onesnaženosti. To polje se izpolni avtomatsko z nastavljeno 
vrednostjo, lahko pa jo nastavljajo tudi vozniki po lastni presoji. 
Za restavracijo shranimo tudi kontaktne osebe in njihove kontaktne podatke. Določiti 
moramo tudi glavno kontaktno osebo. Podatki te osebe se natisnejo na potrdilo o prevzemu olja. 
Da lahko napovemo, kdaj bodo rezervoarji pri restavraciji polni, moramo vnesti 
podatke o rezervoarjih. Vsaka vrsta rezervoarja ima določeno kapaciteto. Iz šifranta izberemo 
vrsto rezervoarja ter njihovo število, iz česar se izračuna kapaciteta restavracije. Možen je tudi 
vnos rezervoarja po meri, kjer uporabnik vpiše samo celotno kapaciteto rezervoarjev za to 
restavracijo. 
Ko je podatek o lokaciji restavracije vnesen, se s klikom na gumb zažene aplikacija 
imenovana »Zemljevid«, ki preračuna najkrajšo pot do restavracije in prične z navigacijo. Slika 
11 prikazuje dodatne možnosti. Če voznik ugotovi, da lokacija ni povsem točna (ali pa če imajo 
rezervoarje na znatno oddaljeni lokaciji), lahko ponovno zahteva, da aplikacija pridobi trenutne 
koordinate in jih shrani. Tako lahko naslednji voznik bolj točno ve, kje so rezervoarji. 
 
 
 
Slika 11: Dodatne možnosti za navigacijo 
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5.2. Vnos podatkov o pobranem olju 
 
Ko voznik izprazni rezervoarje v restavraciji, v aplikacijo vnese nov odvoz olja (Slika 
12). Izbrati mora restavracijo, količino olja in stopnjo onesnaženosti. Ostali podatki se 
avtomatsko izpolnijo glede na izbrano restavracijo. Avtomatsko se preračuna tudi znesek, ki ga 
restavracija za odpadno olje dobi. V primeru, da je onesnaženost olja nad določeno mejo (ki je 
globalno nastavljiva), restavracija plačila ne dobi. Voznik v vsakem primeru natisne potrdilo o 
prevzemu in ga preda odgovorni osebi. Odvozu je takrat dodeljena številka. Voznik lahko svoje 
odvoze olja ureja še 24 ur po vnosu. Administrator lahko popravlja podatke o odvozu olja 
kadarkoli. Ureja lahko tudi ceno in vrsto plačila, kar vozniku ni omogočeno. 
 
 
 
Slika 12: Vnos podatkov o pobranem olju 
 
5.3. Naročanje pobiranja olja preko spletnega vmesnika 
 
Za naročanje odvoza olja je na voljo tudi vmesnik, ki ga lahko kličemo tudi iz 
brskalnika. Za to metodo na vmesniku je omogočen CORS (angl. Cross Origin Resource 
Sharing). Uporabniki lahko za vsako restavracijo nastavijo uporabniško ime in geslo. Stranke 
tako lahko naročijo pobiranje olja tudi preko spletne aplikacije. Tam vnesejo tudi oceno polnosti 
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rezervoarjev. Obstaja tudi možnost razvoja lastne rešitve, ki bi preko tega vmesnika sporočala, 
kako polni so rezervoarji. 
 
5.4. Napovedovanje napolnjenosti rezervoarjev 
 
Aplikacija omogoča napovedovanje polnosti rezervoarjev (Slika 13). Uporabnik si izbere 
datum, za katerega želi napoved, nato pa aplikacija napove, kako polni so rezervoarji, glede na 
pretekle odvoze olja. Programu lahko nastavimo, kako stare podatke naj pri napovedi še 
upošteva. Izkazalo se je, da je dober interval nekje med pol leta in enim letom. Če ima 
restavracija v tem obdobju vsaj dva odvoza olja, bo aplikacija izračunala, koliko olja se v 
povprečju pridela v enem dnevu, nato pa ta podatek pomnožila z razliko dni od datuma zadnjega 
odvoza in izbranim datumom. Tako dobimo podatek, koliko olja bo v rezervoarjih na izbran 
dan. Nato primerjamo to vrednost s kapaciteto restavracije, da dobimo še vrednost v odstotkih. 
Hkrati lahko izračunamo, kdaj bodo rezervoarji za restavracijo 100 % polni. Izpis lahko 
sortiramo po obeh izračunanih vrednostih (torej ”% full” in “days until full”). Izpis lahko 
filtriramo tudi po regijah, ki so nastavljive v šifrantu regij.  
Nekatere restavracije niso odprte celo leto, ampak so sezonske. Za te restavracije lahko 
nastavimo, kdaj obratujejo, in če uporabnik izbere napoved za dan, ko je restavracija zaprta, bo 
aplikacija to obdobje pri napovedi ignorirala. 
 
 
Slika 13: Napovedovanje napolnjenosti rezervoarjev 
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5.5. Nadzor nad izdajo gotovine 
 
Restavracijam plačujemo za olje bodisi v gotovini ali pa z nakazilom na račun. 
Voznikom je v ta namen izdana gotovina. Izdajo gotovine je potrebno zabeležiti v aplikacijo 
(Slika 14), nato pa aplikacija avtomatsko odšteva vrednost v voznikovi denarnici, vsakič ko 
voznik vnese nov odvoz olja. Pogoji, kot so vrsta plačila in cena na kilogram, so shranjeni za 
vsako restavracijo. Tako lahko aplikacija preračuna, koliko denarja mora odšteti iz voznikove 
denarnice. Slika 15 predstavlja seznam transakcij za voznika po posameznem odvozu ter stanje 
v njegovi denarnici. Administratorji lahko tako skozi aplikacijo kadarkoli preverijo, kakšno je 
stanje gotovine v denarnici za vsakega voznika. Možen je tudi pregled prejema in izdaje 
gotovine po mesecih. 
 
Slika 14: Zaslon za vnos posamezne transakcije 
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Slika 15: Zaslon za pregled transakcij za voznika 
 
5.6. Statistična poročila 
 
Aplikacija omogoča pregled podatkov o odvozih. Izpis lahko filtriramo po naslednjih kriterijih: 
- datum od 
- datum do 
- restavracija 
- lastnik/upravnik restavracije 
- voznik. 
 
Možen je tudi izvoz podatkov v program MS Excel za nadaljnjo analizo. 
 
Slika 16 prikazuje poročilo o odvozih, glede na izbrane kriterije. 
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Slika 16: Seznam odvozov olja 
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Poglavje 6  
 
Razvoj aplikacije 
V tem poglavju bomo opisali razvoj aplikacije. Razdelili smo ga na dve podpoglavji: 
krmilniki in uporabniški vmesnik s čelnim delom aplikacije (angl. frontend).  
 
6.1. Krmilniki 
 
Za dostop do podatkov je bil razvit RESTful spletni vmesnik, ki ga aplikacija uporablja 
za pridobivanje podatkov iz baze SQL. Za avtentikacijo je poskrbljeno z OAuth2 standardom 
in Bearer žetoni. 
 
Razvili smo spletni vmesnik z naslednjimi krmilniki: 
- AccountController 
- BuyerController 
- ClientController 
- CollectionsController 
- ContainerController 
- DriverTransactionController 
- MassBalanceController 
- OilSaleController 
- PredictionController 
- RegionController 
- ReportController 
- RestaurantsController 
- SettingsController 
- UrgentPickupController. 
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Metode na vmesniku so definirane z URL naslovi in http metodami. Razvili smo več 
krmilnikov. Mapiranje naslovov URL na metode krmilnika smo naredili po naslednji predlogi: 
 
"api/{controller}/{action}/{id}" 
 
To pomeni, da če želimo klicati metodo GetContainers(), ki je v kontrolerju 
»ContainerController«, moramo narediti zahtevo GET na URL: 
 
http:localhost:12345/api/Container/GetContainers 
 
V tem primeru je bilo potrebno ignorirati parameter »ID«, ki v tem primeru ne pride v 
poštev. ID lahko uporabimo pri brisanju rezervoarja, na primer: 
 
http:localhost:12345/api/Container/Delete/5 
 
Z zahtevo na zgornji naslov tako kličemo metodo DELETE, ki kot parameter vzame ID 
rezervoarja, ki ga želimo izbrisati. 
 
ID lahko uporabimo tudi, kadar želimo pridobiti podrobnejše podatke za neko entiteto. 
 
http:localhost:12345/api/Restaurant/GetRestaurantDetails/27 
 
Ta metoda vrne podrobnejše podatke za restavracijo. V tem primeru bo vmesnik poiskal 
podatke za restavracijo z ID 27 in jih posredoval stranki. 
 
6.2. Uporabniški vmesnik 
 
Za razvoj uporabniškega vmesnika na UWP platformi se uporablja XAML. Jezik je 
podoben HTML, s to razliko, da ima svoje komponente.  
Sama navigacija skozi aplikacijo je relativno enostavna, saj je skoraj vse na dveh 
nivojih. Ob prijavi v aplikacijo se odpre seznam zadnjih odvozov olja. Na levi pa imamo meni 
(Slika 17), kjer dostopamo do ostalih strani.  
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Slika 17: Glavni meni 
Večina strani uporablja koncept izhodišče-detajl (angl. master-detail). Na prvi strani 
lahko iščemo po podatkih, nato pa nas klik na gumb Uredi pelje na novo stran, kjer lahko 
urejamo vse podrobnosti izbranega zapisa. 
 
To velja za strani: 
- "Oil Collections" 
- "Clients" 
- "Restaurants" 
- "Users" 
- "Buyers" 
- "Oil Sales". 
 
Strani, ki ne uporabljajo koncepta izhodišče-detajl: 
- "Reports" (samo pregled statističnih podatkov) 
- "Predictions" (pregled podatkov o napovedih) 
- "Settings" (globalne nastavitve) 
- "Urgent pickups" (seznam naročil preko spletnega vmesnika). 
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Aplikacija ima tudi nekaj zelo osnovnih šifrantov, kjer lahko urejamo podatke za zapis 
kar na isti strani. To dosežemo tako, da za urejanje podatkov uporabimo kar komponento 
»ContentDialog«, kar je možno samo pri zelo enostavnih šifrantih. 
 
Strani z osnovnimi šifranti: 
- "Container types" 
- "Regions". 
 
Urejanje šifranta "Container Types" prikazujeta Sliki 18 in 19. 
 
 
Slika 18: Zaslon s tipi rezervoarjev 
 
DIPLOMSKA NALOGA  31 
 
 
Slika 19: Urejanje rezervoarja 
 
Kjer je možno, se uporabniški vmesnik prilagaja širini okna (Sliki 20 in 21). 
 
 
 
Slika 20: Seznam strank, široko okno 
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Slika 21: Seznam strank, ozko okno 
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Poglavje 7  
 
Uporaba v praksi 
Aplikacija se je v praksi izkazala za uspešno, saj je zadovoljila vse funkcionalne zahteve 
naročnika. Omogočila je bolj učinkovito načrtovanje, prispevala je k optimizaciji delovnih 
procesov ter s tem povečala učinkovitost in prihranke.  
Naročnik je kot bistvene prednosti izpostavil enostavnost uporabe aplikacije, 
učinkovitejši nadzor nad delom podizvajalcev, hiter dostop do podatkov, evidenc, zgodovine 
storitev, učinkovitejšo komunikacijo, optimizacijo delovnih procesov, prihranke pri času 
zaposlenih, gorivu in obrabi vozil ter predvsem povečanje zaupanja strank v podjetje in njegove 
storitve. 
Še vedno se je kot težava izkazalo napovedovanje polnosti rezervoarjev, saj je potrebno 
pridobiti podatke o rezervoarjih pri strankah. To predstavlja večjo težavo, kot se zdi na prvi 
pogled, predvsem pri restavracijah, kjer so poslovni procesi določeni manj formalno. Podjetje 
zato ponuja tudi nakup ali najem rezervoarjev standardnih velikosti za restavracije, ki bi želele 
imeti to področje bolje urejeno. 
Ena izmed možnih izboljšav aplikacije v prihodnosti bi bila, da bi lahko uporabnik en 
dan prej pognal algoritem, ki bi, glede na napolnjenost rezervoarjev v restavracijah in naročila 
strank preko spletnega vmesnika, avtomatsko ustvaril optimalen načrt poti za optimalno število 
vozil. Ta algoritem bi lahko podpiral tudi več centrov, kjer lahko vozila pustimo čez noč. 
Vozniki bi tako naslednji dan ob prijavi v aplikacijo imeli na voljo seznam restavracij, ki ga je 
aplikacija generirala za vsakega voznika. Žal pa je taka rešitev v praksi težje izvedljiva, saj je 
preiskovalni prostor zelo velik, hkrati pa bi morala rešitev delovati z zunanjimi izvajalci, ki 
prav tako pobirajo olje in ga pripeljejo v zbirni center. Aplikacija bi lahko poiskala več poti, ki 
bi jih nato preko e-pošte poslala podizvajalcem, oni pa bi nato lahko ponudili ceno, za katero 
so prevoz pripravljeni izvesti. Aplikacija bi nato izbrala najcenejšega. V resnici pa ni realno 
pričakovati, da bi lahko takšna aplikacija funkcionirala sama, brez človeškega nadzora. 
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Poglavje 8  
 
Zaključek 
Namen diplomskega dela je bil izdelati prototip aplikacije, ki pokriva vse osnovne 
procese, potrebne za vodenje zbiranja odpadnih jedilnih olj iz restavracij. Pregledali smo 
aplikacije na trgu ter po sestanku z zainteresiranim naročnikom definirali njegove potrebe, 
specificirali programske zahteve, funkcionalnosti aplikacije in določili okolje, v katerem bo 
aplikacija delovala. V nadaljevanju smo predstavili uporabljena orodja in knjižnice, 
uporabljene pri izdelavi aplikacije. Opisali smo tudi razvoj in uporabo aplikacije v praksi.  
Zastavljeni cilji so bili z diplomskim delom doseženi, saj se je aplikacija z uporabo v 
praksi izkazala za uspešno, saj je zadovoljila vse zahteve naročnika, kar je bil tudi prvotni 
namen aplikacije.  
V zadnjem desetletju se je z razvojem pametnih mobilnih telefonov in tablic izjemno 
povečala uporaba mobilnih naprav za potrebe informatizacije poslovnih procesov. S tem je bilo 
možno narediti programske rešitve z dodano vrednostjo, ki jih prej ni bilo mogoče razviti. Ta 
aplikacija je dober primer take rešitve. Z razvojem novih ogrodij pa bi bilo možno v prihodnosti 
narediti rešitev, ki bi omogočala vse funkcionalnosti aplikacije tudi na drugih platformah, 
Android in iOS, hkrati pa bi omogočala zelo dobro uporabniško izkušnjo. 
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