Abstract
Introduction
Today the development of object-oriented (software) systems is most often based on graphical notations to set up multiple system views like UML [32] and others. The use of such notations is not without problems, as usually no formally defined semantics is given. In combination with a not existing commonly agreed upon definition of 'objectorientation' this leads most easily to communication problems and inconsistent system views, as neither the notations nor the underlying concepts are properly defined. Considering not only object-oriented but concurrent object-oriented systems, the need for formally based notations is further increased. Due to the huge amout of possible interaction sequences between concurrent parts of even small systems and the resulting difficulties for human understanding, notations are sought whose semantics is not left open to individual interpretation.
To overcome the lack of formality in the area of objectoriented systems modeling, different proposals were made to formalize the underlying concepts including OOZE [2] , Object-Z [8] , VDM++ [11] , and others. Major drawbacks of such approaches are that usually no graphical representation is given and modeling of concurrent systems as well as simulation is not supported. In addition, such approaches are frequently criticised for being too difficult to use, especially with respect to complex systems 1 . Consequently, such proposals are not well suited to be used in the area of concurrent object-oriented systems development.
A well known notation for the formally based graphical description of concurrent systems which supports simulation and analysis are Petri-Nets. Starting from Condition/Event-Nets [27] many different classes of Petri-Nets were developed in the last years, greatly reducing structural complexity by enhancing expressivity. This development was mainly driven by the need to be able to handle more complex systems in a convenient way. Despite this ongoing progress, an often stated disadvantage of even hierarchically extended [19] high-level Petri-Nets is that they do not include powerful modularization capabilities to structure a system in a way object-oriented concepts allow to. From this perspective, a synthesis of object-oriented concepts and Petri-Nets is a promising approach, as Petri-Nets on the one hand have a graphical representation and support simulation as well as the modeling of concurrent systems, whereas object-oriented concepts on the other hand offer well experienced and largely approved modularization capabilities.
The next section of this article describes from a software engineering point of view a set of properties for approaches integrating object-oriented concepts and Petri-Nets. Based on these properties, typical problems of existing proposals are shortly surveyed. Section three introduces OOPr/T-Models, a novel approach for the integration of Petri-Nets and object-oriented concepts. Section four illustrates the use of OOPr/T-Models as visual programming language with the description of a concurrent system for fractal image rendering. Conclusions and future work are given in the last section.
Essential properties and related work
Since the mid-eighties, various proposals for the integration of object-oriented concepts and Petri-Nets have been published. In order to be able to evaluate existing objectoriented Petri-Net approaches with respect to their applicability for the modeling of concurrent object-oriented software systems, a set of essential properties is introduced in the following. The classification of these properties as 'essential' reflects that, from our point of view, omitting one of them results in a notation which is not well suited for the object-oriented development of complex concurrent software systems. Thus, to solve the above stated problems of (non-)formally based notations, an approach integrating object-oriented concepts and Petri-Nets ideally fulfills the following criteria:
• Completeness with respect to object-orientation: To be able to structure systems in an object-oriented way, a notation combining object-orientation and Petri-Nets should at least support object identity, complex objects, classes, encapsulation, inheritance, overriding, and polymorphism/late binding.
• Completeness with respect to Petri Nets: Petri Nets are well-known for their graphical appearance, their power for concurrent systems modeling, and their formal base which allows for simulation and analysis. These properties should be preserved by an approach integrating Petri Nets and object-oriented concepts.
• Concepts to resolve inheritance anomalies: Ideally, a notation for the development of concurrent object-oriented systems integrates concepts to resolve so called 'inheritance anomalies' [25] . Such anomalies occur if synchronization conditions are integrated into the functional description of a method. Problems arise in this context, as within every subclass containing additional methods the inherited synchronization conditions almost inevitably change. As a consequence, inherited methods have to be redefined in subclasses to integrate the modified synchronization conditions, even if there is no need to do so from a functional point of view. Thus, to be able to benefit from inheritance, a notation for the development of concurrent objectoriented systems needs to integrate concepts to avoid the redefinition of methods.
• Support for seamless systems development: In order to avoid a redesign of given models whilst shifting from one development stage to another, a notation for the modeling of object-oriented systems should support the whole development cycle ranging from highlevel analysis to low-level implementation, i.e. visual programming. The reason for the need to redesign a given model in this context is that different notations integrate different object-oriented concepts and corresponding concepts often differ significantly from a semantical point of view, like for example visibility definitions and inheritance.
'When examining object-oriented solutions, you should check that the method and language, as well as the supporting tools, apply to analysis and design as well as implementation and maintenance. The language, in particular, should be a vehicle for thought which will help you through all stages of your work.' [26] • Modeling ergonomics/usability: As the modeling of systems is a complex and difficult task in its own right, the designer should not be hampered by a notation which offers not the highest possible ergonomical degree at every abstraction level, i.e. the modeling formalism should be as easy as possible to learn and handle. Thus, modeling ergonomics is one of our main concerns even if this property is not exactly quantifiable. In particular, former users of Petri-Nets and/or object-oriented concepts should with only minor problems be able to use a new approach combining both. Prerequisite is a 'natural' solution allowing each user to feel familiar with the way concepts he already knew are integrated.
The result of the evaluation of existing approaches for the integration of Petri-Nets and object-oriented concepts in [28] is that none of them offers an overall satisfactory solution with respect to the described properties. A common problem is that object-oriented concepts like encapsulation, inheritance, and polymorphism/late-binding are not always supported (e.g. [4] , [6] , [7] , [12] , [13] , [18] , [35] ). Furthermore, not all approaches support the dynamic instantiation of objects during the runtime of a system (e.g. [5] , [20] , [34] ). In turn, such proposals only allow for the modeling of systems with a fixed number of objects which in addition have to be identified already during the design of a system. To support the development of software systems, such approaches (which are partly intended to be used for the modeling of technical systems) are not well suited, because objects are usually instantiated and destroyed at a high rate during the runtime of such systems. Other approaches in the area of object-oriented Petri-Nets (e.g. [7] , [17] , [18] ) are intended for the modeling of only certain aspects of objectoriented systems, augmenting notations like UML, OMT [33] , and others. In consequence, not complete models but only parts of them have a formally defined semantics. Another common problem is that approaches often do not allow for the specification of the functionality of a system and thus neglect support for a seamless development, i.e. later stages of the software development cycle are not covered by such notations (e.g. [7] , [10] , [34] ). Considering the development of concurrent systems, none of the evaluated proposals integrates concepts to resolve inheritance anomalies, even if all of them allow for the modeling of such systems (e.g. [9] , [23] ). Out of these observations and the fact that a tool support exists only in a few cases, we can conclude that the considered approaches in the area of object-oriented Petri-Nets are not well suited for the modeling and visual programming of concurrent object-oriented software systems.
The next section introduces OOPr/T-Models, a novel approach for the integration of object-oriented concepts and Petri-Nets which is intended to overcome the described limitations of existing proposals in this area.
OOPr/T-Models
The scenario in figure 1 provides an overview on how to use OOPr/T-Models (object-oriented Predicate/TransitionModels). Starting from a system to model, static, dynamic, and functional views have to be set up. The interdependencies of these views result in the following (cyclic) threestep design process, which applies to arbitrary development stages, ranging from high-level analysis to visual programming.
1. Usually, the starting point of object-oriented modeling is a class diagram structuring the system domain into classes with their respective relationships. As PetriNets themselves are not very well suited to model the static aspects of a system, our approach incorporates a subset of UML class diagrams [32] for this purpose.
2. For each class a dynamic model is defined using PetriNets. Dynamic models are used to specify activation conditions for publicly available methods of the corresponding class.
3. For each non-abstract method a single extended (hierarchical) Pr/T-Net [15] describes the intended functionality.
Unlike UML and other basically similar modeling frameworks to set up multiperspective system views, OOPr/T-Models have a formally defined semantics given In consequence, it is not only single views that have a formally defined semantics, but the whole system consisting of different views and their interdependencies does. From the point of view of a designer the resulting Pr/T-Net integrating these views should be transparent -usually, only manually created views are visible. The formal base of OOPr/T-Models is further used for the automatic generation of executable Java [3] programs from given models 1 . The notations to set up the static, dynamic, and functional views are described within the following sections using a simple producer/consumer system.
Static view
The first modeling step states the structure of a system using classes, which are related through associations and inheritance relationships. An interface definition can be assigned to each class, consisting of (class) attribute and method signature specifications. To visualize this structure a subset of UML class diagrams is used. Figure 2 shows a class diagram for a producer/consumer system at a programming language level.
By definition, each system contains a default 'Controller' class with a 'start' method as system starting point, similar to the 'main' method in common object-oriented programming languages. The diagram also contains classes 'producer', 'consumer', and 'buffer', the latter associated to the former ones. Class 'buffer' includes attributes 'count', 'capacity', and 'data' for storing current/maximum data item entries as well as the inserted data elements. In addition, class 'buffer' contains methods 'create', 'insert', and 'remove'. The 'producer' and 'consumer' classes each consist of attributes 'b', implementing the association to 'buffer', and 'id' as well as a constructor and a signature for a method 'start' without return value. This is an important aspect, as patterns of concurrency are not explicitly defined in OOPr/T-Models. Instead, calls to 'asynchronous methods' not returning any value as well as certain elements within functional method descriptions start concurrent processes implicitly. Here, asynchronous methods can be synchronized by extending the signature definition with the additional keyword 'sync'. If this keyword is used the activation of a method without return value does not lead to the implicit start of a new concurrent process, like for example method 'insert' of class 'buffer' 1 . 
Dynamic view
The second step of the design process consists of creating dynamic models for each class of a system. Dynamic models are used to specify activation conditions for publicly available methods, i.e. executable sequences of method calls are specified. The use of dynamic models to separate the synchronization conditions of a method from its functionality resolves inheritance anomalies within OOPr/T-Models. Like attributes, these conditions are object properties, i.e. each object holds its own dynamic model during the runtime of a system. Dynamic models are inherited within a class hierarchy similar to attributes and methods. Such models are only allowed to be modified in subclasses according to refinement rules [36] which are based on protocol inheritance [1] .
A dynamic model is set up using Petri-Nets with anonymous tokens where each transition represents a publicly available method of the corresponding class. To each transition an additional condition (guard) may be assigned containing an expression over attribute identifiers of the associated class. If an object receives a message, the addressed method is activated if the preconditions of the associated transition as well as its guard allow to do so. If a method is activated, tokens within the dynamic model are consumed by the associated transition. After the execution of the method is terminated, new tokens are created on outgoing arcs. Figure 3 shows the dynamic model for class 'buffer' of the producer/consumer example. This model specifies that methods 'insert' and 'remove' are not allowed to be activated concurrently to avoid inconsistencies. In addition, 'insert' is only allowed to be activated if the buffer capacity is not already exceeded, whereas 'remove' is only allowed to be activated if the buffer is not empty. 
Functional view
Within the last step of the design process, the functionality of non-abstract methods is specified using extended Pr/T-Nets [15] with a place capacity of '1'. To be able to model all possible interactions of a method with its environment, i.e. import of attribute and argument values, communication through message passing, export of new attribute values and return values, Pr/T-Nets are extended with the following interface elements:
• The input interface consists of a set of bold painted places ( figure 4 ). This preload places called net elements can be inscribed with attribute and argument identifiers to import the respective values in case of activation as well as with local variable definitions for a given method. Furthermore, they can be annotated with tuples built from these alternatives. If a method is activated, the current value corresponding to the inscription of the preload place is automatically and transparently loaded into this place, which further behaves like an ordinary one. • To be able to communicate through message passing, a special kind of transition called message transition is introduced; figure 5 illustrates its inscription. A message transition is used like an ordinary one, except that upon firing the specified message is sent to the respective object (or class). If a message calls a method which returns a value, the message transition waits for the delivery of this value before tokens are sent to places which are connected to the transition with outgoing arcs. Using Pr/T-Nets extended this way for the specification of method 'start' of class 'producer' results in figure 7 . As 'start' is an asynchronous method without return value, its activation implicitly starts a new concurrent process. This process imports the current values of attributes 'b' and 'id' into the net, using a single preload place. Subsequently, method 'insert' of the associated 'buffer' object is activated with the 'id' of the producer as argument using a message transition. If the amount of data elements stored within the addressed buffer object exceeds the maximum boundary or any of the methods 'insert' or 'remove' is already active, the producer process is suspended. If the state of the dynamic model of the 'buffer' object allows for the activation of 'insert', the suspended producer process continues after the termination of this method. Within method 'start' of class 'consumer' a preload place imports the value of attribute 'b' into the net which stores the identifier of the associated 'buffer' instance. This value is further used as destination of the message which is sent with a message transition to activate method 'remove'. A 'consumer' process, which is implicitly activated by calling its asynchronous 'start' method, is suspended if the state of the dynamic model of the 'buffer' instance demands so, i.e. if there is no element to remove from the buffer or a method of this object is currently active. If the state of the dynamic model allows for the activation of 'remove', the process continues after the termination of this method.
Support for complex systems modeling
In order to be suitable for the development of complex systems, a modeling notation needs to offer means to break down the complexity on different abstraction levels in an adequate manner. OOPr/T-Models address scalability issues with the combination of modularization features originating from object-orientation and Petri-Nets. Packages are used as topmost concept to structure a system into a set of interacting modules. Packages themselves are build from abstract, instantiable, and generic classes which are related through inheritance and associations. Classes are specified with separated static, dynamic, and functional models, which can be added and stepwise refined in a seamless way if details become more relevant in later development stages. To specify the functional parts of an object-oriented system with OOPr/T-Models, hierarchically extended Pr/TNets are used. In this context, so called 'supertransitions' [19] are used for abstraction purposes in the early development stages and for functional decompositions in the later ones -they are given by a double square. Figure 9 illustrates the use of supertransitions with method 'start' of class 'Controller' of the producer/consumer example. In detail, this method creates the shared buffer object with a capacity of five, which is then used to set up three producer and two consumer objects. The instantiation, initialization, and activation of these objects is abstracted from here using supertransitions. At a lower abstraction level a subnet is to set up for each supertransition specifying the intended functionality, which then results in the hierarchical decomposition of methods.
To illustrate the use of OOPr/T-Models for a more complex system than the producer/consumer example, the next section describes a concurrent fractal image rendering system on a visual programming language level.
Concurrent fractal image rendering
With fractal image rendering an example from the computer graphics area was chosen to illustrate the use of OOPr/T-Models for more complex applications than the described producer/consumer system or the concurrent calculation of primes in [30] . Fractal image rendering is well suited for this purpose, as it is not very difficult to understand, concurrent calculation results at least theoretically in a linear speedup, and also object-oriented structuring of such a system is quite useful. Basically, fractals are generated by recursively iterating formulas and plotting their graphs. The most widely recognized fractal is the Mandelbrot set [24] which is generated by the formula z = z 2 + c, where z and c are complex numbers. An image is generated from this formula the following way. For each pixel its x,y coordinates on a given plane are set as imaginery and real part of c. The initial value of z is zero for both parts. Then the formula is iterated up to n times. The maximum iteration depth n defines how much detail is to be seen in the final image, which directly correlates to its rendering time. If the value of |z| becomes greater than '2' during these iterations the calculation stops, as a complex number of that size is rapidly moving to infinity with the next iteration steps. Finally, each pixel of the image is set to a color which reflects the value of |z| after iterating the formula.
The following subsections describe a static architecture of a fractal image rendering system as well as parts of dynamic and functional views on a visual programming language level, i.e. all implementation details are integrated into the model.
Static view
The architecture of the fractal image rendering system is given as class diagram without attribute and method signatures in figure 10 . In detail the diagram contains the following elements:
• Controller: This class is responsible for the initialization of the system and the start of the calculation.
• distribute: The main task of this class is the distribution of the image calculation over several concurrent processes. In detail, this class contains a method which creates a number of 'section' objects and supplies them with the parameters they need to calculate a specific part of the image (i.e. starting line and number of lines to render).
• section: Each object of this class calculates a certain part of the image. After an object of class 'section' is instantiated, the calculation starts by calling its asynchronous 'compute' method which creates a new concurrent process.
• algorithms: This class contains a method 'mandelbrot' which performs the iteration of formula z = z 2 + c as described above and returns the color value of a pixel. This architecture allows for the extension of the system with additional methods for the generation of further fractal sets.
• imageBuffer: Class 'imageBuffer' owns a matrix of 'RGB'-objects which stores the generated image. If all lines are rendered the calculation terminates. The synchronization of the participating processes is specified within the dynamic model of this class which is described below.
• helperClass: If all lines of the image are rendered, the resulting matrix is written to disk using a so called 'helperClass'. This class provides an interface to the Java programming language to be able to use predefined services as for example input/output.
• RGB: An instance of class 'RGB' represents a color with its r,g,b-values.
• list: This is a generic class (template) which is used to construct the following lists:
-lineofRGB: Here, the 'list' template is instantiated with class 'RGB', i.e. each instance of class 'lineofRGB' represents a line of the image to render.
-matrix: This class stores a list of objects from class 'lineofRGB', i.e. this class is used for the representation of a two-dimensional image which is owned by class 'imageBuffer'.
• complexNumber: Objects of class 'complexNumber' represent complex numbers and integrate mathematical operations on them.
The description of concurrency synchronization within the introduced architecture is given in the next section.
Dynamic view
A dynamic model is assigned to each class to specify activation conditions of publicly available methods. Within the fractal rendering system different threads of control calculate separate parts of the image. To be able to recognize the termination of these processes, the dynamic model of class 'imageBuffer' is set up as given in figure 11 . During initialization, method 'start' of class 'Controller' instantiates an object of class 'imageBuffer' with the size of the image to generate as argument. Afterwards, the asynchronous method 'saveImage' of the newly created 'imageBuffer' object is called. This creates a new process which tries to execute the addressed method. As the activation condition of 'saveImage' within the dynamic model of class 'imageBuffer' demands that attributes 'insertedLines' and 'ySize' have to be of equal value, the process to execute 'saveImage' is suspended due to the initial values of the respective attributes. If all lines of the image are inserted into the 'imageBuffer' object, method 'saveImage' is allowed to be executed. Subsequently, a method of the 'helperClass' is called in order to write the rendered image to disk. Method 'saveImage' of class 'imageBuffer' is therefore used with its activation condition to synchronize the concurrents parts of the system.
Functional view
One of the basic classes in the architecture of the system is 'complexNumber'. Each object of this class represents a complex number and provides a set of operations. The functional specification of method 'plus' is given in figure  12 . In order to add two complex numbers their real and imaginery parts are added separately. Therefore, real ('r') and imaginery ('i') elements of the considered object are imported into the method using preload places. Furthermore, the argument 'cn' of the object which represents the complex number to be added is imported into the method the same way. After real and imaginery parts of 'cn' have been determined using methods 'getReal' and 'getImaginery', the results of the two addition operations are set as new values of attributes 'r' and 'i' using postsave places. Figure 13 gives the functional specification of method 'sqr' of class 'complexNumber'. This method multiplies a complex number by itself, i.e. a complex number is raised to the power of 2. This operation is defined for complex numbers as (r 2 +2rii-i 2 ). In order to calculate this, a single preload place imports real and imaginery parts ('r,i') into the method. Then (r 2 -i 2 ) and (2ri) are calculated and set as new attribute values of 'r' and 'i' using postsave places. Figure 14 gives the functional specification of method 'mandelbrot' of class 'algorithms'. This method iterates formula z = z 2 + c for every pixel of the image to render and returns a color value. In detail, a preload place is used to import the argument 'cn' into the method. 'cn' represents the complex number c of the formula which contains the coordinates of the current pixel. In addition, another preloadplace is used to initialize a local variable of type 'double'. This variable is used to instantiate a new object of class 'complexNumber' which represents z as part of the formula to iterate. To calculate a single iteration step, method 'sqr' of object z is activated which returns z 2 . Then c is added to this particular result using method 'plus'. The local counter of type 'int' which is initialized with the third preload place is increased with each iteration of the formula. If this value equals the maximum iteration depth of '1000' in this example, method 'mandelbrot' performs no further iterations for the current pixel. Otherwise, the execution of the method continues with the next iteration step, if value |z| resulting from a call to method 'abs' is not greater than '2'. If the iteration stops, a color value is assigned to the current value of the iteration counter. The specification of the net part responsible for this assignment is hidden by a supertransition, which serves functional decomposition purposes at the implementation level. The resulting color value of this calculation is finally returned to the caller of the method using an exit place.
To support the creation of OOPr/T-Models as described in this section, a prototype has been developed [16] which allows for the integrated editing of static, dynamic, and functional system views on different abstraction levels. Fur- thermore, automatic generation of executable Java code is realized, making full use of the formal base of OOPr/TModels. In particular, concurrent Java programs generated from given OOPr/T-Models integrate static, dynamic, and functional views and thus behave exactly as specified by the model.
Conclusions
OOPr/T-Models were developed to overcome the problems of existing proposals in the area of object-oriented Petri-Nets with respect to the essential properties introduced in section 2. As a result of working in this direction, OOPr/T-Models are complete with respect to (our understanding of) object-orientation and Petri-Nets. They integrate concepts to resolve inheritance anomalies and a comparatively ergonomical notation is given, even if the latter can not be proved due to its qualitative nature. Furthermore, OOPr/T-Models support multiperspective systems development in a seamless way with static, dynamic, and functional views on arbitrary abstraction levels ranging from high-level analysis to low-level implementation. At later development stages OOPr/T-Models are used as visual programming language for concurrent object-oriented systems. Scalability as often stated problem of visual languages is addressed with a variety of concepts to be used at different abstraction levels. In detail, packages and classes with their relationships allow for the top-level modularization of a system. Classes themselves are specified with three separated views and methods are described with a language which offers notational means for functional decompositions in a hierarchical way. The prototype supporting the introduced notations additionally allows for the automatic generation of executable concurrent Java code, which integrates static, dynamic, and functional specifications.
Besides several examples like the producer/consumer system, the concurrent calculation of primes [30] , fractal image rendering, and others, OOPr/T-Models have been used also for a more complex case study from the computer graphics area, namely the modeling, visual programming, and automatic generation of a concurrent ray-tracing application [31] . The results of the practical use of OOPr/TModels are encouraging, even if there are still open issues, like for example the generation of more efficient java code. The scalability concepts of OOPr/T-Models have proven to be useful with the examples described above, but more case studies from different application areas are needed to be able to further develop the concepts and notations of OOPr/T-Models as well as the supporting tool. Besides the ongoing work in this direction, future developments will include extensions of the notation and the tool with concepts to handle persistent data, integration of mechanisms to model/generate distributed systems as well as a GUI building facility. Ideally, these improvements will lead to an integrated CASE-tool for the development of concurrent/distributed object-oriented (software) systems throughout the whole development process on the formal base of Petri-Nets.
