The overset, or chimera, grid methodology utilizes a set of overlapping grids to discretize the solution domain. The critical first step in the overset process is the hole cutting with many different approaches currently in use. The present paper investigates an approach that seeks to maximize automation and minimize user inputs. The method uses the surfaces of the grids that define geometry for the hole cutting and will cut a minimal hole, which is required for geometries with small gaps between geometry components. The method is demonstrated for two-and three-dimensional cases. The present procedure is found to be effective in cutting minimal holes around complex geometries including small gap regions.
I. Introduction
The overset, or chimera, grid methodology 1 utilizes a set of overlapping grids to discretize the solution domain. The component grids are fitted to portions of the geometry without requiring regard for other portions of the geometry, which greatly simplifies the grid generation process. The result is a flexible computational simulation framework that can be an enabling force in many situations. It has been widely used to simplify the structured grid generation requirements for complex geometries. The use of an overset grid system is also an enabling technology for the simulation of bodies in relative motion, such as a store separation 2, 3 and rotor craft.
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The overlapping grid system must be processed to form a composite grid where the solution from one grid is linked to the solution on an overlapping grid. This requires identification of "hole" points in a component grid that are outside the domain of interest and should be excluded from the flow solver computations (commonly called OUT points) such as points inside a body or behind a symmetry plan, and The grid points adjacent to the holes become intergrid boundary points termed receptor or fringe points. The marking of holes and the surrounding fringe boundaries form the first phase of an overset grid assembly process. The boundary values required by the flow-field solution at the fringe points are obtained by interpolating the solution from appropriate donor elements using information from other grids that overlap the region. The primary innovation of the overset method is the accommodation of "holes" within grids 5 as it is the holes and their boundaries within a grid that allow the solution from one overlapping grid to be coupled to the solutions on other grids to form a single composite grid and solution. The domain connectivity information that, along with the component grids, forms the overset composite grid requires identification of the hole and fringe points along with donor elements consisting of interpolation stencil members and weights. The present paper is concerned with only the identification of the hole points.
The overset approach requires an additional process when the solution must be integrated over surface meshes. The integration surface must be free of overlap to avoid double counting of values in the overlap region. The MIXSUR code 6 identifies and removes the overlapping surface faces and fills the resulting gap with triangles to form a continuous single valued integration surface. An improved approach, which uses
II. Overset Hole Cutting
The hole-cutting procedure is a critical element of the overset grid assembly process. It is desirable for the hole-cutting process to be fast, efficient, and require a minimal amount of user input and control. Many different methodologies have been developed and each approach has different levels of complexity and execution speed. The different approaches can be divided into three broad classes discussed in the following sections.
A. Search based
The simplest hole-cutting approach uses only a standard donor search procedure to find potential candidate donor elements. 9 If a valid donor element is not found, the point is marked as a hole and the procedure moves to the neighboring nodes. If there is insufficient overlap in the grid system the approach may fail with much of the grid system erroneously marked as holes. A significant enhancement to this approach has been developed and applied to unstructured grids. 10 The donor search is again used to find the element containing the point to be classified. All the nodes in the grids also have stored the minimum distance to their parent boundary. The distance from the fringe point to its boundary is compared to the distances for the nodes of the donor element. The fringe point is marked as inactive if it is closer to the other boundary than it is to its own boundary. The effect is to locate the interpolation boundary equidistant between bodies and minimize the overlap. This method works well when the grid has homogeneous spacing in the overlap region but requires a donor search for all points in the mesh.
B. Query cut
A query cut method will use some representation of the geometry and for each grid point or element center in the grid system query the geometry to determine if the location is inside the geometry. Example approaches are as follows.
Analytic Shapes: The simplest, and typically fastest, query cutter is the use of use of analytic shapes, such as cubes, spheres, cones, etc., as hole-cutting geometry such as used in the DCF3D code.
11 However, this approach can be time consuming for the user as the set of analytic shapes must be chosen and positioned to approximate the actual geometry.
Cartesian Grid Approximations to the Geometry: The Cartesian hole-map and object x-ray methods 5 both use Cartesian grids that provide a rough approximation to the geometry. The hole-map method uses a three-dimensional grid while the object x-ray method approximates the geometry in two dimensions and rigorously evaluates the geometry in the third. The x-ray method reduces the memory required while providing a better approximation of the geometry. The Cartesian grid will sample and resolve the geometry to a fixed resolution. In cases where differing scales are required, multiple x-ray hole-cutters must be employed with different resolutions. Pegasus 5 12 combines the Cartesian hole map with a line-of-sight technique to provide an accurate determination of whether the point is inside or outside the geometry.
Octree Based Data Structures: The octree, binary tree, and quadtree data structures allow for a convenient spatial decomposition of a domain with the ability to accommodate variable spatial scales within a domain. These tree-based data structures provide fast searches for locating a small region surrounding a point. The domain is discretized with the tree to some level of refinement and then leaf nodes in the tree are classified as inside or outside the actual geometry resulting in a Cartesian approximation to the geometry. The SUGGAR code 13, 14 utilizes such an approach. Difficulties with the approach include excessive memory requirements when a high resolution representation of the geometry is required, such as in small gap regions. In addition, in some cases the leaf nodes in the tree can be improperly classified as inside the geometry leading to erroneous hole cutting. The tree is build based upon the surfaces of the geometry, which allows automated generation of the hole cutting data structures. User controls of the generation of the tree are simple but experience has found that the approach is not as reliable or as intuitive to control as desired. Point/Normal Comparison: User-selected computational grid surfaces (that may or may not lie on physical geometry surfaces) are used as hole-cutting surfaces. The dot product between the surface normal vector and a vector drawn from the surface to a point in question is used to decide if the point lies inside of the surface or not. This approach again can involve a significant amount of user input. The Pegsus code 15 uses this approach and has been the primary overset assembly method for many years.
C. Direct Cut
A direct cut method seeks to identify the elements cut by the geometry. This is typically performed by finding the intersection of the cutting surfaces with the target grid and breaking the links in the grid at these intersections. It is the most accurate method since it does not use an auxiliary approximation to the geometry.
The Beggar 16 and Chalmesh 17 codes implement one such approach by locating the corner nodes of the cutting boundary facets within the target grid. The facet is refined until the corners of the subfacet are located within neighboring elements. A large facet cutting into a grid with very small spacing may require excessive refinement of the cutting facet and the method may fail. The alternating digital tree data structure 18 can be used to locate candidate elements that are possibly intersected by the cutting surface.
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Rigorous intersection tests can then be applied to the candidate elements to find the elements cut by the boundary surfaces.
Once the cutting phase is completed, a fill operation is required to mark as outside the domain of interest or OUT the points that lie in the interior of the bodies. The fill operation is initiated from some point that is known to be inside the geometry and iteratively sets neighbors to be inside the geometry. Neighbors across the links broken by the cutting process are not set as inside the geometry and iteration halts in that direction. If the cut is not complete and water tight this fill operation can leak out of the actual geometry and erroneously mark the entire grid as inside the geometry. The "hole" in the geometry where the leak initiates can be difficult to locate. A robust fill procedure is critical to the success of the direct cut method.
III. Motivation
The present effort seeks an overset hole cutting approach that is highly automated and simple for application by the end user. Targeted simulations include structured and unstructured grid topologies for the usual application areas of the overset approach: complex geometries and moving and deforming bodies. It must be capable of efficiently handling geometry with small gaps, such as a wing leading/trailing edge slats or flaps, movable control surfaces, and bodies in contact, such as rotating systems of gears.
One example geometry that show the benefits of an overset approach and yet is non-trivial for some hole cutting approaches is illustrated in Figures 1 and 2 . The fuselage (shown in dark blue) and wing (shown in red) are defined by distinct component meshes with fillet meshes (shown in cyan) used to blend the wing and fuselage junction. This kind of overset grid system allows the wing to be placed in different positions relative to the fuselage and only the fillet grids must be changed.
The different geometry components are not single valued as the wing extends into the fuselage and fillet and vis-versa. Some hole cutting approaches, such as the Cartesian approximation used in the SUGGAR code, 14 have difficulties or require extra inputs when collar grids, such as used in the fillet region, do not have a grid line that separates portions of the surfaces that lie on different body components.
The second example geometry is a ship with a movable rudder as shown in Figures 3 and 4 . A small gap exists between the movable portion of the rudder (shown in blue) and the hull geometry. Such gaps are used to accommodate the motion between the two components with sufficiently fine grids in the gap region to maintain proper overlap between the grids. The small gap region, expecially since it is not aligned with the Cartesian axis, requires an accurate representation of the geometry to avoid cutting too much of the grid system in the gap region. A high level of refinement would be required for the hole cut octree or binary tree used in SUGGAR resulting in large memory usage to store the hole cut tree.
The SUGGAR code controls the hole cutting via a body hierarchy where sibling bodies cut each other. The user is required to decompose the grid system into the appropriate body hierarchy, which leads to extra input. Less user expertise and interaction would be required if a more automated approach were available to determine which grid is cut by the different portions of the geometry.
IV. Present Approach
The present effort uses a direct cut method for hole cutting to provide as accurate a hole cut as possible to accommodate geometries with small gaps. The cutting geometry is defined by the triangular or quadrilateral facets on the grid surfaces that the user has marked as solid, which is more easily understood and visualized by the user. A single or unified cutting surface is used that does not require user specification to determine which grids are cut by the geometry components.
A. Cutting Geometry
The MIXSUR and USURP processes provide inspiration for the automation of creation of the hole cutting geometry. Both approaches seek to take the input system of overset grids with overlapping surfaces and provide a mesh for integration of surface flow quantities that avoids double counting of values in the overlap region.
The MIXSUR code 6 identifies and removes the overlapping surface faces and fills the resulting gap with triangles to form a continuous single valued integration surface of triangles and quadrilaterals. The Chalmesh 17 code uses a similar approach to build a closed triangular unstructured surface mesh to use as the cutting geometry. The down side to such an approach is that it would have to be rebuilt when the grid system deforms.
The POLYMIXSUR 7 and USURP 8 approach retains all the original facets and do not attempt to form a single valued surface. Rather the surface faces that overlap are identified and weights are assigned to each face that will multiple surface values in the integration process. The effect is that the weights prioritize individual facets and in some sense "glue" the overlapping surface faces together to form a proper integration surface.
The present method of defining the hole cutting geometry follows the POLYMIXSUR and USURP approach and does not define a single valued auxiliary unstructured grid for the cutting geometry. Rather, the faces of grid surfaces identified as solid by the user will be used as facets for possible cutting of all other grids. Component grids must be protected from cutting by individual surface facets when appropriate. One can view the list of protected grids as a set of weights for each cutting facet that determine if the facet will cut a specific grid. The result is a unified cutter composed of all the original surface facets that will be applied to cut the appropriate grids. The automatic creation of the unified cutting surface simplifies the input by eliminating the need for the user to input a body hierarchy to control the hole cutting process.
The critical step in the creation of the unified cutter is to determine which grids should be protected from cutting by each surface facet. The rule employed in the present approach is that grids with facets that overlap another cutting facet belong to the same geometry component and will be protected from being cut by that specific facet. Thus some facets of a surface will cut a grid while other facets on the same surface will not be allowed to cut the grid. An initialization step is required to identify the cutting surface facets that overlap with facets on the surfaces of other grids. The cutting surface facets and the procedure employed to determined the overlap will be described in the next two sections.
B. Cutting Surface Facets
A structured surface mesh will be composed of quadrilateral surface faces with the possibility of some faces degenerating into triangles at singularities in the mesh. Most unstructured surface meshes will be composed of triangles and/or quadrilaterals. A general polyhedral mesh could have polygonal surface faces with more than four points but are rarely encountered. At present only quadrilateral and triangular surface faces are considered and polygonal faces would have to be subdivided to be utilized.
A triangular surface face is a planar geometric simplex with well known geometric properties, such as the facet normal. The intersection tests and other operations required in the current procedure are also easily obtained.
A quadrilateral surface face will most often be non-planar and several options can be developed for the operations required in using it as a cutting facet. To illustrate consider the skeg grid from the bottom of the ship shown in Figure 5 with a closeup shown in Figure 6 . The grid was generated to cover the skeg and also conform to a portion of the ship hull. Some quadrilaterals will have points on both geometry components resulting in the facet having significant twist.
The amount of twist is illustrated by picking one facet that bridges the skeg and hull and visualizing it in more detail. Figure 6 shows a closeup of the surface with one of the twisted quadrilaterals highlighted by drawing the quadrilateral using red and green triangles resulting from the two different choices of diagonals. Figure 8 shows the quadrilateral draws as a bilinear surface in blue with one choice of diagonalizing the quadrilateral into two triangles. The twist is easily seen in a side view, shown in Figure 9 , with both choices of diagonals now visible.
The most accurate, consistent, and smoothest representation is to define the quadrilateral surface as a bilinear interpolation between the 4 corner points. An average normal to the surface can be defined using the average of the normals computed at each corner point. The facet will then be contained within a plane of finite thickness where the plane is defined by a point on the surface such that the other facet corners are above the plane. The thickness is then found from the corner point that is farthest above the plane. The finite thickness plane can be used to reduce the number of rigorous intersection tests that must be performed. Computing the intersection of a line segment with the bilinear surface requires iteration to solve a system of non-linear equations.
An alternative approach is to subdivide the quadrilateral facet into two or more triangular facets. Using two triangles leaves open the choice of the diagonal and can produce a representation that is not as smooth as the alternative choice. Placing a point at the quadrilateral centroid and using 4 triangles will provide a more accurate and smoother representation at the expense of a significant increase in the number of surface cutter facets.
Treatment of the quadrilaterals as bilinear facets has been implemented as but detailed evaluation of the approach is deferred to future activities. The present effort chose to represent the quadrilateral facet as two triangles and arbitrarily chose one of the possible diagonals. Future work may investigate choosing the diagonal such that the normals to the triangles that are closer in direction to their neighboring facets and hence would provide a smoother representation of the surface.
C. Finding Overlapping Surface Facets
A critical aspect of the present approach to control hole cutting is to determine the grids that are protected from cutting by individual cutting surface facets. Two facets that are determined to overlap are considered to be part of the same geometry component and will be protected from cutting each other's parent grid. An automated approach is desired to minimize the amount of user input. User specified surface distance and normal mismatch tolerances are used to determine when surface facets are close enough to each other to be tagged as overlapping.
While the surface grid points may have been generated and projected onto the same geometry definition, the resulting discrete surfaces will provide different representations of the surfaces especially in regions of high curvature and relatively large tangential spacing. For example, Figure 10 shows the hull grid (shown in green and black) at the stern of the ship along with the collar portion (shown in red) of the rudder grid fixed to the hull. Note at the edges of the hull geometry how the rudder collar grid has grid lines and faces that are obscured by the hull surface grid. The rudder collar grid has faces that are significantly larger than the faces of the hull surface grid in the region of the edges of the hull where the curvature is high. A large surface tolerance is required to allow the faces in the hull edge region to be accepted as overlapping with the rudder collar surface grid. At present a global tolerance is used and a large tolerance for one region may result in other facets erroneously being marked as overlapping. Future work will allow the user to specify the tolerance for specific surfaces in addition to a global default value to provide the user with finer control over the process.
The ship skeg region (see Figure 5) is an example where a large tolerance caused too may facets to be marked as overlapping and preventing a proper hole cut. To solve this particular problem the ability to flag a surface as "never overlapping" was implemented to provide the user with some degree of localized control and ensure that the whole surface will be used for hole cutting.
Search for Candidate Overlapping Surface Facets
An efficient search process is required to limit rigorous tests to only reasonable candidates. The present approach uses a Cartesian octree for this purpose as it is a very efficient spatial decomposition data structure. The octree is simple to query for a node that contains a specific point or the set of nodes overlapped by a Cartesian bounding box. Another candidate approach is the Alternating Digital Tree(ADT) 18 but has not been evaluated in the present effort.
A search tree is built for each cutter surface with the root Cartesian octant sized to contain all the points in the surface. The construction of the search octree begins by refining it so that the octree leaf nodes are smaller than the size of any facet whose bounding box overlaps the octree nodes. The size of the facet is simply taken as the length of the diagonal of the facet bounding box. Any leaf octant that is too large is refined into 8 equally sized Cartesian child nodes. The final step is to insert each surface facet into the search octree. This requires locating all leaf octants that overlaps the facet bounding box and storing a reference to the facet in the nodes. The bounding box is expanded by the surface distance mismatch tolerance to insure that all facets in close proximity will be found.
A list of candidate surface facets can be found for a specific cutter surface facet by saving in a list all the references to the surface facets stored in the octree leaf nodes that overlap the bounding box of the search surface facet. Duplicates can arise as the reference to a particular facet can be store in multiple leaf nodes and are eliminated as the list is built. Once the list of candidate surface facets has been obtained each facet must be tested to determine if the candidate facet overlaps the specific cutter surface facet.
Determining if Surface Facets Overlap
A candidate facet is declared to be overlapping if certain criteria are met. The basic criteria are that the normals to the facets are well aligned and that the facets are close enough. The first test seeks to exclude facets, that while they may be close, are actually on different geometry components such as opposite sides of a very thin surface. The candidate facet is rejected if the surface normals are not well aligned, i.e. the dot product between the surface normals differ by more than a user specified tolerance. The next set of tests determine if the facets would overlap when projected one onto the other and if so determine the distance between the facts. Details on the formulas used in the geometric tests are described in the Appendix.
Checking for overlap begins by projecting the corner points of the candidate facet onto the plane of the test facet and determining if the projected point lies inside the facet. If the projected point is inside the triangle and the distance from the point to its projection is within the user specified tolerance the candidate facet is declared to be overlapping with the test facet. If no facet corner point projects onto the triangle then the edges of the candidate face are evaluated for the closest distance between it an any of the edges of the test facet. The situation can arise where the candidate facet is larger than the test facet and the test facet is completely contained by the candidate facet. The above does not need to test for this situation as the overlap will be found when the role between the two facets is reversed.
When a candidate facet is found to overlap the test facet the parent grid of the candidate facet is protected from cutting by the test facet and the parent grid of the test facet is protected from cutting by the candidate facet.
D. Hole Cutting Process
As discussed in the introduction a direct cut approach requires two distinct processes. The first process will identify the grid elements that are intersected by the cutting facets. The second process is required to identify the remaining elements or nodes that are inside the geometry and should also be cut. The next two sections describe the present approach.
Intersection Process
The intersection of the grid by the hole cutting geometry takes each facet of the cutting surface and uses the donor search process to locate the elements that contain the nodes of the facet in the grid being cut. The cutter facet will not be applied to a grid that was protected from cutting by that facet. If all the nodes of the facet fall inside the same element then no faces of the element are cut by the facet, which falls entirely in the element. In this case the element must be marked as an inactive field element. For an element centered flow solver the element is marked as inactive or outside the domain of interest (OUT) and for a node centered flow solver the nodes of the element will be marked as FRINGE. When the nodes of the cutting facet lie in more than one element additional work is involved to complete the cut by the facet.
In the Chalmesh and Beggar approach, the facet is recursively subdivided into smaller facets until the nodes of the new facets lie in adjacent elements to ensure a complete hole cut by the original facet. This can lead to excessive levels of refinement when a large facet cuts into a grid with very small spacing as in a viscous layer.
The current effort does not refine the facet to complete the cut. Rather the element faces are checked for intersection with the facet. Any edge of the element face that is intersected by the facet is marked as CUT and the edge node on the positive side of the facet normal is marked as EXTERIOR to the body while the opposite edge node is marked as INTERIOR to the body. Processing then recursively moves to neighboring elements across any face that was intersected by the facet to insure a complete cut. The processing stops when the only faces of an element that are intersected are adjacent to elements that have already been visited and thus all the elements intersected by the facet have been found.
The marking of a grid node as INTERIOR or EXTERIOR to the body is OR'd with the previous value to allow a node to be marked as INTERIOR by one cutting facet and at the same time EXTERIOR by another facet. Figure 11 illustrates this for a Cartesian grid being cut by a very simple geometry. The geometry facets are shown as fat lines in red, blue, and black. Consider the nodes of the quadrilateral highlighted with a fat green line. The right most two nodes are clearly inside the geometry with respect to the red, blue, and black portions of the surface. The left most two nodes are marked as both INTERIOR and EXTERIOR to the body: the upper left node (labeled A) is marked as INTERIOR to the body by the red facet and EXTERIOR by the blue facet while the the lower left node (labeled B) is EXTERIOR to the body by the red facet and INTERIOR by the blue facet.
Determining the intersection between element faces and the cutting facet is a critical component of the current hole cut procedure. Computing the intersection can be expensive and simpler tests are used to eliminate candidate intersections. The first test is for overlap between the bounding box of the facet and the element face.
An intersection can only occur if the corner points of the facet lie on both sides of the element face, i.e. some are ABOVE and others are BELOW the face. In addition, a third condition where the corner point is INSIDE the element face is used to improve the robustness of the process. Recall that a quadrilateral face can be non-planar and is approximated by a plane of finite thickness. Any point behind the average normal used for the face is clearly BEHIND the face. Likewise any point above the plane by more than the face thickness is clearly ABOVE the face. Any point above the plane but within the face thickness is INSIDE the face and more rigorous and expensive tests are required to determine the status of the point.
The robustness of the flood/fill process, described in the next section, is improved by marking as CUT any edge with a node that is INSIDE a cutting facet. In addition, any point falling within a user specified face thickness tolerance is marked as INSIDE the face so that the edge will be marked as CUT in an effort to improve the robustness of the flood/fill operation. This tolerance is also used with triangular facets for the same reason. In addition any grid point that is marked as INSIDE a cutting facet is also marked as inactive or outside the domain of interest (OUT).
An element face and a cutting facet intersect if the edges of the element face intersect the cutting facet or if the edges of the cutting facet intersect the element face. The current process begins by testing the edges of the element face for intersection with the cutting facet. Checking for an intersection of the element edge with the cutting facet is only performed if the one of the element edge nodes is ABOVE while the other is BELOW the cutting facet or if either of the nodes was tagged as INSIDE the facet. As discussed earlier, the cutting facets are currently limited to triangles and the intersection of triangle with an edge is found using the procedure in Appendix F. If the cutting facet is intersected by an element edge, that edge is marked as CUT and the intersection of the element face by the cutting facet edges is skipped. All element edges must be checked for intersections so that all appropriate element edges will be marked as CUT. If none of the element edges are cut by the facet then the edges of the cutter facet are checked for intersection with the faces of the element. A structured grid will have hexahedral elements with quadrilateral faces. The intersection of a facet cutter edge with the quadrilateral element face uses the procedure given in Appendix F. The bilinear representation of the quadrilateral face is used unless the edge and face are nearly coplanar rather than representing it at two or more triangles. One reason for using the bilinear representation is to maintain consistency of representation of the face at block-to-block boundaries where the face is share between elements in two different grids. Choosing a diagonal to split the quadrilateral into two triangles might result in inconsistent representations in a face shared between two neighboring grids. Approximating the element face by the plane with thickness has been considered as an alternative to the exact bilinear representation but has not yet been implemented.
The intersection tests listed in the Appendix all use a parametric representation of the line segment, triangle, or quadrilateral with an intersection occurring when the parameters are between 0 and 1. The robustness of the current approach is enhanced if intersections that are close are accepted. Thus if the parameter is between − and 1 + the intersection is accepted to reduce the effect of floating point roundoff and a slightly larger hole will be cut.
Cases can arise where a grid must be cut but the nodes of the cutting facet do not actually lie inside any element in the grid. An additional step is required when the donor search process fails to locate any elements in the grid being cut that containing the nodes of the facet. All the boundary elements are stored in an Alternating Digital Tree(ADT)
18 data structure that is searched for all elements in the grid whose bounding box overlaps that of the cutting facet. This list of elements is then tested for intersection with the cutting facet using the same procedure as above.
Flood/Fill Process
The initial phase of the direct cut approach will only mark those elements intersected by the cutting facets. A second phase is required to mark the remaining nodes or elements that are interior to the body. This is usually implemented as a flood/fill operation that starts at a location know to be interior to the body. Neighboring nodes or elements that were not cut are iteratively also marked as interior to the body. The procedure is terminated when no additional elements or nodes are marked. If the hole cut is not complete and does not form a water tight boundary then this floor/fill operation can leak outside of the actual geometry and erroneously mark as interior points that are exterior to the geometry. This is termed a leaky hole and the usual result is that the entire grid is marked as interior to the body making it difficult to trace back to the actual problem. The flood/fill operation depends upon having a start location that is known to be inside the geometry and the ability to stop the marking when the boundary of the geometry has been reached.
The flood/fill approach used in the Beggar code 16 is as follows. When the direct cut process locates an element intersected by the cutting facet the neighboring element is marked as HOLE SIDE if it is behind the cutting facet and two neighboring elements in the opposite direction are marked as WORLD SIDE or outside the geometry. The marking of two WORLD SIDE elements is used to close off HOLE SIDE markings when an element is cut by facets that point in opposite directions such as an airfoil trailing edge. The Beggar code is an element centered structured grid formulation and the marking of two WORLD SIDE elements would not be as easily accomplished in an unstructured grid.
The present hole cutting approach marks edges of elements as intersected and the edge nodes as INTE-RIOR and EXTERIOR to the geometry. When a node is marked it is OR'd with the previous value to allows a point to be marked as both INTERIOR and EXTERIOR to the geometry. This can occur for the thin-cut case where an element is cut by two facets that point in opposite directions such as an airfoil trailing edge. As described in the previous section the appropriate action is for nodes that are marked as both INTERIOR and EXTERIOR to be set to fringe status to remove them from the set of active points in the mesh.
Nodes can also be marked as both INTERIOR and EXTERIOR when the point is between two different geometry facets, which can occur when a portion of one cutting body is actually inside another cutting body. The actual status of such a node cannot be determined based upon these two facets since they give contradictory information. Before the flood/fill operation starts any node that is marked as INTERIOR and EXTERIOR is changed to the original value of NOT SET to remove the ambiguity in its status and allow it to be marked as INTERIOR if needed.
The present flood/fill operation proceeds by finding a node that is marked only as INTERIOR to the geometry and then marks as INTERIOR any node connected to it by an edge that is not marked as CUT. The process iteratively proceeds with neighboring nodes and terminates when no new nodes are marked as INTERIOR. The accurate marking of edges as CUT by a water tight geometry is critical to preventing a leaky hole. The CUT edges need to completely isolate the grind interior to the body from the grid exterior to the body for the flood/fill process to work properly.
The flood/fill process is illustrated using Figure 12 where a Cartesian grid has be cut using a body represented by the fat red line. The edges that are cut by the geometry are shown as dashed lines. The flood/fill would start at the interior grid point labled "1" and then mark its neighbors as INTERIOR. The cut/dashed edges stop the flood/fill from progressing in that direction and setting the point across the edge. For this case the iteration would proceed along the blue grid lines in the labeled order until all the points interior to the red geometry are marked as INTERIOR.
Diagnosing problems when the flood/fill process fails can be difficult since the effect is that one or more grids will have most if not all the grid points marked as OUT. To assist in locating where the leak occurs the path traced by each flood/fill iteration is output as a structured grid file that can be visualized along with the overset component grids. The leak can be located by finding the first path line that pierces the geometry surface.
For example, disabling the portion of the hole cut process that uses the ADT to intersect grid boundary elements when the nodes of the facet are not in any element of the grid will produce a leak for the ship geometry as shown in Figure 13 . The figure presents hole points, shown in black, in the grid that forms the movable portion of the rudder in the gap region. Also shown are the hull geometry (in gray), the symmetry plane (in green), and the movable portion of the rudder (in blue). Most all of the points in the grid have been marked as out as part of the flood/fill process because an edge was not properly marked as CUT.
Visualizing the flood/fill path as shown in Figure 13 easily provides evidence regarding where the leak occurred by identifying the location where the path pierces the hull geometry indicating a failure in the hole cut process to properly mark as CUT an edge that is intersected by a hull cutting facet. One can visualize the edges that have been marked as CUT but is ineffective at a tool to find the leak as you are looking for a single, possibly very small, missing edge in a cloud of other edges. Close examination of the flood/fill path and the appropriate hull surface cutter facet found that none of the corner nodes of the facet were inside the mesh. This case demonstrates the need to use of the ADT to find boundary elements to be cut. Enabling the use of the ADT again results in a water tight hole cut as shown in Figure 15 where hole points are again shown in black and in close proximity to the cutting geometry.
V. Results
For demonstration purposes the business jet geometry shown in Figure 1 is replaced by the two-dimensional geometry shown in Figure 16 . The wing grid is shown in black and the red grids represent fillet geometry between the wing and the "fuselage", which is the left symmetry plane. A uniform Cartesian background grid is shown in cyan. Figure 17 presents the grids in the wing-fillet region and shows that several faces of the fillet grid surface are coincident with the wing surface and several other faces of the fillet grid are coincident with the symmetry surface. The grid in the wing and Cartesian background grid behind the fillet grid must be blanked out by the hole cutting process. Figure 18 shows the grids in the wing tip region. Notice that the background Cartesian grid elements in the tip region are significantly larger than the faces of the surface of the wing grid and no Cartesian grid points lie within the wing geometry in this region. This illustrates the thin cut problem where the geometry is a subgrid scale feature to a grid. A standard query cutter approach will not cut the grid in this region and special procedures are required to properly connect the composite grids in this region.
The octree based approach used in the SUGGAR code has the ability to use a variable resolution representation of the geometry in an effort to use a coarser Cartesian approximation to the geometry when required to handle the thin cut problem. In many cases this approach works properly but it is not guaranteed, which leaves the user to discover when the procedure has failed. Figure 18 shows the grid system with OUT points removed after applying the present hole cutting procedure. The proper points behind the fillets and inside the wing have been removed. Notice that in the wing tip region grid lines of the Cartesian grid cross through the wing geometry indicating that they have not been marked as OUT in that region. Figure 20 and 21 adds the display of OUT points as blue and FRINGE points as red. Notice that the elements of the Cartesian grid that are intersected by the wing in the tip region have all their node marked as FRINGE so that they are no longer active field solution points. Figure 22 shows the wing and Cartesian grids along with the edges of the wing grid (shown in magenta) that were cut by the fillet grid surface and the edges of the Cartesian grid (shown in green) that were cut by the wing grid surface. These cut edges are used to isolate the flood/fill of OUT points from the active points exterior to the geometry.
The effectiveness of the present approach for the three-dimensional business jet geometry is shown in Figure 23 with the hole points graphically displayed as points. The holes in the wing grid are black points while the holes in all other grids are displayed as blue points. The cluster of wing hole points displayed below the fuselage are behind the symmetry plane. The present approach is successful in cutting holes in this overset grid assembly as evidenced by the fact that the holes are limited to appropriate regions inside or near the surfaces. Figure 24 shows the cut edges in all grids. One can easily see how impossible it would be to find a missing edge that was not properly cut using this type of visualization.
The facets that are used to cut the wing are shown in Figure 25 . Note how the fuselage cutter surface used to cut the wing is limited to the bounding box of the wing and the portions of the wing fillet and symmetry fillet grids that are overlapping the wing surface are not part of the surface cutting the wing.
The more challenging case is the cutting of the fuselage. The blended surfaces that define the wing fillet do not have a constant index grid lines to form a distinct trim curve between the portion of the surface on the wing and the portion on the wing fillet. The facets that are used to cut the fuselage are shown in Figures 26 and the facets that are were found to overlap the fuselage surface and hence are protected from cutting the grid are shown in Figures 27.
A primary goal of the present approach is to be able to cut tight holes in small gap regions. This is achieved as demonstrated by the ship grid system with a small gap between the fixed and movable portions of the rudder. Figure 28 shows the ship geometry in the rudder region. The grey surfaces are fixed to the hull while the blue surface is the movable portion of the rudder. The red grid is a plane from the grid attached to the movable portion of the rudder, forms the surface in the bottom of the gap, and discretizes the gap region for the rudder. The green grid is a plane from the grid attached to the portion of the rudder fixed to the hull, forms the surface in the top of the gap, and discretizes the gap region for the hull. Figure 29 shows a closeup of the gap region and illustrates the very tight hole cut in the grids in this gap region allowing sufficient overlap to be maintained for proper interpolation. Using the octree hole cut technique in SUGGAR would require very tight refinement of the hole cut octree to be able to cut such tight hole resulting in excessive memory requirement. The alternative approach for SUGGAR is to eliminate the use of the octree to cut holes in the gap region and manually define phantom or volume cutter grids to cut the holes in the gap. The present approach is more efficient in terms of memory and is more automated that the SUGGAR approach.
VI. Summary
A new overset hole cutting approach has been described. The method seeks to provide a highly automated approach that minimizes user inputs. The actual grid surfaces are used to directly cut overlapping grids resulting in the minimal hole cut, which is required for many cases with small gaps. User input is minimized by automatically finding individual cutting surface facets from different grids that overlap and the parent grids are protected from cutting by these overlapping facets. The actual hole cutting procedure uses A two step process is used to mark grid points as inactive or OUT. The first step identifies the elements and their edges that are intersected by the cutting facets along with the nodes of the edges that are inside the geometry. The second phase is a flood/fill operation that marks the remaining nodes interior to the geometry as inactive or OUT and depends upon the cut edges to isolate the active points exterior to the geometry from the flood/fill process.
The method was illustrated with a simple two dimensional test case that illustrates features that are difficult for other hole cutting approaches. The effectiveness of the current approach for more complex Three-dimensional geometries was demonstrated using a business jet geometry where the wing is blended into the fuselage with collar grids. This geometry is difficult to set up for other approaches such as the SUGGAR code. The ability of the present approach to handle small gap regions was demonstrated using a ship geometry with a small gap between the fixed and movable portions of the rudder.
VII. Future plans
The present hole cutting approach has been implemented in a completely new code called Suggar++ using C++ as the programming language. Debugging logic and output must be removed before the performance of the approach can be properly investigated and profiled. Options to improve performance will be investigated such as replacing the bilinear representation of the element face by an approximate representation. Parallel execution is planned with the goal of having significantly better performance than is possible with the SUGGAR code but has not been implemented. The current hole cutting capability has been completely implemented for node centered overset assemblies and must be completed for element centered assemblies. The current capability is limited to Cartesian and curvilinear structured grids and future work will extend it to unstructured grids. 
VIII. Appendix: Geometric Operations for Lines and Triangles
The geometric operations required in the present effort are well known. The particular formulas implementated and detailed below were obtained from http://www.softsurfer.com/algorithm archive.htm.
A. Parametric Representation of a Line Segment
A line segment between two points P 0 and P 1 can be represented parametrically as P (s) = P 0 + s(P 1 − P 0 )
where s is the parametric coordinates of a point on the line and is within the segment endpoints if 0 <= s <= 1.
B. Intersection of a Line Segment with a Plane
The intersection of a line segment between two points P 0 and P 1 and a plane with normal n and a point on the plane of V 0 is given by
where w = (P 0 − V 0 ) and u = (P 1 − P 0 ). The intersection is on the line segment if 0 <= s I <= 1.
C. Distance Between Two Line Segments
The distance between two line segments given by, P (s) = P 0 + s(P 1 − P 0 ) and Q(t) = Q 0 + t(Q 1 − Q 0 ) can be found by solving for the point of closest approach using 
D. Parametric Representation of a Triangle
A triangle defined by the points T 0 , T 1 , T 2 can be written in parametric form as T (ξ, η) = T 0 + ξ(T 1 − T 0 ) + η(T 2 − T 0 ) = T 0 + ξ u + η v
where ξ and η are the parametric coordinates of the point and, u = (T 1 − T 0 ) and v = (T 2 − T 0 ) are the edge vectors of the triangle. A point is in the triangle if 0 <= ξ <= 1, 0 <= η <= 1, and ξ + η <= 1. A normal to the triangle is defined by n = u × v
E. Point Inside a Triangle
Give a point P I in the plane of the triangle one can determine if the point is inside the triangle by solving for ξ I , η I using the following:
where w = (P I − V 0 )
F. Intersection of a Triangle with a Line Segment
The intersection of a line segment between two points P 0 and P 1 and a triangle defined by the points T 0 , T 1 , T 2 can found by first evaluating the point of intersection, P I (s I ), of the line segment with the plane of the triangle with normal given by Equation 8 and a point on the plane T 0 using Equation 2. If 0 <= s I <= 1. then the line segment intersects the plane of the triangle and Equations 9 and 10 must be used to determine if the intersection point is inside the triangle.
G. Parametric Representation of a Quadrilateral
A quadrilateral defined by the points Q 0 , Q 1 , Q 2 , Q 3 ordered cyclically around the quadrilateral can be written in parametric form as
= Q 0 + ξ u + η v + ξη( w − u)
where ξ and η are the parametric coordinates of a point in the quadrilateral and, u = (Q 1 −Q 0 ), w = (Q 2 −Q 3 ) and v = (Q 3 − Q 0 ) are the edge vectors of the quadrilateral. A point is in the quadrilateral if 0 <= ξ <= 1, 0 <= η <= 1.
H. Intersection of a Quadrilateral with a Line Segment
The intersection of a line segment, given by Equation 1, with a quadrilateral, given by Equation 12 , requires the solution of the following non-linear system of equations.
P 0 + ζ p = Q 0 + ξ u + η v + ξη( w − u)
where ξ and η are the parametric coordinates of a point in the quadrilateral, ζ is the parametric coordinate for the point along the line segment, and u = (Q 1 − Q 0 ), w = (Q 2 − Q 3 ) v = (Q 3 − Q 0 ), p = (P 1 − P 0 ) are the edge vectors of the quadrilateral. A point is in the quadrilateral if 0 <= ξ <= 1, 0 <= η <= 1 and on the line segment if 0 <= ζ <= 1. A Newton type iteration procedure is used to solve the system of non-linear equations give by Equation 14 . Convergence is improved by rotating the order of the corner nodes if ξ > 0.8 or η > 0.8 so that the non-linear term, ξη will be small.
When the line segment is nearly planar with the quadrilateral convergence can be slow. The quadrilateral is then diagonalized and replaced by two triangles with the intersection computed by the procedure in Section F.
