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 Simon, Michael Jason (Ph.D., Mechanical Engineering) 
An Analytical and Numerical Model for a Piezoelectric Axially Driven Membrane  
Microcompressor for Optimum Scaled Down Design 
Thesis directed by Professor Victor M. Bright 
 
 A new and comprehensive analytical and numerical model for membrane 
microcompressors driven axially by a single lead zirconium titanate (PZT) stack 
actuator incorporating assembly variation errors was developed. The model can be 
used as a future design aid, to predict dynamic device performance as a function of 
error severity and as microcompressor dimensions are scaled down from the macro 
to micro scale. The major conclusion of this work was that since micro compressors 
can be made adjustable to achieve maximum compression ratio another factor 
besides assembly variation error reduces the achievable compression ratio. Other 
contributions included the following. First, an analytical method to predict the 
maximum pressure to within ~5% of that experimentally measured was developed. 
Second, a numerical method to predict the maximum pressure to within ~0.6% of 
that experimentally measured was developed. A useful result found was that for 
fixed actuator size, smaller membrane radii generate substantially higher 
pressures. Another useful result was that for fixed actuator size, thicker 
membranes and membrane materials with higher Young’s Modulus can generate 
substantially higher pressures. Further, maximum pressure is increased more 
dramatically by decreasing membrane radius than increasing membrane thickness 
and Young’s Modulus. Moreover, an analytical method to predict the compression 
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 ratio degradation factor as a function of assembly variation error to adjustable and 
fixed devices was presented. Covariance analysis was used to determine that the 
assembly variation error with the most influence on microcompressor performance 
was the angle of the actuator with respect to the horizontal axis of the device. It was 
shown that compression ratio is a function of this single net error parameter, and 
that this function is scale invariant. 
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 CHAPTER I 
 
INTRODUCTION 
 
1.1 PURPOSE OF THE STUDY 
 
High compression ratio microcompressors are inherently useful for 
miniaturized cooling systems. Applications such as miniaturized and portable 
infrared and terahertz imagers can utilize on-chip cooling to achieve reduced sensor 
form factors and cost [1-2]. To achieve true microcompressor miniaturization, an 
understanding of how performance scales with diminishing device dimensions is 
necessary. Most critical to performance is obtaining the desired compression ratio 
for a particular application. By maintaining tight assembly tolerances, performance 
as device dimensions decrease can largely be tuned and maintained. Naturally, 
assembly variation errors relative to device dimensions increase as dimensions are 
reduced. When assembly errors exist on the order of the smallest device dimension, 
significant performance deviations can be expected with small variations in 
assembly. Therefore it is beneficial to model during the microcompressor design 
stage how much assembly variation error can be tolerated to achieve desired 
performance. 
 While previous workers have presented ample laboratory demonstration of 
microcompressors of this type and others with comparable performance [3-7], none 
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 to our knowledge considered a model including assembly variation errors to account 
for performance degradation as the severity of errors is increased and devices are 
scaled. 
 Honeywell Sensotec 
Model S Pressure 
Transducer 
(a) (b)  
Figure 1.1. Microcompressor prototype (a) and (b) depression in the metalized 
polyimide diaphragm was created by the generated pressure during operation. 
 
The considered microcompressor design is an extension of that described in 
[8] (see Fig. 1). Devices consisted of metalized polyimide clamped membrane 
microcompressors driven axially by lead zirconium titanate (PZT) stack actuators. 
Prototypes by initial workers performed nearly as predicted, achieving compression 
ratios of 21:1 when the compressor was blanked off. Attempts by subsequent 
workers achieved less than satisfactory performance and this was directly 
attributable to manufacturing tolerance and assembly variation errors. 
1.2 CONTRIBUTIONS 
 
A new and comprehensive analytical model for membrane microcompressors 
driven axially by a single lead zirconium titanate (PZT) stack actuator that 
incorporates assembly variation errors was developed. The model was proven to be 
correct for the linear elastic case with piezoelectric actuator driving frequencies 
2 
 
 between DC and a few hundred Hz (the typical drive frequency range for this design 
configuration). It was found that the linkage, including the actuator, can be treated 
dynamically and the membrane quasi-statically. The model described compression 
ratio as a function of a single parameter θrb, the net result of these assembly 
variation errors. Covariance analysis was used to determine that the assembly 
variation error with the most influence on θrb was the actuator angle θ3 with respect 
to the x or horizontal axis. It was shown that the compression ratio is a function of 
this single net error parameter, and that this function is scale invariant. Thus, a 
function with appropriate model input parameters can be used to estimate the 
impact of assembly variation errors on compression ratio, to devise appropriate 
error tolerances for particular applications, and to achieve desired performance as 
devices are made smaller. 
Analytical equations that enable the rapid prediction of compression ratio 
degradation were found for both the adjustable and fixed microcompressor 
configurations. Microcompressor designers can use these equations to optimize 
designs iteratively. Inputting the compressor ratio degradation that can be 
tolerated for a particular application into these equations along with three physical 
device parameters, outputs the limiting assembly error for the most critical 
assembly parameter. More accurate results can be obtained by using the numerical 
implementation of the microcompressor model with these equations. 
The model was implemented numerically. This numerical implementation can 
be used as a future design aid, to predict dynamic device performance as a function 
3 
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of error severity and as microcompressor dimensions are scaled down from the 
macro to the micro scale. To support design, the model outputs membrane moments, 
vertical shear forces, and stresses throughout multiple actuation cycles. 
1.3 ARRANGEMENT OF THESIS 
 
This thesis is organized in chapters. Chapter I serves as the introduction. 
Chapter II presents prior related research. Chapter III discusses the analytical 
model. Chapter IV describes the numerical implementation of the analytical mode. 
Chapter V relates the verification of the analytical model and its numerical 
implementation. Chapter VI lists numerical simulation input parameters. Chapter 
VII presents suggested design rules for optimum microcompressor design in the 
form of conclusions and supporting analyses. To clearly delineate topics, within each 
chapter multiple sections are used. Finally three Appendices A, B, and C list 
MATLAB script files related to content in Chapter IV, V, and VII. 
 CHAPTER II 
 
REVIEW OF THE LITERATURE 
 
2.1. INTRODUCTION 
 
The term micro in micropump or microcompressor implies that the device 
under consideration possesses features on the order of 100 μm [9]. Commercial 
miniature compressors do not conform to this definition [9]. One important question 
is whether the class of microcompressor we have considered truly falls under the 
category of micro. Because the type of piezoelectric actuator employed in our 
analysis has maximum displacement of less than 100 μm (generally less than or 
equal to 28 μm), and the membrane displacement is a major design variable that 
dictates performance, our compressor design is soundly in the micro regime. 
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 Displacement Dynamic
Reciprocating
Diaphragm
Piston
Rotary
Aperiodic
Centrifugal
 
Figure 2.1. Micropump taxonomy after [9]. 
Microcompressors fall into several distinct categories, which can be 
delineated based on micropump design characteristics [9]. The first categorical 
distinction is between displacement and dynamic modes of operation. According to 
reference [9], displacement pumps: 
exert pressure forces on the working fluid through one or more moving boundaries 
and … [9] 
dynamic pumps: 
continuously add energy to the working fluid in a manner that increases either its 
momentum … or its pressure directly … [9] 
Figure 2.1 shows one possible taxonomy of micropumps after [9]. We are 
primarily interested in reviewing literature related to displacement micropumps 
and microcompressors driven by piezoelectric actuators as our design falls into this 
class. Displacement devices typically instantiate the moving boundary, through 
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 which pressure is exerted, as a diaphragm or membrane. The displacement class 
can be further subdivided into the reciprocating (periodic), aperiodic (not periodic), 
and rotary (rotational) categories [9]. Our design can clearly be placed in the 
reciprocating regime as it possesses periodic motion that is not rotational in nature. 
 It should be observed that the majority of found literature described 
micropumps and not microcompressors. In essence, this forced us to apply 
correspondence between micropumps and microcompressors when a true 
correspondence may not have in fact existed. Very few papers cited devices as being 
microcompressors, and of those, only two papers, from one primary group of authors 
[6,7], was even remotely related to our design and in fact compressed gas. Their 
design incorporated piezoelectric lateral strain affecting a bimorph lead zirconium 
titanate (PZT) and silicon membrane actuator. Our design relied on piezoelectric 
axial strain propagated through a linkage structure to a membrane, a 
fundamentally different mechanism. 
Many more micropump reports employed piezoelectric axial strain [3]. We 
therefore restricted our attention to prior art concerning displacement reciprocating 
diaphragm or membrane micropumps and microcompressors. To be considered for 
comparison, the prior art either had to state that the described design was in fact a 
microcompressor, or that the micropump actuation method was piezoelectric axial 
strain. Because our previous work indicated maximum achievable compression ratio 
when the microcompressor was blanked off as 21:1 [8], we further reduced the 
amount of prior literature for comparison based on cited performance 
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 characteristics. Most literature reported maximum compression ratio being at least 
an order of magnitude lower than our design. 
 Figure 2.2 depicts our classification of the reviewed references per the 
taxonomy provided in [9]. 
Centrifugal 
Compressor
PZT Micro Pump PZT Compressor
[6,7]
Bimorph (PZT 
Lateral Strain)
Bimorph (PZT 
Lateral Strain)
PZT Axial Strain
[28,29,23,27,20,
21,22,19,26,30,
24,18,11]
PZT Axial Strain
[3,4,5,10,12,13]
[25]
Displacement 
Reciprocating 
Diaphragm
Dynamic
[8]
 
Figure 2.2. Our classification of the reviewed references per the taxonomy provided 
by [9]. 
2.2. OUR PRIOR ART 
 
Reference [8] describes the majority of our prior experience with physical 
microcompressor prototype construction and performance testing. Figure 2.3 shows 
a generated pressure wave with just over 20 atmospheres of differential pressure 
(~2,036 kPa) at a drive frequency of 200 Hz, taken from that work. 
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Figure 2.3. A generated pressure wave with just over 20 atmospheres of differential 
pressure (~2,036 kPa) at a drive frequency of 200 Hz, taken from [8]. 
 
 Subsequent workers employed the design discussed in [8] and incorporated 
valves. Measured performance data from this subsequent work is shown in Figure 
2.4. We term this work ‘designs with valves based on [8]’ in further discussion 
below. Values for reference [8] in Tables 2.1.a and 2.1.b were taken from this 
subsequent worker measured data. The figure shows a logarithmic curve fit 
equation to the measured data along with an R2 value showing goodness of fit. 
Performance was extrapolated to 0 mlmin-1 flow rate for trending purposes. 
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Figure 2.4. Subsequent workers employed the design discussed in [8] and 
incorporated valves. Performance in terms of flow rate Q as a function of differential 
pressure ΔP is shown. 
2.3. COMPARISON BETWEEN OUR PRIOR ART AND OTHERS 
 
 Metrics of maximum measured differential pressure ΔPMAX, maximum 
measured volumetric flow rate QMAX, overall package size SP, and swept volume ΔV, 
were employed for comparison purposes per [9]. The primary references used for our 
comparison were [3,4,5,6,7]. We also included references [10,11,12,13] as they were 
found to be relevant to our work [8]. Realize that references [4,5] and [6,7] 
constitute variations of the same work, respectively. An analysis spreadsheet 
consisting of slight variations of micropump and microcompressor tabulations found 
in [9] was devised. A version of this spreadsheet is shown in Table 2.1.a. and Table 
10 
 
 11 
 
2.1.b. below. The spreadsheet was decomposed into two tables for space reasons. 
The tables should be adjoined with Table 2.1.a to the immediate left of Table 2.1.b. 
The Reference(s) column is repeated in both tables for clarity.
 Table 2.1.a. An analysis spreadsheet consisting of micropump and microcompressor tabulations for comparison 
purposes. 
 
Reference(s) Notes Variant Driver Valves Construction Pump 
Chambers 
Diaphragm 
Material 
Aprroximate 
SP (mm3) 
ΔV (mm3) 
[4,5] ΔPMAX 
reported 
at 0 flow 
rate. 
Not 
Applicable 
Piezoelectric 
(Axial 
Strain) 
Flap 
(Diaphragm- 
Ring Mesa) 
Silicon, 
Glass (7 
Layers) 
1 Silicon 3,300 0.21 
[13] Single, 
dual, and 
buffer 
pumps 
reported. 
ΔPMAX 
reported 
at 0 flow 
rate. 
Single Piezoelectric 
(Axial 
Strain) 
Flap 
(Tethered 
Plate) 
Glass-
Silicon-Glass 
1 Silicon 4,000 Not 
Reported 
[13]  Dual Piezoelectric 
(Axial 
Strain) 
Flap 
(Tethered 
Plate) 
Glass-
Silicon-Glass 
2 Silicon 4,000 Not 
Reported 
[13]  Buffer Piezoelectric 
(Axial 
Strain) 
Flap 
(Tethered 
Plate) 
Glass-
Silicon-Glass 
2 Silicon 4,000 Not 
Reported 
[10] ΔPMAX 
reported 
at 0 flow 
rate. 
Not 
Applicable 
Piezoelectric 
(Axial 
Strain) 
 Silicon-
Silicon with 
Spun-On 
Glass Layer 
1 Silicon 800 Not 
Reported 
12 
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 [8] ΔPMAX 
reported 
at 0 flow 
rate. 
Not 
Applicable 
Piezoelectric 
(Axial 
Strain) 
Flap 
(Tethered 
Plate) 
Stainless 
Steel 
1 Metalized 
Polyimide 
2,000 0.7 
[6,7] We used 
DuPont 
R123 gas 
density 
value of 
0.0058 
gcm-3 at 
27.9 °C to 
determine 
the flow 
rate based 
on the 
maximum 
reported 
flow rate 
of 0.98 
ghr-1. 
Not 
Applicable 
Piezoelectric 
(Lateral 
Strain) 
Cantilever Silicon (3 
Layers) 
1 Silicon 300 0.471 
[12] Forward 
direction 
ΔPMAX and 
ΔQMAX 
values 
listed. 
Not 
Applicable 
Piezoelectric 
(Lateral 
Strain) 
Valve-Less Glass-Silicon 1 Silicon 490 Not 
Reported 
[11]  Not 
Applicable 
Piezoelectric 
(Lateral 
Strain) 
Cantilever 
and Bridge 
Silicon (3 
Layers) 
1 Silicon 203 Not 
Reported 
13 
13 
 
 [3] Unique 
resonance 
drive. 
Pressure 
built up 
after one 
minute 
with 
blocked 
output 
port. 
Not 
Applicable 
Piezoelectric 
(Axial 
Strain) 
Cantilever Nickel 1 Not 
Applicable 
636 Not 
Applicable 
 
Table 2.1.b. An analysis spreadsheet consisting of micropump and microcompressor tabulations for comparison 
purposes. 
 
Reference(s) Diaphragm 
Thickness 
(mm) 
Working 
Fluid 
Voltage (V) Drive 
Frequency 
(Hz) 
ΔPMAX (kPa) QMAX 
(mlmin-1) 
Δ ெܲ஺௑
ܵ௉
 ܳெ஺௑
ܵ௉
 
[4,5] 0.025 
(Bossed) 
Silicone 
Oil 
1200 4,500 300 2 9.09x10-2 6.06x10-4 
[13] 0.05 Water 100 50 Not Reported 0.02 Not 
Computable 
5x10-6 
[13] 0.05 Water 100 50 Not Reported 0.04 Not 
Computable 
1x10-5 
[13] 0.05 Water 100 25 14.71 0.02 3.68x10-3 4.5x10-6 
[10] 0.05 Water 90 30 7.65 0.02 9.56x10-3 2.5x10-5 
14 
14 
 
  
[8] 0.5 Air 180 200 650 35 3.25x10-1 1.75x10-2 
[6,7] 0.1 R123 100 400 17.23* 11.30* 5.74x10-2 3.77x10-2 
[12] Not 
Reported 
Liquid 
(Not 
Reported) 
100 11,000 9.7 1.32x10-2 1.98x10-2 2.69x10-5 
[11] 8x10-2 Liquid 
(Not 
Reported) 
100 6,000 4.5 0.7 2.22x10-2 3.45x10-3 
[3] Not 
Applicable 
Water 100 2,000 320 4.8 5.03x10-1 7.55x10-3 
15 
15 
  
Regarding the asterisk in Table 2.1.b, references [6,7] listed pressure ratio and 
not measured pressure values in kPa. They also listed flow rate in grams per hour. 
Because the authors did not specify the initial pressure of the R123 gas prior to 
compression, nor the number of moles and the ambient temperature, we could not 
estimate the differential pressure in terms of kPa. We also could not estimate the 
flow rate appropriately in terms of ml per minute. As a result, we chose to assume 
air as the working fluid. Doing so enabled us to use 1 atmosphere as the initial 
pressure. We could then apply the differential pressure ratio to 1 atmosphere to 
convert differential pressure to kPa. Likewise, the authors cited swept volume and 
drive frequency. Using this information we could calculate flow rate. Our calculated 
values are shown in the table. 
For specific comparison, the spreadsheet was sorted three different ways. First, 
the spreadsheet rows were sorted based on ΔPMAX and then QMAX. This enabled 
plotting ΔPMAX of as a function of QMAX as in Figure 2.5. We termed this the 
maximum performance metric. It is apparent from the figure that microcompressor 
designs based on reference [8] outperform all others in terms of combined ΔPMAX 
and QMAX. Note that the only other true gas compressor [6,7] was highly 
outperformed. 
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Figure 2.5. ΔPMAX as a function of QMAX indicating combined ΔPMAX and QMAX as the 
performance metric. 
 
 An alternative metric is to divide ΔPMAX and QMAX by Sp (see Figure 2.6). This 
normalizes microcompressor performance by package size. If total package size is 
important to a particular application, then this is a useful metric for comparison. 
The device described in reference [3] outperforms designs based on reference [8] in 
terms of ΔPMAX, but not QMAX when they are both normalized by SP. The device 
described in references [6,7] outperforms designs based on reference [8] in terms of 
QMAX, but not ΔPMAX when they are both normalized by SP. It should be noted that 
[3] used water as the working fluid and not air as in [8]. It should also be noted that 
ΔPMAX and QMAX values were estimated for air as the working fluid as described 
above. 
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Figure 2.6. ΔPMAX/SP as a function of QMAX/SP indicating combined ΔPMAX/SP and 
QMAX/SP as the metric including package size SP. 
 
 A third possible metric is to divide ΔPMAX and QMAX by ΔV (see Figure 2.7). 
This normalizes microcompressor performance by swept volume. If total swept 
volume is important to a particular application, then this is a useful metric for 
comparison. As numerous references did not include ΔV, those available for 
comparison were limited. The device described in references [4,5] outperforms 
designs with valves based on reference [8] in terms of ΔPMAX, but not QMAX when 
they are both normalized by ΔV. It should be noted that [4,5] used silicone oil as the 
working fluid and not air as in [8]. 
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Figure 2.7. ΔPMAX/ΔV as a function of QMAX/ΔV indicating combined ΔPMAX/ΔV and 
QMAX/ΔV as the metric including swept volume ΔV. 
2.4. A MORE DETAILED COMPARISON BETWEEN [3,4,5,6,7] AND [8] 
 
Table 2.2 summarizes the more detailed comparison between references 
[3,4,5,6,7] and [8]. Columns 2-4 show the maximum differential pressure ΔPMAX, 
corresponding minimum flow rate QMIN, and the drive frequency f used to attain 
those values. Columns 3-7 reveal the minimum differential pressure ΔPMIN, 
corresponding maximum flow rate QMAX, and the drive frequency f used to attain 
those values. 
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 Table 2.2. A summary of the more detailed comparison between references. 
Columns 2-4 show the maximum differential pressure ΔPMAX, corresponding 
minimum flow rate QMIN, and the drive frequency f used to attain those values. 
Columns 3-7 reveal the minimum differential pressure ΔPMIN, corresponding 
maximum flow rate QMAX, and the drive frequency f used to attain those values. 
 
Reference(s) ΔPMAX 
(kPa) 
QMIN 
(mlmin-1) 
f (Hz) ΔPMIN 
(kPa) 
QMAX 
(mlmin-1) 
f (Hz) 
[4,5] 300 0 3,500 0 2 4,500 
[6,7] 17.23 0 400 0 11.30 400 
[3] 320 0 2,000 4 0 2,000 
[8] 526 5 200 118 35 200 
 
The work described in [4,5] consisted of a micropump driven using piezoelectric 
axial strain. The working fluid was specified as silicone oil and not gas. The authors 
reported 300 kPa maximum differential pressure at 0 ml per minute flow rate using 
3,500 Hz drive frequency, and 2 ml per minute flow rate at 0 kPa differential 
pressure employing a 4,500 Hz drive frequency. 
Designs with valves based on [8] exhibited higher differential pressures of 526 
kPa with 5 ml per minute flow rate and 35 ml per minute flow rate with 118 kPa of 
differential pressure, both driven using 200 Hz drive frequency. This differential 
pressure was immediately available with the first actuation cycle. The design 
detailed in [8] achieved greater than 2,000 kPa maximum differential pressure 
when blanked off. 
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 A different way to make the comparison is by considering the following. We seek 
to minimize the loss of differential pressure while maximizing flow rate. This can be 
accomplished by employing the metric given by Equation (2.1), where c1 is a 
constant. By plotting c1 as a function of ΔP and c1 as a function of Q, we can find the 
minimum of ΔP and Q with respect to the metric. These minima are the points that 
we seek. 
 ܿଵ ൌ ฬ
Δܲ
݉ܽݔሺΔܲሻ
െ
ܳ
݉ܽݔሺܳሻ
ฬ (2.1)
 
 Figures 2.8-2.10 show an example of this calculation for [4,5]. Figure 2.8 
depicts selected raw measurement data taken from [4,5]. Figure 2.9 presents the 
metric as a function of ΔP, and Figure 2.10 displays the metric as a function of Q. 
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Figure 2.8. Raw measurement data taken from [4,5]. 
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Figure 2.9. The metric as a function of ΔP. The minimum of the curve gives the 
point at which the loss of differential pressure is minimized while maximizing flow 
rate. 
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Figure 2.10. The metric as a function of Q. The minimum of the curve gives the 
point at which the loss of differential pressure is minimized while maximizing flow 
rate. 
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  For the data shown in [4,5], the minima given by plotting Equation (2.1) with 
respect to ΔP and Q, corresponded to 150 kPa differential pressure at 0.7 ml per 
minute flow rate. Designs with valves based on [8] yielded approximate minima of 
250 kPa differential pressure at 17.36 ml per minute flow rate. 
As stated above, the microcompressor described in [6,7] employed a piezoelectric 
lateral strain design, and used R123 gas, a refrigerant, as the working fluid. 
Assuming the working fluid as air (as discussed above) gave 17.23 kPa maximum 
differential pressure at 0 ml per minute flow rate, and a 11.30 ml per minute flow 
rate at 0 kPa differential pressure, both using a 400 Hz drive frequency. The 
authors measured flow rate by collecting gas in a cylinder timed with a stop watch, 
which is suspect to errors. For the data presented in [6,7], the minima given by 
plotting Equation (2.1) with respect to ΔP and Q corresponded approximately to a 6 
kPa differential pressure at a 6 ml per minute flow rate. 
The micropump described in [3] incorporated a unique bellows design. It 
employed piezoelectric axial strain with a resonance drive operation without a 
membrane. As stated above, the working fluid was water. The authors reported a 
320 kPa maximum differential pressure at 0 milliliters (ml) per minute flow rate 
with the output port blocked, and a 4 ml per minute flow rate at 0 kPa differential 
pressure, both using a 2,000 Hz drive frequency. The pressure was not immediately 
available with the first actuation cycle, but took one minute to fully develop. For the 
data listed in [3], the approximate minima correspond to 160 kPa differential 
pressure at 2 ml per minute flow rate. 
23 
 
 Table 2.3. A summary of the more detailed comparison between references using 
the metric described by Equation (2.1). 
 
Reference(s) ΔPMAX (kPa) QMIN (mlmin-1) 
[4,5] 150 0.7 
[6,7] 6 6 
[3] 160 2 
[8] 250 17.36 
 
2.5. ADDITIONAL RELEVANT LITERATURE 
 
Besides [9], which contained the most relevant information for our purposes, we 
investigated a number of additional micropump review papers [14-17]. We also 
reviewed a number of relevant micropump and microcompressor papers [18-30]. 
2.6. SUMMARY 
 
 
While previous workers have presented ample laboratory demonstration of 
microcompressors of this type and others with roughly comparable performance 
depending on the comparison metric employed, none to our knowledge considered a 
model including assembly variation errors to account for performance degradation 
as the severity of errors is increased and devices are scaled down. This is a novel 
feature of our work. 
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With regard to performance comparison, our general design offers the best 
performance with maximum differential pressure ΔPMAX and maximum flow rate 
QMAX as the performance metric. When package size SP and swept volume ΔV are 
taken into account our design offers the best combination of ΔP and Q. Using the 
metric described by Equation (2.1), we again find that our design out performs those 
referenced. 
 CHAPTER III 
 
MODEL 
 
3.1 INTRODUCTION 
 
Referring to Figure 3.1, the microcompressor design structures consist of a 
base, sidewall, chuck, actuator, piston, and membrane. Completing the linkage is 
connective material such as epoxy, cyanoacrylate, and solder. In this scheme, link 1 
is the chuck, link 2 is connective material, link 3 is the PZT actuator, link 4 is 
connective material, link 5 is the piston, link 6 is connective material, and link 7 is 
the membrane. Many variations on this theme can be considered by modifying the 
basic model. For example, more complicated linkages can be considered by housing 
the actuator in a sealed preloaded structure that includes the chuck, piston, and 
fabrication permitting, the membrane itself. It should be noted that our model did 
not include parameters for a multi-layer membrane, only one composed of a single 
homogeneous material. 
The model consists of seven links each described mathematically by link 
height R and angle θ with respect to the x-axis. Associated with each link is the 
applied actuator force F3 and restoring forces resolved into components 
perpendicular ୄܨ , and parallel ܨצto the face perpendicular to R. In practice a pull-
down force Fp is applied to the chuck to pre-deform the membrane, but this was not 
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 needed for the model. The membrane angle θ7 is determined by sidewall height 
inequality Δh, see Equation (3.40). 
 By adjusting θ2-θ7, (θ1 is fixed), we can incorporate assembly errors of varying 
severity. To scope the problem, we must make several assumptions. These 
assumptions are the following: the base and sidewalls are fixed, the structures and 
connective material have constant cross-sections, assembly variation errors are >> 
than the machined part surface roughness, Δh is a linear function of x, and no 
torsion exists about the z-axis. The net result of these assembly variation errors is 
an offset rb of the linkage to membrane attachment point parallel to the plane of the 
membrane. This offset can also be described in terms of the net angle θrb resulting 
between the linkage to membrane attachment point and the z-axis. 
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Figure 3.1. Side-view free-body diagram of the microcompressor analytical model 
incorporating assembly variation errors through adjustment of θ2-θ7 to obtain a net 
offset rb (or in angular terms θrb) of the linkage to membrane attachment point 
parallel to the plane of the membrane. 
 
The model is divided into two parts, the linkage driving the membrane and the 
membrane itself. The linkage provides perpendicular and parallel displacement 
boundary conditions on the membrane. Forces transmitted through the linkage will 
also deform the membrane albeit to a much smaller degree. 
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 Below, we first consider the equations describing the linkage and then tackle 
the equations describing the membrane. In this manner the linkage can be treated 
dynamically and the membrane quasi-statically. Since the actuator drive 
frequencies of interest are << than the speed of sound through typical membrane 
materials, such as polyimide and stainless steel along the smallest membrane 
dimension, this approach is valid. 
The speed c of longitudinal wave propagation in units of meters (m) per 
second (s) or ௠
௦
 through a material is given by Equation (3.1) [31], where E is the 
Young’s modulus of the material in units of Pascals or Pa, ν is Poisson’s ratio of the 
material, ρ is the material density in units of kilograms (kg) per cubic meter (m3) or 
௞௚
௠య
, and f is the drive frequency in Hertz (Hz) required to excite longitudinal waves 
that match the speed of sound in the material. 
 
ܿ ൌ ඨ
ܧሺ1 െ ߥሻ
ሺ1 ൅ ߥሻሺ1 െ 2ߥሻߩ
 
(3.1) 
 
 Table 3.1 shows the E, ν, ρ, c, and f required to excite longitudinal waves that 
match the speed of sound in the material for polyimide, stainless steel, and brass. 
Typical drive frequencies for PZT actuators for this category of microcompressor 
design fall between the range of DC to a few hundred Hz, so clearly the membrane 
can be treated quasi-statically. 
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 Table 3.1. E, ν, ρ, c, and f required to excite longitudinal waves that match the 
speed of sound in the material for polyimide, stainless steel, and brass. 
 
Material E (GPa) ν ρ (kgm-3) c (ms-1) f (kHz) 
Polyimide 2.5 0.34 1430 0.0519 96.388 
Stainless steel 200 0.3 8050 0.18129 27.340 
Brass 125 0.34 8730 0.1484 33.680 
 
To properly formulate the model, we also need to impose several restrictions. 
First, linear elastic deformation is assumed, which lets us consider the membrane 
displacements w (perpendicular ݓୄ and parallel ݓצ to the plane of the undeformed 
membrane) separately [32]. Second, the membrane is in the plate regime where 
ݓୄis << thickness thk and 10 ൑
௥೚
௧௛௞
൑ 80, where ro is the membrane radius [32]. 
Third, ݓୄcan be solved for using superposition of solutions. Finally, ݓצcan be 
computed using an appropriate Airy stress function [32]. 
The PZT actuator driving the linkage is actuated by a voltage ranging from a 
minimum VMIN to a maximum VMAX. The voltage amplitude is given by Equation 
(3.2), yielding a voltage offset listed in Equation (3.3). Because the properties of 
most commercially available PZT stack actuators are defined by a blocking force FB, 
d33 the piezoelectric strain coefficient that describes strain parallel to the 
polarization vector of the ceramic, and stiffness KT, and not the number of layers N, 
we compute N as in Equation (3.4) [33]. Given a driving frequency f and a resulting 
angular frequency ω as depicted in Equation (3.5), we can compute the actuator 
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 displacement and force both as functions of time t as in Equations (3.6) and 
Equation (3.7) respectively, where R30 is the actuator rest height in both equations. 
A time shift t0 is applied to optionally ensure that at the initial time step, the 
actuator generated force is 0 N. This was done with the anticipation of making 
numerical integration easier for any employed ordinary differential equation (ODE) 
solvers. The formula for t0 is given by Equation (3.8). Equation (3.8) was found 
using Equation (3.7) by settingܨଷ ൌ 0 N and solving for t0. 
 ஺ܸ ൌ ெܸ െ ெܸூேெ௉ ஺௑  (3.2) 
 ܸ ൌ ெܸூே ൅
஺ܸெ௉
2ைிி
 (3.3) 
 ܰ ൌ ݈ܿ݁݅ ൬
ܨ஻
ሺܸ ௉ሻ݀ଷଷܭ்ைிி ൅ ஺ܸெ
൰ (3.4) 
 ߱ ߨ݂ൌ 2  (3.5) 
 ܴ ሺ ൅ ܸ ሻ൯ ܰ ଷሺݐሻ ൌ ܴଷ଴ ൅ ைܸிி ஺ெ௉ sin൫߱ሺݐ െ ݐ଴ ݀ଷଷ
ܨଷሺݐሻ ൌ ൫ ைܸிி ൅ ஺ܸெ ሺݐ െ ݐ଴ሻ൯൯݀ଷଷܰܭ் 
(3.6) 
 ௉ sin൫߱
ݐ଴ ൌ െ
asin ቀ ைܸிி
஺ܸெ௉
(3.7) 
 ቁ
߱
 
(3.8) 
 
The equation of motion for a continuum without body forces is shown in 
Equation (3.9), where ρ is the material density, xj and vj are respectively the 
position and velocity in the jth direction, and σij is the stress on the ith face in the jth 
direction [32]. When considering only one dimension, this becomes Equation (3.10). 
Including restoring force and momentum, we obtain Equation (3.11), where a is the 
acceleration, F is the applied force, A is the cross-sectional area, E is the material 
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 Young’s modulus, R0 and R are respectively the continuum rest height and current 
height in the dimension of interest (in our case link height), and c is the damping 
coefficient. Equation (3.11) is the primary equation used to define the link 
continuum equations of motion. 
 ߩ݀ݒ௝
݀ݐ
ൌ
߲ߪ௜௝
ݔ௝߲
 (3.9) 
 ߩ
ܨ
ܽ ൌ
ܣ
 
ߩܽ ൌ
ܨ
(3.10) 
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െ
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െ
ܿݒ
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3.2 LINKAGE 
 
The following Equations (3.12-3.22) describe the equations of motion in the 
link perpendicular (٣) and parallel (צ) directions from the PZT actuator through 
links 2 and 1 to the origin. In all cases the ith link perpendicular (٣) direction is 
perpendicular to the face perpendicular to the ith link height, and the link parallel 
(צ) direction is parallel to the face perpendicular to the ith link height. ܽ௜ୄis the 
perpendicular acceleration, ܽ௜צis the parallel acceleration, Ai is the cross-sectional 
area, Ei is the Young’s modulus, Gi is the modulus of rigidity, ρi is the density, vi is 
the velocity, and ci is the damping coefficient of the ith link. Initial link heights and 
angles have an additional subscript Ri0 and θi0 respectively. Also, ࢛ଙෞୄ is the 
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 perpendicular unit vector, and ࢛ଙצෞ  is parallel unit vector of the ith link. The sgn 
function outputs the sign of the argument. 
 
ܽଶୄ ൌ
ܨଷ ࢛૛ෞୄ · ࢛૜ෞୄ
ܣଶ ଶߩ
െ
ܧଶሺܴଶ଴ െ ܴଶሻ
ܴଶ଴ߩଶ
െ
ܿଶ|ݒଶ|࢛૛ෞୄ · ࢜૛ෞ
ܣଶߩଶ
 (3.12) 
 ࢛૛ෞୄ ൌ ሺcosߠଶ in ߠଶሻ, s  (3.13) 
 ࢛૜ෞୄ ൌ cosሺ ଷ ൅ ߨ inሺߠଷ ൅ ߨሻሻሺ ߠ ሻ , s  (3.14) 
 
ܽଶצ ൌ
ܨଷ࢛૛צෞ · ࢛૜ෞୄ
ܣଶߩଶ
െ
ߠܩଶ tanሺ ଶ଴ െ ߠଶሻ
ߩଶ
െ
ܿଶ|ݒଶ|࢛૛צෞ · ࢜૛ෞ
ܣଶߩଶ
 (3.15) 
 ࢛૛צෞ ൌ ሻሺsin ߠଶ , െ cos ߠଶ  (3.16) 
 ࡲ૛ ൌ ܣଶ ଶߩ ሺܽଶୄ, ܽଶצሻ (3.17) 
 
ܽଵୄ ൌ
ݏ݃݊ሺܨଷሻ|ܨଶ|࢛૚ෞୄ · ࢛૛ෞ
ܣଵ ଵߩ
െ
ܧଵ ଵ଴ െ ܴ
ܴ
ሺܴ ଵሻ
ଵ଴ߩଵ
െ
ܿଵ|ݒଵ|࢛૚ෞୄ · ࢜૚ෞ
ܣଵߩଵ
 (3.18) 
 ࢛૚ෞୄ ൌ ሺ os ߠଵ , ݏ݅݊ߠଵ
ሺ ߠଶ
c ሻ (3.19) 
 ࢛૛ෞ ൌ cosሺߠଶ ൅ ߨሻ , sinሺ ൅ ߨሻሻ (3.20) 
 
ܽଵצ ൌ
ݏ݃݊ሺܨଷሻ|ܨଶ|࢛૚צෞ · ࢛૛ෞୄ
ܣଵߩଵ
െ
ܩଵ ሺߠଵ଴ െ
ߩଵ
tan ߠଵሻ െ
ܿଵ|ݒଵ|࢛૚צෞ · ࢜૚ෞ
ܣଵߩଵ
 (3.21) 
 ࢛૚צෞ ൌ ሺsin ߠଵ , െ cos ߠଵሻ (3.22) 
 
The following Equations (3.23-3.38) describe the equations of motion in the 
link ٣ and צ directions from the PZT actuator through links 4, 5, and 6. 
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ܽସୄ ൌ
ܨଷ࢛૜ෞୄ · ࢛૝ෞୄ
ܣସߩସ
െ ସ
ሺܴସ଴ െ ܴସሻ
ܴ
ܧ
ସ଴ߩସ
െ
ܿସ|ݒସ|࢜૝ෞ · ࢛૝ෞୄ
ܣସߩସ
 (3.23) 
 ࢛૜ෞୄ ൌ ሺcos ߠଷ , sin ߠଷሻ (3.24) 
 ࢛ ୄ૝ෞ ൌ cos ߠସ , sin ߠସሺ ሻ (3.25) 
 
ܽସצ ൌ
ܨଷ࢛૜ෞୄ · ࢛૝צෞ
ܣସߩସ
െ
ߠܩସ tanሺ ସ଴ െ ߠସሻ
ߩସ
െ
ܿସ|ݒସ|࢜૝ෞ · ࢛૝צෞ
ܣସߩସ
 (3.26) 
 ࢛૝צෞ ൌ ሻሺsin ߠସ , െ cos ߠସ  (3.27) 
 ࡲ૝෢ ൌ ܣସߩସሺܽସୄ, ܽସצ  
ܽହୄ ൌ
െݏ݃݊ሺܨଷሻ|ܨସ|࢛
ሻ (3.28) 
 ૝ෞୄ · ࢛െ ૞ෞୄ
ܣହߩହ
െ ହ
ሺܴହ଴
ܴ
ܧ െ ܴହሻ
ହߩହ
െ
ܿହ|ݒହ|࢜૞ෞ · ࢛૞ෞୄ
ܣହߩହ
 (3.29) 
 ࢛૞ෞୄ ൌ ሺcos ߠହ , sin ߠହሻ (3.30) 
 
ܽହצ ൌ
െݏ݃݊ሺܨଷሻ|ܨସ|࢛૝ෞୄ · െ࢛૞צෞ
ܣହߩହ
െ
ܩ tanሺߠହ଴ െ
ߩ
ହ ߠହሻ
ହ
െ
ܿହ|ݒହ|࢜૞ෞ · ࢛૞צෞ
ܣହߩହ
 (3.31) 
 ࢛૞צෞ ൌ ሺ n െc ߠ ሻsi ߠହ , os ହ  (3.32) 
 ࡲ૞ ൌ ܣହߩ ሺܽହୄ, ܽହצ  
ܽ଺ୄ ൌ
െݏ݃݊ሺܨଷሻ|ܨହ|࢛
ହ ሻ (3.33) 
 ૞ෞୄ · െ࢛૟ෞୄ
ܣ଺ ଺ߩ
െ
ܧ଺ሺܴ଺଴
ܴ ߩ଺
െ ܴ଺ሻ
଺
െ
ܿ଺|ݒ଺|࢜૟ෞ · ࢛૟ෞୄ
ܣ଺ߩ଺
 (3.34) 
 ࢛૟ෞୄ ൌ ሺ os ߠ଺ , si ߠ଺c n ሻ (3.35) 
 
ܽ଺צ ൌ
െݏ݃݊ሺܨଷሻ|ܨହ|࢛૞ෞୄ · െ࢛૟צෞ
ܣ଺ߩ଺
െ
ܩ଺tan ሺߠ଺଴ െ
ߩ
ߠ଺ሻ
଺
െ
ܿ଺|ݒ଺|࢜૟ෞ · ࢛૟צෞ
ܣ଺ߩ଺
 (3.36) 
 ࢛૟צෞ ൌ n ሻሺsi ߠ଺ , െ cos ߠ଺  (3.37) 
 ࡲ૟෢ ൌ ܣ଺ߩ଺ሺܽ଺ୄ, ܽ଺צሻ (3.38) 
 
The following Equations (3.39-3.43) describe the force decomposition in the 
membrane ٣ and צ directions. 
 ܨ଻ୄ ൌ െݏ݃݊ሺܨଷሻ|ܨ଺|࢛૟ෞୄ · െ࢛ૠෞୄ  (3.39) 
 ܨ଻צ ൌ ሺെݏ݃݊ ܨଷሻ|ܨ଺|࢛૟צෞ · െ࢛ૠצෞ  (3.40) 
 
ߠ଻ ൌ
ߨ
2
൅ ata ൬
߂݄
2ݎ
n
଴
൰ (3.41) 
 ࢛ૠෞୄ ൌ ሺcos ଻ , sin ߠ଻ሻߠ  (3.42) 
 ࢛ૠצෞ ൌ ሺsin ߠ଻ , െ cos ߠ଻ሻ (3.43) 
 
Figure 3.2 depicts the perpendicular force transmission through the linkage. 
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 The subscripts R and D denote restoring and damping forces respectively. The 
numbered circles indicate surface interfaces where Equations (3.12-3.38) are 
computed. The restoring forces act to oppose the actuator driving force F3, while the 
damping forces act to oppose the direction of interface motion. The parallel case, 
which is not shown, exhibits the same behavior. To obtain the parallel case, the 
force vectors should simply be rotated 90 degrees to the right for interfaces 3-6 and 
90 degrees to the left for interfaces 2-1. There is no interface 7 because the 
membrane force resolution into components is just an angular transformation of the 
interface 6 forces as given by Equations (3.39-3.43). 
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 F3
F2R F2D
F2R F2DF3
F1R F1D
2
1
F3
3
F4R F4D
4
F3
F4R F4D
F5R F5D
5
F3
F5R F5D
F6R F6D
6
F3F6R F6D
F1R F1DF3
 
Figure 3.2. The perpendicular force transmission through the linkage. The 
subscripts R and D denote restoring and damping forces respectively. The 
numbered circles indicate surface interfaces where Equations (3.12-3.38) are 
computed. The restoring forces act to oppose the actuator driving force F3, while the 
damping forces act to oppose the direction of interface motion. 
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 3.3 MEMBRANE 
 
3.3.1 AFFINE MAPPING 
 
Because rb imposes an eccentric loading on the membrane, we can construct 
an affine mapping from the symmetrical annular loading case to the asymmetrical 
annular loading case (see Figure 3.3). Equations (3.44) and (3.45) define the 
mapping. This is valid because the boundary conditions still hold under the 
mapping. For this mapping to be correct ݎ௜ ൑ ݎ ൑ ݎ௢, where r is the radius and ri is 
the piston radius. Due to symmetry about the z-axis in most cases α = 0, it being 
included for generality. Also 0 ൑ ߚ ൑ 2ߨ. 
rb
α
β
ro
ri
θ
r
y
x
 
Figure 3.3. Affine mapping from the symmetrical annular loading case to the 
asymmetrical. 
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  ݔᇱ ൌ ݎܿ݋ݏߚ ൅ ݎ௕ cos ߙ ൬
ݎ െ ݎ௢
ݎ௜ െ ݎ௢
൰
ݕᇱ ൌ ݎݏ݅݊ߚ ൅ ݎ௕ sin ߙ ൬
ݎ െ ݎ௢
ݎ
 (3.44) 
 
௜ െ ݎ௢
൰ (3.45) 
 
3.3.2 PARALLEL DISPLACEMENTS 
 
The displacements ߳ parallel to the membrane neutral surface are derived 
from an Airy stress function φ in polar coordinates. This is a plane-stress problem. 
In Equations (3.44-3.52) [32] and subsequent equations, ν is Poisson’s ratio. 
 
ߪ௥௥ ൌ
1
ݎ
߲߶
߲ݎ
൅
1
ݎଶ
߲ଶ߶
߲ߠଶ
 (3.46) 
 
ߪఏఏ ൌ
߶
߲ݎଶ
߲ଶ
 
ߪ௥ ൌ ߪఏ௥
߲
(3.47) 
 
ఏ ൌ െ ߲ݎ
൬
ݎ
1 ߲߶
߲ߠ
൰ (3.48) 
 ߳ ൌ
1
ܧ௥௥
ሺߪ௥௥ ߥߪఏ ሻ 
ൌ
1
ܧ
െ ఏ
(3.49) 
 ߳ఏఏ ሺߪ െ ߥߪ ௥ሻ 
׏థ
ସ ൌ ቆ
߲ଶ
߲ݎଶ
ఏఏ ௥
(3.50) 
 
൅
1
ݎ
߲
߲ݎ
൅
1
ݎଶ
߲ଶ
߲ߠଶ
ቇ ቆ
߲ݎଶ
߲ଶ߶
൅
1
ݎ
߲߶
߲ݎ
൅
1
ݎଶ
߲ଶ߶
߲ߠଶ
ቇ (3.51) 
 ߶ ൌ ݂ሺݎሻܿ݋ݏߠ (3.52) 
 ߲߶
߲ߠ
ൌ െ݂ሺݎሻݏ݅݊ߠ (3.53) 
 ߲ଶ߶
߲ߠଶ
ൌ െ݂ሺݎሻܿ݋ݏߠ (3.54) 
 
The boundary condition ሺߪ௥௥ሻ௥ୀ௥೔ ൌ ܨ଻צcos ߠ, which implies that ݂ሺߠሻ in 
Equation (3.51) must be ܿ݋ݏߠ. Substituting Equations (3.52-3.54) into Eq. (3.51) 
gives Equation (3.55) [31]. 
38 
 
  
ቆ
݀ଶ
݀ݎଶ
൅
1
ݎ
݀
݀ݎ
െ
1
ݎଶ
ቇ ቆ
݀ଶ݂
݀ݎଶ
൅
1
ݎ
݂݀
݀ݎ
െ
1
ݎଶ
ቇ ൌ 0 (3.55) 
 
The general form of the solution for this ODE is Equation (3.56). 
 ߶ ൌ ൬ܥ ݎ ൅
ܥ
ݎଵ
ଷ ଶ ൅ ܥଷ ܥସݎ݈݋݃ݎ ܿ݋ ߠ 
߲߶
߲ݎ
ݎ ൅ ൰ ݏ (3.56) 
 
ൌ ൬ ଶ െ
ܥଶ
ଶ3ܥଵݎ ݎ
൅ ܥଷ ܥସ݈݋݃ݎ ൅ ܥସ൰ ܿ݋ݏߠ ൅
߲ଶ߶
(3.57) 
 
߲ݎଶ
ൌ ൬6ܥ ൅
2ܥଶ
ଵݎ ݎଷ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ (3.58) 
 ߲߶
߲ߠ
ൌ െ ൬ܥଵݎଷ ൅
ܥଶ
ݎ
൅ ܥଷݎ ൅ ܥସݎ݈݋݃ݎ൰ ݏ݅݊ߠ 
(3.59) 
 ߲ଶ߶
ଶ߲ߠ
ൌ െ ൬ܥଵݎ ൅
ܥଶ
ݎ
ଷ ൅ ܥ ݎ݈݋ ݎ ݏߠ ଷݎ ൅ ܥସ ݃ ൰ ܿ݋
ߪ௥௥ ൌ ൬3ܥଵݎ െ ܥଵݎ െ
ܥଶ
ݎଷ
(3.60) 
 
െ
ܥଶ
ݎଷ
൅
ܥଷ
ݎ
െ
ܥଷ
ݎ
൅
ܥସ݈݋݃ݎ
ݎ
െ
ܥସ݈݋݃ݎ
ݎ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ 
(3.61) 
 ߪ ൌ
ݎଷ௥௥
൬2ܥଵݎ െ
2ܥଶ ൅
ݎ
ܥସ൰ ܿ݋ݏߠ (3.62) 
 ߲
߲ݎ
൬
1
ݎ
߲߶
߲ߠ
൰ ൌ ൬െ2ܥଵݎ ൅
2ܥଶ
ଷݎ
െ
ܥସ
ݎ
൰ ݏ݅݊ߠ (3.63) 
 ߪ௥ఏ ൌ ߪఏ௥ ൌ ൬2ܥଵݎ െ
2ܥଶ
ݎଷ
൅
ݎ
ܥସ൰ ݏ݅݊ߠ (3.64) 
 ߪఏఏ ൌ ൬6ܥଵݎ ൅
2ܥଶ
ݎଷ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ (3.65) 
 
The other two boundary conditions necessary to solve for the constants C1, C2, 
and C4, see Equations. (3.66-3.68), are ሺߪ௥௥ሻ௥ୀ௥೚ ൌ 0 and ሺߪఏఏሻ௥ୀ௥೚ ൌ 0. 
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ܥଵ ൌ
ܨ ݎଷ
൫ݎ
ଶ
଻צ ௜
2 ௢ଶ െ ݎ௜
ଶ൯
 
(3.66) 
 
ܥ ൌ െ
ܨ צݎ
ଷݎସ
ଶଶ
଻ ௜ ଴
2൫ݎ௢ଶ െ ݎ௜
ଶ൯
 
(3.67) 
 
ܥସ ൌ െ
2ܨ଻צݎ௜
ଷݎ଴
ଶ
൫ݎ௢ଶ െ ݎ௜
ଶ൯
ଶ 
(3.68) 
 
Now the mapping Equations (3.44-3.45) becomes Equations (3.69-3.70). 
 
ݔ ݎ ൅ ߳௥ ሻܿ݋ݏሺߚ ൅ ߳ఏ ሻ ൅ ݎ௕ cos ߙ ቆ
ሺݎ ൅ ߳௥௥ሻ െ ݎ௢
ݎ௜ െ ݎ௢
ᇱ ൌ ሺ ௥ ఏ ቇ
ݕᇱ ൌ ሺݎ ൅ ߳௥௥ሻݏ݅݊ሺߚ ൅ ൅ n ߙ ቆ
ሺݎ ൅ ߳௥௥ሻ െ ݎ௢
ݎ௜ െ ݎ௢
 (3.69) 
 
߳ఏఏሻ ݎ௕ si ቇ 
(3.70) 
 
ݎ ൌᇱ ටݔᇱమ ൅ ݕᇱమ 
ߠᇱ ൌ ܽݐܽ݊2 ቆ
ݕᇱ
ݔᇱ
(3.71) 
 
ቇ (3.72) 
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 3.3.3 MEMBRANE DISPLACEMENT 
 
In general, the membrane ݓୄis given by Equation (3.73), where the modulus 
of rigidity Df is as indicated in Equation (3.74) [34]. 
 
ݓୄ ൌ
ܨ଻ୄݎସ
64ܦ௙
൅
ܥହݎଶ
4
൅ ܥ଺ log ൬
ݎ
ݎ௢
൰ ൅ ܥ଻ 
(3.73) 
 
ܦ௙
ܧ଻ݐ݄݇
1 ߥ଻
ଶሻ
ൌ
2ሺ1 െ
 (3.74) 
 
൬
݀ݓ
݀ݎ
ൌ 0൰
௥ୀ௥೔
 (3.75) 
 
൬
݀ݓ
݀ݎ
ൌ 0൰
௥ୀ௥೚
 (3.76) 
 ሺݓ ൌ 0ሻ௥ୀ ೚௥  (3.77) 
 ሺ ሻ ௥ݓ ൌ ݄ ௥ୀ ೔ (3.78) 
 ݀ݓ
݀ݎ
ൌ
ܨ଻ୄݎଷ
16ܦ௙
൅
ܥହݎ
2
൅
ܥ଺
ݎ
 (3.79) 
 
For a symmetric annular loading, the boundary conditions are given by 
Equations (3.75-3.78), where h is the maximum membrane displacement. The 
constant C5 was found first using the first boundary condition Equation (3.75) by 
substituting ݎ ൌ ݎ௜ into Equation (3.79) and solving for C5. This is shown in 
Equations (3.80-3.81). 
 
0 ൌ
ܨ଻ୄݎ௜
ଷ
16ܦ௙
൅
ܥହݎ௜
2
൅
ܥ଺
௜ݎ
 
(3.80) 
 
ܥହ ൌ െ
ܨ଻ୄݎ௜
ସ ൅ 16ܥ଺
8ܦ௙ݎ௜
ଶ  
(3.81) 
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 Next the constant C6 was found using the second boundary condition 
Equation (3.76) by substituting ݎ ൌ ݎ௢ into Equation (3.79) and solving for C6. This is 
shown in Equations (3.82-3.83). 
 
0 ൌ
ܨ଻ୄݎ௢ଷ
16ܦ௙
൅
2
ܥହݎ௢ ൅
ܥ଺
ݎ௢
 (3.82) 
 
ܥ଺ ൌ െ
ݎ௢ଶሺܽݎ௢ଶ ൅ 8ܥହሻ
16
 (3.83) 
 
Then Equation (3.81) was substituted into Equation (3.83) and the resulting 
Equation (3.84) was solved for C6 as shown in Equation (3.85). 
 
ܥ଺ ൌ െ
ܨ଻ୄ൫ݎ௢ସݎ௜
ଶ െ ݎ଴
ଶݎ௜
ସ൯
16ܦ ݎ௙ ௜
ଶ െ
ܥ଺൫ݎ௢ଶ ൅ ݎ௜
ଶ൯
ݎ௜
ଶ  
(3.84) 
 
ܥ଺ ൌ
ܨ଻ୄݎ௢ଶݎ௜
ଶ
16ܦ௙
 
(3.85) 
 
 Subsequently Equation (3.86) was substituted into Equation (3.81) to solve 
for C5 as given in Equation (3.86). 
 
ܥହ ൌ െ
ܨ଻ୄ൫ݎ௜
ଶ ൅ ݎ௢ଶ൯
8ܦ௙
 
(3.86) 
 
 At this point, C7 was determined by substituting the third boundary 
condition Equation (3.77) into Equation (3.73) to yield Equation (3.87). Then 
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 Equation (3.85) was substituted into Equation (3.87) to solve for C7 as in Equation 
(3.88). 
 
0 ൌ
ܨ଻ୄݎ௢ସ
6 ܦ௙4
൅
ܥହݎ௢
4
൅ ܥ଻ 
(3.87) 
 ܥ଻ ൌ
ܨ଻ୄ
64ܦ௙
൫ݎ௢ସ ൅ 2ݎ௢ଶݎ௜
ଶ൯ (3.88) 
 
 Then Equations (3.85), (3.86), and (3.87) were substituted into Equation 
(3.77) to determine the displacement as a function of ܨ଻ୄ and Df. This is given in 
Equation (3.89). 
 ݓଵୄ ൌ
ܨ଻ୄ
64ܦ௙
൬ݎସ െ 2ݎଶݎ௜
ଶ െ 2ݎଶݎ௢ଶ ൅ 4ݎ௢ଶݎ௜
ଶ log ൬
ݎ
ݎ௢
൰ ൅ ݎ௢ସ ൅ 2ݎ௢ଶݎ௜
ଶ൰ (3.89) 
 
 At this juncture, we converted w from a function of prescribed load to that of 
prescribed maximum displacement h. We did this in several steps. First, we applied 
the fourth boundary condition Equation (3.78) to Equation (3.89) to give Equation 
(3.90). Second, we solved Equation (3.90) for ிళ఼
஽೑
 as shown in Equation (3.91). Finally 
we substituted Equation (3.91) into Equation (3.89) to yield Equation (3.92). 
43 
 
  ݄ ൌ
ܨ଻ୄ
64ܦ௙
൬െݎ௜
ସ ൅ 4ݎ௢ଶ
ଶ log ൬
ݎ௜
ݎ௢
ݎ௜ ൰ ൅ ݎ௢
ସ൰ (3.90) 
 ܨ଻ୄ
ܦ௙
ൌ
64݄
െݎସ ൅ 4ݎଶݎଶ log ቀݎ௜௜ ௢ ௜ ݎ௢
ቁ ൅ ݎସ௢
 (3.91) 
 
ݓଶୄ ൌ
݄ ቀݎସ െ 2ݎଶݎ௜
ଶ െ 2ݎଶݎ௢ଶ ൅ 4ݎ௢ଶݎ௜
ଶ log ቀ ݎݎ௢
ቁ ൅ ݎ௢ସ ൅ 2ݎ௢ଶݎ௜
ଶቁ
െݎ௜
ସ ൅ 4ݎ଴
ଶݎ௜
ଶ log ቀݎ௜ݎ௢
ቁ ൅ ݎ௢ସ
 
(3.92) 
 
We take the superposition of Equation (3.89) and Equation (3.92) to yield the 
final membrane displacement ݓ௙ୄ Equation (3.93). 
 ݓ௙ୄ ൌ ݓଵୄ ൅ ݓଶୄ (3.93) 
 
3.3.4 MEMBRANE DEFORMATION 
 
The total membrane deformation can be written as the complete general 
solution of the biharmonic equation in polar coordinates as in Equation (3.94) found 
by Michell [35]. In this section, r = r’ and θ = θ‘, as per the transformation under the 
mapping given by Equations (3.69-3.72). 
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  ݓሺݎ, ߠሻ ൌ ܣ଴݈݋݃ݎ ൅ ܤ଴ݎଶ ൅ ܥ଴ݎଶ݈݋݃ݎ ൅ ܦ଴ ൅ ܦ଴כݎଶߠ ൅ ܣ଴ᇱ ߠ 
൅
ܣଵ
2
ݎߠݏ݅݊ߠ ൅ ቆܣכݎ ൅ ܤଵݎଷ ൅
ܣଵ
ᇱ
ݎ
൅ ܤଵ
ᇱ ݎ݈݋݃ݎቇ ܿ݋ݏߠ
െ
ܥଵ
2
ݎߠܿ݋ݏߠ ൅ ቆܤכݎ ൅ ܦଵݎଷ ൅
ܥଵ
ᇱ
ݎ
൅ ܦଵ
ᇱ ݎ݈݋݃ݎቇ ݏ݅݊ߠ 
൅ ෍ሺܣ௡ݎ௡ ൅ ܤ௡ݎଶା௡ ൅ ܣ௡ᇱ ݎି௡ ൅ ܤ௡ᇱ ݎଶି௡ሻcosሺ݊ߠሻ
ஶ
௡ୀଶ
 
൅ ෍ሺܥ ݎ௡ ൅ ܦ ݎଶା௡ ൅ ܥᇱ ݎି௡ ൅ ܦᇱ ݎଶି௡ሻsi ݊
ஶ
௡ ௡ ௡ ௡ nሺ ߠሻ
௡ୀଶ
 
߲ݓ
߲ݎ
(3.94) 
 
ൌ
ܣ଴
ݎ
൅ 2ܤ଴ݎ ൅ ܥ଴ݎሺ2݈݋݃ݎ ൅ 1ሻ ൅ 2ܦ଴
כݎߠ ൅
ܣଵߠݏ݅݊ߠ
2
൅ ቆܣכ ൅ 3ܤଵݎଶ െ
ܣଵ
ᇱ
ݎଶ
൅ ܤଵ
ᇱ ሺ݈݋݃ݎ ൅ 1ሻ ቇ ܿ݋ݏߠ 
െ
ܥଵߠܿ݋ݏߠ
2
൅ ൭ܤכ ൅ 3ܦଵݎଶ െ
ܥଵ
ᇱ
2
൅ ܦଵ
ᇱ ሺ݈݋݃ݎ ൅ 1ሻ൱ sinߠ 
൅൫ܣ௡ݎ௡݊ ൅ ܤ௡ݎଶା௡ሺ2 ൅ ݊ሻ െ ܣ௡ᇱ ݎି௡݊ ൅ ܤ௡ᇱ ݎଶି௡ሺ2 െ ݊ሻ൯
cosሺ݊ߠሻ
ݎ
 
൅൫ܥ௡ݎ௡݊ ൅ ܦ௡ݎଶା௡ሺ2 ൅ ݊ሻ െ ܥ௡ᇱ ݎି௡݊ ൅ ܦ௡ᇱ ݎଶି௡ሺ2 െ ݊ሻ൯
sinሺ݊ߠሻ
ݎ
 
(3.95) 
 
Two methods of surface fit were considered, the first using Equation (3.94) 
and second using both Equations (3.94) and (3.95). We termed the method using 
both equations as the boundary condition case. The boundary condition case is 
found by taking the derivative of Equation (3.94) with respect to r as shown in 
Equation (3.95). Equations (3.96-3.107) show the boundary condition case and the 
distinction from Equations (3.108-3.115). In the boundary condition case, Equations 
(3.96-3.107) and (3.108-3.115) were only evaluated at the points ݎ ൌ ݎ௜ and ݎ ൌ ݎ௢. 
With regard to the first method, given a membrane displacement, we can 
solve for the unknown coefficients x using Equation (3.96). In Equations (3.96-
3.107), 1 ൑ ݅ ൑ ݊ is the mode index, and 1 ൑ ݆ ൑ ݉ is the data point index. A is 
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 concatenated column-wise from A1-A6 as in Equation (3.103) and x is concatenated 
as in Equation (3.106). 
 ࢞ ൌ ࡭ି૚
࡭૚ ൌ
்࢝ (3.96) 
 
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ ݈݋݃ݎଵ ݎଵଶ ݎଵଶ݈݋݃ݎଵ 1 ݎଵଶߠଵ ߠଵ
ݎଵߠଵ sin ߠଵ
2
ݎଵܿ݋ݏߠଵ ݎଵ
ଷܿ݋ݏߠଵ
ܿ݋ݏߠଵ
ݎଵ
ݎଵ݈݋݃ݎଵܿ݋ݏߠଵ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
݈݋݃ݎ௝ ݎ௝
ଶ ݎ௝
ଶ݈݋݃ݎ௝ 1 ݎ௝
ଶߠ௝ ߠ௝
ݎ௝ߠ௝ sin ߠ௝
2
ݎ௝ܿ݋ݏߠ௝ ݎ௝
ଷܿ݋ݏߠ௝
ܿ݋ݏߠ௝
ݎ௝
ݎ௝݈݋݃ݎ௝ܿ݋ݏߠ௝
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
݈݋݃ݎ ݎ௠ଶ ݎ௠ଶ݈݋݃ݎ௠ 1 ݎ௠ଶߠ௠ ߠ
ݎ௠ߠ௠ sin ߠ௠
2௠ ௠
ݎ௠ܿ݋ݏߠ௠ ݎ௠ଷܿ݋ݏߠ௠
ܿ݋ݏߠ௠
ݎ௠
ݎ௠݈݋݃ݎ௠ܿ݋ݏߠ௠ے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.97) 
 ࡭૛
ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ െ
ݎଵߠଵܿ݋ݏߠଵ
2
ݎଵݏ݅݊ߠଵ ݎଵ
ଷݏ݅݊ߠଵ
ݏ݅݊ߠଵ
ݎଵ
ݎଵ݈݋݃ݎଵݏ݅݊ߠଵ ݎଵଶcosሺ2ߠሻ ڮ ݎଵ
௜cosሺ݅ߠሻ ڮ ݎଵ
௡cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ݎ௝ߠ௝ܿ݋ݏߠ௝
2
ݎ௝ݏ݅݊ߠ௝ ݎ௝
ଷݏ݅݊ߠ௝
ݏ݅݊ߠ௝
ݎ௝
ݎ௝݈݋݃ݎ௝ݏ݅݊ߠ௝ ݎ௝
ଶcosሺ2ߠሻ ڮ ݎ௝
௜cosሺ݅ߠሻ ڮ ݎ௝
௡cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ݎ௠ߠ ܿ௠ ݋ݏߠ௠
2
ݎ௠ݏ݅݊ߠ௠ ݎ௠ଷݏ݅݊ߠ௠
ݏ݅ ߠ
ݎ௠
݊ ௠ ݎ௠݈݋݃ݎ௠ ݅݊ߠ௠ ݎ௠ଶcos ሻ ڮ ݎ௠௜ cosሺ ሻ ڮ ݎ௠௡cosሺ݊ߠ ے
ݏ ሺ2ߠ ݅ߠ ሻۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.98) 
 
࡭૜ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍݎଵ
ସ cosሺ2ߠሻ ڮ ݎଵ
ଶା௜cosሺ݅ߠሻ ڮ ݎଵ
ଶା௡cosሺ݊ߠሻ ݎଵିଶcosሺ2ߠሻ ڮ ݎଵ
ି௜ cosሺ݅ߠሻ ڮ ݎଵ
ି௡ cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
ݎ௝
ସcosሺ2ߠሻ ڮ ݎ௝
ଶା௜cosሺ݅ߠሻ ڮ ݎ௝
ଶା௡cosሺ݊ߠሻ ݎ௝
ିଶ cosሺ2ߠሻ ڮ ݎ௝
ି௜ cosሺ݅ߠሻ ڮ ݎ௝
ି௡ cosሺ݊ߠሻ
ڭ ڭ
ݎ௠ସcos
ڭ ڭ ڭ ڭ
ሺ2ߠሻ ڮ ݎ௠ଶା௜cosሺ݅ߠሻ ڮ ݎ௠ଶା௡cosሺ݊ߠሻ ݎ௠ିଶ cosሺ2ߠሻ ڮ ݎ௠ି௜cos ሺ݅ߠሻ ڮ ݎ௠ି௡ cosሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(3.99) 
 
࡭૝ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ1 ڮ ݎଵ
ଶି௜ cosሺ݅ߠሻ ڮ ݎଵ
ଶି௡ cosሺ݊ߠሻ ݎଵଶsinሺ2ߠሻ ڮ ݎଵ
௜sinሺ݅ߠሻ ڮ ݎଵ
௡sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
1 ڮ ݎ௝
ଶି௜ cosሺ݅ߠሻ ڮ ݎ௝
ଶି௡ cosሺ݊ߠሻ ݎ௝
ଶsinሺ2ߠሻ ڮ ݎ௝
௜sinሺ݅ߠሻ ڮ ݎ௝
௡sinሺ݊ߠሻ
ڭڭ ڭ ڭ ڭ ڭ
1 ڮ ݎ௠ଶି௜ cosሺ݅ߠሻ ڮ ݎ௠ଶି௡ cosሺ݊ߠሻ ݎ௠ଶsinሺ2ߠሻ ڮ ݎ௠௜ sinሺ݅ߠሻ ڮ ݎ௠௡sinሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(3.100) 
 
࡭૞ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍݎଵ
ସ sinሺ2ߠሻ ڮ ݎଵ
ଶା௜sinሺ݅ߠሻ ڮ ݎଵ
ଶା௡sinሺ݊ߠሻ ݎଵିଶsinሺ2ߠሻ ڮ ݎଵ
ି௜sin ሺ݅ߠሻ ڮ ݎଵ
ି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
ݎ௝
ସsinሺ2ߠሻ ڮ ݎ௝
ଶା௜sinሺ݅ߠሻ ڮ ݎ௝
ଶା௡sinሺ݊ߠሻ ݎ௝
ିଶ sinሺ2ߠሻ ڮ ݎ௝
ି௜ sinሺ݅ߠሻ ڮ ݎ௝
ି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ
ݎ௠ସsinሺ2ߠሻ ڮ ݎ௠ଶା௜sinሺ݅ߠ ሺ݅ߠሻ ڮ ݎ௠ି௡ sinሺ݊ߠሻے
ڭ
ሻ ڮ ݎ௠ଶା௡sinሺ݊ߠሻ ݎ௠ିଶ sinሺ2ߠሻ ڮ ݎ௠ି௜sin
ۑ
ۑ
ۑ
ۑ
ې
 
(3.101) 
 
࡭૟ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ1 ڮ ݎଵ
ଶି௜ sinሺ݅ߠሻ ڮ ݎଵ
ଶି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ
1 ڮ ݎ௝
ଶି௜ sinሺ݅ߠሻ ڮ ݎ௝
ଶି௡ sinሺ݊ߠሻ
௜ ሺ ሻ ݎ s nሺ݊ߠሻے
ڭ ڭ ڭ
1 ڮ ݎ௠ଶି sin ݅ߠ ڮ ௠ଶି௡ i
ۑ
ۑ
ۑ
ۑ
ې
 
(3.102) 
 ࡭ ൌ ሾ࡭૚࡭૛࡭૜࡭૝࡭૞࡭૟ሿ (3.103) 
 ࢞૚ ൌ ሾܣ଴ܤ଴ܥ଴ܦ଴ܦ଴כܣ଴ᇱ ܣଵܣכ ଵܤ ܣଵᇱ ܤଵᇱ ܥଵ כܦଵܥଵᇱ ଵᇱܤ ܦ ܣଶڮܣ௜ڮܣ௡ܤଶڮܤ௜ڮܤ௡ሿ 
࢞૛ ൌ ሾ
(3.104) 
 ܣଶᇱ ڮܣ௜ᇱڮܣ௡ᇱ ܤଶᇱ ڮܤ௜ᇱڮܤ௡ᇱ ܥଶ ܦ௜ڮܦ௡ܥଶᇱڮܥ௜ᇱڮܥ௡ᇱ ܦଶᇱ ڮܦ௜ᇱڮܦ௡ᇱ ሿ ڮܥ௜ڮܥ௡ܦଶڮ
ሾ
(3.105) 
 ࢞ ൌ ࢞૚࢞૛ሿ் (3.106) 
 ࢝ ൌ ൣݓଵሺݎଵ, ߠଵሻڮݓ௝൫ݎ௝, ߠ௝൯ڮݓ௠ሺݎ௠, ߠ௠ሻ൧
் (3.107) 
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 With regard to the boundary condition case, we can solve for the unknown 
coefficients x using Equation (3.96). In Equations (3.96-3.107) and (3.108-3.115), 
1 ൑ ݅ ൑ ݊ is the mode index, and 1 ൑ ݆ ൑ ݉ is the data point index. A is concatenated 
column-wise from A1-A12 as in Equation (3.114) and x is concatenated as in 
Equation (3.106). 
 
࡭ૠ ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ
1
ݎଵ
2ݎଵ ݎଵሺ2݈݋݃ݎଵ ൅ 1ሻ 0 2ݎଵߠଵ 0
ߠଵ sin ߠଵ
2
ܿ݋ݏߠଵ 3ݎଵଶܿ݋ݏߠଵ െ
ܿ݋ݏߠଵ
ݎଵ
ଶ ܿ݋ݏߠଵሺ݈݋݃ݎଵ ൅ 1ሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
1
ݎ௝
2ݎ௝ ݎ௝ሺ2݈݋݃ݎ௝ ൅ 1ሻ 0 2ݎ௝ߠ௝ 0
ߠ௝ sin ߠ௝
2
ܿ݋ݏߠ௝ 3ݎ௝
ଶܿ݋ݏߠ௝ െ
ܿ݋ݏߠ௝
ݎ௝
ଶ ܿ݋ݏߠ௝൫݈݋݃ݎ௝ ൅ 1൯
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
1
ݎ௠
2௥௠ ݎ௠ሺ2݈݋݃ݎ௠ ൅ 1ሻ 0 2ݎ௠ߠ௠ 0
ߠ௠ sin ߠ௠
2
ܿ݋ݏߠ௠ 3ݎ௠ଶܿ݋ݏߠ௠ െ
ܿ݋ݏߠ௠
ݎଶ௠
ܿ݋ݏߠ௠ሺ݈݋݃ݎ௠ ൅ 1ሻے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.108) 
 ࡭ૡ
ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ െ
ߠଵܿ݋ݏߠଵ
2
ݏ݅݊ߠଵ 3ݎଵଶݏ݅݊ߠଵ
ݏ݅݊ߠଵ
ݎଵ
ଶ ݏ݅݊ߠଵሺ݈݋݃ݎଵ ൅ 1ሻ 2ݎଵcosሺ2ߠሻ ڮ ݅ݎଵ
௜ିଵcosሺ݅ߠሻ ڮ ݊ݎଵ
௡ିଵcosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ߠ௝ܿ݋ݏߠ௝
2
ݏ݅݊ߠ௝ 3ݎ௝
ଶݏ݅݊ߠ௝
ݏ݅݊ߠ௝
ݎ௝
ଶ ݏ݅݊ߠ௝൫݈݋݃ݎ௝ ൅ 1൯ 2ݎ௝cosሺ2ߠሻ ڮ ݅ݎ௝
௜ିଵcosሺ݅ߠሻ ڮ ݊ݎ௝
௡ିଵcosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ߠ௠ܿ݋ݏߠ௠
2
ݏ݅݊ߠ௠ 3ݎ௠ଶݏ݅݊ߠ௠
ݏ݅݊ߠ௠
ݎ௠ଶ
ݏ݅݊ߠ௠ሺ݈݋݃ݎ௠ ൅ 1ሻ 2ݎ௠cosሺ2ߠሻ ڮ ݅ݎ௠௜ିଵcosሺ݅ߠሻ ڮ ݊ݎ௠௡ିଵcosሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.109) 
 ࡭ૢ
ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ4ݎଵ
ଷ cosሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎଵ
௜ାଵcosሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎଵ
௡ାଵcosሺ݊ߠሻ െ2ݎଵ
ିଷcosሺ2ߠሻ ڮ െ݅ݎଵ
ି௜ିଵ cosሺ݅ߠሻ ڮ െ݊ݎଵ
ି௡ିଵ cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
4ݎ௝
ଷcosሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௝
௜ାଵcosሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௝
௡ାଵcosሺ݊ߠሻ െ2ݎ௝
ିଷ cosሺ2ߠሻ ڮ െ݅ݎ௝
ି௜ିଵ cosሺ݅ߠሻ ڮ െ݊ݎ௝
ି௡ିଵ cosሺ݊ߠሻ
4ݎ௠ଷco
ڭ ڭ ڭ ڭ ڭ ڭ
sሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௠௜ାଵcosሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௠௡ାଵcosሺ݊ߠሻ െ2ݎ௠ିଷ cosሺ2ߠሻ ڮ െ݅ݎ௠ି௜ିଵcos ሺ݅ߠሻ ڮ െ݊ݎ௠ି௡ିଵ cosሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(3.110) 
 
࡭૚૙ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ0 ڮ
ሺ2 െ ݅ሻݎଵ
ଵି௜ cosሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎଵ
ଵି௡ cosሺ݊ߠሻ 2ݎଵsinሺ2ߠሻ ڮ ݅ݎଵ
௜ିଵsinሺ݅ߠሻ ڮ ݊ݎଵ
௡ିଵsinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
0 ڮ ሺ2 െ ݅ሻݎ௝
ଵି௜ cosሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎ௝
ଵି௡ cosሺ݊ߠሻ 2ݎ௝sinሺ2ߠሻ ڮ ݅ݎ௝
௜ିଵsinሺ݅ߠሻ ڮ ݊ݎ௝
௡ିଵsinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
2 ௜ c ݎଵି ߠ ݎ ሻ ଵ ିଵsi0 ڮ ሺ െ ݅ሻݎ௠ଵି osሺ݅ߠሻ ڮ ሺ2 െ ݊ሻ ௠ ௡ cosሺ݊ ሻ 2 ௠sinሺ2ߠ ڮ ݅ݎ௠௜ି sinሺ݅ߠሻ ڮ ݊ݎ௠௡ nሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(3.111) 
 ࡭૚૚
ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ4ݎଵ
ଷ sinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎଵ
௜ାଵsinሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎଵ
௡ାଵsinሺ݊ߠሻ െ2ݎଵ
ିଷsinሺ2ߠሻ ڮ െ݅ݎଵ
ି௜ିଵsin ሺ݅ߠሻ ڮ െ݊ݎଵ
ି௡ିଵ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
4ݎ௝
ଷsinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௝
௜ାଵsinሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௝
௡ାଵsinሺ݊ߠሻ െ2ݎ௝
ିଷ sinሺ2ߠሻ ڮ െ݅ݎ௝
ି௜ିଵ sinሺ݅ߠሻ ڮ െ݊ݎ௝
ି௡ିଵ sinሺ݊ߠሻ
ڭ ڭ ڭ
4ݎ௠ଷsinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௠௜ାଵsinሺ݅ ڮ െ݊ݎ௠ି௡ିଵ sinሺ݊ߠሻے
ڭ ڭ ڭ
ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௠௡ାଵsinሺ݊ߠሻ െ2ݎ௠ିଷ sinሺ2ߠሻ ڮ െ݅ݎ௠ି௜ିଵsinሺ݅ߠሻ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.112) 
 
࡭૚૛ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ0 ڮ
ሺ2 െ ݅ሻݎଵ
ଵି௜ sinሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎଵ
ଵି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ
0 ڮ ሺ2 െ ݅ሻݎ௝
ଵି௜ sinሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎ௝
ଵି௡ sinሺ݊ߠሻ
ሺ ଵି s ݅ ݊ሻݎ ௡ s ݊ߠ ے
ڭ ڭ ڭ
0 ڮ 2 െ ݅ሻݎ௠ ௜ inሺ ߠሻ ڮ ሺ2 െ ௠ଵି inሺ ሻ
ۑ
ۑ
ۑ
ۑ
ې
 
(3.113) 
 ࡭ ൌ ሾ࡭૚࡭૛࡭૜࡭૝࡭૞࡭૟࡭ૠ࡭ૡ࡭ૢ࡭૚૙࡭૚૚࡭૚૛ሿ (3.114) 
 ࢝ ൌ ቂ݄ڮ ௝݄ڮ݄௠
ଶ
0ڮ0௝ڮ0௠
ଶ
ڮ0ڮ0௝ڮ0௠ቃ
்
 (3.115) 
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 In both methods, the economy sized singular value decomposition (SVD) was 
used in several steps to solve for the unknown coefficients x using Equation (3.96). 
The SVD effects a total least squares minimization R2, minimizing the sum of the 
residual squares, on Equation (3.96), as shown in Equation (3.116). 
 
ܴଶ ൌ ෍ ൭ݓ௝ െ ෍ ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(3.116) 
 
In the first step SVD step (Equation (3.117)), decomposed the matrix A into 
three matrices U, S, and V, where U and V are unitary matrices. In the economy 
sized decomposition, if A has dimensions nxm, then S is a diagonal matrix with 
dimensions nxn, U is a matrix with dimensions nxm, and V is a matrix with 
dimensions mxm. A unitary matrix is one that obeys Equation (3.118), where the 
complex conjugate transpose of the matrix UH equals the inverse of the matrix U-1. 
The second SVD step was to compute the inverse of S, S-1. Since S is a diagonal 
matrix, the inverse is simply the reciprocal of the diagonal elements as per 
Equation (3.119). In this case, S-1 is a column vector with dimensions mx1. In the 
third step, the vector c, also a column vector with dimensions mx1, is found using 
Equation (3.120). Fourth, the column vector y, with dimensions mx1, is computed as 
the dot product of c and S-1, per Equation (3.121). Finally, the unknown column 
vector of coefficients x, with dimensions mx1, is found using Equation (3.122). 
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  ࡭ ൌ ࢁࡿࢂ
ࢁ۶ ൌ ૚ 
T (3.117) 
 ࢁି
ିଵ 1
(3.118) 
 ࡿ ൌ
௜ܵ௜
 (3.119) 
 ࢉ ൌ ࢁ்࢝ (3.120) 
 ࢟ ଵൌ ࢉ · ࡿି  (3.121) 
 ࢞ ൌ ࢂ࢟ (3.122) 
 
Residuals were computed as the L2-norm between the input points and 
boundary conditions and the fit derived points using Equation (3.123). 
 
ܴ ൌ ඩ෍ ൭ݓ௝ െ ෍ ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(3.123) 
 
3.3.5 MOMENTS, SHEAR FORCES, AND STRESSES 
 
The partial derivatives of Eq. (3.94) can be taken to find the moment 
equations M, vertical shear forces Q, and then the stresses σ Equations (3.124-
3.132) [36]. Equations 3.133-3.139 show the exact partial derivatives of Equation 
(3.94) that are necessary. డ௪
డ௥
 is already given as Equation (3.95), so it is not included 
below. 
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ܳ ൌ െܦ
߲ݎ௥ ௙
߲
ሺ׏௥ଶݓሻ 
ఏ ௙
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ఏ
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 ߪఏ ൌ
6ܯ௥ఏ
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 ߪ௥ఏ ݐ݄݇ଶൌ
6ܯ௥ఏ 
߲ଶݓ
߲ݎଶ
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ൌ ሺ෍ሺsinሺ݊ߠሻ ݎଵି௡ܥ௡ᇱ ݊ െ 3 cosሺ݊ߠሻ ݎଷି௡ܤ௡ᇱ ݊
ஶ
௡ୀଶ
െ3 sinሺ݊ߠሻ ݎଷି௡ܦ௡ᇱ ݊ ൅ cosሺ݊ߠሻ ݎଵା௡ܣ௡݊ଶ 
൅ sinሺ݊ߠሻ ݎଵି௡ܥ௡ᇱ ݊ଶ ൅ cosሺ݊ߠሻ ݎଷି௡ܤ௡ᇱ ݊ଶ 
൅ cosሺ݊ߠሻ ݎଵି௡ܣ௡ᇱ ݊ଶ െ sinሺ݊ߠሻ ݎଵା௡ܥ௡݊ 
൅ sinሺ݊ߠሻ ݎଷା௡ܦ௡݊ଶ ൅ sinሺ݊ߠሻ ݎଷି௡ܦ௡ᇱ ݊ଶ 
െ cosሺ݊ߠሻ ݎଵା௡ܣ௡݊ ൅ 2 cosሺ݊ߠሻ ݎଷା௡ܤ௡ 
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כߠݎ 
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ᇱ ݎଶ 
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ൌ െ
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ሺെ2ܦ଴
כݎଷ െ 2ܣ଴
ᇱ ݎ െ ܣଵݎଶsinθ െ Aଵrଶθcosθ
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െܥଵݎଶߠݏ݅݊ߠ െ 2ܿ݋ݏߠܤכݎଶ െ 2ܿ݋ݏߠܦଵݎସ 
െ2ܿ݋ݏߠܥଵ
ᇱ െ 2ܿ݋ݏߠܦଵ
ᇱ ݎଶ݈݋݃ݎ 
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ஶ
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൅2 sinሺ݊ߠሻ ݊ݎଵି௡ܣ௡ᇱ ൅ 2 sinሺ݊ߠሻ ݊ݎଷା௡ܤ௡ᇱ  
െ2 cosሺ݊ߠሻ ݊ݎଵା௡ܥ௡ െ 2 cosሺ݊ߠሻ ݊ݎଷା௡ܦ௡
െ2 cosሺ݊ߠሻ ݊ݎଵି௡ܥ௡ᇱ െ 2 cosሺ݊ߠሻ ݊ݎଷି௡ܦ௡ᇱ ሻሻ/ݎ 
(3.134) 
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3.4 MODEL TO MATCH EXPERIMENT 
 
A model was developed to match the experimentally measured maximum 
pressure of 21 atm. This model can be used to predict the maximum achievable 
pressure within 5% analytically and within 0.6% numerically. The model 
incorporates membrane material properties, actuator parameters, and device 
geometry. Most importantly, this model can be utilized to predict the ultimate 
device pressure performance as designs are scaled down. 
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 3.4.1 ANALYTICAL MODEL 
0 F (N)
Δh
(μm
)
FB (N)
0
ΔhMAX
 
Figure 3.4. General PZT actuator displacement Δh as a function of generated force 
F. FB is the actuator maximum or blocking force. 
 
Figure 3.4 depicts in general terms PZT actuator displacement Δh as a 
function of generated force F. As can be seen, maximum displacement is achieved 
with zero force and maximum force is obtained with zero displacement [37]. FB is 
the actuator maximum or blocking force. 
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For the analytical method, manufacturer specified actuator parameters are 
employed along with computed actuator parameters derived from actuator physical 
constants. First, the blocking force specified by the actuator manufacturer is divided 
by two, yielding ቀிಳ
ଶ
ቁ
஺
. This is because one-half of the blocking force is exerted 
through each end of the actuator. It is then understood that the manufacturer 
specified Δh is equivalent to ቀ୼௛
ଶ
ቁ
஺
. Next, Equations (3.140) and (3.141) [33, 38] are 
 used with manufacturer specified actuator physical constants to compute ቀிಳ
ଶ
ቁ
஻
 and 
ቀ୼௛
ଶ
ቁ
஻
. 
 ൬
ܨ஻
2
൰
஻
ெ ଷଷ ܭ
൬
Δ݄
2
ൌ ஺ܸ ௉݀ ܰ ் 
(3.140) 
 
൰
஻
ൌ ஺ܸெ௉
݀ଷଷܰ
2
 (3.141) 
 
Table 3.2. An example of calculating ቀிಳ
ଶ
ቁ
஻
, ቀிಳ
ଶ
ቁ
஻
, ቀ୼௛
ଶ
ቁ
஻
, and ቀ୼௛
ଶ
ቁ
஻
 using 
manufacturer specified values for the Pst150/3.5/3.5/20 actuator [39]. 
 
Variable Value ቀܨܤ
2
ቁ
ܣ
(N) ቀܨܤ
2
ቁ
ܤ
(N) ቀ୼௛
2
ቁ
ܣ
(μm) ቀ୼௛
2
ቁ
ܤ
(μm) 
VAMP (V) 180 [39] 400 303.84 28 24.3072 
d33 (mV-1) 640x10-12 
[39] 
    
N 211 [37]     
KT (Nm-1) 25x106 [39]     
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Figure 3.5. Manufacturer specified and calculated actuator performance curves. 
 Referring to Figure 3.5, we see that plotting the manufacturer specified and 
calculated ிಳ
ଶ
 at ୼௛
ଶ
ൌ 0 and ୼௛
ଶ
 at ிಳ
ଶ
ൌ 0 constructs two actuator performance curves. 
We then take the average of the manufacturer and calculated values to draw a third 
curve. According to [37], with a compressive force pushing back on the actuator (as 
in the case of gas in a compressor) the maximum force achieved is approximately ிಳ
ସ
 
[40]. Now, using ro = 5x10-3 m to compute the membrane area as ܣ ൌ ߨݎଶ obtains the 
results shown in Table 3.3 for pressure ܲ ൌ ி
஺
. Taking the average as 22.1 atm, we 
find that the percent difference between this and 21 atm is 5%. 
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 Table 3.3. Example results. 
 
Data Set P (atm) 
Calculated 19.1013 
Average 22.1222 
Manufacturer Specified 25.1445 
 
3.4.2 NUMERICAL MODEL 
 
The numerical model employs continuum equations of motion to numerically 
integrate over time such that the force associated with the generated gas pressure 
equals the actuator force. The calculated Δh shown in Figure 3.5 of 12.186 μm is 
used as the maximum displacement, or in this instance dead volume height. The 
example calculation assumes a 500 μm thick polyimide membrane as in the 
experiments. In the experiments, the metalized layer on the polyimide membrane 
was sufficiently thin such that it did not contribute significantly to the membrane 
material properties. As shown in Figure 3.6, this model only includes a chamber, 
the membrane, and the actuator. To simplify the model, all other device structure is 
assumed to be rigid transmitting all force without deformation and decay. 
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Figure 3.6. Numerical model geometry. 
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Figure 3.7. Numerical model free-body diagram. 
 
Figure 3.7 shows the numerical model free-body diagram. FP is the force 
associated with gas pressure, FACT is the actuator generated force, FRACT is the 
actuator restoring force, and FRMEM1 and FRMEM2 are the membrane restoring forces. 
The procedure assumes overdamping. A ramped voltage over time with smooth 
tangents is supplied ranging from 0-VAMP. At each time step the force associated 
with the gas pressure is computed using Equation (3.142), where AMEM is the 
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 membrane cross-sectional area, h is the current dead volume height, and FP0 is the 
initial chamber pressure. 
 
ܨ௉ ൌ
Δ݄ܣொெ ଵܲ
2݄
െ ܨ௉଴ 
(3.142) 
 
FRMEM is found using Equation (3.143), where EMEM is the membrane Young’s 
modulus, thk is the current membrane thickness, and RMEM is the membrane rest 
thickness. For numerical reasons, we need to find the sign of F1RMEM1 and F2RMEM2 
based on the relationship of thk to RMEM using Equation (3.144). Next we calculate 
the actuator restoring force magnitude with Equation (3.145), where R0 is the 
actuator rest height, RACT is the current actuator height, EACT is the actuator 
Young’s Modulus, and AACT is the actuator cross-sectional area. Again for numerical 
reasons we find the sign of FRACT using Equation (3.146). Subsequently, the total 
force on the membrane FMEMTOT is computed with Equation (3.147), where cMEM and 
vMEM are the membrane damping coefficient and velocity respectively. Then the 
total force on the actuator FACTTOT is calculated via Equation (3.148), where cACT 
and vACT are the actuator damping coefficient and velocity respectively. Finally, the 
membrane and actuator accelerations are found using Equations (3.149-3.150). 
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ܨோொெଵ ൌ െܨோொெ
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ܨ ൠ ெ ோொெଶ ൌ െܨோொெ
ܨ
ܧ஺஼்|ܴ଴ െ ܴ஺஼்|
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ோ஺஼் ൌ
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ܨ஺஼்்ை் ൌ െܨ஺஼் ൅ ܨ௉ ൅ ܨோொெ ൅ ܨ ெଶ ൅ ܨோ஺஼் െ ܿ஺஼்ݒ஺஼் 
(3.147) 
 ଵ ோொ
ܽொெ ൌ
ܨொெ்ை்
ߩ
(3.148) 
 
ொெܣொெ
 (3.149) 
 ܽ஺஼் ൌ
ܨ஺஼்்ை்
ߩ஺஼்ܣ஺஼்
 (3.150) 
 
 CHAPTER IV 
 
MODEL IMPLEMENTATION 
 
4.1 INTRODUCTION 
 
The analytical model described in Chapter III was implemented using 
MATLAB Student Version 7.0.1.15 (R14) Service Pack 1 dated September 13, 2004. 
Code was written and run on a Dell Precision Dimension 4500 workstation housing 
a 1.79-1.80 GHz Pentium® 4 Central Processing Unit with 768 MB of random 
access memory. The operating system was 32-bit Microsoft Windows XP 
Professional Version 2002 with Service Pack 3. Selected code was also run for speed 
on a Hewlett Packard xw8400 workstation housing a 2.99-3.00 GHz Xeon® Central 
Processing Unit with 2.50 GB of random access memory. The operating system was 
32-bit Microsoft Windows XP Professional Version 2002 with Service Pack 3. On 
this alternate computer, the MATLAB Version was 7.11.0.584 (R2010b). 
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A note on numerical error follows as it pertains to our verification. MATLAB 
uses double precision floating-point numbers stored in 64-bit words (two 32-bit 
words.) The MATLAB machine accuracy or ߳௠(also termed roundoff level or 
roundoff error), is specified as 2.2204x10-16 or about 16 decimal digits [41,42]. 
Roundoff errors aggregate with increasing amounts of computation. Per arithmetic 
operation N (addition, subtraction, multiply, and divide are arithmetic operations), 
this will increase between √ܰ߳௠and ܰ߳௠. For example, for a 1,000 operation code, 
 we can expect errors to accumulate between on the order of 10-15 and 10-13. For a one 
million operation code, errors will exist between on the order of 10-13 and 10-10. 
Therefore when testing values for equivalence or numerically integrating over time 
and determining convergence, in reality, equivalent numbers will be numerically 
slightly different to the degree specified above dependent on N and ߳௠. As it is 
necessary to understand the exact details of the MATLAB dynamic compiler 
conversion from MATLAB script language to machine language to determine N, and 
as The MathWorks does not disclose this information, we were unable to determine 
N. Compounding this lack of information was the fact that every type of central 
processing unit generally possesses a different machine language implementation, 
i.e. we could not be certain of the number of operations involved between various 
computer systems to accomplish the same arithmetic. Thus, we relied on the 
assumption that numerical errors existed in the above ranges averaging on the 
order of between 10-15 and 10-10. 
4.2 MATLAB SCRIPT FILES 
 
The MATLAB script files actuatorAssy.m, comp4.m, compStackHeight.m, 
compMemDisp.m, compSweptVol.m, compMemStress2.m, michellFit.m, 
michellFit2.m, michellGenerate.m, michellDerivatives.m, plotTrajOverTime.m, 
buildTraj.m, plotAssyOverTime.m, drawAssy.m, and drawLink.m constituted the 
model implementation. All units used were in the International System of Units or 
SI. The function call chain is shown in Figure 4.1. The operation of each script file is 
described in subsequent sections. To conform to script file naming conventions, we 
61 
 
 deviate from the prescribed section heading format in this Chapter. The script files 
are presented for reference in Appendix A. Variables within script files are italicized 
when cited. Note that in the script file implementations the coordinate y was often 
used in place of the coordinate z. In the descriptions below, the coordinate y was 
always referred to as the coordinate z. 
actuatorAssy3.m
comp4.m
compStackHeight.m
compMemDisp.m
compSweptVol.m
drawAssy.m
plotTrajOverTime.m
plotAssyOverTime.m
drawLink.m
buildTraj.m
compMemStress2.m
michellFit.m
michellFit2.m
michellGenerate.m
michellDerivatives.m
 
Figure 4.1. Function call chain. 
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 4.2.1 actuatorAssy3.m 
 
This is the main script file that initiates all simulation processing for the 
microcompressor and implements the computation of the model presented in 
Chapter III. The logic takes into account a six link linkage, with each link 
possessing different physical dimensions and material properties. The third link is 
the actuator. Importantly, the simulation incorporates assembly variation errors so 
that their effects on microcompressor performance can be ascertained. Outputs of 
the simulation include link heights over actuation cycles (time), the minimum and 
maximum linkage heights over time, resulting membrane deformation, stress, 
strain, vertical shear forces, and moments over time, and membrane swept volume 
over time. Plotting options exist to visualize the forces throughout the linkage and 
link heights over time as well as the linkage assembly configuration over time. A 
debug mode is also included in the script. The debug mode reduces material 
property magnitudes to decrease computational time at the expense of physical 
correctness. 
The script beings by numerically specifying several useful constants and 
conversion constants such as గ
ଶ
, గ
ସ
, 2ߨ, micrometers to meters or um2m = 1x10-6 (m / 
um) (where u stands for μ), millimeters to meters or mm2m = 1x10-3 (mm / m), and 
degrees to radians or deg2rad = గ
ଵ଼଴
 (rad / deg). Note that MATLAB specifies 
π internally as 3.14159265358979 (rad), which will induce some numerical error as 
discussed above throughout computations. 
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 The next section of the script allows users to input simulation and 
microcompressor parameters. These are listed along with their units and 
descriptions in Table 4.1 below. Notice that these parameters are presented as used 
in the script file, i.e. frequency is shown as freq and not f. It was felt that script 
comprehension was more important than rigid notation correctness. Also, observe 
the correspondence between some of the user input parameters and the simulation 
variables shown in Chapter VI Tables 6.1 and 6.2. 
Table 4.1. User input parameters. 
 
Variable Typical 
Value 
Description 
numCycles 10 Number of actuation cycles to simulate 
st (s) 0 Simulation start time 
numTimeDiv 100 Number of time divisions 
freq (Hz) 10 Actuator drive frequency 
alpha (deg) 0 Eccentric annular loading angle 
numBetaDiv 100 Number of divisions in the azimuthal  direction 
ri (mm) 2x10-3 Piston radius 
ro (mm) 5x10-3 Membrane radius 
numRDiv 100 Number of divisions in the radial direction 
dH (m) 0 Sidewall height inequality 
thk (m) 200x10-6 Membrane thickness 
debug false Boolean flag that indicates to use debugging 
numTheta3Div 10 Number of theta3 angle divisions 
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 V_min (V) -30 Minimum actuator voltage 
V_max (V) 150 Maximum actuator voltage 
maxForce (N) 800 Actuator blocking force 
strokeLength (um) 28 Actuator stroke length 
d33 (m / V) 640x10-12 Piezoelectric strain coefficient that describes strain 
parallel to the polarization vector of the ceramic 
K_T (N / um) 25 Actuator stiffness 
tol 1x10-2 Integration convergence tolerance (MATLAB default 
integration tolerance typically used instead) 
tol2 1x10-10 Residual convergence tolerance 
forceOffTime (s) 2 Actuator force off time, usually longer than 
numCycles / freq 
margin 0.01 Margin percentage for maximum rb 
cf 2 Damping constant multiplication factor 
fit1 false If true use michellFit1.m, otherwise use 
michellFit2.m 
fixed false Boolean flag that indicates the actuator assembly is 
fixed (true) or adjustable (false) 
plotTraj false Boolean flag that indicates plotting trajectories over 
time 
plotAssy false Boolean flag that indicates plotting the assembly 
over time 
length1 (mm) 4 Link 1 length 
width1 (mm) 4 Link 1 width 
height1 (mm) 1 Link 1 initial height 
length2 (mm) 4 Link 2 length 
width2 (mm) 4 Link 2 width 
height2 (mm) 50x10-3 Link 2 initial height 
length3 (mm) 3.5 Link 3 length 
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 width3 (mm) 3.5 Link 3 width 
height3 (mm) 18 Link 3 initial height 
length4 (mm) 4 Link 4 length 
width4 (mm) 4 Link 4 width 
height4 (mm) 50x10-3 Link 4 initial height 
length5 (mm) 4 Link 5 length 
width5 (mm) 4 Link 5 width 
height5 (mm) 1 Link 5 initial height 
length6 (mm) 4 Link 6 length 
width6 (mm) 4 Link 6 width 
height6 (mm) 5
ߨ
0x10-3 Link 6 initial height 
theta1_0 (rad) 
2
 Link 1 initial angle from the x-axis 
theta2_0 (rad) ߨ
2
 Link 2 initial angle from the x-axis 
theta3_0 (rad) ߨ
2
 Link 3 initial angle from the x-axis 
theta4_0 (rad) ߨ
2
 Link 4 initial angle from the x-axis 
theta5_0 (rad) ߨ
2
 Link 5 initial angle from the x-axis 
theta6_0 (rad) ߨ
2
 Link 6 initial angle from the x-axis 
theta7_0 (rad) ߨ
2
 Link 7 initial angle from the x-axis 
row1 (kg / m3) 8050 Link 1 density 
row2 (kg / m3) 750 Link 2 density 
row4 (kg / m3) 750 Link 4 density 
row5 (kg / m3) 8730 Link 5 density 
row6 (kg / m3) 750 Link 6 density 
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 E1 (N / m2) 200x109 Link 1 Young’s modulus 
E2 (N / m2) 3.2x109 Link 2 Young’s modulus 
E4 (N / m2) 3.2x109 Link 4 Young’s modulus 
E5 (N / m2) 125x109 Link 5 Young’s modulus 
E6 (N / m2) 3.2x109 Link 6 Young’s modulus 
E7 (N / m2) 2.5x109 Link 7 Young’s modulus 
G1 (N / m2) 79.3x109 Link 1 modulus of rigidity 
G2 (N / m2) 1.3x109 Link 2 modulus of rigidity 
G4 (N / m2) 1.3x109 Link 4 modulus of rigidity 
G5 (N / m2) 40x109 Link 5 modulus of rigidity 
G6 (N / m2) 1.3x109 Link 6 modulus of rigidity 
v7 0.34 Link 7 Poisson’s ratio 
 
 At this point in the code, all linkage dimension units are converted from 
millimeters to meters, strokeLength is converted from micrometers to meters, K_T is 
converted from Newtons per micrometer to Newtons per meter, and alpha is 
converted from degrees to radians. Next, theta7_0 is computed using Equation 
(3.41). Then link material densities, Young’s moduli, and moduli of rigidity are 
selected based on the debug flag. When debug is set to false, the actual material 
properties are employed, and when debug is set to true, the debug material 
properties are used. Subsequently, initial link heights are placed into six variables 
Ri_0, where i stands for the ith link. Now, the maximum possible rb is calculated 
using Equations (4.1-4.3). In Equation (4.1) l_h is the maximum possible linkage 
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 height. theta3_max in Equation (4.4) is the angle from the z-axis indicating the 
vector from the origin to rb_max. 
 
݈_݄ ൌ ෍ ܴ݅_0ݏ݅݊ሺݐ݄݁ݐܽ݅_0ሻ
଺
 
௜ୀଵ
(4.1)
 ݎܾ_݉ܽݔ ൌ ݎ݋ െ ݎ݅ (4.2)
 ݎܾ_݉ܽݔ ൌ ݎܾ_݉ܽݔ ݉ܽݎ݃݅݊ כ ݎܾെ _݉ܽݔ (4.3)
 
ݐ݄݁ݐܽ3_݉ܽݔ ൌ ܽݐܽ݊ ൬
ݎܾ_݉ܽݔ
݈_݄
൰ (4.4)
 
 As θ3 is the most influential input variable (see Chapter VII, Section 7.3), we 
assume from this point forward that only θ3 is updated. We next create a vector 
named theta3rng consisting of numTheta3Div equally spaced divisions from 0 to 
theta3_max (rad). Then, we subtract theta3rng from గ
ଶ
 to switch the angle of rotation 
from the z-axis to rotation from the x-axis. 
 At this juncture, the simulation end time or et in units of seconds (s) is found 
using Equation (4.5). A time vector t is then constructed from st to et using 
numTimeDiv equally spaced divisions. The membrane flexural rigidity D7 (in units 
of Nm) is then computed via Equation (3.74). Next, link cross-sectional areas in 
units of m2 are found as indicated in Equation (4.6) where Ai, lengthi, and widthi 
are the ith link cross-sectional area, length, and width respectively. Subsequently, 
link masses mi in units of kg are computed with Equation (4.7), where rowi is the 
density of the ith link in units of kg / m3. Damping constants for each link are now 
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 found using Equation (4.8), which ensures over damping [42]. Equations (3.2-3.8) 
are then utilized. 
 
݁ݐ ൌ
݊ݑ݉ܥݕ݈ܿ݁ݏ
݂ݎ݁ݍ
൅ ݏݐ (4.5)
 ܣ݅ ൌ ݈݁݊݃ݐ݄݅ כ ݓ݅݀ݐ݄݅  1 ൑ ݅ ൑ 6  ݅ ് 3
݉
, ,  (4.6)
 ݅ ൌ ܣ݅ כ ܴ݅଴ כ ݎ݋ݓ݅  1 ൑ ݅ ൑ 6  ݅ ് 3
ܿ݅ ൌ ݂ܿඥሺ4݉݅ כ ܧ݅ሻ
, ,  (4.7)
 , 1 ൑ ݅ ൑ 6, ݅ ് 3 (4.8)
 
 A number of arrays are now instantiated for storage. These are identified in 
Table 4.2 along with their units, dimensions, and descriptions. In addition to the 
variables defined in Table 4.2, another variable named realMaxStackHeight is 
created to hold the first maximum stack height, when ߠଷ ൌ
గ
ଶ
 rad. The variable 
realMaxStackHeight is used for the fixed case only. 
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 Table 4.2. Storage arrays. 
 
Variable Size Description 
sweptVol_store (m3) [numTheta3Div 
x numTimeDiv] 
Array to hold swept volumes 
d7_axial_store (m) [numTheta3Div 
x numTimeDiv] 
Array to hold the heights between the 
linkage to membrane attachment point 
and the valve bottom surface 
rbn_store [numTheta3Div 
x numTimeDiv] 
Array to hold normalized rb values 
minStackHeight_store 
(m) 
[1 x 
numTheta3Div] 
Array to hold the minimum linkage 
heights 
maxStackHeight_store 
(m) 
[1 x 
numTheta3Div] 
Array to hold the maximum linkage 
heights 
 
 The script then proceeds to loop over an index called theta3_indx, which runs 
from 1 to numTheta3Div. The intent is to integrate, for every θ3 value in theta3rng 
(i.e. every rb value up to and including rb_max), the linkage equations of motion for 
each time step contained in t. Once the integration is carried out using the script 
file comp4.m, the linkage height over time in terms of x and z-coordinates (arrays xf 
and zf), the total linkage height over time stackHeight, and the minimum and 
maximum linkage heights from the total over time, termed minStackHeight and 
maxStackHeight, are found using the script file compStackHeight.m. Then, if the 
fixed design case is being run, the variable realMaxStackHeight is set to the 
maximum stack height found via compStackHeight.m. 
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݉ܽ݃݀ݒ݁ܿ ൌ ටݔ ௜݂
ଶ ݖ൅ ௜݂
ଶ (4.9)
 
ࢊ࢜ࢋࢉ ൌ ቈ
ݔ
࢏
௜݂ ݖ ௜݂
݉ܽ݃݀ݒ݁ܿ
቉ (4.10)
 ݐ݁݉݌ ൌ ݉݅݊ܵݐܽܿ݇ܪ݄݁݅݃ݐሺ࢛ૠෞୄ · ࢊ࢜ࢋࢉ࢏ሻ (4.11)
 ݐ݁݉݌ ൌ ݉ܽݔܵݐܽܿ݇ܪ݄݁݅݃ ሺ࢛ૠୄݐ ෞ · ࢊ࢜ࢋࢉ࢏ሻ (4.12)
 ݀7_ܽݔ݈݅ܽ ൌ ݉ܽ݃݀ݒ݁ܿሺ࢛ૠෞୄ · ࢊ࢜ࢋࢉ࢏ሻ െ ݎ݈݁ܽܯܽݔܵݐܽܿ݇ܪ݄݁݅݃
݀7_ܽݔ݈݅ܽ ൌ ሺ࢛ ܵݐܽܿ݇ܪ݄݁݅݃ݐሻ 
ݐ (4.13)
 ૠෞୄ · ࢊ࢜ࢋࢉ࢏ሻሺ݉ܽ݃݀ݒ݁ܿ െ ݉ܽݔ
ݎܾ݊ ൌ ݉ܽ݃݀ݒ݁ܿሺ࢛ૠצ
(4.14)
 ෞ · ࢊ࢜ࢋࢉ࢏) (4.15)
 
 Next, each time step in t is looped over. During each loop iteration, with i as 
the current loop iteration index, the following ensues. First, the displacement 
magdvec from the linkage boundary condition on the membrane is computed. This 
is accomplished using Equation (3.42) in conjunction with Equations (4.9-4.11). 
Equation (4.11) computes the projection of the minimum stack height in the ࢛ૠ٣ෞ  
direction. The absolute value of temp is tested for being less than the absolute value 
of the minStackHeightStore(theta3_indx). If this condition is true, then 
minStackHeightStore(theta3_indx) = temp. The same occurs for the maxStackHeight 
using Equation (4.12) and the value is contained in 
maxStackHeightStore(theta3_indx). The variable d7_axial, which is the height 
between the linkage to membrane attachment point and the valve bottom surface, is 
computed next. If the fixed case is being analyzed, Equation (4.13) applies. If the 
adjustable case is being considered, Equation (4.14) is correct. If d7_axial is found 
to be greater than 0, it is clamped to 0. The variable rbn, the normalized linkage to 
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 membrane attachment point, is now found using Equation (4.15) and stored in 
rbn_store(theta3_indx).. d7_axial is also stored in d7_axial_store(theta3_indx).. 
 The membrane displacement and stresses due to the applied perpendicular 
and parallel forces are then found using the script file compMemDisp.m. Next, the 
swept volume is calculated by calling the script file compSweptVol.m. Then, 
membrane moments, vertical shear forces, and stresses are computed using the 
compMemStress2.m script. To complete the theta3_indx loop iteration, the current 
data is saved to a file, whose name is incremented by theta3_indx, and link 
trajectories and the linkage assembly are optionally plotted over time if the plotTraj 
and plotAssy flags are set to true respectively. 
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 4.2.2 comp4.m 
 
The linkage equations of motion are integrated within this script file. First, 
vectors are created to store link axial and shear forces. These variables are listed in 
Table 4.3 along with units, length, and descriptions. 
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 Table 4.3. Axial and shear force storage vectors. 
 
Variable Size Description 
F1_axial_out  (N) [1 x 
numTimeDiv] 
Array to hold link 1 axial force 
components over time 
F1_shear_out  (N) [1 x 
numTimeDiv] 
Array to hold link 1 shear force 
components over time 
F2_axial_out  (N) [1 x 
numTimeDiv] 
Array to hold link 2 axial force 
components over time 
F2_shear_out  (N) [1 x 
numTimeDiv] 
Array to hold link 2 shear force 
components over time 
F4_axial_out  (N) [1 x 
numTimeDiv] 
Array to hold link 4 axial force 
components over time 
F4_shear_out  (N) [1 x 
numTimeDiv] 
Array to hold link 4 shear force 
components over time 
F5_axial_out  (N) [1 x 
numTimeDiv] 
Array to hold link 5 axial force 
components over time 
F5_shear_out  (N) [1 x 
numTimeDiv] 
Array to hold link 5 shear force 
components over time 
F6_axial_out  (N) [1 x 
numTimeDiv] 
Array to hold link 6 axial force 
components over time 
F6_shear_out  (N) [1 x 
numTimeDiv] 
Array to hold link 6 shear force 
components over time 
F3_out [1 x 
numTimeDiv] 
Array to store the actuator force magnitude 
over time 
 
 In addition to the axial and shear force variables, variables to hold the axial 
and shear forces for the previous integration iteration are also constructed. These 
are necessary because the converged force values, the ones we want to store, are not 
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 known until the solver increments past the current time step. These were termed 
lFi_axial and lFi_shear, where 1 ൑ ݅ ൑ 6, ݅ ് 3. The variable associated with link 3 
was lF_3. 
Table 4.4. Initial state vector y. 
 
Variable Description 
p1x  (m) Link 1 x-position 
p2x  (m) Link 2 x-position 
p4x  (m) Link 4 x-position 
p5x  (m) Link 5 x-position 
p6x  (m) Link 6 x-position 
p1z  (m) Link 1 z-position 
p2z  (m) Link 2 z-position 
p4z  (m) Link 4 z-position 
p5z  (m) Link 5 z-position 
p6z  (m) Link 6 z-position 
v1x  (ms-1) Link 1 x-velocity 
v2x  (ms-1) Link 2 x-velocity 
v4x  (ms-1) Link 4 x-velocity 
v5x  (ms-1) Link 5 x-velocity 
v6x  (ms-1) Link 6 x-velocity 
v1z  (ms-1) Link 1 z-velocity 
v2z  (ms-1) Link 2 z-velocity 
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 v4z  (ms-1) Link 4 z-velocity 
v5z  (ms-1) Link 5 z-velocity 
v6z  (ms-1) Link 6 z-velocity 
 
 At this juncture, an initial state vector consisting of 20 elements (shown in 
Table 4.4), with which to initiate the solver, is constructed. The first 10 elements 
are joint positions, elements 1-5 being x-positions (see Equation (4.16)) and 
elements 6-10 being z-positions (see Equation (4.17)). The initial velocities are all 
set to 0 ௠
௦
. 
 ݔ݅ ൌ ܴ݅_0ܿ݋ݏሺߠ݅_0ሻ 1 ൑ ݅ ൑ 6, ݅ ് 3 
ݖ݅ ൌ ܴ݅
,  (4.16)
 _0ݏ݅݊ሺߠ݅_0ሻ, 1 ൑ ݅ ൑ 6, ݅ ് 3 (4.17)
 
 The MATLAB ordinary differential equation (ODE) solver ode45 is then 
employed to perform the numerical integration. The solver is passed as arguments, 
the function handle innerLoop, the time vector t, and the initial state vector y. The 
function innerLoop is contained within the script file comp4.m as a nested function. 
The solver ode45 employs a Runge-Kutta (4,5) numerical integration method, the 
numbers 4 and 5 having to do with the number of integration constants employed. 
MATLAB hides the Runge-Kutta implementation details from the user of the ODE 
solver, so we cannot elaborate on this further. See reference [43] for more details. In 
general, the ODE solver iterates until it reaches its convergence criteria. Iteration 
in this context typically means taking adaptive, or smaller, time steps until the 
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 solution at the next desired time step converges. The default ode45 convergence 
criteria are a relative tolerance of 1x10-3 and an absolute tolerance of 1x10-6 [43]. 
 With each iteration, the solver calls the user defined function innerComp, 
passing in the current time t to evaluate at and the state vector from the last time 
step y. Within innerComp, it is determined whether the new time chosen by the 
solver to evaluate the equations of motion at is greater than the desired time. If this 
is true, then the previous link axial and shear forces are stored in the arrays listed 
in Table 4.3. Then a return vector dy is instantiated to hold the output link 
velocities and accelerations in units of ௠
௦
 and ௠
௦మ
 respectively. Next, the link x and z-
positions and velocities are retrieved from the state vector of the last time step and 
stored as variables Rix, Riz, vix, and viz, where 1 ൑ ݅ ൑ 6, ݅ ് 3. Based on the 
current evaluation time, the actuator force is then computed using Equation (3.7). 
Next, the link angles θi are each determined from Rix and Riz using Equation (4.18) 
and clamped to the range 0 to 2ߨ rad. If θi is found to be negative, Equation (4.19) is 
employed. The Rix and Riz are then normalized and put into the variables Ri, 
where 1 ൑ ݅ ൑ 6, ݅ ് 3. Likewise, the vix and viz are normalized and put into the 
variables vi. 
 ߠ݅
ܴ݅ݖ
ݔ
ൌ ܽݐܽ݊2 ൬
ܴ݅
൰ (4.18)
 ߠ݅ ൌ ߠ݅ ൅ 2ߨ (4.19)
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  At this point Equations (3.12-3.43) are implemented in a slightly modified 
form for ease of computation. First, the axial (perpendicular) and shear (parallel) 
restoring forces are found using Equations (4.20) and (4.21) respectively. Then the 
normal and parallel directions are located using Equations (4.22-4.23). The forces 
from link 3 through links 2 and 1 are handled first followed by link 3 through links 
4, 5, and 6. 
 ܨ݅_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൌ ܧ݅ כ ܣ݅ כ ሺܴ݅_0 െ ܴ݅ሻ/ܴ݅_0, 1 ൑ ݅ ൑ 6, ݅ ് 3 
ܨ݅_ݎ
(4.20)
 ݁ݏݐ_ݏ݄݁ܽݎ ൌ ܩ݅ כ ܣ݅ כ ݐܽ݊ሺ ݁ݐܽ݅ݐ݄ _0 െ ݐ݄݁ݐ ݅ሻ, 1 ൑ ݅ ൑ 6, ݅ ്
࢜ࢋࢉ࢏_ࢇ࢞ 6, ݅ ് 3 
ܽ 3 (4.21)
 ࢏ࢇ࢒ ൌ ሾܿ݋ݏሺݐ݄݁ݐܽ݅ሻ ݏ݅݊ሺݐ݄݁ݐܽ݅ሻሿ, 1 ൑ ݅ ൑
࢜ࢋࢉ࢏_ࢇ࢞࢏ࢇ࢒ ൌ ሾݏ݅݊ሺݐ݄݁ݐܽ݅ሻ െܿ݋ݏሺݐ݄݁ݐܽ݅ሻሿ
(4.22)
  (4.23)
  
 We next proceed by computing the force due to the actuator (link 3) 
propagating through link 2. The F3 application direction is determined by Equation 
(4.24). Then the magnitudes of F3 on the link 2 face normal and parallel directions 
are computed as in Equations (4.25) and (4.26) respectively. Next, forces due to  
damping are computed. The velocity vector direction is found with Equation (4.27).  
Subsequently, the axial and shear damping forces are calculated via Equations 
(4.28) and (4.29) respectively. At this point, the total axial and shear forces are 
determined with Equations (4.30) and (4.31) respectively, as is the total force 
magnitude by Equation (4.32). 
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  ࢜ࢋࢉ૜ ൌ ሾܿ݋ݏሺݐ݄݁ݐܽ3_0 ൅ ߨሻ ݏ݅݊ሺݐ݄݁ݐܽ3_0 ൅ ߨሻሿ (4.24)
 ܨ2_ܽݔ݈݅ܽ ൌ ܨ3ሺ࢜ࢋࢉ૛_ࢇ࢞࢏ࢇ࢒ ࢜ࢋࢉ૜ሻ·  (4.25)
 ܨ2_ݏ݄݁ܽݎ ൌ ܨ3ሺ࢜ࢋࢉ૛_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ૜ሻ (4.26)
 ࢜ࢋࢉ࢜ ൌ ሾݒ2ݔ ݒ ݖሿ/ݒ22  (4.27)
 ܨ2_݀ܽ݉݌_ܽݔ݈݅ܽ ൌ െܿ2 כ ݒ2 כ ࢜ࢋࢉ૛_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ࢜࢜  (4.28)
 ܨ2_݀ܽ݉݌_ݏ݄݁ܽݎ ൌ െܿ2 כ ݒ2 כ ࢜ࢋࢉ૛_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ࢜ (4.29)
 ܨ2_ܽݔ݈݅ܽ ൌ ܨ2_ܽݔ݈݅ܽ ൅ ܨ2_ݎ݁ݏݐ_ܽݔ݈݅ܽ ܨ2൅ _݀ܽ݉݌_ܽݔ݈݅ܽ 
ܨ2_ݏ݄݁ܽݎ ൌ 2_ݏ݄݁ܽݎ
(4.30)
 ܨ ൅ ܨ2_ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ2_݀ܽ݉݌_ݏ݄݁ܽݎ (4.31)
 ܨ2 ൌ √ሺܨ2_ܽݔ݈݅ܽ^2 ൅ ܨ2_ݏ݄݁ܽݎ^2ሻ (4.32)
 
 The same computation is then conducted for F2 acting on link 1. Slight 
differences do exist. First, the F2 application normal direction is found using 
Equation (4.33). Then the magnitudes of F2 on the link 1 face in the axial and shear 
directions are computed with Equations (4.34) and (4.35) respectively, where sgnF3 
is the sign of F3. The velocity vector direction is found with Equation (4.36). The 
axial and shear damping forces are computed by Equations (4.37) and (4.38) 
respectively. At this point, the total axial and shear forces are determined with 
Equations (4.39) and (4.40) respectively. As this is the bottom link, the total force 
magnitude is not needed. 
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  ࢜ࢋࢉ૛ ൌ ሾ ሺݐ݄݁ݐܽ2 ൅ ߨሻ sin ሺݐ݄݁ݐܽ2 ൅ ߨሻሿܿ݋ݏ  (4.33)
 ܨ1_ܽݔ݈݅ܽ ൌ ݏ݃݊ܨ3 כ ܨ2 כ ࢜ࢋࢉ૚_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ૛࢜  (4.34)
 ܨ1_ݏ݄݁ܽݎ ൌ כݏ݃݊ܨ3 כ ܨ2 ࢜ࢋࢉ૚_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ૛ (4.35)
 ࢜ࢋࢉ࢜ ൌ ሾݒ1ݔ ݒ ݖሿ/ݒ11  (4.36)
 ܨ1_݀ܽ݉݌_ܽݔ݈݅ܽ ൌ െܿ1 כ ݒ1 כ ࢜ࢋࢉ૚_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ࢜࢜  (4.37)
 ܨ1_݀ܽ݉݌_ݏ݄݁ܽݎ ൌ െܿ1 כ ݒ1 כ ࢜ࢋࢉ૚_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ࢜ (4.38)
 ܨ1_ܽݔ݈݅ܽ ൌ ܨ1_ܽݔ݈݅ܽ ൅ ܨ1_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ1_݀ܽ݉݌_ܽݔ݈݅ܽ
൅ ሺܨ2_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ2_݀ܽ݉݌_ܽݔ݈݅ܽሻ כ ࢜ࢋࢉ૚_ࢇ࢞࢏ࢇ࢒
· ࢜ࢋࢉ૛ 
ܨ1_ݏ݄݁ܽݎ ൌ ܨ1_ݏ݄݁ܽݎ ൅ ܨ1
(4.39)
 _ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ1_݀ܽ݉݌_ݏ݄݁ܽݎ
൅ ሺܨ2_ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ2_݀ܽ݉݌_ݏ݄݁ܽݎሻ כ ࢜ࢋࢉ૚_࢙ࢎࢋࢇ࢘
· ࢜ࢋࢉ૛ 
(4.40)
 
The force due to the actuator (link 3) propagating through link 4 is treated 
next. The F3 application direction is determined by Equation (4.41). Then the 
magnitudes of F3 on the link 4 face normal and parallel directions are computed as 
in Equations (4.42) and (4.43) respectively. Next, forces due to damping are 
computed. The velocity vector direction is found with Equation (4.44).  
Subsequently, the axial and shear damping forces are calculated via Equations 
(4.45) and (4.46) respectively. At this point, the total axial and shear forces are 
determined with Equations (4.47) and (4.48) respectively, as is the total force 
magnitude by Equation (4.49). 
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  ࢜ࢋࢉ૜ ݏൌ ሾܿ݋ݏሺݐ݄݁ݐܽ3ሻ ݅݊ሺݐ݄݁ݐܽ3ሻሿ (4.41)
 ܨ4_ܽݔ݈݅ܽ ൌ ܨ3 כ ࢜ࢋࢉ૜ · ࢜ࢋࢉ૝_ࢇ࢞࢏ࢇ࢒ (4.42)
 ܨ4_ݏ݄݁ܽݎ ൌ ܨ3 כ ࢜ࢋࢉ૜ · ࢜ࢋࢉ૝_࢙ࢎࢋࢇ࢘ (4.43)
 ࢜ࢋࢉ࢜ ൌ ሾݒ4ݔ ݒ ݖሿ/ݒ44  (4.44)
 ܨ4_݀ܽ݉݌_ܽݔ݈݅ܽ ൌ െܿ4 כ ݒ4 כ ࢜ࢋࢉ૝_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ࢜࢜  (4.45)
 ܨ4_݀ܽ݉݌_ݏ݄݁ܽݎ ൌ െܿ4 כ ݒ4 כ ࢜ࢋࢉ૝_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ࢜ (4.46)
 ܨ4_ܽݔ݈݅ܽ ൌ ܨ4_ܽݔ݈݅ܽ ൅ ܨ4_ݎ݁ݏݐ_ܽݔ݈݅ܽ ܨ4൅ _݀ܽ݉݌_ܽݔ݈݅ܽ 
ܨ4_ݏ݄݁ܽݎ ൌ 4_ݏ݄݁ܽݎ
(4.47)
 ܨ ൅ ܨ4_ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ4_݀ܽ݉݌_ݏ݄݁ܽݎ (4.48)
 ܨ4 ൌ √ሺܨ4_ܽݔ݈݅ܽ^2 ൅ ܨ4_ݏ݄݁ܽݎ^2ሻ (4.49)
 
We now discuss the force imposed by link 4 on link 5. The F4 application 
direction is determined by Equation (4.50). Then the magnitudes of F4 on the link 5 
face normal and parallel directions are computed as in Equations (4.51) and (4.52) 
respectively. Next, forces due to damping are computed. The velocity vector 
direction is found with Equation (4.53).  Subsequently, the axial and shear damping 
forces are calculated via Equations (4.54) and (4.55) respectively. At this point, the 
total axial and shear forces are determined with Equations (4.56) and (4.57) 
respectively, as is the total force magnitude by Equation (4.58). 
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  ࢜ࢋࢉ૝ ሾܿ݋ݏሺݐ݄݁ݐܽ4ሻ ݏ݅݊ ሿൌ ሺݐ݄݁ݐܽ4ሻ  (4.50)
 ܨ5_ܽݔ݈݅ܽ ൌ െݏ݃݊ܨ3 כ ܨ4 כ ࢜ࢋࢉ૝ · െ࢜ࢋࢉ૞_ࢇ࢞࢏ࢇ࢒ (4.51)
 ܨ5_ݏ݄݁ܽݎ ൌ െ כ ࢜ࢋࢉ૞ݏ݃݊ܨ3 כ ܨ4 ࢜ࢋࢉ૝ · െ _࢙ࢎࢋࢇ࢘ (4.52)
 ࢜ࢋࢉ࢜ ൌ ሾݒ5ݔ ݒ ݖሿ/ݒ55  (4.53)
 ܨ5_݀ܽ݉݌_ܽݔ݈݅ܽ ൌ െܿ5 כ ݒ5 כ ࢜ࢋࢉ૞_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ࢜࢜  (4.54)
 ܨ5_݀ܽ݉݌_ݏ݄݁ܽݎ ൌ െܿ5 כ ݒ5 כ ࢜ࢋࢉ૞_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ࢜ (4.55)
 ܨ5_ܽݔ݈݅ܽ ൌ ܨ5_ܽݔ݈݅ܽ ൅ ܨ5_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ5_݀ܽ݉݌_ܽݔ݈݅ܽ
൅ ሺܨ4_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ4_݀ܽ݉݌_ܽݔ݈݅ܽሻ כ ࢜ࢋࢉ૞_ࢇ࢞࢏ࢇ࢒
· ࢜ࢋࢉ૝ 
ܨ5_ݏ݄݁ܽݎ ൌ ܨ5_ݏ݄݁ܽݎ ൅ ܨ5
(4.56)
 _ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ5_݀ܽ݉݌_ݏ݄݁ܽݎ
൅ ሺܨ4_ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ4_݀ܽ݉݌_ݏ݄݁ܽݎሻ כ ࢜ࢋࢉ૞_࢙ࢎࢋࢇ࢘
· ࢜ࢋࢉ૝ 
ܨ5 ൌ √ሺܨ5
(4.57)
 _ܽݔ݈݅ܽ^2 ൅ ܨ5_ݏ݄݁ܽݎ^2ሻ (4.58)
 
Next, the force imposed by link 5 on link 6 is tackled. The F5 application 
direction is determined by Equation (4.59). Then the magnitudes of F5 on the link 6 
face normal and parallel directions are computed as in Equations (4.60) and (4.61) 
respectively. Next, forces due to damping are computed. The velocity vector 
direction is found with Equation (4.62).  Subsequently, the axial and shear damping 
forces are calculated via Equations (4.63) and (4.64) respectively. At this point, the 
total axial and shear forces are determined with Equations (4.65) and (4.66) 
respectively, as is the total force magnitude by Equation (4.67). 
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  ࢜ࢋࢉ૞ ሾܿ݋ݏሺݐ݄݁ݐܽ5ሻ ݏ݅݊ ሿൌ ሺݐ݄݁ݐܽ5ሻ  (4.59)
 ܨ6_ܽݔ݈݅ܽ ൌ െݏ݃݊ܨ3 כ ܨ5 כ ࢜ࢋࢉ૞ · െ࢜ࢋࢉ૟_ࢇ࢞࢏ࢇ࢒ (4.60)
 ܨ6_ݏ݄݁ܽݎ ൌ െ כ ࢜ࢋࢉ૟ݏ݃݊ܨ3 כ ܨ5 ࢜ࢋࢉ૞ · െ _࢙ࢎࢋࢇ࢘ (4.61)
 ࢜ࢋࢉ࢜ ൌ ሾݒ6ݔ ݒ ݖሿ/ݒ66  (4.62)
 ܨ6_݀ܽ݉݌_ܽݔ݈݅ܽ ൌ െܿ6 כ ݒ6 כ ࢜ࢋࢉ૟_ࢇ࢞࢏ࢇ࢒ · ࢋࢉ࢜࢜  (4.63)
 ܨ6_݀ܽ݉݌_ݏ݄݁ܽݎ ൌ െܿ6 כ ݒ6 כ ࢜ࢋࢉ૟_࢙ࢎࢋࢇ࢘ · ࢜ࢋࢉ࢜ (4.64)
 ܨ6_ܽݔ݈݅ܽ ൌ ܨ6_ܽݔ݈݅ܽ ൅ ܨ6_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ6_݀ܽ݉݌_ܽݔ݈݅ܽ
൅ ሺܨ5_ݎ݁ݏݐ_ܽݔ݈݅ܽ ൅ ܨ5_݀ܽ݉݌_ܽݔ݈݅ܽሻ כ ࢜ࢋࢉ૟_ࢇ࢞࢏ࢇ࢒
· ࢜ࢋࢉ૞ 
ܨ6_ݏ݄݁ܽݎ ൌ ܨ6_ݏ݄݁ܽݎ ൅ ܨ6
(4.65)
 _ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ6_݀ܽ݉݌_ݏ݄݁ܽݎ
൅ ሺܨ5_ݎ݁ݏݐ_ݏ݄݁ܽݎ ൅ ܨ5_݀ܽ݉݌_ݏ݄݁ܽݎሻ כ ࢜ࢋࢉ૟_࢙ࢎࢋࢇ࢘
· ࢜ࢋࢉ૞ 
ܨ6 ൌ √ሺܨ6
(4.66)
 _ܽݔ݈݅ܽ^2 ൅ ܨ6_ݏ݄݁ܽݎ^2ሻ (4.67)
 
Finally, the force applied by link 6 on the membrane (link 7) is determined. 
The F6 application direction is determined by Equation (4.68). Then the magnitudes 
of F6 on the link 7 face normal and parallel directions are computed as in Equations 
(4.69) and (4.70) respectively. 
 ࢜ࢋࢉ૟ ሾܿ݋ݏሺݐ݄݁ݐܽ6ሻ ݏ݅݊ ሿൌ ሺݐ݄݁ݐܽ6ሻ  (4.68)
 ܨ7_ܽݔ݈݅ܽ ൌ െݏ݃݊ܨ3 כ ܨ6 כ ࢜ࢋࢉ૟ · െ࢜ࢋࢉૠ_ࢇ࢞࢏ࢇ࢒ (4.69)
 ܨ7_ݏ݄݁ܽݎ ൌ െݏ݃݊ܨ3 כ ܨ6 כ ࢜ࢋࢉ૟ · െ࢜ࢋࢉૠ_࢙ࢎࢋࢇ࢘ (4.70)
 
Through Equations (4.71) and (4.72), the axial (perpendicular) and shear 
(parallel) forces for each link are converted into forces in the x and z-directions. The 
accelerations of each link in the x,z-frame are then computed. 
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  ܨ݅ݔ ൌ ሺܨ݅_ܽݔ݈݅ܽ ൅ ܨ݅_ݏ݄݁ܽݎሻܿ݋ݏሺߠ݅ሻ 1 ൑ ݅ ൑ 6, ݅ ് 3 
ܨ݅ݖ ൌ ሺܨ݅_ܽݔ݈݅ܽ ൅ ܨ݅
,  (4.71)
 _ݏ݄݁ܽݎሻsin ሺߠ݅ሻ, 1 ൑ ݅ ൑ 6, ݅ ് 3 (4.72)
 
 The accelerations are calculated using Equations (4.73-4.82). 
 ܽ1ݔ ൌ ܨ1ݔ/ሺܣ1 כ ݎ݋ݓ1 כ ܣ2 כ ݎ݋ݓ2ሻ (4.73)
 ܽ2ݔ ൌ ܨ2ݔ/ሺܣ2 כ ݎ݋ݓ2ሻ (4.74)
 ܽ4ݔ ൌ ܨ4ݔ/ሺܣ4 כ ݎ݋ݓ4ሻ (4.75)
 ܽ5ݔ ൌ ܨ5ݔ/ሺܣ4 כ ݎ݋ݓ4 כ ܣ5 כ ݎ݋ݓ5ሻ (4.76)
 ܽ6ݔ ൌ ܨ6ݔ/ሺܣ4 כ ݎ݋ݓ4 כ ܣ5 כ ݎ݋ݓ5 כ ܣ6 כ ݎ݋ݓ6ሻ (4.77)
 ܽ1ݖ ൌ ܨ1ݖ/ሺܣ1 כ ݎ݋ݓ1 כ ܣ2 כ ݎ݋ݓ2ሻ (4.78)
 ܽ2ݖ ൌ ܨ2ݔ/ሺܣ2 כ ݎ݋ݓ2ሻ (4.79)
 ܽ4ݖ ൌ ܨ4ݔ/ሺܣ4 כ ݎ݋ݓ4ሻ (4.80)
 ܽ5ݖ ൌ ܨ5ݖ/ሺܣ4 כ ݎ݋ݓ4 כ ܣ5 כ ݎ݋ݓ5ሻ (4.81)
 ܽ6ݖ ൌ ܨ6ݖ/ሺܣ4 כ ݎ݋ݓ4 כ ܣ5 כ ݎ݋ݓ5 כ ܣ6 כ ݎ݋ݓ6ሻ (4.82)
 
Table 4.5. Return vector dy. 
 
Variable Description 
v1x  (ms-1) Link 1 x-velocity 
v2x  (ms-1) Link 2 x-velocity 
v4x  (ms-1) Link 4 x-velocity 
v5x  (ms-1) Link 5 x-velocity 
v6x  (ms-1) Link 6 x-velocity 
v1z  (ms-1) Link 1 z-velocity 
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 v2z  (ms-1) Link 2 z-velocity 
v4z  (ms-1) Link 4 z-velocity 
v5z  (ms-1) Link 5 z-velocity 
v6z  (ms-1) Link 6 z-velocity 
a1x  (ms-2) Link 1 x-acceleration 
a2x  (ms-2) Link 2 x-acceleration 
a4x  (ms-2) Link 4 x-acceleration 
a5x  (ms-2) Link 5 x-acceleration 
a6x  (ms-2) Link 6 x-acceleration 
a1z  (ms-2) Link 1 z-acceleration 
a2z  (ms-2) Link 2 z-acceleration 
a4z  (ms-2) Link 4 z-acceleration 
a5z  (ms-2) Link 5 z-acceleration 
a6z  (ms-2) Link 6 z-acceleration 
 
 The return vector dy (depicted in Table 4.5) is then populated with the 
computed values. In elements 1-5, link x-velocities are placed. In elements 6-10 link 
z-velocities are stored. It is important to note that the way the MATLAB solvers 
operate, velocities do not need to be solved for. These values are passed through 
from previous time steps by the solver. In elements 11-15, link x-accelerations are 
inserted. In elements 16-20 link z-accelerations are put. Finally, the last axial and 
shear force values are stored. 
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  The script file comp4.m returns two variables, an array T of length [1 x 
numTimeDiv] containing the final array of evaluated times, and an array Y of size 
[20 x numTimeDiv]. The components of Y in terms of rows and their units are listed 
below in Table 4.6. The columns of Y contain the values for each component at all 
time steps, starting with the first time step 1 in column 1. 
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 Table 4.6. The components of the array Y output from comp4.m. 
 
Component Description 
R1x  (m) Link 1 x-position 
R2x  (m) Link 2 x-position 
R4x  (m) Link 4 x-position 
R5x  (m) Link 5 x-position 
R6x  (m) Link 6 x-position 
R1z (m) Link 1 z-position 
R2z (m) Link 1 z-position 
R4z (m) Link 1 z-position 
R5z (m) Link 1 z-position 
R6z (m) Link 1 z-position 
v1x  (ms-1) Link 1 x-velocity 
v2x  (ms-1) Link 2 x-velocity 
v4x  (ms-1) Link 4 x-velocity 
v5x  (ms-1) Link 5 x-velocity 
v6x  (ms-1) Link 6 x-velocity 
v1z  (ms-1) Link 1 z-velocity 
v2z  (ms-1) Link 2 z-velocity 
v4z  (ms-1) Link 4 z-velocity 
v5z  (ms-1) Link 5 z-velocity 
v6z  (ms-1) Link 6 z-velocity 
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 4.2.3 compStackHeight.m 
 
This script file computes the linkage height over time in terms of x and z-
coordinates (arrays xf and zf), the total linkage height over time stackHeight, and 
the minimum and maximum linkage heights from the total over time, termed 
minStackHeight and maxStackHeight. Initially, vectors of length numTimeDiv to 
store xf and zf are instantiated. Then for each time step, link x and z-coordinates at 
the current time step are retrieved from the input array Y (see Table 4.4), stored as 
variables Rix and Riz, and these are then normalized and put into variables Ri, 
where 1 ൑ ݅ ൑ 6, ݅ ് 3. Next, the link angles are each determined from Rix and Riz 
using Equation (4.83) and clamped to the range 0 to 2ߨ rad. If θi is found to be 
negative, Equation (4.84) is employed. If is found to be greater than π, Equations 
(4.85-4.86) are used, where the mod function in Equation (4.86) outputs the 
remainder of the division of the first input argument with the second argument. 
Next the x and z-coordinates for each link height linki_x and linki_z are found using 
Equations (4.87) and (4.88). Then the total linkage dimensions are found and stored 
in the xf and zf vectors as shown in Equations (4.89) and (4.90), where j is the 
current time index. Now, the stackHeight is determined by computing the 
magnitude of xf and zf at each time step via Equation (4.9). Finally, 
minStackHeight and maxStackHeight are found by determining the minimum and 
maximum values of stackHeight respectively. 
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  ߠ݅
ܴ݅ݖ
ݔ
ൌ ܽݐܽ݊2 ൬
ܴ݅
൰ (4.83)
 ߠ ൌ ߠ ൅ 2ߨ݅ ݅  (4.84)
 ߠ݅ ൌ ߠ݅ ൅ ߨ (4.85)
 ߠ݅ ൌ ݉݋݀ሺߠ݅, 2ߨሻ (4.86)
 ݈݅݊݇݅_ݔ ൌ ܴ݅ܿ݋ݏሺߠ݅ሻ (4.87)
 ݈݅݊݇݅_ݖ ܴ݅ݏ݅݊ሺߠ ሻൌ ݅  (4.88)
 ݔ݂ሺ݆ሻ ൌ ∑ ݈݅݊݇݅_ݔ௜ୀ ݅ ് 3 
ݖ݂ሺ
଺
ଵ , (4.89)
 ݆ሻ ൌ ∑ ݈݅݊݇݅_ݖ଺௜ୀଵ , ݅ ് 3 (4.90)
 
4.2.4 compMemDisp.m 
 
This script file computes and returns the combined membrane perpendicular 
and parallel displacement w at a single time step along with the x’, z’,  r, θ, r’, θ’ 
coordinates of the transformation, and membrane σrr and σθθ values. Notable inputs 
to the function are the number of r-direction and β-direction divisions numRDiv and 
numBetaDiv respectively, piston radius ri, membrane radius ro, d7_axial, F7_axial, 
F7_shear, and the membrane Poisson’s ratio ν7. Arrays are first setup with equally 
spaced divisions to encompass the r-direction and β-direction evaluation ranges. 
Then storage arrays with dimension [numRDiv x numBetaDiv] are created to house 
the x’, z’, w, r’, θ’, σrr, and σθθ values at each specified r,β point pair. For every r 
value, results for all β values are computed simultaneously. This is accomplished 
using a loop construct. Within the loop, Equations (3.62) and (3.65) are computed 
first. These results are input into Equations (3.49-3.50), which are then used with 
Equations (3.69-3.72) and (3.93) to obtain all desired outputs. 
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 Table 4.7. Parameters returned from compMemDisp.m. 
 
Variable Size Description 
xp (m) [numRDiv x 
numBetaDiv] 
Array that holds x’ coordinates 
zp (m) [numRDiv x 
numBetaDiv] 
Array that holds z’ coordinates 
w (m) [numRDiv x 
numBetaDiv] 
Array that holds membrane 
displacements 
rp (m) [numRDiv x 
numBetaDiv] 
Array that holds r’ coordinates 
thetap (rad) [numRDiv x 
numBetaDiv] 
Array that holds θ‘ coordinates 
sigma_rr (Pa) [numRDiv x 
numBetaDiv] 
Array that holds the membrane parallel 
stress on the r-face in the r-direction 
sigma_thetatheta (Pa) [numRDiv x 
numBetaDiv] 
Array that holds the membrane parallel 
stress on the θ-face in the θ-direction 
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 4.2.5 compSweptVol.m 
 
The w, x’, and z’ values returned from compMemDisp.m were utilized along 
with numRDiv, numBetaDiv, and ri to calculate the displaced membrane swept 
volume. x’ and z’ point arrays were ordered when they were constructed in 
compMemDisp.m. Ordered implied that neighboring elements (points) in the arrays 
were also neighbors spatially. Because of this fact, a convex hull technique to sum 
over volume elements between four pairs of adjacent x’, z’ points and the w = 0 
plane was used. The initial return volume V with units of m3 was set equal to 0. 
Two nested loop constructs were employed, the first looping from 1 to numRDiv – 1 
and the second looping from 1 to numBetaDiv – 1. This served to apply the convex 
hull technique to all four pairs of adjacent points in turn to calculate their volumes. 
After each volume was obtained, it was added to V. After all volume elements were 
treated, a cylinder volume with radius ri, center rb, and height |ݓ| was added to V.  
This technique works well, provided that rb is kept less than or equal to 
rb_max, which our code was written to ensure. This condition will always be true for 
the microcompressor model, i.e. the piston cannot extend beyond the sidewall. It is 
interesting to observe that the mapping continues to be 1:1 even when rb is greater 
than rb_max. However, in this case, the above swept volume technique will not 
provide correct answers, since all volume elements do not end with the w = 0 plane.  
It should also be noted that convergence can be implemented dynamically by 
wrapping compMemDisp.m and compSweptVol.m with a function that increments 
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 numRDiv and numBetaDiv, thereby increasing the mesh density, until arbitrarily 
small swept volume convergence has been reached (within numerical error limits). 
This was not done since the values used for numRDiv and numBetaDiv (see Table 
4.1) provided reasonable swept volume convergence. 
4.2.6 compMemStress2.m 
 
This script file served to calculate and output the membrane moments, 
vertical shear forces, and stresses. Notable inputs included numRDiv, numBetaDiv, 
w, r, r’, θ, θ’, modulus of rigidity Df, ν7, thk, ri, ro, and d7_axial. First, the total 
number of data points numDataPoints was determined. Then arrays were 
instantiated to hold copies of w, r, r’, θ, θ’, reshape into column vectors. This step 
was necessary to prepare for subsequent processing. At this point, either the 
michellFit.m or michellFit2.m functions were called, per user selection, to perform a 
surface fit. In general, fit type 2 (michellFit2.m) and not fit type 1 (michellFit.m) 
was employed as it has the least residual. Then the michellGenerate.m function was 
called to reconstruct the membrane displacement data from the fit. The r and θ 
points were input into these functions. Then the function michellDerivatives.m was 
called using the r’ and θ’ points. Once the partial derivatives are returned from the 
michellDerivatives .m function, the moments, vertical shear forces, and stresses are 
computed using Equations (3.124-3.132). 
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 Table 4.8. Variables output from compMemStress2.m. 
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Variable Size Description 
m_rr (Nm) [1 x 
numDataPoints] 
Membrane moment on the r-face in the r-
direction 
m_thetatheta (Nm) [1 x 
numDataPoints] 
Membrane moment on the θ-face in the θ-
direction 
m_rtheta (Nm) [1 x 
numDataPoints] 
Membrane moment on the r-face in the θ-
direction 
q_r (N) [1 x 
numDataPoints] 
Membrane vertical shear force on the r-
face 
q_theta (N) [1 x 
numDataPoints] 
Membrane vertical shear force on the θ-
face 
sigma_rr (Pa) [1 x 
numDataPoints] 
Membrane stress on the r-face in the r-
direction 
sigma_thetatheta (Pa) [1 x 
numDataPoints] 
Membrane stress on the θ-face in the θ-
direction 
x [numDataPoints 
x 1 + 4 * n] 
Fit coefficient array 
res [1 x 
numDataPoints] 
Fit residual array 
dwdr [1 x 
numDataPoints] 
߲ݓ
߲ݎ
 
d2wdr2 [1 x 
numDataPoints] 
߲2ݓ
߲ݎ2
 
dwdt [1 x 
numDataPoints] 
߲ݓ
߲ߠ
 
d2wdt2 [1 x 
numDataPoints] 
߲2ݓ
߲ߠ2
 
d2wdrdt [1 x 
numDataPoints] 
߲2ݓ
߲ݎ߲ߠ
 
 ddr_delr2w [1 x 
numDataPoints] 
߲
߲ݎ
ሺ׏௥ଶݓሻ 
ddt_delr2w [1 x 
numDataPoints] 
߲
߲ߠ
ሺ׏௥ଶݓሻ 
n NA The number of modes 
w (m) [numRDiv x 
numBetaDiv] 
Fit computed membrane displacement 
 
4.2.7 michellfit.m 
 
The michellFit.m script file used Equations (3.96-3.107) to perform the 
surface fit. Given a membrane displacement, we can solve for the unknown 
coefficients x using Equation (3.96). In Equations (3.96-3.107), 1 ൑ ݅ ൑ ݊ is the mode 
index, and 1 ൑ ݆ ൑ ݉ is the data point index. A is concatenated column-wise from A-
1-A6 as in Equation (3.103) and x is concatenated as in Equation (3.106). 
4.2.8 michellfit2.m 
 
The michellFit2.m script file used Equations (3.96-3.107) and Equations 
(3.108-3.115) to perform the surface fit. The primary difference between the 
michellFit.m and michellFit2.m script files was the incorporation of boundary 
conditions, Equations (3.75) and (3.76), into the surface fit determination in the 
michellFit2.m script file. 
The boundary condition case is found by taking the derivative of Equation 
(3.94) with respect to r as shown in Equation (3.95). Equations (3.108-3.115) show 
the boundary condition case and the distinction from Equations (3.96-3.107). In the 
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 script file michellFit2.m, Equations (3.96-3.107) and (3.108-3.115) were only 
evaluated at the points ݎ ൌ ݎ௜ and ݎ ൌ ݎ௢. 
Using the michellFit2.m script, given a membrane displacement, we can 
solve for the unknown coefficients x using Equation (3.96). In Equations (3.96-
3.107) and (3.108-3.115), 1 ൑ ݅ ൑ ݊ is the mode index, and 1 ൑ ݆ ൑ ݉ is the data 
point index. A is concatenated column-wise from A1-A12 as in Equation (3.114) and x 
is concatenated as in Equation (3.106). 
In both the michellFit.m and michellFit2.m script files, the economy sized 
singular value decomposition (SVD) was used in several steps to solve for the 
unknown coefficients x using Equation (4.91). The SVD effects a total least squares 
minimization R2, minimizing the sum of the residual squares, on Equation (4.91), as 
shown in Equation (5.112). 
 
ܴଶ ൌ ෍ ൭ݓ௝ െ ෍ ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(4.91)
 
In the first step, the MATLAB SVD routine (Equation (4.92)), decomposed 
the matrix A into three matrices U, S, and V, where U and V are unitary matrices. 
In the economy sized decomposition, if A has dimensions nxm, then S is a diagonal 
matrix with dimensions nxn, U is a matrix with dimensions nxm, and V is a matrix 
with dimensions mxm. A unitary matrix is one that obeys Equation (4.93), where 
the complex conjugate transpose of the matrix UH equals the inverse of the matrix 
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 U-1. The second SVD step was to compute the inverse of S, S-1. Since S is a diagonal 
matrix, the inverse is simply the reciprocal of the diagonal elements as per 
Equation (4.94). In this case, S-1 is a column vector with dimensions mx1. In the 
third step, the vector c, also a column vector with dimensions mx1, is found using 
Equation (4.95). Fourth, the column vector y, with dimensions mx1, is computed as 
the dot product of c and S-1, per Equation (5.117). Finally, the unknown column 
vector of coefficients x, with dimensions mx1, is found using Equation (4.97). 
 ࡭ ൌ ࢁࡿࢂ
ࢁ۶ ൌ ૚ 
T (4.92)
 ࢁି
ିଵ 1
(4.93)
 ࡿ ൌ
௜ܵ௜
 (4.94)
 ࢉ ൌ ࢁ்࢝ (4.95)
 ࢟ ଵൌ ࢉ · ࡿି  (4.96)
 ࢞ ൌ ࢂ࢟ (4.97)
 
Both michellFit.m and michellFit2.m iterated the number of modes employed 
to determine the minimum residual. Residuals were computed as the L2-norm 
between the input points and boundary conditions and the fit derived points using 
Equation (4.98). 
 
ܴ ൌ ඩ෍ ൭ݓ௝ െ ෍ ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(4.98)
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 4.2.9 michellGenerate.m 
 
This script file employs the fit coefficients calculated by the script 
michellFit.m or michellFit2.m to regenerate the deformed membrane surface. First, 
the A matrix is formed using Equations (3.97-3.103). Then Equation (4.98) is 
employed to solve for the membrane displacement w. 
 ࢝ ൌ ࡭࢞ (4.99)
 
4.2.10 michellDerivatives.m 
 
The michellDerivatives.m function computed the partial derivatives of the 
complete solution of the biharmonic equation in polar coordinates. These partial 
derivatives were derived using the script file michellDerivation.m (see Appendix B). 
The equations employed were Equation (3.95) and Equations (3.133-3.139). The 
partial derivatives as shown in the equations were derived using the 
genSolnBiHarmonicDerivative.m script file (see Appendix B). 
4.2.11 plotTrajOverTime.m 
 
This function plotted the link heights and axial forces over time. It took as 
primary input the array Y described in Table 4.6 and the Fi_axial_out arrays, 
where 1 ൑ ݅ ൑ 6 and ݅ ് 3. The utility function buildTraj.m was called first to 
construct link heights over time for links 1-6, excepting link 3. The link height for 
link 3 was found using Equation (3.6). Likewise the axial force for link3 was 
computed using Equation (3.7). Next, the total linkage height (or stack height) over 
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 time was calculated and then plotted. Subsequently, the link height telemetry over 
time was plotted for links 1-6. Finally, the link axial forces over time were plotted 
for links 1-6. 
4.2.12 buildTraj.m 
 
This function is extremely simple. It takes as input an [numTimeDiv x 2] 
array a, where the first column is the link x-coordinate and the second column is the 
link y-coordinate. For each x,y-coordinate pair, Equation (4.9) is utilized to compute 
the magnitude of the link position vector. This magnitude is then stored in a [1 x 
numTimeDiv] return vector b at the ith index. 
4.2.13 plotAssyOverTime.m 
 
This function is used to plot the entire linkage assembly over time in two 
dimensions. It takes as primary input the array Y shown in Table 4.6, link lengths 
1-6, and initial link angles 1-6. Then for each time step, the link heights Ri are 
computed, and the link angles thetai found. For the link heights and link angles 
1 ൑ ݅ ൑ 6 and ݅ ് 3. Next, the function drawAssy.m is called passing in current link 
heights and angles, and link lengths for links 1-6. The resulting image is then 
stored in a matrix M for later use. 
4.2.14 drawAssy.m 
 
This function draws all links in an absolute two dimensional coordinate 
frame. Equations (4.83-4.90) are employed to find the link angles and positions, 
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 with the exception that the previous link position is added to the current link 
position to locate the link in the absolute space. Then for each link, the function 
drawLink.m is called. 
4.2.15 drawLink.m 
 
This function takes as primary input the current link angle theta and 
position link_xc and link_zc, the previous link top surface corner positions px and 
py, and the current link length L. First, a unit vector along the x-axis is constructed 
and rotated by ݐ݄݁ݐܽ െ ௣௜
ଶ
 radians to be parallel with the link top surface on the link 
positive x side and ݐ݄݁ݐܽ ൅ ௣௜
ଶ
 to be parallel with the link top surface on the link 
negative x side. These rotated unit vectors are then scaled by ௅
ଶ
 and used with the 
previous link corner positions to locate the link top surface positive and negative 
most x corners. The center of the previous link corner positions is then found and 
the same unit vector scaling procedure is employed to find the current link bottom 
corner positions. Finally, having located the top and bottom surface corner 
positions, the current link is plotted. The current link corner positions are returned 
to the calling function for use in plotting the next link. 
4.2.16 pressureTest2.m 
 
This function takes as primary input ro the outer membrane radius, R2_0 the 
membrane thickness, E2 the membrane Young’s Modulus, freq the actuator drive 
frequency, V_min the minimum applied voltage, V_max the maximum applied 
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 voltage, h_0 the initial dead volume height (equivalent to the maximum actuator 
stroke length), d33 the piezoelectric strain coefficient that describes strain parallel 
to the polarization vector of the ceramic, K_T the actuator stiffness, E3 the 
membrane Young’s Modulus, n the number of actuator layers, length3 the actuator 
length, width3 the actuator width, height3 the actuator height, P1 the initial 
chamber pressure, row2 the membrane density, and row3 the actuator density. 
Three voltage options are available: rampHold, constant, and sinusoidal. The 
rampHold option increases the voltage from 0 to ܸ_ܯܣܺ ൌ ܾܽݏሺܸ_ܯܣܺ െ ܸ_ܯܫܰሻ 
over one-quarter of a cycle using a sine wave. The constant option applies V_MAX 
over the entire time. The sinusoidal option oscillates between 0 and V_MAX over 
the entire time. Because the rampHold and sinusoidal options mimicked the 
experimental conditions, they were applied exclusively. However, with experimental 
verification of effect, the constant mode can be employed. Next, the membrane and 
actuator cross-sectional areas are computed, along with membrane and actuator 
damping constants and the initial restoring force associated with the chamber 
pressure. At this juncture, the function pressureTest2Inner.m is called. This 
function numerically computes the chamber volume change over time due to 
membrane and actuator material properties and actuator applied voltage, while 
taking into account back pressure from gas contained in the chamber. Upon return 
from pressureTest2Inner.m, results such as chamber pressure and dead volume 
height are plotted as functions of time. 
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4.2.17 pressureTest2Inner.m 
 
This function numerically computes the chamber volume change over time 
due to membrane and actuator material properties and actuator applied voltage, 
while taking into account back pressure from gas contained in the chamber. Inputs 
are passed from the function pressureTest2.m. After some initializations are 
performed, an input vector y to the ODE solver is prepared. This vector contains 
initial membrane and actuator positions and velocities. Next, ode45 is called 
passing the desired evaluation times t_in and y. The ode45 function computes 
Equations (3.142-3.150) at each time step. The function returns the membrane 
positions Y over time along with Fp_out, F2_out, F3_out, and h_out. Fp_out is the 
force associated with the chamber pressure, F2_out is the force on the chamber side 
of the membrane, F3_out is the force on the actuator side of the membrane, and 
h_out is the dead volume height. All output data are presented as functions of time. 
 CHAPTER V 
 
MODEL VERIFICATION 
 
 The validity of the developed model implementation was determined through 
a series of verification test sequences. Tests began at the most basic level of 
verifying the numerical implementation of individual equations and progressed to 
tests encompassing end-to-end functioning of assemblages of equations. In this 
manner the total validity of the implemented model was determined. Below, 
individual tests are described and their results, and hence validity, documented. 
Table 5.1 summarizes descriptions of individual tests, their associated section 
within this chapter, and the employed verification criteria. 
  
102 
 
 Table 5.1. Verification Matrix. 
 
Section Test Description Verification Criteria 
5.1 Numerical 
Integration 
The correctness of 
the 
implementation of 
numerical 
integration using 
MATLAB 
Numerical solution 
possessing minimal 
error with respect to 
the analytically 
computed solution 
5.2 Dynamic equation 
of motion for a 
continuum: 
convergence to the 
static case – single 
isotropic block of 
material 
 
A force applied 
normal to the 
block top surface 
resulting in 
deformation 
Numerical 
deformation solution 
possessing minimal 
error with respect to 
the analytically 
computed 
deformation solution 
5.3 Single isotropic 
block of material – 
sinusoidal driving 
force 
A sinusoidal force 
applied normal to 
the block top 
surface resulting 
in sinusoidal 
deformation over 
time 
Continuum returning 
to its rest height after 
the applied force is 
removed and 
sinusoidal 
deformation over 
time with a period 
identical that of the 
driving force 
5.4 Dynamic equation 
of motion for a 
continuum: 
convergence to the 
static case 
verification – Two 
isotropic blocks of 
material 
A force applied 
normal to the first 
block top surface 
resulting in 
deformation of the 
first block, and 
given sufficient 
force, the second 
block 
Numerical 
deformation solution 
possessing minimal 
error with respect to 
the analytically 
computed 
deformation solution 
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 5.5 Two isotropic 
blocks of material 
– sinusoidal 
driving force 
A sinusoidal force 
applied normal to 
the first block top 
surface resulting 
in sinusoidal 
deformation over 
time, and given 
sufficient force, 
the second block 
Continuums 
returning to their 
rest heights after the 
applied force is 
removed and 
sinusoidal 
deformation over 
time with a period 
identical that of the 
driving force 
5.6 Axisymetric 
membrane 
deformation for 
prescribed 
maximal 
displacement 
Proof that 
prescribing 
maximal 
membrane 
displacement gives 
the same result as 
applying force, 
when force is 
substituted into 
the governing 
equation 
Identical solution 
5.7 Linkage normal 
force application 
and resulting 
deformation 
Normal force 
application 
through the entire 
linkage showing 
correct force 
values and 
resulting 
deformation 
Calculation 
intermediate results 
discussion and final 
force and deformation 
plots 
5.8 Force resolution 
into membrane 
parallel and 
perpendicular 
components 
Off-normal force 
application 
through the entire 
linkage showing 
correct force 
vectors and 
resulting 
deformation 
Calculation 
intermediate results 
discussion 
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 5.9 Affine mapping 
from the 
symmetrical 
annular loading 
case to the 
asymmetrical 
Proof that the 
mapping is affine 
and that the 
mapping gives the 
desired 
transformation 
Showing that the 
transformation has a 
non-zero Jacobian 
determinant and 
transformation plots 
5.10 Airy stress 
function derived 
membrane parallel 
displacements 
Complete 
derivation 
Plots showing 
stresses 
5.11 Complete general 
solution of the 
biharmonic 
equation in polar 
coordinates - 
surface fit 
Fitting the 
complete general 
solution of the 
biharmonic 
equation in polar 
coordinates to a 
surface pre-
deformed using 
plate theory 
Showing surface fit 
error, when compared 
to plate theory, that 
is minimal and 
within the fit 
accuracy 
5.12 Complete general 
solution of the 
biharmonic 
equation in polar 
coordinates - stress 
Fitting the 
complete general 
solution of the 
biharmonic 
equation in polar 
coordinates to a 
surface pre-
deformed using 
plate theory 
Showing surface fit 
computed stress error 
,when compared to 
plate theory, that is 
minimal and within 
the fit accuracy 
5.13 Linkage inverse 
kinematics 
Two-dimensional 
inverse kinematics 
implementation 
Showing that inverse 
kinematics converges 
the target end 
effector to the correct 
goal position with 
minimal error 
5.14 Swept volume 
convergence 
Numerical 
convergence of the 
swept volume 
computation routine 
Showing that 
convergence can be 
achieved to a user 
specified tolerance 
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 The tests described below were implemented using MATLAB Student Version 
7.0.1.15 (R14) Service Pack 1 dated September 13, 2004. Code was written and run 
on a Dell Precision Dimension 4500 workstation housing a 1.79-1.80 GHz Pentium® 
4 Central Processing Unit with 768 MB of random access memory. The operating 
system was 32-bit Microsoft Windows XP Professional Version 2002 with Service 
Pack 3. Selected code was also run for speed on a Hewlett Packard xw8400 
workstation housing a 2.99-3.00 GHz Xeon® Central Processing Unit with 2.50 GB 
of random access memory. The operating system was 32-bit Microsoft Windows XP 
Professional Version 2002 with Service Pack 3. On this alternate computer, the 
MATLAB version employed was 7.11.0.584 (R2010b). 
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A note on numerical error follows as it pertains to our verification. MATLAB 
uses double precision floating-point numbers stored in 64-bit words (two 32-bit 
words.) The MATLAB machine accuracy or ߳௠(also termed roundoff level or 
roundoff error), is specified as 2.2204x10-16 or about 16 decimal digits [41,42]. 
Roundoff errors aggregate with increasing amounts of computation. Per arithmetic 
operation N (addition, subtraction, multiply, and divide are arithmetic operations), 
this will increase between √ܰ߳௠and ܰ߳௠. For example, for a 1,000 operation code, 
we can expect errors to accumulate between on the order of 10-15 and 10-13. For a one 
million operation code, errors will exist between on the order of 10-13 and 10-10. 
Therefore when testing values for equivalence or numerically integrating over time 
and determining convergence, in reality, equivalent numbers will be numerically 
slightly different to the degree specified above dependent on N and ߳௠. As it is 
 necessary to understand the exact details of the MATLAB dynamic compiler 
conversion from MATLAB script language to machine language to determine N, and 
as The MathWorks does not disclose this information, we were unable to determine 
N. Compounding this lack of information was the fact that every type of central 
processing unit generally possesses a different machine language implementation, 
i.e. we could not be certain of the number of operations involved between various 
computer systems to accomplish the same arithmetic. Thus, we relied on the 
assumption that numerical errors existed in the above ranges averaging on the 
order of between 10-15 and 10-10. 
5.1 NUMERICAL INTEGRATION VERIFICATION 
 
 The correctness of the implementation of numerical integration using 
MATLAB was verified first. A simple two-dimensional example of a cannon ball 
firing from a cannon at the origin in an x,y coordinate system was employed for this 
purpose. Equations (5.1) and (5.2) show the first principles derivation of Equations 
(5.3) and (5.4), which were used as the cannon ball equations of motion. In 
Equations (5.1-5.4) t was the time in units of seconds (s), x was the cannon ball 
position with units of meters (m) in the x-direction, y was the cannon ball position in 
units of m in the y-direction, x0 was the cannon ball initial position in units of m in 
the x-direction, y0 was the cannon ball initial position in units of m in the y-
direction, v0 was the initial velocity in units of ௠
௦
, v0x was the initial velocity in units 
of ௠
௦
 in the x-direction, v0y was the initial velocity in units of ௠
௦
 the y-direction, and a 
107 
 
 was the acceleration due to gravity of െ9.8 ௠
௦మ
. Notice that the acceleration term from 
Equation (5.2) is not present in Equation (5.3). This is because gravity only acts in 
the negative y-direction. Also realize that since we chose the cannon to be located at 
the origin, the x0 and y0 terms are missing from Equations (5.3) and (5.4), i.e. x0 = y0 
= 0. 
 ݒ ൌ නܽ ݀ݐ ൌ ݒ଴ ൅ ܽݐ (5.1)
 
ݔ ൌ නݒ଴ ൅ ଴ ݒ଴ݐ ൅
ܽݐଶ
2
ܽݐ ൌ ݔ ൅  (5.2)
 ݔ ൌ ݒ ݐ଴௫  (5.3)
 
ݕ ൌ ݒ଴௬ݐ ൅
ܽݐଶ
2
 (5.4)
 
 The cannon was chosen to be at an angle θ of 30 degrees with respect to the x-
axis (horizontal) and the cannon ball was given an initial velocity vector magnitude 
of 100 ௠
௦
. v0x and v0y were given by Equations (5.5) and (5.6) respectively. 
 ݒ଴௫ ൌ |ݒ|ܿ݋ݏߠ (5.5)
 ݒ଴௬ ൌ |ݒ|ݏ݅݊ߠ (5.6)
 
 The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. Two script files were written 
for this purpose: integrationTest.m and cannonBall_func.m. The initiating 
MATLAB script file was integrationTest.m. Within integrationTest.m, a vector 
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 consisting of time values for evaluation was created ranging from 0 s to 10.204 s 
with 100 equally spaced time intervals of 0.1031 s. The end time of 10.204 s was 
chosen based on analytically computing the time that the cannon ball crossed the x-
axis or ݕ ൌ 0 line. The end time selection was accomplished as follows. Equation 
(5.7) was essentially Equation (5.4) except ݕ ൌ 0. Equation (5.7) was solved for t 
using Equation (5.10), the quadratic formula, as shown in Equations (5.8-5.11). 
Equations (5.3-5.6) were next solved analytically using this time vector for 
x(t) and y(t). These results were then used to plot the analytically derived cannon 
ball trajectory over time as in Figure 5.1. Subsequently, the standard MATLAB 
ordinary differential equation (ODE) solver ode45 was employed to integrate 
Equations (5.12-5.15) numerically. To accomplish this, an initial state vector was 
first constructed consisting of ൣݔ଴, ݕ଴, ݒ଴௫, ݒ଴௬൧. This initial state vector was then 
supplied, along with the time vector, to ode45. The function ode45 then called a user 
defined function within cannonBall_func called innerLoop that described how to 
integrate Equations (5.12-5.15) using ode45 at any given time-step. In Equations 
(5.12-5.15) the primed variables were the variables at the next time-step. 
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Figure 5.1. The analytically computed cannon ball trajectory over time. 
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0 ൌ ݒ଴௬ݐ ൅ 2
ܽݐଶ
 (5.7)
 ܣݐଶ ൅ ܤ ܥ ൌ 0ݐ ൅  (5.8)
 ܣ ൌ
ܽ
2
ܤ ൌ ݒ଴௬
ܥ ൌ 0 
ݐ ൌ
െܤ േ √ܤଶ െ 4
(5.9)
 ܣܥ
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 ݒ௫ᇱ ൌ ݒ௫ (5.12)
 ݔ ൌ ݔ ൅ ݒ௫ᇱᇱ  (5.13)
 ݒ௬ ൌ ݒ௬ ൅ ܽᇱ  (5.14)
 ݕᇱ ൌ ݕ ൅ ݒ௬ᇱ  (5.15)
 
 The resulting numerically computed trajectory is shown in Figure 5.2 
overlaid on the analytically computed trajectory for comparison. As can be seen, the 
two trajectories are practically identical. The root sum square error (RSS) was 
found to be 1.15059x10-12, which is extremely small indicating that the two 
solutions were, for all intents and purposes, identical. RSS error was computed as 
shown in Equation (5.16), where xa and ya and xn and yn are the analytically and 
numerically computed trajectory points respectively, n is the number of points, and 
the superscript i denotes the current summation index. 
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Figure 5.2. The numerically computed cannon ball trajectory over time overlaid on 
the analytically computed cannon ball trajectory over time to show conformity. The 
root sum square (RSS) error is also listed. 
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 5.2 DYNAMIC EQUATION OF MOTION FOR A CONTINUUM: 
CONVERGENCE TO THE STATIC CASE VERIFICATION – SINGLE 
ISOTROPIC BLOCK OF MATERIAL 
 
The dynamic equation of motion for a continuum without body forces in one 
dimension was previously given in Equation (3.10). It is repeated here in Equation 
(5.17) for clarity. In Equation (5.17), F is the applied force, A is the cross-sectional 
area, and a is the acceleration of material points on the face to which F is applied. 
Equation (5.17) governs the static deformation of a continuum without body forces 
in one dimension under an applied force F with Young’s modulus E. In Equation 
(5.18), R0 and R are the continuum rest height and current height respectively. 
It was verified that the numerical integration of Equation (5.17) with a 
constant F converged over time to match the static case solution given by Equation 
(5.18). The free body diagrams for both the static and dynamic cases are shown in 
Figure 5.3. Both continuums (material blocks) were assumed to be sitting on top of 
a completely rigid ground plane. In the static case, shown in Figure 5.3 (a), a force 
F1 was applied normal to the top face of an isotropic block of material. FR1 was the 
restoring force given by Equation (5.19). Note that Equation (5.20) indicated that 
the force transmitted into the ground plane, F2, was the sum of F1 and FR1. 
Equation (5.21) showed that F2 was canceled by the ground plane’s reaction force 
FR2, meaning that the effect of FR2 on the material could be neglected. 
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Figure 5.3. (a) The free body diagram for the static deformation of a continuum 
without body forces in one dimension and (b) the free body diagram for the dynamic 
equation of motion for a continuum without body forces in one dimension. 
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 ܿ ൐ 4݉ܧଶ  (5.23)
 ܿ ൌ 4݉ܧଶ  (5.24)
 ݒ ൌ ݒ ൅ ܽᇱ  (5.25)
 ܴᇱ ݒᇱൌ ܴ ൅  (5.26)
 ߜ ൌ
ܨܴ଴
ܣܧ
 (5.27)
 
The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. Two script files were written 
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 for this purpose: odeTest.m and odeTest_func.m. The initiating MATLAB script file 
was odeTest.m. The employed continuum material parameters are listed in Table. 
5.2. Within odeTest.m, a vector consisting of time values for evaluation was created 
ranging from 0 s to 10 s with 1000 equally spaced time intervals of 0.01 s. The end 
time of 10 s was chosen based on the need to ensure that full damping of any 
oscillatory motion had been achieved. Equation (5.22) gave a modified form of 
Equation (5.17) including restoring force from Equation (5.19) and damping. In 
Equation (5.22) c was the coefficient of damping and v was the velocity of material 
points on the face to which F was applied. It was assumed that the system was 
overdamped, meaning that Equation (5.23) [44] applied. At a minimum the system 
should be critically damped as in Equation (5.23) [44]. A damping multiplication 
factor cf was also applied to c to ensure that overdamping was achieved. 
Subsequently, the standard MATLAB ODE solver ode45 was employed to 
integrate Equation (5.22) numerically. To accomplish this, an initial state vector 
was first constructed consisting of ሾܴ଴, ݒ଴, ሿ, where v0 was the initial velocity of 0 
௠
௦
. 
This initial state vector was then supplied, along with the time vector, to ode45. The 
function ode45 then called a user defined function within odeTest_func called 
innerLoop that described how to integrate Equations (5.25-5.26) using ode45 at any 
given time-step. In Equations (5.25-5.26) the primed variables were the variables at 
the next time-step. 
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 Table 5.2. Verification 5.2 continuum material parameters. 
 
Parameter Value Description 
F (N) 10,000 Applied force amplitude 
ρ (kgm-3) 1,000 Density 
E (GPa) 1 Young’s modulus 
R0 (m) 0.001 Rest height 
A (m2) 1x-6 Cross-sectional area 
cf 2 Damping multiplication 
factor 
m (kg) 1x10-6 Mass 
c 126.4911 Damping coefficient 
 
The analytical static displacement δ was computed using Equation (5.27) to 
be 0.01 m. δ at the numerically computed last time-step was determined to be 0.01 
m. The mean of the difference between the analytical and numerical δ from the 
second through the last time-step was found to be 1.05714x10-14 m with a standard 
deviation of 3.48235x10-12 m, both within expected numerical error. Figure 5.4 
shows the analytically computed static height overlaid on the numerically computed 
height. Figures 5.5 and 5.6 indicate that numerical convergence occurred at the first 
time-step of 0.01 s. 
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Figure 5.4. The analytically computed static height overlaid on the numerically 
computed height over the full 10 s time span. 
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Figure 5.5. Numerical convergence of the difference between the analytical and 
numerically computed displacements over the full 10 s time span. 
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Figure 5.6. Numerical convergence of the difference between the analytical and 
numerically computed displacements isolated to the first time-step of 0.01 s. 
 
5.3 SINGLE ISOTROPIC BLOCK OF MATERIAL – SINUSOIDAL DRIVING 
FORCE 
 
In addition to the verification described in section 5.2, instead of a constant 
applied force, the case of a sinusoidal driving force was numerically integrated. This 
was done to verify that δ returned to 0 m when the force was removed and to ensure 
that the material response to a sinusoidal input force was also sinusoidal, i.e. the 
material was properly damped. 
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 The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. The two script files odeTest.m 
and odeTest_func.m served dual purpose for verification 5.2 and this test. As in 
verification 5.2, the initiating MATLAB script file was odeTest.m. The employed 
continuum material parameters are listed in Table. 5.2. MATLAB code operation 
was identical to that presented in Section 5.1.2 with the following exceptions. A 
drive frequency f of 10 Hz was specified so that the force varied over time as per 
Equation (5.28). A force stop time of 0.025 s was also supplied so that at times after 
the force stop time, ܨ ൌ 0 N. The time span was also shortened to 0.1 s or 1 
oscillation cycle. 
 ܨݏ݅݊ሺ2ߨ݂ݐሻ (5.28)
 
 As Figure 5.7 indicates, when the applied force is removed, the continuum 
returns to its rest height in approximately 0.001 s. Figure 5.8 shows a close-up 
centered on this time interval. Figure 5.9 depicts sinusoidal driving of the 
continuum over 10 cycles with the amplitude of the applied force reduced to 100 N. 
120 
 
  
Figure 5.7. Continuum returning to its rest height when the applied force is 
removed. 
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Figure 5.8. Close-up of the continuum returning to its rest height in 0.001 s when 
the applied force is removed. 
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Figure 5.9. Continuum height over 10 cycles subject to a sinusoidal driving force 
with an amplitude of 100 N. 
 
5.4 DYNAMIC EQUATION OF MOTION FOR A CONTINUUM: 
CONVERGENCE TO THE STATIC CASE VERIFICATION – TWO 
ISOTROPIC BLOCKS OF MATERIAL 
 
This test, the free body diagram of which is shown in Figure 5.10, took into 
account the effects of two stacked and connected materials with F applied normal to 
an exterior face of one of the materials being transmitted through both materials 
and causing deformation in both materials. 
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Figure 5.10. (a) The free body diagram for the static deformation of two connected 
continuums without body forces in one dimension and (b) the free body diagram for 
the dynamic equation of motion for two connected continuums without body forces 
in one dimension. 
 
 The utilized equations were similar to those employed for verification 5.2 
except that two blocks of material were represented. This means that Equation 
(5.22) becomes two equations, Equations (5.29-5.30), one for each material. 
Numbered subscripts in Equations (5.29-5.30) refer to the ith material. 
 
ߩଵܽଵ ൌ
ܨଵ
ܣଵ
െ
ܧଵሺܴଵ െ ܴଵ଴ሻ
ܴଵ଴
െ
ܿଵݒଵ
ܣଵ
 (5.29)
 
ߩଶܽଶ ൌ
ܨଶ
ܣଶ
െ
ܴଶ଴
ܧଶሺܴଶ െ ܴଶ଴ሻ െ
ܿଶݒଶ
ܣଶ
 (5.30)
 ܨଶ ൌ ܨଵ ൅ ܨோଵ (5.31)
 
In this case, the force transmitted into the second material, F2, was the sum 
of F1 and FR1. The force transmitted into the ground plane, F3, was the sum of F2 
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 and FR2 (the restoring force for material 2), as in Equation (5.31). Again, F3 was 
canceled by the ground plane’s reaction force FR3, meaning that the effect of FR3 on 
the materials could be neglected. Also, F2 was only non-zero if F exceeded the 
produced reaction force FR1. In the static linear elastic case, this does not occur at 
all, and in the dynamic case, this occurs at the instant F is applied, with the 
magnitude of F2 diminishing rapidly over time as the magnitude of FR1 concurrently 
increases. This is important because the initial time-step allows the initially applied 
force to propagate through both materials, and the time lag between applied force 
and reaction force allows for deformation. In the non-linear elastic case, an applied 
force will exist that exceeds the reaction force producing capability of the material 
on which the initial force is applied. Then F2 will be non-zero. 
This means that for our two isotropic blocks of material verification with 
linear elastic implementation, the second block will not receive any applied force 
except at the first time-step. Thus, when equilibrium is reached, the second block 
will receive zero applied force and not deform. 
The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. The two script files were 
odeTest2.m and odeTest_func2.m. The initiating MATLAB script file was 
odeTest2.m. The employed continuum material parameters are listed in Table. 5.3. 
Within odeTest2.m, a vector consisting of time values for evaluation was created 
ranging from 0 s to 10 s with 1000 equally spaced time intervals of 0.01 s. The end 
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 time of 10 s was chosen based on the need to ensure that full damping of any 
oscillatory motion had been achieved. 
 
Table 5.3. Verification 5.4 continuum material parameters. 
 
Parameter Value Description 
F (N) 1,000 Applied force amplitude 
ρ1 (kgm-3) 1,000 Material 1 density 
E1 (GPa) 1 Material 1 Young’s modulus 
R10 (m) 0.001 Material 1 rest height 
A1 (m2) 1x-6 Material 1 cross-sectional 
area 
cf 2 Damping multiplication 
factor 
m1 (kg) 1x10-6 Material 1 mass 
c1 126.4911 Material 1 damping 
coefficient 
ρ2 (kgm-3) 1,000 Material 2 density 
E2 (GPa) 1 Material 2 Young’s modulus 
R20 (m) 0.001 Material 2 rest height 
A2 (m2) 1x-6 Material 2 cross-sectional 
area 
m2 (kg) 1x10-6 Material 2 mass 
c2 126.4911 Material 2 damping 
coefficient 
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 The analytical static displacements for both materials δ1 and δ2 were 
computed using Equation (5.27) to be 0.001 m and 0 m respectively. δ1 and δ2 at the 
numerically computed last time-step were determined to be 0.001 m and effectively 
0 m respectively. The mean of the difference between the analytical and numerical 
δ1 from the second through the last time-step was found to be 8.67362x10-19 m with 
a standard deviation of 2.79912x10-18 m. The mean of the difference between the 
analytical and numerical δ2 from the second through the last time-step was found to 
be 1.59055x10-14 m with a standard deviation of 3.49543x10-12 m. All of these results 
were well within the numerical error. Figures 5.11 and 5.12 show the analytically 
computed static heights overlaid on the numerically computed heights for both 
materials. Figure 5.13 indicates that numerical convergence occurred at the first 
time-step of 0.01 s. 
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Figure 5.11. The analytically computed static heights for both materials overlaid on 
the numerically computed heights over the full 10 s time span. 
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Figure 5.12. Close-up of the analytically computed static heights for both materials 
overlaid on the numerically computed heights. 
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Figure 5.13. Numerical convergence of the difference between the analytical and 
numerically computed displacements for both materials isolated to the first time-
step of 0.01 s. 
 
5.5 TWO ISOTROPIC BLOCKS OF MATERIAL – SINUSOIDAL DRIVING 
FORCE 
 
In addition to the verification described in section 5.4, instead of a constant 
applied force, the case of a sinusoidal driving force was numerically integrated. This 
was done to verify that δ1 and δ2 both returned to 0 m when the force was removed 
and to ensure that the material responses to a sinusoidal input force was also 
sinusoidal. 
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 The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. The two script files 
odeTest2.m and odeTest_func2.m served dual purpose for verification 5.4 and this 
test. As in verification 5.4, the initiating MATLAB script file was odeTest2.m. The 
employed continuum material parameters are listed in Table. 5.2. MATLAB code 
operation was identical to that presented in Section 5.4 with the following 
exceptions. A drive frequency f of 10 Hz was specified so that the force varied over 
time as per Equation (5.28). A force stop time of 0.025 s was also supplied so that at 
times after the force stop time, ܨ ൌ 0 N. The time span was also shortened to 0.1 s 
or 1 oscillation cycle with 1000 time-steps of 0.0001 s. 
 As Figures 5.14-5.16 indicate, when the applied force is removed, both 
continuums return to their rest heights in approximately 0.001 s or 10 time-steps. 
Figures 5.15 and 5.16 show close-ups progressively centered on this time interval. 
Note that the second material exhibits a transient displacement discontinuity when 
the applied force is removed. There are several reasons for this. First, the materials 
are unloaded in a single time-step, which is not physically realistic. Second, 
combined restoring forces from both materials instantaneously cause the second 
material displacement to exceed physical boundary conditions, i.e. materials cannot 
invert past zero length. Use of a prolonged unloading over multiple time-steps and a 
non-linear model accounting for inter-atomic forces would alleviate this problem, 
but they were not necessary for convergence determination. 
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 Figure 5.17 indicates that the second material indeed does receive the 
applied force at the initial time-step and then recovers to zero displacement over a 
short time interval due to restoring force; the only displacement being that gained 
from the first material. Figure 5.18 depicts sinusoidal driving of both continuums 
over 10 cycles with the amplitude of the applied force reduced to 100 N. 
 
Figure 5.14. Both continuums returning to their rest heights when the applied force 
is removed. 
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Figure 5.15. Close-up of both continuums returning to their rest heights in 0.001 s 
when the applied force is removed. 
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Figure 5.16. Extreme close-up of both continuums returning to their rest heights in 
0.001 s when the applied force is removed. 
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Figure 5.17. The second material receives the applied force at the initial time-step 
and then recovers to zero displacement over a short time interval due to restoring 
force. 
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Figure 5.18. Continuum heights over 10 cycles subject to a sinusoidal driving force 
with an amplitude of 100 N. 
 
5.6 AXISYMETRIC ANNULAR MEMBRANE DEFORMATION FOR 
PRESCRIBED MAXIMAL DISPLACEMENT 
 
This test analytically derived the precursors (without the mapping) to 
Equations (3.89) and (3.92) from Equation (3.73) using the MATLAB Symbolic 
Toolbox. The derivation with the mapping is discussed in Section 5.9. The operation 
of the MATLAB code written for this verification is described below. The code, 
timshenko1.m, is listed in Appendix B for reference. Equation (3.73) is repeated 
here as Equation (5.32) in a modified form with slightly different coefficient 
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 labeling, applied load q, and flexural rigidity D. Along with the boundary conditions 
Equations (5.34-5.37), Equation (5.32) is presented again both for clarity and as the 
derivation starting point. 
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The constant C1 was found first using the first boundary condition Equation 
(5.34) by substituting ݎ ൌ ݎ௜ into Equation (5.38) and solving for C1. This is shown in 
Equations (5.39-5.40). 
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ܽݎ௜
ଷ
16
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ݎ௜
ܥଶ 
(5.39)
 
ܥଵ ൌ െ
ܽݎ௜
ସ ൅ 16ܥଶ
8ݎ௜
ଶ  
(5.40)
 
Next the constant C2 was found using the second boundary condition 
Equation (5.35) by substituting ݎ ൌ ݎ௢ into Equation (5.38) and solving for C2. This is 
shown in Equations (5.41-5.42). 
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Then Equation (5.40) was substituted into Equation (5.42) and the resulting 
Equation (5.43) was solved for C2 as shown in Equation (5.44). 
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 Subsequently Equation (5.45) was substituted into Equation (5.40) to solve 
for C1 as given in Equation (5.45). 
 
ܥଵ ൌ െ
ܽ൫ݎ௜
ଶ ൅ ݎ௢ଶ൯
8
 
(5.45)
 
 At this point, C3 was determined by substituting the third boundary 
condition Equation (5.37) into Equation (5.32) to yield Equation (5.46). Then 
Equation (5.44) was substituted into Equation (5.46) to solve for C3 as in Equation 
(5.47). 
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 Then Equations (5.44), (5.45), and (5.47) were substituted into Equation 
(5.36) to determine the displacement as a function of q and D. This is given in 
Equation (5.48). 
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 At this juncture, we converted w from a function of prescribed load to that of 
prescribed maximum displacement h. We did this in several steps. First, we applied 
the fourth boundary condition Equation (5.37) to Equation (5.48) to give Equation 
(5.49). Second, we solved Equation (5.49) for a as shown in Equation (5.50). Finally 
we substituted Equation (5.50) into Equation (5.48) to yield Equation (5.51). 
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139 
 
  Figure 5.19 depicts Equation (5.51) plotted directly on top of Equation (5.48) 
with example values of ݎ௜ ൌ 1, ݎ௢ ൌ 2, and ݄ ൌ െ1 with all units in m. The variable a 
was determined using Equation (5.50). As can be seen in the figure, the 
displacements calculated from both equations coincide exactly. 
 
Figure 5.19. Equation (5.51) plotted directly on top of Equation (5.48) to show 
coincidence with example values of ݎ௜ ൌ 1, ݎ௢ ൌ 2, and ݄ ൌ െ1 with all units in m. 
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 5.7 LINKAGE FORCE APPLICATION AND RESULTING DEFORMATION 
 
This section verified that the actuator generated force applied through the 
linkage chain with force application normal to link top surfaces resulted in force 
transmission and link deformation as anticipated. The parameters used are shown 
in Table 5.4. 
Table 5.4. Verification 5.7 parameters. 
Parameter Value Description 
f (Hz) 10 Actuator drive frequency 
VMIN (V) -30 Minimum actuator 
voltage 
VMAX (V) 150 Maximum actuator 
voltage 
d33 (mV-1) 640x10-12 Piezoelectric strain 
coefficient that describes 
strain parallel to the 
polarization vector of the 
ceramic 
c1 20,302 Link 1 damping 
coefficient 
c2 175.2712 Link 2 damping 
coefficient 
c4 175.2712 Link 4 damping 
coefficient 
c5 16,714 Link 5 damping 
coefficient 
c6 175.2712 Link 6 damping 
coefficient 
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 cf 2 Damping multiplication 
factor 
E1 (GPa) 200 Link 1 Young’s modulus 
E2 (GPa) 3.2 Link 2 Young’s modulus 
E4 (GPa) 3.2 Link 4 Young’s modulus 
E5 (GPa) 125 Link 5 Young’s modulus 
E6 (GPa) 3.2 Link 6 Young’s modulus 
E7 (GPa) 2.5 Link 7 Young’s modulus 
G1 (GPa) 79.3 Link 1 modulus of 
rigidity 
G2 (GPa) 1.3 Link 2 modulus of 
rigidity 
G4 (GPa) 1.3 Link 4 modulus of 
rigidity 
G5 (GPa) 40 Link 5 modulus of 
rigidity 
G6 (GPa) 1.3 Link 6 modulus of 
rigidity 
ρ1 (kgm-3) 8,050 Link 1 density 
ρ2 (kgm-3) 750 Link 2 density 
ρ4 (kgm-3) 750 Link 4 density 
ρ5 (kgm-3) 8,730 Link 5 density 
ρ6 (kgm-3) 7
ߨ
50 Link 6 density 
θ1 (rad) 
2
 Link 1 angle with 
respect to the x-axis 
θ2 (rad) ߨ
2
 Link 2 angle with 
respect to the x-axis 
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 θ3 (rad) ߨ
2
 Link 3 angle with 
respect to the x-axis 
θ4 (rad) ߨ
2
 Link 4 angle with 
respect to the x-axis 
θ5 (rad) ߨ
2
 Link 5 angle with 
respect to the x-axis 
θ6 (rad) ߨ
2
 Link 6 angle with 
respect to the x-axis 
 
Equation (5.52), a modified form of Equation (3.6), indicates the force 
supplied from the actuator to the bordering links, link 2 below and 4 above. In 
Equation (5.52), VOFF and VAMP are the voltage offset and amplitude supplied to the 
actuator calculated using Equations (3.1) and (3.2) using the minimum voltage VMIN 
and the maximum voltage VMAX, d33 is the piezoelectric strain coefficient that 
describes strain parallel to the polarization vector of the ceramic, KT is the actuator 
stiffness, N is the number of actuator layers, ω is the angular driving frequency, t is 
the time, and t0 is a time shift that is applied to optionally ensure that at the initial 
time-step, the actuator generated force is 0 N. See Equations (3.1-3.7) for more 
details. 
Note that a divide by 2 is present in Equation (5.51) to account for the fact 
that the actuator generated force is divided equally between links 2 and 4. 
 
ܨଷሺݐሻ ൌ
ሺ ைܸிி ൅ ஺ܸெ௉ sinሺ߱ሺݐ െ ݐ଴ሻሻሻ݀ଷଷܰܭ்
2
 (5.52)
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  The MATLAB script files actuatorAssy3.m and comp4.m were utilized to 
perform computations for this verification. As these were the actual model 
implementation files, they are shown in Appendix A for reference. The fact that 
these were the actual model implementation files is important because this test 
serves to verify part of their functionality. The files actuatorAssy3.m and comp4.m 
are described in great detail in Chapter IV. In simpler terms, within these files, 
forces were propagated from the actuator through links 2 and 1 using Equations 
(3.13-3.22). Forces were also propagated from the actuator through links 4, 5, and 6 
using Equations (3.23-3.38). With the time shift unused, ݐ଴ ൌ 0 s, |ܨଷ| ൌ 100.3200 N 
at the end of the initial time-step (multiple solver iterations constituted a time-
step), as determined using Equation (5.52). This resulted in positive forces of 
100.3200 N being applied to links 4, 5, and 6 sequentially, and negative forces of -
100.3200 N being applied to links 2 and 1 in sequence. This is as expected because 
the top and bottom surfaces of the actuator have surface normals in the positive and 
negative z-directions respectively. The forces parallel to the top and bottom surfaces 
(the shear forces) were also resolved. These were determined to be either 0 or -
1.2286x10-14, well within numerical error, and thus 0 as expected. The fact that 
perpendicular forces had magnitude, and that parallel forces had 0 magnitudes 
indicated that the perpendicular and parallel unit vectors of the ith link, ݑపෞୄ  and ݑపצෞ  
respectively, were derived correctly. 
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 Figure 5.20 shows the normal link forces for all links over 10 actuation cycles 
with ݐ଴ ൌ െ0.0054 s. The actuator drive frequency was 10 Hz. The number of time 
 divisions used to generate the plot was 100. All physical constants used were as 
indicated in Table 5.4. The force shown for link 3 was that imposed on links 4, 5, 
and 6. It is interesting to note that the forces for links 2, 4, and 6 were ߨ rad out of 
phase with the driving actuator force. The force data for links 1 and 6 show some 
numerical integration problems, which could be improved with lower convergence 
tolerance at the cost of computational speed. Since we verified correct numerical 
integration and deformation of multiple stacked materials in Sections 5.1 and 5.5 
respectively, this phase shift must realistic. It was found to be due to the differing 
restoring forces and damping constants for the different link materials causing 
retarded material responses. Additionally, note that link 5 is in phase with the 
driving actuator force for this same reason. 
 Figure 5.21 depicts the resulting link heights for all links over 10 actuation 
cycles with ݐ଴ ൌ െ0.0054 s. The actuator drive frequency was 10 Hz. The number of 
time divisions used to generate the plot was 100. All physical constants used were 
as indicated in Table 5.4. Note that the phasing of the link heights in this plot were 
(with the exception of link 5) entirely as expected, i.e. in phase with the actuator 
height change. As stated above, the link 5 force was found to be ߨ rad out of phase 
with the driving actuator force. Therefore, the link 5 force when integrated, caused 
the resulting link height to be ߨ rad out of phase with the other link heights. 
Figure 5.22 reveals the change in total linkage height (Δ linkage height) over 
10 actuation cycles with ݐ଴ ൌ െ0.0054 s. The actuator drive frequency was 10 Hz. 
The number of time divisions used to generate the plot was 100. All physical 
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constants used were as indicated in Table 5.4. Because we determined the number 
of stack layers N based on Equation (3.4) and not the actuator stroke length 
specified by commercial actuator vendors, Δ linkage height will in general be 
unequal to the actuator stroke length to within a low constant factor. In this case, 
the stroke length should have been 28 μm and was numerically computed to be 
48.145 μm, a constant factor difference of ସ଼.ଵସହ
ଶ଼
ൌ 1.7195. Because the maximum 
change in actuator height (ΔΗ) computed using Equation (5.53) [33] was found to be 
48.244 μm, a small contribution of 0.98512 nm existed due to linkage material 
deformation. 
 Δܪ ൌ ݀ଷଷ݊ ஺ܸெ௉ (5.53)
  
All figures were plotted using the MATLAB script file plotTraj.m, which is 
located in Appendix B for reference.
  
Figure 5.20. Normal link forces for all links over 10 actuation cycles with ݐ଴ ൌ െ0.0054  s. The actuator drive 
frequency was 10 Hz. The number of time divisions used to generate the plot was 100. All physical constants used 
were as indicated in Table 5.4. The force shown for link 3 is that imposed on links 4, 5, and 6. 
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Figure 5.21. The resulting link heights for all links over 10 actuation cycles with ݐ଴ ൌ െ0.0054 s. The actuator drive 
frequency was 10 Hz. The number of time divisions used to generate the plot was 100. All physical constants used 
were as indicated in Table 5.4. 
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Figure 5.22. The change in total linkage height (Δ linkage height) over 10 actuation 
cycles with ݐ଴ ൌ െ0.0054 s. The actuator drive frequency was 10 Hz. The number of 
time divisions used to generate the plot was 100. All physical constants used were 
as indicated in Table 5.4. 
 
5.8 FORCE RESOLUTION INTO MEMBRANE PARALLEL AND 
PERPENDICULAR COMPONENTS 
 
In this verification, we ascertained that when the link angles with respect to 
the x-axis are altered from గ
ଶ
, forces transmitted through the links were correctly 
resolved into components both perpendicular (٣) and parallel (צ) to the links. The 
MATLAB script files acutatorAssy.m and comp4.m were employed for this purpose. 
As these were the actual model implementation files, they are shown in Appendix A 
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 for reference. The fact that these were the actual model implementation files is 
important because this test serves to verify part of their functionality. The files 
actuatorAssy3.m and comp4.m are described in great detail in Chapter IV. In 
simpler terms, within these files, forces were propagated from the actuator through 
links 2 and 1 using Equations (3.12-3.22). Forces were also propagated from the 
actuator through links 4, 5, and 6 using Equations (3.23-3.38). Material constants 
used were those shown in Table 5.4. 
Beginning with link 1, link angles were set to గ
ସ
 and ଷగ
ସ
 in an alternating 
fashion. In this case, all the forces should have been shear with alternating signs. 
With the time shift unused, ݐ଴ ൌ 0 s, forces at the end of the initial time-step 
(multiple solver iterations constituted a time-step) are shown in Table 5.5. 
Reviewing Table 5.5, we see that the perpendicular forces for links 1 and 2 were 
within numerical error and therefore 0 N. Thus, as Table 5.5 indicates, the 
perpendicular forces were 0 N and the signs of the parallel forces did indeed 
alternate as expected with the magnitude computed in Section 5.7 of 100.3200 N 
that is produced by the actuator. Figure 5.23 depicts the pattern of alternating 
shear forces. 
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 Table 5.5. Verification 5.8 links angles inputs and perpendicular and parallel force 
outputs for each link. 
Link θ (rad) ୄܨ (N) ܨצ(N) 
1 ߨ
4
 -2.2276x10-14 100.3200 
2 3ߨ
4
 1.1138x10
-14 -100.3200 
3 ߨ
4
 
3ߨ
NA NA 
4 
4
 0 100.3200 
5 3ߨ
4
 0 -100.3200 
6 ߨ
4
 
3ߨ
4
0 100.3200 
7  0 -100.3200 
 
The fact that perpendicular forces had magnitude, and that parallel forces had 
0 N magnitudes indicated that the perpendicular and parallel unit vectors of the ith 
link, ݑపෞୄ  and ݑపצෞ  respectively, were derived correctly. 
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Figure 5.23. The pattern of alternating shear forces when, beginning with link 1, 
link angles were set to గ
ସ
 and ଷగ
ସ
 in an alternating fashion. 
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 5.9 AFFINE MAPPING FROM THE SYMMETRICAL ANNULAR LOADING 
CASE TO THE ASYMMETRICAL 
 
In this section, we first show that the mapping performs the desired 
transformation and second that the displacement equation under the mapping 
holds. Third we show that the determinant of the Jacobian of the transformation is 
non-zero meaning that it is an affine transformation. A non-zero Jacobian 
determinant indicates that the transformation preserves colinearity. This means 
that points lying on a line before transformation maintain colinearity post 
transformation. 
The operation of the MATLAB code written for the first and second 
verifications is described below. The code, timshenko2.m, is listed in Appendix B for 
reference. The mapping Equations (3.44) and (3.45) are repeated here as Equations 
(5.54) and (5.55) for clarity. Refer to Figure 3.3 for the specific geometry. 
 ݔᇱ ൌ ݎܿ݋ݏߚ ൅ ݎ௕ܿ݋ݏߙ ൬
ݎ െ ݎ௢
ݎ௜ െ ݎ௢
൰ (5.54)
 ݕᇱ ൌ ݎݏ݅݊ߚ ൅ ݎ௕sinα ൬
ݎ െ ݎ௢
ݎ௜ െ ݎ௢
൰ (5.55)
 
 Equation (5.51) was plotted under the mapping as ݔᇱ, ݕᇱ, ݓ triplets. First as 
Figure 5.24 shows, with the mapping constants ߙ ൌ 0 rad, ߚ ൌ 0 rad, ݎ௕ ൌ 0 m, 
ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m applied, we reproduced the result from Figure 
5.19. This was important because it meant that without the mapping constants 
employed, the mapping holds. To generate the plot, the number of divisions 
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 ݎ௜ ൑ ݎ ൑ ݎ௢used was 100. Figures 5.25 and 5.26, show top and perspective views 
respectively that were consistent with the expectation of transformation without the 
mapping constants applied. To generate Figure 5.26, the number of divisions 
ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 10 in each direction. To generate Figure 5.26, 
the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 100 in each direction. 
 ݎ௕ cosሺߙሻ ൌ 0.5 cos
గ
ସ
؆ 0.4532 m (5.56)
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 As can be seen in Figures 5.27-5.29, applying the mapping constants of ߙ ൌ గ
ସ
 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0.5 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m effects the 
transformation. In this case, the origin of ri will shift in the positive x-direction by 
؆ 0.4532 m. Figures  5.27-5.29 depict respectively top, perspective, and side views 
that are consistent with the expectation of transformation with the mapping 
constants applied. To generate Figure 5.27, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 
0 ൑ ߚ ൑ 2ߨ used were 10 in each direction. To generate Figures 5.28 and 5.29, the 
number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 100 in each direction. 
Figure 5.30 shows a side view of the derivative of the deformation ௗ௪
ௗ௫
 under the 
mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ ߨ rad, ݎ௕ ൌ 0.5 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m. 
The side view is consistent with the expectation of transformation with the mapping 
constants applied having zero derivative ௗ௪
ௗ௫
ൌ 0 at the boundary condition points as 
the number of r-divisions goes to infinity. To generate this plot, the number of 
divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ ߨ used were 10,000 and 2 respectively. 
  
 
 
Figure 5.24. Side view of the deformation under the mapping with ߙ ൌ 0 rad, ߚ ൌ 0 
rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ 1m, ݎ௢ ൌ 2m, and ݄ ൌ െ1m. As anticipated, not applying the 
mapping constants reproduced the result from Figure 5.19. 
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Figure 5.25. Top view of the deformation under the mapping with ߙ ൌ 0 rad, ߚ ൌ 0 
rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m. The top view is consistent with the 
expectation of transformation without the mapping constants applied. To generate 
this plot, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 10 in each 
direction. 
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Figure 5.26. Perspective view of the deformation under the mapping with ߙ ൌ 0 rad, 
ߚ ൌ 0  rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ 1  m, ݎ௢ ൌ 2  m, and ݄ ൌ െ1  m. The perspective view is 
consistent with the expectation of transformation without the mapping constants 
applied. To generate this plot, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ 
used were 100 in each direction. 
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Figure 5.27. Top view of the deformation under the mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑
2ߨ rad, ݎ௕ ൌ 0.5 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m. The top view is consistent with 
the expectation of transformation with the mapping constants applied. To generate 
this plot, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 10 in each 
direction. 
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Figure 5.28. Perspective view of the deformation under the mapping with ߙ ൌ గ
ସ
 
rad,0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0.5m, ݎ௜ ൌ 1  m, ݎ௢ ൌ 2  m, and ݄ ൌ െ1  m. The perspective 
view is consistent with the expectation of transformation with the mapping 
constants applied. To generate this plot, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 
0 ൑ ߚ ൑ 2ߨ used were 100 in each direction. 
159 
 
  
Figure 5.29. Side view of the deformation under the mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑
2ߨ  rad, ݎ௕ ൌ 0.5 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m. The side view is consistent 
with the expectation of transformation with the mapping constants applied. To 
generate this plot, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 100 
in each direction. 
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Figure 5.30. Side view of the derivative of the deformation ௗ௪
ௗ௫
 under the mapping 
with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ ߨ rad, ݎ௕ ൌ 0.5 m, ݎ௜ ൌ 1 m, ݎ௢ ൌ 2 m, and ݄ ൌ െ1 m. The side 
view is consistent with the expectation of transformation with the mapping 
constants applied having zero derivative at the boundary condition points as the 
number of r-divisions goes to infinity. To generate this plot, the number of divisions 
ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ ߨ used were 10,000 and 2 respectively. 
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 The Jacobian J of a set of n equations ݕ ൌ ݂ሺݔሻ, in n variables ݔଵ, … , ݔ௜, … , ݔ௡ is 
given by Equation (5.57). 
 
ࡶ ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ
߲ݕଵ
߲ݔଵ
ڮ
߲ݕଵ
߲ݔ௜
ڮ
߲ݕଵ
߲ݔ௡
ڭ ڰ ڭ ڭ
߲ݕ௜
߲ݔଵ
ڮ
߲ݕ௜
߲ݔ௜
ڮ
߲ݕ௜
߲ݔ௡
ڭ ڭ ڰ ڭ
߲ݕ௡
߲ݔଵ
ڮ
߲ݕ௡
߲ݔ௜
ڮ
߲ݕ௡
߲ݔ௡ے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(5.57)
 
 Computing the determinant of the Jacobian for Equations (5.54) and (5.55) as 
Equations (5.58-5.64), we see that the result is non-zero. When substituting a point 
into Equation (5.64), a positive Jacobian determinant implies that the 
transformation preserves orientation near a point, while a negative Jacobian 
determinant implies that the transformation reverses orientation. 
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  ߲ݔԢ
߲ݎ
ൌ ܿ
ݎ௜ െ
݋ݏߚ ൅
ݎ௕ܿ݋ݏߙ
ݎ௢
 (5.58)
 ߲ݔԢ
߲ߚ
ൌ െݎݏ݅݊ߚ 
߲ݕᇱ
߲ݎ
(5.59)
 
ൌ ݏ
ݎ௜ െ
݅݊ߚ ൅
ݎ௕ݏ݅݊ߙ
ݎ௢
 (5.60)
 ߲ݕᇱ
߲ߚ
ൌ ݎܿ݋ݏߚ (5.61)
 
ࡶ ൌ
ۏ
ێ
ێ
ۍܿ݋ݏߚ ൅
ݎ௕ܿ݋ݏߙ
ݎ௜ െ ݎ௢
െݎݏ݅݊ߚ
൅
ݎ௕ݏ݅݊ߙݏ݅݊ߚ
ݎ௜ െ ݎ௢
ݎܿ݋ݏߚ
ے
ۑ
ۑ
ې
 
(5.62)
 |ࡶ| ൌ ൬ܿ݋ݏߚ ൅
ݎ௕ܿ݋ݏߙ
ݎ௜ െ ݎ௢
൰ ݎݏ݅ ߚ
ݎ௕ݏ݅݊ߙ
௜ െ ݎ௢
ݎܿ݋ݏߚ ൅ ݊ ൬ݏ݅݊ߚ ൅
ݎ
൰ (5.63)
 |ࡶ| ൌ ݎ ൬1 ൅
ݎ௕ܿ݋ݏߙܿ݋ݏߚ
ݎ௜ െ ݎ௢
൅
ݎ௕ݏ݅݊ߙݏ݅݊ߚ
ݎ௜ െ ݎ௢
൰ (5.64)
 
 
5.10 AIRY STRESS FUNCTION DERIVED MEMBRANE PARALLEL 
DISPLACEMENTS 
 
This section verifies that the displacements ߳ parallel to the membrane 
neutral surface are derived from an Airy stress function φ in polar coordinates as 
presented in Section (3.3.2). This is a plane-stress problem. Equations (3.46-54) [32] 
are reproduced below as Equations (5.65-5.73) for clarity and as the derivation 
starting point. Also reproduced are Equations (3.55 as 5.74, 3.56-3.65 as 5.75-5.84, 
3.66-3.68 as 5.85-5.87, and 3.69-3.70 as 5.88-5.89). In Equations (5.65-5.73) and 
subsequent equations, ν is Poisson’s ratio. The derivations were computed 
symbolically using the MATLAB script files lateralAiryDerivation1.m and 
lateralAiryDerivation2.m. These are shown in Appendix B for reference. 
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ߪ௥௥ ൌ
1
ݎ
߲߶
߲ݎ
൅
1
ݎଶ
߲ଶ߶
߲ߠଶ
 (5.65)
 
ߪఏఏ ൌ
߶
߲ݎଶ
߲ଶ
 
ߪ௥ ൌ ߪఏ௥
߲
(5.66)
 
ఏ ൌ െ߲ݎ
൬
ݎ
1 ߲߶
߲ߠ
൰ (5.67)
 ߳ ൌ
1
ܧ௥௥
ሺߪ௥௥ ߥߪఏ ሻ 
ൌ
1
ܧ
െ ఏ
(5.68)
 ߳ఏఏ ሺߪ െ ߥߪ ௥ሻ 
׏థ
ସ ൌ ቆ
߲ଶ
߲ݎଶ
ఏఏ ௥
(5.69)
 
൅
1
ݎ
߲
߲ݎ
൅
1
ݎଶ
߲ଶ
߲ߠଶ
ቇቆ
߲ݎଶ
߲ଶ߶
൅
1
ݎ
߲߶
߲ݎ
൅
1
ݎଶ
߲ଶ߶
߲ߠଶ
ቇ (5.70)
 ߶ ൌ ݂ሺݎሻܿ݋ݏߠ (5.71)
 ߲߶
߲ߠ
ൌ െ݂ሺݎሻݏ݅݊ߠ (5.72)
 ߲ଶ߶
߲ߠଶ
ൌ െ݂ሺݎሻܿ݋ݏߠ (5.73)
 
The boundary condition ሺߪ௥௥ሻ௥ୀ௥೔ ൌ ܨ଻צcos  ߠ, which implies that ݂ሺߠሻ in 
Equation (5.70) must be ܿ݋ݏߠ. Substituting Equations (5.72-5.73) into Eq. (5.70) 
gives Equation (5.74) [31]. 
 
ቆ
݀ଶ
݀ݎଶ
൅
1
ݎ
݀
݀ݎ
െ
1
ݎଶ
ቇ ቆ
݀ଶ݂
݀ݎଶ
൅
1
ݎ
݂݀
݀ݎ
െ
1
ݎଶ
ቇ ൌ 0 (5.74)
 
The general form of the solution for this ODE is Equation (5.75). 
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  ߶ ൌ ൬ܥ ݎ ൅
ܥ
ݎଵ
ଷ ଶ ൅ ܥଷ ܥସݎ݈݋݃ݎ ܿ݋ ߠ 
߲߶
߲ݎ
ݎ ൅ ൰ ݏ (5.75)
 
ൌ ൬ ଶ െ
ܥଶ
ଶ3ܥଵݎ ݎ
൅ ܥଷ ܥସ݈݋݃ݎ ൅ ܥସ൰ ܿ݋ݏߠ ൅
߲ଶ߶
(5.76)
 
߲ݎଶ
ൌ ൬6ܥ ൅
2ܥଶ
ଵݎ ݎଷ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ (5.77)
 ߲߶
߲ߠ
ൌ െ൬ܥଵݎଷ ൅
ܥଶ
ݎ
൅ ܥଷݎ ൅ ܥସݎ݈݋݃ݎ൰ ݏ݅݊ߠ 
(5.78)
 ߲ଶ߶
ଶ߲ߠ
ൌ െ൬ܥଵݎ ൅
ܥଶ
ݎ
ଷ ൅ ܥ ݎ݈݋ ݎ ݏߠ ଷݎ ൅ ܥସ ݃ ൰ ܿ݋
ߪ௥௥ ൌ ൬3ܥଵݎ െ ܥଵݎ െ
ܥଶ
ݎଷ
(5.79)
 
െ
ܥଶ
ݎଷ
൅
ܥଷ
ݎ
െ
ܥଷ
ݎ
൅
ܥସ݈݋݃ݎ
ݎ
െ
ܥସ݈݋݃ݎ
ݎ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ 
(5.80)
 ߪ ൌ
ݎଷ௥௥
൬2ܥଵݎ െ
2ܥଶ ൅
ܥସ
ݎ
൰ ܿ݋ݏߠ (5.81)
 ߲
߲ݎ
൬
1
ݎ
߲߶
߲ߠ
൰ ൌ ൬െ2ܥଵݎ ൅
2ܥଶ
ଷݎ
െ
ܥସ
ݎ
൰ ݏ݅݊ߠ (5.82)
 ߪ௥ఏ ൌ ߪఏ௥ ൌ ൬2ܥଵݎ െ
2ܥଶ
ݎଷ
൅
ݎ
ܥସ൰ ݏ݅݊ߠ (5.83)
 ߪఏఏ ൌ ൬6ܥଵݎ ൅
2ܥଶ
ݎଷ
൅
ܥସ
ݎ
൰ ܿ݋ݏߠ (5.84)
 
The other two boundary conditions necessary to solve for the constants C1, C2, 
and C4, see Equations (5.85-5.87), are ሺߪ௥௥ሻ௥ୀ௥೚ ൌ 0 and ሺߪఏఏሻ௥ୀ௥೚ ൌ 0. 
 
ܥଵ ൌ
ܨ ݎଷ
൫ݎ
ଶ
଻צ ௜
2 ௢ଶ െ ݎ௜
ଶ൯
 
(5.85)  
 
ܥ ൌ െ
ܨ צݎ
ଷݎସ
ଶଶ
଻ ௜ ଴
2൫ݎ௢ଶ െ ݎ௜
ଶ൯
 
(5.86)  
 
ܥସ ൌ െ
2ܨ଻צݎ௜
ଷݎ଴
ଶ
൫ݎ௢ଶ െ ݎ௜
ଶ൯
ଶ 
(5.87)  
 
Now the mapping Equations (3.44-3.45) becomes Equations (5.88-5.89). 
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ݔ ݎ ൅ ߳௥ ሻܿ݋ݏሺߚ ൅ ߳ఏ ሻ ൅ ݎ௕ cos ߙ ቆ
ሺݎ ൅ ߳௥௥ሻ െ ݎ௢
ݎ௜ െ ݎ௢
ᇱ ൌ ሺ ௥ ఏ ቇ
ݕᇱ ൌ ሺݎ ൅ ߳௥௥ሻݏ݅݊ሺߚ ൅ ߳ఏఏሻ ൅ ݎ௕ sin ߙ ቆ
ሺݎ ൅ ߳௥௥ሻ െ ݎ௢
ݎ௜ െ ݎ௢
 (5.88)  
 
ቇ (5.89)  
 
 To generate Figures 5.31-5.35 Equations (5.65-5.89) were implemented in the 
MATLAB script file lateralAiryTest.m, which is shown in Appendix B for reference. 
In all cases, physical constants employed were Young’s modulus of 1x109 Nm-2 and 
Poisson’s ratio of 1. To construct all plots, the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 
0 ൑ ߚ ൑ 2ߨ used were 10 and 100 respectively in each direction. Figure 5.31 shows a 
top view of the deformation and ߪ௥௥ under the mapping with ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ 
rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A 0 N force is applied on the bounary ri in 
the plane of the membrane in the x-direction. Figure 5.32 depicts a top view of the 
deformation and ߪ௥௥ under the mapping with ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, 
ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A force of 100 N is applied on the bounary ri in the plane of 
the membrane in the x-direction. Figure 5.33 relates a top view of the deformation 
and ߪఏఏ under the mapping with ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and 
ݎ௢ ൌ 2 m. A force of 100 N is applied on the bounary ri in the plane of the membrane 
in the x-direction. Figure 5.34 presents a top view of the deformation and ߪ௥ఏ under 
the mapping with ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A 
force of 100 N is applied on the bounary ri in the plane of the membrane in the x-
direction. Finally, Figure 5.35 shows a top view of the deformation and ߪఏఏ under 
the mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ √
ଶ
ଶ
 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A 
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 force of 100 N is applied on the bounary ri in the plane of the membrane in the x-
direction. 
 
 
Figure 5.31. Top view of the deformation and ߪ௥௥  under the mapping with ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. Zero force is applied on the 
bounary ri in the plane of the membrane in the x-direction. 
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Figure 5.32. Top view of the deformation and ߪ௥௥  under the mapping with ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A force of 100 N is applied on 
the bounary ri in the plane of the membrane in the x-direction. 
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Figure 5.33. Top view of the deformation and ߪఏఏ under the mapping with ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A force of 100 N is applied on 
the bounary ri in the plane of the membrane in the x-direction. 
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Figure 5.34. Top view of the deformation and ߪ௥ఏ  under the mapping with ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A force of 100 N is applied on 
the bounary ri in the plane of the membrane in the x-direction. 
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Figure 5.35. Top view of the deformation and ߪఏఏ  under the mapping with ߙ ൌ
గ
ସ
 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ √
ଶ
ଶ
 m, ݎ௜ ൌ 0.9 m, and ݎ௢ ൌ 2 m. A force of 100 N is applied 
on the bounary ri in the plane of the membrane in the x-direction. 
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 5.11 COMPLETE GENERAL SOLUTION OF THE BIHARMONIC EQUATION IN 
POLAR COORDINATES - SURFACE FIT 
 
In this section, we verify that Equation (3.94) correctly fits the deformed 
membrane. Equation (3.94), the complete solution of the biharmonic equation in 
polar coordinates, is reproduced below as Equation (5.90) for clarity. All distance 
units in this section are in meters. 
 ݓሺݎ, ߠሻ ൌ ܣ଴݈݋݃ݎ ൅ ܤ଴ݎଶ ൅ ܥ଴ݎଶ݈݋݃ݎ ൅ ܦ଴ ൅ ܦ଴כݎଶߠ ൅ ܣ଴ᇱ ߠ 
൅
ܣଵ
2
ݎߠݏ݅݊ߠ ൅ ቆܣכݎ ൅ ܤଵݎଷ ൅
ܣଵ
ᇱ
ݎ
൅ ܤଵ
ᇱݎ݈݋݃ݎቇ ܿ݋ݏߠ
െ
ܥଵ
2
ݎߠܿ݋ݏߠ ൅ ቆܤכݎ ൅ ܦଵݎଷ ൅
ܥଵ
ᇱ
ݎ
൅ ܦଵ
ᇱݎ݈݋݃ݎቇ ݏ݅݊ߠ 
൅෍ሺܣ௡ݎ௡ ൅ ܤ௡ݎଶା௡ ൅ ܣ௡ᇱ ݎି௡ ൅ ܤ௡ᇱ ݎଶି௡ሻcosሺ݊ߠሻ
ஶ
௡ୀଶ
 
൅෍ሺܥ௡ݎ௡ ൅ ܦ௡ݎଶା௡ ൅ ܥ௡ᇱ ݎି௡ ൅ ܦ௡ᇱ ݎଶି௡ሻsinሺ݊ߠሻ
ஶ
௡ୀଶ
 
(5.90)
 
The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. The initiating MATLAB script 
file was michellFitTest.m. The employed parameters are listed in Table. 5.6. 
Table 5.6. Verification 5.11 parameters. 
 
Parameter Value Description 
ri (m)  2x10-3 Piston radius 
ro (m) 5x10-3 Membrane radius 
h (m) -28x10-6 Maximum membrane 
displacement 
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Within the michellFitTest.m script file, vectors consisting of r and θ values 
were created, where ݎ௜ ൑ ݎ ൑ ݎ௢, and 0 ൑ ߠ ൑ 2ߨ. The number of equally spaced 
divisions used in each case was 10. The mapping, constituting Equations (5.54) and 
(5.55), was then applied. Membrane displacement was computed next using 
Equation (5.90). 
Two methods of surface fit were considered. The first and second were 
implemented in the script files michellFit.m and michellFit2.m respectively. These 
are contained in Appendix A for reference. 
The michellFit.m script file used Equations (3.96-3.107) to perform the 
surface fit. Equations (3.96-3.107) are repeated below as Equations (5.91-5.102) for 
clarity. Given a membrane displacement, we can solve for the unknown coefficients 
x using Equation (5.91). In Equations (5.91-5.102), 1 ൑ ݅ ൑ ݊ is the mode index, and 
1 ൑ ݆ ൑ ݉ is the data point index. A is concatenated column-wise from A1-A6 as in 
Equation (5.98) and x is concatenated as in Equation (5.101). 
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  ࢞ ൌ ࡭ିଵ்࢝ (5.91)  
 
࡭૚ ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ ݈݋݃ݎଵ ݎଵଶ ݎଵଶ݈݋݃ݎଵ 1 ݎଵଶߠଵ ߠଵ
ݎଵߠଵ sin ߠଵ
2
ݎଵܿ݋ݏߠଵ ݎଵ
ଷܿ݋ݏߠଵ
ܿ݋ݏߠଵ
ݎଵ
ݎଵ݈݋݃ݎଵܿ݋ݏߠଵ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
݈݋݃ݎ௝ ݎ௝
ଶ ݎ௝
ଶ݈݋݃ݎ௝ 1 ݎ௝
ଶߠ௝ ߠ௝
ݎ௝ߠ௝ sin ߠ௝
2
ݎ௝ܿ݋ݏߠ௝ ݎ௝
ଷܿ݋ݏߠ௝
ܿ݋ݏߠ௝
ݎ௝
ݎ௝݈݋݃ݎ௝ܿ݋ݏߠ௝
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
݈݋݃ݎ ݎ௠ଶ ݎ௠ଶ݈݋݃ݎ௠ 1 ݎ௠ଶߠ௠ ߠ
ݎ௠ߠ௠ sin ߠ௠
2௠ ௠
ݎ௠ܿ݋ݏߠ௠ ݎ௠ଷܿ݋ݏߠ௠
ܿ݋ݏߠ௠
ݎ௠
ݎ௠݈݋݃ݎ௠ܿ݋ݏߠ௠ے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(5.92)  
 ࡭૛
ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ െ
ݎଵߠଵܿ݋ݏߠଵ
2
ݎଵݏ݅݊ߠଵ ݎଵ
ଷݏ݅݊ߠଵ
ݏ݅݊ߠଵ
ݎଵ
ݎଵ݈݋݃ݎଵݏ݅݊ߠଵ ݎଵଶcosሺ2ߠሻ ڮ ݎଵ
௜cosሺ݅ߠሻ ڮ ݎଵ
௡cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ݎ௝ߠ௝ܿ݋ݏߠ௝
2
ݎ௝ݏ݅݊ߠ௝ ݎ௝
ଷݏ݅݊ߠ௝
ݏ݅݊ߠ௝
ݎ௝
ݎ௝݈݋݃ݎ௝ݏ݅݊ߠ௝ ݎ௝
ଶcosሺ2ߠሻ ڮ ݎ௝
௜cosሺ݅ߠሻ ڮ ݎ௝
௡cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ݎ௠ߠ ܿ௠ ݋ݏߠ௠
2
ݎ ݏ݅݊ߠ௠ ݎ௠ଷݏ݅݊ߠ௠
ݏ݅ ߠ
ݎ௠
௠
݊ ௠ ݎ௠݈݋݃ݎ௠ ݅݊ߠ௠ ݎ௠ଶcos ሻ ڮ ݎ௠௜ cosሺ ሻ ڮ ݎ௠௡cosሺ݊ߠ ے
ݏ ሺ2ߠ ݅ߠ ሻۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(5.93)  
 
࡭૜ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍݎଵ
ସ cosሺ2ߠሻ ڮ ݎଵ
ଶା௜cosሺ݅ߠሻ ڮ ݎଵ
ଶା௡cosሺ݊ߠሻ ݎଵିଶcosሺ2ߠሻ ڮ ݎଵ
ି௜ cosሺ݅ߠሻ ڮ ݎଵ
ି௡ cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
ݎ௝
ସcosሺ2ߠሻ ڮ ݎ௝
ଶା௜cosሺ݅ߠሻ ڮ ݎ௝
ଶା௡cosሺ݊ߠሻ ݎ௝
ିଶ cosሺ2ߠሻ ڮ ݎ௝
ି௜ cosሺ݅ߠሻ ڮ ݎ௝
ି௡ cosሺ݊ߠሻ
ڭ ڭ
ݎ௠ସcos
ڭ ڭ ڭ ڭ
ሺ2ߠሻ ڮ ݎ௠ଶା௜cosሺ݅ߠሻ ڮ ݎ௠ଶା௡cosሺ݊ߠሻ ݎ௠ିଶ cosሺ2ߠሻ ڮ ݎ௠ି௜cos ሺ݅ߠሻ ڮ ݎ௠ି௡ cosሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(5.94)  
 
ۯ૝ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ1 ڮ ݎଵ
ଶି௜ cosሺ݅ߠሻ ڮ ݎଵ
ଶି௡ cosሺ݊ߠሻ ݎଵଶsinሺ2ߠሻ ڮ ݎଵ
௜sinሺ݅ߠሻ ڮ ݎଵ
௡sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
1 ڮ ݎ௝
ଶି௜ cosሺ݅ߠሻ ڮ ݎ௝
ଶି௡ cosሺ݊ߠሻ ݎ௝
ଶsinሺ2ߠሻ ڮ ݎ௝
௜sinሺ݅ߠሻ ڮ ݎ௝
௡sinሺ݊ߠሻ
ڭ
ଶି௡
ڭ ڭ ڭ ڭ ڭ
1 ڮ ݎ௠ଶି௜ cosሺ݅ߠሻ ڮ ݎ௠ cosሺ݊ߠሻ ݎ௠ଶsinሺ2ߠሻ ڮ ݎ௠௜ sinሺ݅ߠሻ ڮ ݎ௠௡sinሺ݊ߠሻے
ۑ
ۑ
ۑ
ۑ
ې
 
(5.95)  
 
࡭૞ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍݎଵ
ସ sinሺ2ߠሻ ڮ ݎଵ
ଶା௜sinሺ݅ߠሻ ڮ ݎଵ
ଶା௡sinሺ݊ߠሻ ݎଵିଶsinሺ2ߠሻ ڮ ݎଵ
ି௜sin ሺ݅ߠሻ ڮ ݎଵ
ି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
ݎ௝
ସsinሺ2ߠሻ ڮ ݎ௝
ଶା௜sinሺ݅ߠሻ ڮ ݎ௝
ଶା௡sinሺ݊ߠሻ ݎ௝
ିଶ sinሺ2ߠሻ ڮ ݎ௝
ି௜ sinሺ݅ߠሻ ڮ ݎ௝
ି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ
ݎ௠ସsinሺ2ߠሻ ڮ ݎ௠ଶା௜sinሺ݅ߠ ሺ݅ߠሻ ڮ ݎ௠ି௡ sinሺ݊ߠሻے
ڭ
ሻ ڮ ݎ௠ଶା௡sinሺ݊ߠሻ ݎ௠ିଶ sinሺ2ߠሻ ڮ ݎ௠ି௜sin
ۑ
ۑ
ۑ
ۑ
ې
 
(5.96)  
 
࡭૟ ൌ
ۏ
ێ
ێ
ێ
ێ
ۍ1 ڮ ݎଵ
ଶି௜ sinሺ݅ߠሻ ڮ ݎଵ
ଶି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ
1 ڮ ݎ௝
ଶି௜ sinሺ݅ߠሻ ڮ ݎ௝
ଶି௡ sinሺ݊ߠሻ
௜ ሺ ሻ ݎ s nሺ݊ߠሻے
ڭ ڭ ڭ
1 ڮ ݎ௠ଶି sin ݅ߠ ڮ ௠ଶି௡ i
ۑ
ۑ
ۑ
ۑ
ې
 
(5.97)  
 ࡭ ൌ ሾ࡭૚࡭૛࡭૜࡭૝࡭૞࡭૟ሿ (5.98)  
 ࢞૚ ൌ ሾܣ଴ܤ଴ܥ଴ܦ଴ܦ଴כܣ଴ᇱ ܣଵܣכ ଵܤ ܣଵᇱ ܤଵᇱܥଵ כܦଵܥଵᇱ ଵᇱܤ ܦ ܣଶڮܣ௜ڮܣ௡ܤଶڮܤ௜ڮܤ௡ሿ 
࢞૛ ൌ ሾ
(5.99)  
 ܣଶᇱ ڮܣ௜ᇱڮܣ௡ᇱ ܤଶᇱڮܤ௜ᇱڮܤ௡ᇱ ܥଶ ܦ௜ڮܦ௡ܥଶᇱڮܥ௜ᇱڮܥ௡ᇱܦଶᇱڮܦ௜ᇱڮܦ௡ᇱ ሿ ڮܥ௜ڮܥ௡ܦଶڮ
ሾ
(5.100)  
 ࢞ ൌ ࢞૚࢞૛ሿ் (5.101)  
 ࢝ ൌ ൣݓଵሺݎଵ, ߠଵሻڮݓ௝൫ݎ௝, ߠ௝൯ڮݓ௠ሺݎ௠, ߠ௠ሻ൧
் (5.102)  
 
 The michellFit2.m script file used Equations (5.91-5.102) and Equations 
(5.104-5.111) to perform the surface fit. The primary difference between the 
michellFit.m and michellFit2.m script files was the incorporation of boundary 
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 conditions, Equations (5.34) and (5.35), into the surface fit determination in the 
michellFit2.m script file. 
The boundary condition case is found by taking the derivative of Equation 
(5.90) with respect to r as shown in Equation (5.103). Equations (5.104-5.111) show 
the boundary condition case and the distinction from Equations (5.91-5.102). In the 
script file michellFit2.m, Equations (5.91-5.102) and (5.104-5.111) were only 
evaluated at the points ݎ ൌ ݎ௜ and ݎ ൌ ݎ௢. 
 ߲ݓ
߲ݎ
ൌ
ܣ଴
ݎ
൅ 2ܤ଴ݎ ൅ ܥ଴ݎሺ2݈݋݃ݎ ൅ 1ሻ ൅ 2ܦ଴
כݎߠ ൅
ܣଵߠݏ݅݊ߠ
2
൅ቆܣכ ൅ 3ܤଵݎଶ െ
ܣଵ
ᇱ
ݎଶ
൅ ܤଵ
ᇱሺ݈݋݃ݎ ൅ 1ሻ ቇ ܿ݋ݏߠ 
െ
ܥଵߠܿ݋ݏߠ
2
൅ ൭ܤכ ൅ 3ܦଵݎଶ െ
ܥଵ
ᇱ
2
൅ ܦଵ
ᇱሺ݈݋݃ݎ ൅ 1ሻ൱ sinߠ 
൅൫ܣ௡ݎ௡݊ ൅ ܤ௡ݎଶା௡ሺ2 ൅ ݊ሻ െ ܣ௡ᇱ ݎି௡݊ ൅ ܤ௡ᇱ ݎଶି௡ሺ2 െ ݊ሻ൯
cosሺ݊ߠሻ
ݎ
 
൅൫ܥ௡ݎ௡݊ ൅ ܦ௡ݎଶା௡ሺ2 ൅ ݊ሻ െ ܥ௡ᇱ ݎି௡݊ ൅ ܦ௡ᇱ ݎଶି௡ሺ2 െ ݊ሻ൯
sinሺ݊ߠሻ
ݎ
 
(5.103)
 
Using the michellFit2.m script, given a membrane displacement, we can 
solve for the unknown coefficients x using Equation (5.91). In Equations (5.91-
5.102) and (5.104-5.111), 1 ൑ ݅ ൑ ݊ is the mode index, and 1 ൑ ݆ ൑ ݉ is the data 
point index. A is concatenated column-wise from A1-A12 as in Equation (5.110) and x 
is concatenated as in Equation (5.101). 
175 
 
  
࡭ૠ ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ
1
ݎଵ
2ݎଵ ݎଵሺ2݈݋݃ݎଵ ൅ 1ሻ 0 2ݎଵߠଵ 0
ߠଵ sin ߠଵ
2
ܿ݋ݏߠଵ 3ݎଵଶܿ݋ݏߠଵ െ
ܿ݋ݏߠଵ
ݎଵ
ଶ ܿ݋ݏߠଵሺ݈݋݃ݎଵ ൅ 1ሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
1
ݎ௝
2ݎ௝ ݎ௝ሺ2݈݋݃ݎ௝ ൅ 1ሻ 0 2ݎ௝ߠ௝ 0
ߠ௝ sin ߠ௝
2
ܿ݋ݏߠ௝ 3ݎ௝
ଶܿ݋ݏߠ௝ െ
ܿ݋ݏߠ௝
ݎ௝
ଶ ܿ݋ݏߠ௝൫݈݋݃ݎ௝ ൅ 1൯
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
1
ݎ௠
2௥௠ ݎ௠ሺ2݈݋݃ݎ௠ ൅ 1ሻ 0 2ݎ௠ߠ௠ 0
ߠ௠ sin ߠ௠
2
ܿ݋ݏߠ௠ 3ݎ௠ଶܿ݋ݏߠ௠ െ
ܿ݋ݏߠ௠
ݎଶ௠
ܿ݋ݏߠ௠ሺ݈݋݃ݎ௠ ൅ 1ሻے
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ۑ
ې
 
(5.104)
 ࡭ૡ
ൌ
ۏ
ێ
ێ
ێ
ێ
ێ
ێ
ێ
ۍ െ
ߠଵܿ݋ݏߠଵ
2
ݏ݅݊ߠଵ 3ݎଵଶݏ݅݊ߠଵ
ݏ݅݊ߠଵ
ݎଵ
ଶ ݏ݅݊ߠଵሺ݈݋݃ݎଵ ൅ 1ሻ 2ݎଵcosሺ2ߠሻ ڮ ݅ݎଵ
௜ିଵcosሺ݅ߠሻ ڮ ݊ݎଵ
௡ିଵcosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ߠ௝ܿ݋ݏߠ௝
2
ݏ݅݊ߠ௝ 3ݎ௝
ଶݏ݅݊ߠ௝
ݏ݅݊ߠ௝
ݎ௝
ଶ ݏ݅݊ߠ௝൫݈݋݃ݎ௝ ൅ 1൯ 2ݎ௝cosሺ2ߠሻ ڮ ݅ݎ௝
௜ିଵcosሺ݅ߠሻ ڮ ݊ݎ௝
௡ିଵcosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ ڭ ڭ
െ
ߠ௠ܿ݋ݏߠ௠
2
ݏ݅݊ߠ௠ 3ݎ௠ଶݏ݅݊ߠ௠
ݏ݅݊ߠ௠
ݎ௠ଶ
ݏ݅݊ߠ௠ሺ݈݋݃ݎ௠ ൅ 1ሻ 2ݎ௠cosሺ2ߠሻ ڮ ݅ݎ௠௜ିଵcosሺ݅ߠሻ ڮ ݊ݎ௠௡ିଵcosሺ݊ߠሻے
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ۑ
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ۑ
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ۑ
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 ࡭ૢ
ൌ
ۏ
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ێ
ێ
ێ
ۍ4ݎଵ
ଷ cosሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎଵ
௜ାଵcosሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎଵ
௡ାଵcosሺ݊ߠሻ െ2ݎଵ
ିଷcosሺ2ߠሻ ڮ െ݅ݎଵ
ି௜ିଵ cosሺ݅ߠሻ ڮ െ݊ݎଵ
ି௡ିଵ cosሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
4ݎ௝
ଷcosሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௝
௜ାଵcosሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௝
௡ାଵcosሺ݊ߠሻ െ2ݎ௝
ିଷ cosሺ2ߠሻ ڮ െ݅ݎ௝
ି௜ିଵ cosሺ݅ߠሻ ڮ െ݊ݎ௝
ି௡ିଵ cosሺ݊ߠሻ
4ݎ௠ଷco
ڭ ڭ ڭ ڭ ڭ ڭ
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ۍ0 ڮ
ሺ2 െ ݅ሻݎଵ
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ڭ ڭ ڭ ڭ ڭ ڭ
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 ࡭૚૚
ൌ
ۏ
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ێ
ێ
ێ
ۍ4ݎଵ
ଷ sinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎଵ
௜ାଵsinሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎଵ
௡ାଵsinሺ݊ߠሻ െ2ݎଵ
ିଷsinሺ2ߠሻ ڮ െ݅ݎଵ
ି௜ିଵsin ሺ݅ߠሻ ڮ െ݊ݎଵ
ି௡ିଵ sinሺ݊ߠሻ
ڭ ڭ ڭ ڭ ڭ ڭ
4ݎ௝
ଷsinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௝
௜ାଵsinሺ݅ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௝
௡ାଵsinሺ݊ߠሻ െ2ݎ௝
ିଷ sinሺ2ߠሻ ڮ െ݅ݎ௝
ି௜ିଵ sinሺ݅ߠሻ ڮ െ݊ݎ௝
ି௡ିଵ sinሺ݊ߠሻ
ڭ ڭ ڭ
4ݎ௠ଷsinሺ2ߠሻ ڮ ሺ2 ൅ ݅ሻݎ௠௜ାଵsinሺ݅ ڮ െ݊ݎ௠ି௡ିଵ sinሺ݊ߠሻے
ڭ ڭ ڭ
ߠሻ ڮ ሺ2 ൅ ݊ሻݎ௠௡ାଵsinሺ݊ߠሻ െ2ݎ௠ିଷ sinሺ2ߠሻ ڮ െ݅ݎ௠ି௜ିଵsinሺ݅ߠሻ
ۑ
ۑ
ۑ
ۑ
ې
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ێ
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ۍ0 ڮ
ሺ2 െ ݅ሻݎଵ
ଵି௜ sinሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎଵ
ଵି௡ sinሺ݊ߠሻ
ڭ ڭ ڭ
0 ڮ ሺ2 െ ݅ሻݎ௝
ଵି௜ sinሺ݅ߠሻ ڮ ሺ2 െ ݊ሻݎ௝
ଵି௡ sinሺ݊ߠሻ
ሺ ଵି s ݅ ݊ሻݎ ௡ s ݊ߠ ے
ڭ ڭ ڭ
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 ࡭ ൌ ሾ࡭૚࡭૛࡭૜࡭૝࡭૞࡭૟࡭ૠ࡭ૡ࡭ૢ࡭૚૙࡭૚૚࡭૚૛ሿ (5.110)
 ࢝ ൌ ቂ݄ڮ ௝݄ڮ݄௠
ଶ
0ڮ0௝ڮ0௠
ଶ
ڮ0ڮ0௝ڮ0௠ቃ
்
 (5.111)
 
In both the michellFit.m and michellFit2.m script files, the economy sized 
singular value decomposition (SVD) was used in several steps to solve for the 
unknown coefficients x using Equation (5.91). The SVD effects a total least squares 
minimization R2, minimizing the sum of the residual squares, on Equation (5.91), as 
shown in Equation (5.112). 
176 
 
  
ܴଶ ൌ෍൭ݓ௝ െ෍ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(5.112)
 
In the first step, the MATLAB SVD routine (Equation (5.113)), decomposed 
the matrix A into three matrices U, S, and V, where U and V are unitary matrices. 
In the economy sized decomposition, if A has dimensions nxm, then S is a diagonal 
matrix with dimensions nxn, U is a matrix with dimensions nxm, and V is a matrix 
with dimensions mxm. A unitary matrix is one that obeys Equation (5.114), where 
the complex conjugate transpose of the matrix UH equals the inverse of the matrix 
U-1. The second SVD step was to compute the inverse of S, S-1. Since S is a diagonal 
matrix, the inverse is simply the reciprocal of the diagonal elements as per 
Equation (5.115). In this case, S-1 is a column vector with dimensions mx1. In the 
third step, the vector c, also a column vector with dimensions mx1, is found using 
Equation (5.116). Fourth, the column vector y, with dimensions mx1, is computed as 
the dot product of c and S-1, per Equation (5.117). Finally, the unknown column 
vector of coefficients x, with dimensions mx1, is found using Equation (5.118). 
 ࡭ ൌ ࢁࡿࢂ
ࢁ۶ ൌ ૚ 
T (5.113)
 ࢁି
ିଵ 1
(5.114)
 ࡿ ൌ
௜ܵ௜
 (5.115)
 ࢉ ൌ ࢁ்࢝ (5.116)
 ࢟ ଵൌ ࢉ · ࡿି  (5.117)
 ࢞ ൌ ࢂ࢟ (5.118)
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  Prior to use in the michellFit.m and michellFit2.m script files, the above SVD 
method was tested using the script file SVDTest.m. 
Both michellFit.m and michellFit2.m iterated the number of modes employed 
to determine the minimum residual. Residuals were computed as the L2-norm 
between the input points and boundary conditions and the fit derived points using 
Equation (5.119). 
 
ܴ ൌ ඩ෍൭ݓ௝ െ෍ܣ௝௜ݔ௝
௡
௜ୀଵ
൱
ଶ௠
௝ୀଵ
 
(5.119)
 
 With the mapping constants not applied, the fit generated by the 
michellFit.m script file terminated using 1 mode and a residual R = 1.57339x10-6. 
The fit generated by the michellFit2.m script file terminated using 1 mode and an R 
= 2.25448x10-6. In both cases the low residuals indicate a very close approximation 
of the fit to the true displacement function. 
With the mapping constants applied, the fit generated by the michellFit.m 
script file terminated using 1 mode and a residual R = 1.57339x10-6. The fit 
generated by the michellFit2.m script file terminated using 1 mode and an R = 
2.25448x10-6. In both cases the low residuals indicate a very close approximation of 
the fit to the true displacement function. 
Fit residuals associated with fit type, mode, and mapping constants used are 
summarized below in Table 5.7. 
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 Table 5.7. Fit residuals with fit type, mode, and mapping constants used. 
Fit Type n α R 
1 1 0  1.57339x10-6 
2 1 0 
ߨ
2.25448x10-6 
1 1 
4
 1.57339x10-6 
2 1 ߨ
4
 2.25448x10-6 
 
 The MATLAB script file michellGenerate.m (listed in Appendix A) was 
utilized to plot the fits. As seen in Figure. 5.36, the initial 10 division fit was plotted 
as cross-hair markers. In the initial fit, ߙ ൌ 0°, and ݎ௕ ൌ 0. In addition, to check fit 
convergence, the number of r and θ divisions was increased to 50 and plotted using 
the 10 division fit as the surface present in Figure 5.36. Figure 5.37 depicts a 
perspective view of the surface fit under the mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ 2ߨ rad, 
ݎ௕ ൌ 1ݔ10ିଷ ݉, ݎ௜ ൌ 2ݔ10ିଷ m, ݎ௢ ൌ 5ݔ10ିଷ m, and ݄ ൌ െ28ݔ10ିହ m. The cross-hair 
markers indicate the initial fit, where the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 
0 ൑ ߚ ൑ 2ߨ used were 10 in each direction. The surface depicts fit convergence, 
where the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 50 in each 
direction. Figure 5.38 relates a side view of Figure 5.37. 
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Figure 5.36. Perspective view of the surface fit under the mapping with ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ 2ݔ10ିଷ  m, ݎ௢ ൌ 5ݔ10ିଷ  m, and ݄ ൌ െ28ݔ10ିହ  m. 
The cross-hair markers indicate the initial fit, where the number of divisions 
ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 10 in each direction. The surface depicts fit 
convergence, where the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 50 
in each direction. 
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Figure 5.37. Perspective view of the surface fit under the mapping with ߙ ൌ గ
ସ
 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 1ݔ10ିଷ m, ݎ௜ ൌ 2ݔ10ିଷ m, ݎ௢ ൌ 5ݔ10ିଷ m, and ݄ ൌ െ28ݔ10ିହ 
m, with all distance units in meters. The cross-hair markers indicate the initial fit, 
where the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢ and 0 ൑ ߚ ൑ 2ߨ  used were 10 in each 
direction. The surface depicts fit convergence, where the number of divisions 
ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 50 in each direction. 
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Figure 5.38. Side view of the surface fit under the mapping with ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑
2ߨ  rad, ݎ௕ ൌ 1ݔ10ିଷ  m, ݎ௜ ൌ 2ݔ10ିଷ  m, ݎ௢ ൌ 5ݔ10ିଷ  m, and ݄ ൌ െ28ݔ10ିହ  m. The 
cross-hair markers indicate the initial fit, where the number of divisions ݎ௜ ൑ ݎ ൑
ݎ௢ and 0 ൑ ߚ ൑ 2ߨ  used were 10 in each direction. The surface depicts fit 
convergence, where the number of divisions ݎ௜ ൑ ݎ ൑ ݎ௢and 0 ൑ ߚ ൑ 2ߨ used were 50 
in each direction. 
 
5.12 COMPLETE GENERAL SOLUTION OF THE BIHARMONIC EQUATION IN 
POLAR COORDINATES – STRESS 
 
In this section we verify that the partial derivatives of Eq. (3.94) can be taken 
to find the moment equations M, vertical shear forces Q, and then the stresses σ, as 
in Equations (3.124-3.132) [36]. The operation of the MATLAB code written for this 
verification is described below. The code is listed in Appendix B for reference unless 
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 otherwise indicated. The initiating MATLAB script file was stressTest.m. The 
employed parameters are listed in Table. 5.8. 
Table 5.8. Verification 5.12 parameters. 
 
Parameter Value Description 
ri (m)  2x10-3 Piston radius 
ro (m) 5x10-3 Membrane radius 
h (m) -28x10-6 Maximum membrane 
displacement 
thk (m) 200x10-6 Membrane thickness 
E (Nm-2) 2.5x109 Membrane material 
Young’s modulus 
ν 0.34 Membrane material 
Poisson’s ratio 
 
Within the stressTest.m script file, moments, vertical shear forces, and 
stresses were first computed analytically and then numerically using the surface fit 
techniques described in Section 5.11. The analytical and numerical stresses were 
then compared for consistency. Equations (3.124-3.125) and (3.130-3.131) for ܯ௥௥, 
ܯఏఏ, ߪ௥௥, and ߪఏఏwere derived for the axisymmetric case using the script file 
stressTestDerivation.m. డ௪
డఏ
ൌ ܯ௥ఏ ൌ ߪ௥ఏ ൌ 0 in the axisymmetric case. The resulting 
equations are listed below as Equations (5.120-5.125). Note that stresses used are 
those above the neutral surface. The stresses below the neutral surface have 
opposite sign and possess the same magnitude. 
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  ߲ݓ
߲ݎ
ൌ 4
݄൫ݎଶሺݎଶ െ ݎ௜
ଶ െ ݎ௢ଶሻ ൅ ݎ௢ଶݎ௜
ଶ൯
ݎ ݎସ ଶ ଶ݈݋݃ ݎ௜ቀെ ௜ ൅ 4ݎ௢ ݎ௜ ቀݎ௢
ቁ ൅ ݎ௢ସቁ
 
(5.120)
 ߲ଶݓ
߲ݎଶ
ൌ 4
݄൫ݎଶ൫3ݎଶ െ ݎ௜
ଶ െ ݎ௢ଶ൯ ൅ ݎ௢ଶݎ௜
ଶ൯
ݎଶ ቀെݎ௜
ସ ൅ 4ݎ௢ଶݎ௜
ଶ݈݋݃ ቀݎ௜ݎ௢
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ൌ െ
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 ߪఏఏ
ൌ െ
24ܦ௙݄൫ݎଶሺݎଶ െ ݎ௜
ଶ െ ݎ௢ଶሻ െ ݎ௢ଶݎ௜
ଶ ൅ ߥݎଶ൫3ݎଶ െ ݎ௜
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ଶ൯
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(5.125)
 
Within the stressTest.m script, vectors consisting of r and θ values were first 
created, where ݎ௜ ൑ ݎ ൑ ݎ௢, and 0 ൑ ߠ ൑ 2ߨ. The number of equally spaced divisions 
used in each case was 100. The mapping, constituting Equations (5.54) and (5.55), 
was then applied. Next, Equations (3.71) and (3.72) were used to find r’ and θ‘. 
Membrane displacement was computed subsequently using Equation (5.51) with r, 
because the mapping took care of the transformation. Then, ߪ௥௥and ߪఏఏwere 
determined with r’ substituted for r using Equations (5.124) and (5.125) 
respectively. 
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 The process of determining numerical stress solutions began by calling the 
compMemStress2.m script file (see Appendix A). Within the compMemStress2.m 
script, either the michellFit.m or michellFit2.m functions were called, per user 
selection, to perform the surface fit. In general, fit type 2 (michellFit2.m) and not fit 
type 1 (michellFit.m) was employed as it has the least residual. The r and θ points 
were input into these functions. Then the function michellDerivatives.m was called 
using the r’ and θ’ points. The michellDerivatives.m function computed the partial 
derivatives of the complete solution of the biharmonic equation in polar coordinates. 
These partial derivatives were derived using the script file michellDerivation.m. 
The equations employed were Equations (5.126-5.132). The partial derivatives as 
shown in the equations were derived using the genSolnBiHarmonicDerivative.m 
script file. డ௪
డ௥
 is already shown in Equation (5.123), so it is not included below. Once 
the partial derivatives are returned from the michellDerivatives .m function, the 
moments, vertical shear forces, and stresses are computed using Equations (3.124-
3.132). 
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  ߲ଶݓ
߲ݎଶ
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߲ߠ
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െܥଵݎଶߠݏ݅݊ߠ െ 2ܿ݋ݏߠܤכݎଶ െ 2ܿ݋ݏߠܦଵݎସ 
െ2ܿ݋ݏߠܥଵ
ᇱ െ 2ܿ݋ݏߠܦଵ
ᇱݎଶ݈݋݃ݎ 
൅ሺ෍ 2sinሺ݊ߠሻ ݊ݎଵା௡ܣ௡ ൅ 2 sinሺ݊ߠሻ ݊ݎଷା௡ܤ௡
ஶ
௡ୀଶ
 
൅2 sinሺ݊ߠሻ ݊ݎଵି௡ܣ௡ᇱ ൅ 2 sinሺ݊ߠሻ ݊ݎଷା௡ܤ௡ᇱ  
െ2 cosሺ݊ߠሻ ݊ݎଵା௡ܥ௡ െ 2 cosሺ݊ߠሻ ݊ݎଷା௡ܦ௡
ሻ ݊ݎଵି௡ܥᇱ െ 2 cosሺ݊ߠሻ ݊ݎଷି௡ܦ௡ᇱ ሻሻ/ݎ െ2 cosሺ݊ߠ ௡
߲ଶݓ
߲ߠଶ
(5.127)
 
ൌ
ߠݎ
2
ሺܥଵܿ݋ݏߠ െ ܣଵݏ݅݊ߠሻ ൅ ܣଵݎܿ݋ݏߠ
െቆܤכݎ ൅ ܦଵݎଷ ൅
ܥଵ
ᇱ
ݎ
൅ ܦଵݎ݈݋݃ݎቇ ݏ݅݊ߠ 
െ ቆܣכݎ ൅ ܤଵݎଷ ൅
ܣଵ
ᇱ
ݎ
൅ ܤଵ
ᇱݎ݈݋݃ݎቇ ܿ݋ݏߠ 
൅ܥଵݎݏ݅݊ߠ 
െ෍ሺܣ௡ݎ௡ ൅ ܤ௡ݎଶା௡ ൅ ܣ௡ᇱ ݎି௡ ൅ ܤ௡ᇱ ݎଶି௡ሻ cosሺ݊ߠሻ ݊ଶ
ஶ
௡ୀଵ
 
൅ሺܥ௡ݎ௡ ൅ ܦ௡ݎଶା௡ ൅ ܥ௡ᇱ ݎି௡ ൅ ܦ௡ᇱ ݎଶି௡ሻ sinሺ݊ߠሻ ݊ଶ 
(5.128)
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  ߲ଶݓ
߲ݎ߲ߠ
ൌ
1
2
ሺܣଵߠܿ݋ݏߠݎଶ ൅ ܣଵݏ݅݊ߠݎଶ ൅ 2ݏ݅݊ߠܣଵ
ᇱ ൅ ܥଵߠݏ݅݊ߠݎଶ 
െ2ݏ݅݊ߠܤଵ
ᇱ ݈݋݃ݎݎଶ ൅ 2ܿ݋ݏߠܦଵ
ᇱ݈݋݃ݎݎଶ 
െܥଵܿ݋ݏߠݎଶ െ 2ݏ݅݊ߠܣכݎଶ െ 6ݏ݅݊ߠܤଵݎସ ൅ 4ܦ଴
כݎଷ െ 2ܿ݋ݏߠܥଵ
ᇱ 
െ2ݏ݅݊ߠܤଵ
ᇱݎଶ െ 2ܿ݋ݏߠܤכݎଶ ൅ 6ܿ݋ݏߠܦଵݎସ ൅ 2ܿ݋ݏߠܦଵ
ᇱݎଶ 
൅෍ 4cosሺ݊ߠሻ ݊ݎଷା௡ܦ௡ െ 4 sinሺ݊ߠሻ ݊ݎଷା௡ܤ௡
ஶ
௡ୀଶ
 
൅2 cosሺ݊ߠሻ ݊ଶݎଷା௡ܦ௡ െ 2 sinሺ݊ߠሻ ݊ଶݎଷା௡ܤ௡ 
൅2 cosሺ݊ߠሻ ݊ଶݎଵା௡ܥ௡ 
െ2 cosሺ݊ߠሻ ݊ଶݎଵି௡ܥ௡ᇱ  
െ2 sinሺ݊ߠሻ ݊ଶݎଵା௡ܣ௡ 
െ4 sinሺ݊ߠሻ ݊ݎଷି௡ܤ௡ᇱ ൅ 4 cosሺ݊ߠሻ ݊ݎଷି௡ܦ௡ᇱ  
൅2 sinሺ݊ߠሻ ݊ଶݎଷି௡ܤ௡ᇱ
െ ݊ߠ ᇱ i2 cosሺ ሻ ݊ଶݎଷି௡ܦ௡ ൅ 2 s nሺ݊ߠሻ ݊ଶݎଵି௡ܣ௡ሻ/ݎଶ 
ሺ׏௥ଶݓሻ ൌ െሺെ4ܤ଴ݎଶ െ 4ܥ଴ݎଶ െ 8ܿ݋ݏߠܤଵݎଷ െ 8ݏ݅݊ߠܦଵݎଷ 
െ4ܥ଴ݎଶ݈݋݃ݎ െ 4ܦ଴
כݎଶߠ െ 2ܿ݋ݏߠܤଵ
ᇱݎ
െ2ݏ݅݊ߠܦଵ
ᇱݎ െ ܣଵݎܿ݋ݏߠ െ ܥଵݎݏ݅݊ߠ 
෍െ4 cosሺ݊ߠሻ ܤ௡ݎଶା௡ െ 4 cosሺ݊ߠሻ ܤ௡ᇱ ݎଶି௡
ஶ
௡ୀଶ
 
െ4 sinሺ݊ߠሻܦ௡ݎଶା௡ െ 4 sinሺ݊ߠሻܦ௡ᇱ ݎଶି௡ 
െ4 cosሺ݊ߠሻ ܤ௡ݎଶା௡݊ ൅ 4 sinሺ݊ߠሻܦ௡ᇱ ݎଶି௡݊
൅4 cos ߠ ௡ᇱ ଶି௡ ݎଶା௡ ଶ
ᇱ
(5.129)
 
ሺ݊ ሻ ܤ ݎ ݊ െ 4 sinሺ݊ߠሻܦ௡ ݊ሻ/ݎ  
߲
߲ݎ
(5.130)
 ሺ׏௥ଶݓሻ ൌ ሺ4ܥ଴ݎଶ ൅ 8ܿ݋ݏߠܤଵݎଷ ൅ 8ݏ݅݊ߠܦଵݎଷ
െ2ܿ݋ݏߠܤଵ
ᇱݎ െ 2ݏ݅݊ߠܦଵ
ᇱݎ െ ܣଵݎܿ݋ݏߠ െ ܥଵݎݏ݅݊ߠ 
൅෍4cosሺ݊ߠሻ ݊ଶܤ௡ݎଶା௡ ൅ 4 cosሺ݊ߠሻ ݊ଶܤ௡ᇱ ݎଶି௡
ஶ
௡ୀଶ
 
൅4 cosሺ݊ߠሻ ܤ௡ݎଶା௡݊ െ 4 cosሺ݊ߠሻ ܤ௡ᇱ ݎଶି௡݊ 
൅4 sinሺ݊ߠሻܦ௡ݎଶା௡݊ െ 4 sinሺ݊ߠሻܦ௡ᇱ ݎଶି௡݊
൅4 sinሺ݊ߠ ݊ଶܦ ݎଶା௡ ൅ 4 sinሺ݊ߠሻ ݊ଶܦᇱ ݎଶି௡ሻ/ݎଷ ሻ ௡ ௡
߲
߲ߠ
(5.131)
 
ሺ׏௥ଶݓሻ ൌ ሺ෍ሺ4 cosሺ݊ߠሻ ݊ܦ௡ݎଶା௡ െ 4 sinሺ݊ߠሻ ݊ܤ௡ᇱ ݎଶି௡
ஶ
௡ୀଶ
 
൅4 sinሺ݊ߠሻ ݊ଶܤ௡ᇱ ݎଶି௡ െ 4 sinሺ݊ߠሻ ݊ܤ௡ݎଶା௡ 
െ4 sinሺ݊ߠሻ ݊ଶܤ௡ݎଶା௡ െ 4 cosሺ݊ߠሻ ݊ଶܦ௡ᇱ ݎଶି௡ 
൅4 cosሺ݊ߠሻ ݊ଶܦ௡ݎଶା௡ ൅ 4 cosሺ݊ߠሻ ݊ܦ௡ᇱ ݎଶି௡ሻ 
൅2 cos ߠ ܦଵ
ᇱݎ ൅ 8ܿ݋ݏߠܦଵݎଷ െ 2ݏ݅݊ߠܤଵԢݎ
െ8ݏ݅݊ߠܤଵݎଷ ൅ ܥଵݎܿ݋ݏߠ െ ܣଵݎݏ݅݊ߠ ൅ 4ܦ଴
כݎଶሻ/ݎଶ 
(5.132)
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 Returning to the stressTest.m function, we chose to focus on ߪ௥௥ for 
comparison. ߪఏఏdisplayed comparable results. 
 The minimum and maximum of the combined analytically and numerically 
computed stresses are then found to generate a custom color map that is consistent 
across multiple plots. The consistent color map is constructed using the script file 
customColors.m. 
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 Figure 5.39 depicts a top perspective view showing the analytically computed 
ߪ௥௥ with no mapping constants applied. In this case, ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 
m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. Stresses were found to be, 
ߪ௥௥ಾ಺ಿ ൌ െ5.4837 MPa andߪ௥௥ಾಲ೉ ൌ 5.4837 MPa. The color map is scaled such that it 
is consistent across Figures 5.39-5.44. Figure 5.40 shows a top perspective view 
showing the fit type 1 numerically computed ߪ௥௥ with no mapping constants applied. 
In this instance, ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, 
and ݄ ൌ െ28ݔ10ିହm. Stresses were calculated to be, ߪ௥௥ಾ಺ಿ ൌ െ8.0437 MPa and 
ߪ௥௥ಾಲ೉ ൌ 3.6871 MPa. Figure 5.41 relates a bottom perspective view showing the 
analytically computed ߪ௥௥ with no mapping constants applied. For this plot, ߙ ൌ 0 
rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. 
ߪ௥௥ಾ಺ಿ ൌ െ5.4837 MPa andߪ௥௥ಾಲ೉ ൌ 5.4837 MPa were the determined stresses. 
Figure 5.42 depicts a bottom perspective view showing the fit type 1 numerically 
computed ߪ௥௥ with no mapping constants applied. The mapping constants utilized 
were ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ
െ28ݔ10ିହm. Calculated stresses were ߪ௥௥ಾ಺ಿ ൌ െ8.0437 MPa andߪ௥௥ಾಲ೉ ൌ 3.6871 
MPa. Figure 5.43 displays a top perspective view showing the fit type 2 numerically 
computed ߪ௥௥ with no mapping constants applied. In this case, ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ 
 rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. Computed stresses 
were found to be, ߪ௥௥ಾ಺ಿ ൌ െ7.4709 MPa andߪ௥௥ಾಲ೉ ൌ 4.1153 MPa. Figure 5.44 shows 
a bottom perspective view showing fit type 2 numerically computed ߪ௥௥ with no 
mapping constants applied. In this instance, ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, 
ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ7.4709 MPa and 
ߪ௥௥ಾಲ೉ ൌ 4.1153 MPa were the determined stresses. Figure 5.45 depicts a slight 
bottom perspective view showing the analytically computed ߪ௥௥ with mapping 
constants applied. The mapping constants used were, ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ 2ߨ rad, 
ݎ௕ ൌ 0.5ݔ10ିଷm, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. Stresses were 
found to be ߪ௥௥ಾ಺ಿ ൌ െ7.9223MPa and ߪ௥௥ಾಲ೉ ൌ 5.4837 MPa. The color map is scaled 
such that it is consistent across Figures 5.44-5.45. Lastly, Figure 5.46 relates a 
slight bottom perspective view showing the fit type 2 numerically computed ߪ௥௥ with 
mapping constants applied. In this case, ߙ ൌ గ
ସ
 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0.5ݔ10ିଷm, 
ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. Determined stresses were, 
ߪ௥௥ಾ಺ಿ ൌ െ13.447 MPa andߪ௥௥ಾಲ೉ ൌ 4.1153 MPa. Table 5.9 displays a comparison of 
stresses computed analytically and numerically via fit type 1 with no mapping 
constants applied, i.e. ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ
5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. 
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 Table 5.9. Stress comparison results. 
Parameter Analytical Fit Type 1 
Numerical 
Fit Type 2 
Numerical 
ߪ௥௥ெூே (MPa) -5.487 -8.0437 -7.4709 
ߪ௥௥ಾಲ೉ (MPa) 5.487 3.6871 4.1153 
n NA 1 1 
R NA 1.26087 1.20364 
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Figure 5.39. Top perspective view showing the analytically computed ߪ௥௥ with no 
mapping constants applied. ߙ ൌ 0  rad, 0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ 2ݔ10ିଷ m, 
ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ5.4837 MPa andߪ௥௥ಾಲ೉ ൌ 5.4837 MPa. 
The color map is scaled such that it is consistent across Figures 5.39-5.44. 
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Figure 5.40. Top perspective view showing the fit type 1 numerically computed ߪ௥௥ 
with no mapping constants applied.  ߙ ൌ 0  rad, 0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ
2ݔ10ିଷ m, ݎ௢ ൌ 5ݔ10ିଷ m, and ݄ ൌ െ28ݔ10ିହ m. ߪ௥௥ಾ಺ಿ ൌ െ8.0437  MPa andߪ௥௥ಾಲ೉ ൌ
3.6871 MPa. The color map is scaled such that it is consistent across Figures 5.39-
5.44. 
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Figure 5.41. Bottom perspective view showing the analytically computed ߪ௥௥ with no 
mapping constants applied. ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ 2ݔ10ିଷm, 
ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ5.4837 MPa andߪ௥௥ಾಲ೉ ൌ 5.4837 MPa. 
The color map is scaled such that it is consistent across Figures 5.39-5.44. 
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Figure 5.42. Bottom perspective view showing the fit type 1 numerically computed 
ߪ௥௥ with no mapping constants applied. ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ
2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ8.0437 MPa andߪ௥௥ಾಲ೉ ൌ
3.6871 MPa. The color map is scaled such that it is consistent across Figures 5.39-
5.44. 
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Figure 5.43. Top perspective view showing the fit type 2 numerically computed ߪ௥௥ 
with no mapping constants applied.  ߙ ൌ 0  rad, 0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0  m, ݎ௜ ൌ
2ݔ10ିଷ m, ݎ௢ ൌ 5ݔ10ିଷ m, and ݄ ൌ െ28ݔ10ିହ m. ߪ௥௥ಾ಺ಿ ൌ െ7.4709  MPa andߪ௥௥ಾಲ೉ ൌ
4.1153 MPa. The color map is scaled such that it is consistent across Figures 5.39-
5.44. 
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Figure 5.44. Bottom perspective view showing fit type 2 numerically computed ߪ௥௥ 
with no mapping constants applied. ߙ ൌ 0 rad,0 ൑ ߚ ൑ 2ߨ rad, ݎ௕ ൌ 0 m, ݎ௜ ൌ
2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ7.4709 MPa and ߪ௥௥ಾಲ೉ ൌ
4.1153 MPa. The color map is scaled such that it is consistent across Figures 5.39-
5.44. 
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Figure 5.45. Slight bottom perspective view showing the analytically computed ߪ௥௥ 
with mapping constants applied. ߙ ൌ గ
ସ
 rad, 0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ 0.5ݔ10ିଷ m, ݎ௜ ൌ
2ݔ10ିଷ m, ݎ௢ ൌ 5ݔ10ିଷ m, and ݄ ൌ െ28ݔ10ିହ m. ߪ௥௥ಾ಺ಿ ൌ െ7.9223MPa and ߪ௥௥ಾಲ೉ ൌ
5.4837 MPa. The color map is scaled such that it is consistent across Figures 5.45 
and 5.46. 
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Figure 5.46. Slight bottom perspective view showing the fit type 2 numerically 
computed ߪ௥௥  with mapping constants applied. ߙ ൌ
గ
ସ
 rad, 0 ൑ ߚ ൑ 2ߨ  rad, ݎ௕ ൌ
0.5ݔ10ିଷm, ݎ௜ ൌ 2ݔ10ିଷm, ݎ௢ ൌ 5ݔ10ିଷm, and ݄ ൌ െ28ݔ10ିହm. ߪ௥௥ಾ಺ಿ ൌ െ13.447 MPa 
andߪ௥௥ಾಲ೉ ൌ 4.1153 MPa. The color map is scaled such that it is consistent across 
Figures 5.45 and 5.46. 
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 5.13 LINKAGE INVERSE KINEMATICS 
 
When determining the input variables that contributed most to the assembly 
variation error via covariance analysis (see Chapter VII Section 7.3), it was found 
necessary to constrain the linkage to membrane attachment point rb to values such 
that 0 ൑  ݎ௕ ൏ ݎ௕ಾಲ೉, where ݎ௕ಾಲ೉ ൌ ݎ௢ െ ݎ௜. To do this, the link angles with respect to 
the x-axis and the link heights could not be prescribed arbitrarily to determine rb. 
Rather, rb had to be prescribed for a given set of randomly chosen link heights. The 
link angles required to achieve a linkage to membrane attachment point as close as 
possible to the desired rb could then be determined. 
Given a linkage with fixed constraints, such as link height, the standard 
method to prescribe a linkage goal is termed inverse kinematics. With this 
technique, the governing equations of the kinematics of a linkage are first 
determined. Next, a target end effector, the position on the linkage we desire to 
align as closely as possible to the goal, is identified. 
The general procedure is as follows. Link heights and initial link angles are 
prescribed. Initial joint positions are next found along with the end effector for each 
joint. Subsequently, the target end effector, typically the end effector of the last 
joint, is determined. 
Beginning with the initial conditions, the following procedure is iterated until 
the solution converges with the target end effector being within a specified tolerance 
of the goal, or the maximum specified number of iterations is reached. During each 
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 iteration, the difference between the goal and the target end effector is determined. 
Next, the Jacobian of the target end effector kinematic equations is calculated. Then 
the pseudo-inverse of the Jacobian is computed. The pseudo-inverse is necessary 
because the Jacobian of the target end effector kinematic equation in general is not 
guaranteed to be a square matrix. At this juncture, the link angle updates are 
calculated by multiplying the difference between the goal and the target end 
effector and the pseudo-inverse of the Jacobian. Subsequently, the link angle 
updates are added to the current link angles. Finally convergence and the number 
of maximum iterations being exceeded are tested for. 
The operation of the MATLAB code written for this verification is described 
below. The code is listed in Appendix B for reference. The initiating script file was 
ikTest.m. The ikTest.m script file implemented a simple two-dimensional inverse 
kinematic solution for a linkage consisting of two links with heights R1 and R2 of 1 
m. Initial link angles were ߠଵ ൌ 25° and ߠଶ ൌ െ25° for links 1 and 2 respectively. 
Desired link angles were ߠଵ் ൌ 45° and ߠଶ் ൌ െ45° for links 1 and 2 respectively, 
where the subscript T stands for target. The solution convergence tolerance was set 
to 1x10-2 and the maximum number of iterations was set as 100. 
First, joint positions were determined. The joint position of link 1 was 
arbitrarily set to ݌ଵ௫ ൌ 0 m and ݌ଵ௬ ൌ 0 m. The joint position for link 2, p2x and p2y, 
was then given by Equations (4.105) and (4.106). Joint end effector positions s1x, s1y, 
s2x, and s2y are denoted by Equations (4.107-4.110). The goal position gx and gy is 
given by Equations (5.133) and (5.134). The difference between the goal and the 
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 target end effector ex and ey is shown in Equations (5.135) and (5.136). In reality we 
can state quantities as vectors instead of individual components, so we restate the 
difference between the goal and the target end effector as ࢋ ൌ ሾ݁௫ ݁௬ሿ. We can also 
restate the link angles as ࣂ ൌ ሾߠଵ ߠଶሿ. 
 ݌ ൌ ݌ଵ ൅ ܴଵܿ݋ݏߠଶ௫ ௫ ଵ (5.133)
 ݌ଶ௬ ൌ ݌ଵ௬ ଵݏ݅݊ߠଵ൅ ܴ  (5.134)
 ݏଵ௫ ൌ ݌ଶ௫ (5.135)
 ݏଵ௬ ݌ଶ௬ൌ  (5.136)
 ݏଶ௫ ൌ ݏଵ ൅ ܴଶܿ݋ݏߠ௫ ଶ (5.137)
 ݏଶ௬ ൌ ݏଵ௬ ܴଶݏ݅݊ߠଶ൅  (5.138)
 ݃௫ ൌ ܴଵܿ݋ݏߠଵ் ൅ ܴଶܿ݋ݏߠଵ் (5.139)
 ݃௬ ൌ ܴ ݏ ଶݏ݅݊ߠଶ்ଵ ݅݊ߠଵ் ൅ ܴ  (5.140)
 ݁ ൌ ݃௫ െ ݏଶ௫ ௫ (5.141)
 ݁௬ ൌ ݃௬ െ ݏଶ௬ (5.142)
 
 The Jacobian of the target end effector kinematic equations is given by 
Equation (5.143). Its pseudo-inverse is simply denoted as J-1. Equation (5.144) 
shows how the difference updates to the link angles are computed. Finally, 
Equation (5.145) reveals how the link angle difference updates are added to the 
current link angles to compute the new link angles. 
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  ࡶ ൌ ൤െܴଵݏ݅݊ߠଵ െܴଶݏ݅݊ߠଶܴଵ ܿ݋ݏߠଶ
൨ ܿ݋ݏߠଵ ܴଶ
(5.143)
 ઢࣂ ൌ ࡶିଵࢋ் (5.144)
 ࣂᇱ ൌ ઢࣂ ൅ ࣂ் (5.145)
 
 Figure 5.47 shows the results of this test. Two iterations were required for 
the linkage to reach the goal. The residual was found to be 0.0087 and was 
computed as the L2-norm. 
 
Figure 5.47. Inverse kinematic test for a linkage consisting of two links with heights 
R1 and R2 of 1 m. Initial link angles were ߠଵ ൌ 25° and ߠଶ ൌ െ25° for links 1 and 2 
respectively. Desired link angles were ߠଵ் ൌ 45° and ߠଶ் ൌ െ45° for links 1 and 2 
respectively, where the subscript T stands for target. 
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  As the microcompressor consists of seven links, it is straightforward to 
extend Equations (5.133-5.145) to n links as shown below in vector form as 
Equations (5.146-5.150). 
 ࢖࢏ ൌ ሾ݌ሺ௜ିଵሻ௫ ൅ ܴ௜ିଵܿ݋ ߠ௜ି ݌ሺ௜ିଵሻ௬ ൅ ܴ௜ିଵݏ݅݊ߠ௜ିଵሿݏ ଵ  (5.146)
 ࢙૚ ൌ ࢖૛ (5.147)
 ࢙࢏ ൌ ሾݏሺ௜ିଵሻ ൅ ܴ௜ܿ݋ݏߠ௜ ݏ ଵሻ௬ ൅ ܴ௜ݏ݅݊ߠ௜ሿ௫ ሺ௜ି  (5.148)
 
ࢍ ൌ ൥෍ܴ௜ܿ݋ݏߠ௜்
௡
௜ୀଵ
෍ܴ௜ݏ݅݊ߠ௜்
௡
ଵ
൩ 
௜ୀ
ࢋ࢏ ൌ ࢍ െ ࢙࢔
(5.149)
  (5.150)
 
5.14 SWEPT VOLUME CONVERGENCE 
 
This verification showed that the swept volume routine converged to a user 
specified error tolerance. The operation of the MATLAB code written for this 
verification is described below. The code is listed in Appendix B for reference. 
The initiating script file was sweptVolumeTest.m. Beginning with a user 
specified number of equally spaced divisions in the r and β−directions, the script 
loops, incrementing the number of employed divisions until the user specified 
convergence tolerance is reached. Equation (3.92) is implemented to calculate the 
membrane displacement for a user specified membrane displacement value over 
each loop iteration. Then the compSweptVol.m function (listed in Appendix A) is 
called to compute the swept volume with the current number of r and β-divisions. 
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Figure 5.48 shows the convergence with initial equally spaced r and β-
divisions of 10. Inputs included ri = 2x10-3 m, ro = 5x10-3 m, and h = -28x10-6 m. The 
loop was iterated until a convergence tolerance of 1x10-14 m3 was reached between 
the prior and current iteration computed volumes. Note that the converged volume 
was on the order of 10-9 m3, so the chosen tolerance was 5 orders of magnitude 
smaller than the actual volume. This was reached with 100 divisions in the r and β-
directions. Thus, using r and β-divisions of 100 is more than sufficient to accurately 
compute swept volume for the membrane and displacement size regime of interest. 
 
Figure 5.48. Swept volume numerical convergence. 
 CHAPTER VI 
 
SIMULATION 
 
The analytical model was implemented using the MATLAB code described in 
Chapter IV. Values consistent among all microcompressor scales were supplied for 
all necessary dimensions and constants as in Table 6.1. Values specific to each scale 
are shown in Table 6.2, with actuator values taken from APC International, Ltd. 
Pst/150/2x3/5, Pst/150/3.5x3.5/7, and Pst/150/3.5x3.5/20 catalog stack actuator 
products. While modeling using smaller actuators is possible, careful consideration 
must be given to parameters so as to not violate PZT device physics. 
Each scale was simulated as follows. Arrays consisting of r and θ point pairs 
were constructed where ݎ௜ ൑ ݎ ൑ ݎ௢ and 0 ൑ ߠ ൑ 2ߨ. As Equations (3.12-3.43) are 
coupled such that they cannot be solved analytically, we first computed the linkage 
forces over time by numerically integrating with a standard ODE solver. Then we 
used Equation (3.93) to determine the membrane deformation for each output time 
step. Next we fit Equation (3.94) to this membrane deformation using Equations 
(3.96-3.115). It was important to use a solution to the biharmonic equation so that 
the resulting stresses were valid. Because a large number of r and θ pairs were 
generally considered, the matrix A was not typically square and often rank 
deficient. To combat this issue, singular value decomposition was employed to 
compute Equation (3.96). This resulted in a least-squares best fit approximation. 
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 The obtained coefficients x were then used to calculate the partial derivatives of 
Equation (3.94) and in turn the membrane moments, vertical shear forces, and 
stresses as in Equations (3.124-3.139). 
 Membrane swept volume SV at each time step was also computed using 
Equation (3.94), in combination with a convex hull technique to sum over volume 
elements between four pairs of adjacent r, θ points and the h = 0 plane, and adding 
a cylinder volume with radius ri, center rb, and height |݄|. 
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 Table 6.1. Consistent simulation input parameters, values, and descriptions. 
 
Parameter Value Description 
f (Hz) 10 Actuator drive frequency 
α (rad) 0 Eccentric annular 
loading angle 
Δh (m) 0 Sidewall height 
inequality 
VMIN (V) -30 Minimum actuator voltage 
VMAX (V) 150 Maximum actuator voltage 
d33 (mV-1) 640x10-12 Piezoelectric strain 
coefficient that describes 
strain parallel to the 
polarization vector of the 
ceramic 
E1 (GPa) 200 Link 1 Young’s modulus 
E2 (GPa) 3.2 Link 2 Young’s modulus 
E4 (GPa) 3.2 Link 4 Young’s modulus 
E5 (GPa) 125 Link 5 Young’s modulus 
E6 (GPa) 3.2 Link 6 Young’s modulus 
E7 (GPa) 2.5 Link 7 Young’s modulus 
G1 (GPa) 79.3 Link 1 modulus of 
rigidity 
G2 (GPa) 1.3 Link 2 modulus of 
rigidity 
G4 (GPa) 1.3 Link 4 modulus of 
rigidity 
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 G5 (GPa) 40 Link 5 modulus of 
rigidity 
G6 (GPa) 1.3 Link 6 modulus of 
rigidity 
ρ1 (kgm-3) 8050 Link 1 density 
ρ2 (kgm-3) 750 Link 2 density 
ρ4 (kgm-3) 750 Link 4 density 
ρ5 (kgm-3) 8730 Link 5 density 
ρ6 (kgm-3) 750 Link 6 density 
ν7 0.34 Membrane Poisson’s 
ratio 
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 Table 6.2. Scale specific simulation input parameters, values, and descriptions. 
 
Parameter Scale 1 Value Scale 2 
Value 
Scale 3 Value Description 
ri (m) 2x10-3 2x10-3 1.75x10-3 Piston radius 
ro (m) 5x10-3 5x10-3 3x10-3 Membrane 
radius 
L1 (m) 4x10-3 4x10-3 2.5x10-3 Link 1 length 
W1 (m) 4x10-3 4x10-3 3.5x10-3 Link 1 width 
R10 (m) 1x10-3 5x10-4 2.5x10-4 Link 1 initial 
height 
L2 (m) 4x10-3 4x10-3 2.5x10-3 Link 2 length 
W2 (m) 4x10-3 4x10-3 3.5x10-3 Link 2 width 
R20 (m) 50x10-6 50x10-6 50x10-6 Link 2 initial 
height 
L3 (m) 3.5x10-3 3.5x10-3 2x10-3 Link 3 length 
W3 (m) 3.5x10-3 3.5x10-3 3x10-3 Link 3 width 
R30 (m) 18x10-3 9x10-3 5x10-3 Link 3 initial 
height 
L4 (m) 4x10-3 4x10-3 2.5x10-3 Link 4 length 
W4 (m) 4x10-3 4x10-3 3.5x10-3 Link 4 width 
R40 (m) 50x10-6 50x10-6 50x10-6 Link 4 initial 
height 
L5 (m) 4x10-3 4x10-3 2.5x10-3 Link 5 length 
W5 (m) 4x10-3 4x10-3 3.5x10-3 Link 5 width 
R50 (m) 1x10-3 5x10-4 2.5x10-4 Link 5 initial 
height 
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L6 (m) 4x10-3 4x10-3 2.5x10-3 Link 6 length 
W6 (m) 4x10-3 4x10-3 3.5x10-3 Link 6 width 
R60 (m) 50x10-6 50x10-6 50x10-6 Link 6 initial 
height 
thk (m) 200x10-6 200x10-6 100x10-6 Membrane 
thickness 
FB (N) 800 800 300 Actuator 
blocking force 
KT  (Nμm-1) 25 50 45 Actuator 
stiffness 
c1 2.0302x104 1.4355x104 7.5067x103 Link 1 damping 
coefficient 
c2 175.2712 175.2712 129.6148 Link 2 damping 
coefficient 
c4 175.2712 175.2712 129.6148 Link 4 damping 
coefficient 
c5 1.6714x104 1.1819x104 6.1801x103 Link 5 damping 
coefficient 
c6 175.2712 175.2712 129.6149 Link 6 damping 
coefficient 
 
 CHAPTER VII 
 
CONCLUSION 
 
7.1 CONTRIBUTIONS 
 
The major conclusion of this work was the following. Since micro compressors 
can be made adjustable to achieve maximum compression ratio another factor 
besides assembly variation error reduces the achievable compression ratio. Other 
contributions included the following. First, an analytical method to predict the 
maximum pressure to within ~5% of that experimentally measured was developed. 
Second, a numerical method to predict the maximum pressure to within ~0.6% of 
that experimentally measured was developed. These models can be used to extend 
results to multiple membrane materials as input and consider the effect scaling 
devices down has on maximum achievable pressure. A useful result thus found was 
that for fixed actuator size, smaller membrane radii generate substantially higher 
pressures. Another useful result was that for fixed actuator size, thicker 
membranes and membrane materials with higher Young’s Modulus can generate 
substantially higher pressures. Further, maximum pressure is increased more 
dramatically by decreasing membrane radius than increasing membrane thickness 
and Young’s Modulus. Moreover, an analytical method to predict the compression 
ratio degradation factor as a function of assembly variation error to adjustable and 
fixed devices was presented. Finally the assembly variation error with the dominant 
211 
 
 contribution was found to be the angle of the actuator with respect to vertical. The 
conclusions are not substantiated here, but in the below Sections 7.3-7.6. 
7.2 RECOMMENDED DESIGN PRINCIPLES 
 
A summary of important design principles, regarding how assembly variation 
errors affect axially driven microcompressor performance as devices are scaled 
down from the macro to the micro scale is listed below. Microcompressor designers 
should make every attempt to apply the design principles to their future designs to 
maximize performance. 
(1) Compression ratio degradation can be modeled using three physical 
device parameters: h, ro, and lh. h is the full range of actuator motion. ro 
is the outer membrane radius. lh is the linkage height at the minimum 
of the actuator stroke length when the actuator is parallel to the z-axis. 
Compression ratio degradation is a function of instantaneous device 
geometry only. 
(2) A compression ratio degradation factor that can be tolerated for a 
particular application should be selected as a target. This selected 
compression ratio degradation factor target should be used with the 
analytical equations provided below (Equations (7.13) and (7.14)), and 
with the three physical device parameters as input, to determine both 
the device dimensions and the fabrication tolerances that are necessary 
to achieve the target. 
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 (3) The numerical model presented in Sections 7.3 and 7.4 should be used to 
estimate the maximum achievable pressure for a particular design. This 
maximum pressure should be multiplied by the compression ratio 
degradation factor to incorporate the effect of assembly variation errors. 
(4) An adjustable pull-down mechanism should be employed to minimize 
compression ratio degradation. If this is not possible, implementing 
Conclusion (5) will be critical. 
(5) To minimize compression ratio degradation, the linkage height should 
be substantially longer than the membrane outer radius. If this is not 
possible, implementing Conclusion (6) will be critical. 
(6) The angle that the actuator makes with the x or horizontal-axis is the 
system input variable that has the most dominant effect on compression 
ratio degradation. Therefore all attempts to constrain this angle as 
closely as possible to గ
ଶ
 rad or 90 degrees should be made. 
7.3 RESULTS OF THE NUMERICAL MODEL TO PREDICT THE MAXIMUM 
PRESSURE TO WITHIN 0.6% 
 
As described in Section 3.4.2, a numerical model was employed to predict the 
maximum pressure to within 0.6%. The model variables employed compared to the 
experimental values are shown in Table 7.1. 
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 Table 7.1. The model variables employed compared to the experimental values. 
 
Variable Experiment Model Description 
ro (m) 5x10-3 5x10-3 Membrane radius 
Δh (m) Not Measured 12.186x10-6 Maximum displacement 
R0 (m) 18x10-3 18x10-3 Actuator initial height 
PMAX (atm) 21 21.1308 Maximum pressure 
f (Hz) 10-200 10 Drive frequency 
AMEM (m2) 7.854x10-5 7.854x10-5 Membrane area 
AACT (m2) 1.225x10-5 1.225x10-5 Actuator area 
EMEM (Pa) ~2.5x109 2.5x109 Membrane Young’s Modulus 
EACT (Pa) 5.56x1010 5.56x1010 Actuator Young’s Modulus 
N 211 211 Number of actuator layers 
KT (Nm-1) 25x106 25x106 Actuator stiffness 
d33 (mV-1) 640x10-12 640x10-12 Piezoelectric strain coefficient that 
describes strain parallel to the 
polarization vector of the ceramic 
VAMP (V) 180 180 Voltage amplitude 
ρMEM (kgm-3) ~1420 1420 Membrane density 
ρACT (kgm-3) 8000 8000 Actuator density 
 
The MATLAB script file pressureTest2.m was created to facilitate the 
analysis. This is shown in Appendix A for reference. Operation of this script is 
described in Section 4.2.16. 
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Figure 7.1. Pressure as a function of dead volume height matches the 
experimentally observed pressure of 21 within 0.6% at 21.1 atm. 
 
 Figure 7.1 shows the maximum generated pressure as a function of dead 
volume height. The calculated pressure of 21.1308 atm matches the experimentally 
observed pressure of 21 atm to within 0.6%. The figure indicates that high non-
linearity exists once significant pressure accumulates within the chamber. A small 
negative change in dead volume height results in a marked increase in pressure. To 
illustrate this point, note that a dead volume height of 0.61 μm is necessary to 
achieve 20 atm. The dead volume height associated with 21.1 atm was found to be 
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 0.577 μm, a difference of 0.03 μm or ~30 nm. Figure 7.2 depicts a close-up of Figure 
7.1 to illustrate this point in more detail. 
~0.03 μm
21.1
20
 
Figure 7.2. Close-up of Figure 7.1 illustrating the pressure change associated with a 
small change in dead volume height and the difference between 20 and 21.1 atm. 
 
7.4 USE OF THE NUMERICAL MODEL TO PREDICT THE MAXIMUM 
PRESSURE TO WITHIN 0.6% 
 
Suppose that a membrane material distinct from polyimide such as steel is 
simulated. Figure 7.3 shows that the use of a 500 μm thick steel membrane would 
increase the generated maximum pressure to 29.5 atm. 
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 29.5
0.4
 
Figure 7.3. Use of a 500 μm thick steel membrane would increase the generated 
maximum pressure to 29.5 atm. 
 
This now begs the question, what occurs if Young’s Modulus and membrane 
thickness are varied and the membrane radius is held constant? Figure 7.4 depicts 
this result using a fixed actuator (APC International, Ltd. Pst150/3.5/3.5/20 stack 
actuator). Young’s Modulus is varied through the range of reasonable materials, 
from that of Teflon (500 MPa) through Tungsten (400 GPa). Three membrane 
thicknesses are included, 100, 500, and 1000 μm. The membrane radius is fixed at 
5x10-3 m. The plot shows that increasing membrane material Young’s Modulus and 
membrane thickness increases the maximum achievable pressure. 
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Likewise, Figure 7.5 shows that decreasing membrane radius dominates 
maximum pressure increase when compared to changing membrane thickness. The 
plot was generated using a constant membrane material of polyimide with Young’s 
Modulus of 2.5 GPa. 
Finally, Figure 7.6 reveals that decreasing membrane radius dominates 
maximum pressure increase when compared to changing membrane Young’s 
Modulus. The membrane thickness was held constant at 500 μm.
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Figure 7.4. Increasing membrane material Young’s Modulus and membrane thickness increases the maximum 
achievable pressure.
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Figure 7.5. Decreasing membrane radius dominates maximum pressure increase when compared to changing 
membrane thickness.
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Figure 7.6. Decreasing membrane radius dominates maximum pressure increase when compared to changing 
membrane Young’s Modulus.
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7.5 COMPRESSION RATIO AS A FUNCTION OF ASSEMBLY VARIATION 
ERRORS – ADJUSTABLE AND FIXED LINKAGE POSITION RELATIVE TO 
THE VALVE BOTTOM SURFACE 
 
Two categories of microcompressor device design are envisioned: those 
including adjustable pull-down, and those without adjustable pull-down, or fixed. 
With the adjustable type, microcompressors possess an adjustable pull-down 
mechanism to compensate for the net result of assembly variation errors rb, which is 
an offset of the linkage to membrane attachment point parallel to the plane of the 
membrane. The compensation is effected by the assumption that the mechanism 
will minimize the gap δA between the effective actuator stroke length and the 
bottom valve surface where the subscript A in δA stands for adjustable. In the 
adjustable case, the compression ratio will degrade slowly as a function of rb. The 
fixed microcompressor configuration possesses no mechanism to perform this 
correction. Thus, the compression ratio will degrade rapidly as a function of rb. 
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Figure 7.7. The common geometry for the adjustable and fixed microcompressor 
configurations. 
 
Figure 7.7 presents the common geometry for the adjustable and fixed 
microcompressor configurations. The longer and bolder dashed line shows the 
effective stroke length as a function of θ3 for the adjustable case, and the dotted line 
presents the effective stroke length as a function of θ3 for the fixed case. The linkage 
height lh is taken to be the linkage height at the minimum of the actuator stroke 
length when θ3 = 0. Therefore, h is the full range of actuator motion. This is 
equivalent to the optimal or maximum membrane displacement. Δh in this context 
is the amount of gap added as lh is rotated through the angle θ3, which is the angle 
of lh taken with respect to the z-axis (see Equation (7.1). θ3 = 0 in the nominal case. 
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 Equation (7.2) denotes hz, the projection of h onto the z-axis as lh is rotated through 
the angle θ3. In other words, hz is the reduced or effective actuator displacement in 
the z-direction. Absolute values are present in Equations (7.2-7.4) assuming that h 
is a negative quantity. 
 Δ ൌ ݈௛ݏ݅݊ߠଷ݄  (7.1) 
 ݄ |௭ ൌ |݄ ܿ݋ݏߠଷ (7.2) 
 
ܥܴܦܨ஺ ൌ
݄௭
| |݄
 (7.3) 
 
ܥܴܦܨி ൌ
݄௭
|݄| ൅ Δ݄
 (7.4) 
 
 For both the adjustable and fixed cases, we want to calculate and compare 
the compression ratios. Since compression ratio is just a ratio of swept volumes and 
swept volume is a function of stroke length, this amounts to simply comparing the 
effective stroke length to the nominal stroke length. This means that actually 
computing swept volumes to perform this analysis is not needed; stroke lengths will 
suffice. This is useful because computing the minimum swept volume is problematic 
as fluid structure interaction was not included in our model. 
In the adjustable case, we need only be concerned with hz, because we can 
always compensate for Δh. We then compare the ratio of h to hz, as given by 
Equation (7.3) to determine the compression ratio degradation factor for the 
adjustable case or CRDFA. In general, CRDF is the multiplication factor to apply to 
the maximum compression ratio found in the nominal case to determine the extent 
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of compression ratio degradation. For the fixed case, we cannot compensate for Δh, 
so we must add h to Δh and take the ratio as per Equation (7.4) to compute CRDFF, 
where the subscript F stands for fixed. 
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Figure 7.8. The analytically computed CRDFA and CRDFF compared to the numerically computed CRDFA and 
CRDFF using the model described in Chapter III and the simulation results discussed in Chapter VI for Scale 1. 
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 Figure 7.8 shows the analytically computed CRDFA and CRDFF compared to 
the numerically computed CRDFA and CRDFF using the model described in Chapter 
III and the simulation results discussed in Chapter VI for Scale 1. rbn is rb 
normalized to ro as per Equation (7.5). rb is computed using Equation (7.6). The 
values for h and lh that were input into Equations (7.1-7.4) were selected from the 
Scale 1 simulation results for the nominal case with θ3 = 0. ݄ ൌ െ48.086 μm and lh = 
2.0134x10-2 m. The value for ro was also the same as that used for the simulation, it 
being 5x10-3 m. θ3 ranged as 0 ൑ ߠଷ ൑ గଶ in 100 equally spaced divisions. Regarding 
the legend, FAS1 stands for Fixed Analytical Scale 1, FAS means Fixed Analytical 
Smaller Linkage Height, AAS1 implies Adjustable Analytical Scale 1, and AAS 
denotes Adjustable Analytical Smaller Linkage Height, FNS1 stands for Fixed 
Numerical Scale 1, and ANSI means Adjustable Numerical Scale 1. For the smaller 
linkage height, lh was set to one-tenth of its normal value. The MATLAB script used 
to generate Figure 7.8, fixedAdjustable.m, is included in Appendix C for reference. 
 ݎ௕௡ ൌ ݎ௢
ݎ௕ (7.5) 
 ݎ௕ ൌ Δ݄ ൌ ݈௛ݏ݅݊ߠଷ (7.6) 
 
With regard to the adjustable and fixed cases, observe that when lh is greater 
than ro (the Scale 1 linkage height case), the rotation of θ3 will be restricted to a 
smaller sub-range of 0 ൑ ߠଷ ൑
గ
ଶ
. This slower compression ratio degradation effect for 
larger lh is shown as the FAS1 and AAS1 curves in Figure 7.8. Also notice that 
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when lh is less than ro (the smaller linkage height case), θ3 can rotate fully as 
0 ൑ ߠଷ ൑
గ
ଶ
. This faster compression ratio degradation effect for smaller lh is shown 
as the FAS and AAS curves in Figure 7.8. These two facts imply that the greater 
the ratio of lh to ro, the less the compression ratio will degrade as a function of rbn. 
Additionally, these facts also imply that the converse is true, that the lower the 
ratio of lh to ro, the more the compression ratio will degrade as a function of rbn. 
Table 7.2 summarizes these important conclusions. It can therefore be deduced that 
keeping lh greater than ro will enable minimization of compression ratio degradation 
when assembly variation errors are introduced. 
Table 7.2. Ratio condition for severity of CRDF degradation. 
 
Ratio Result 
݈݄
ݎ௢
൐ 1 
Implies that CRDF degrades slowly as a function of rbn 
݈݄
ݎ௢
൏ 1 Implies that CRDF degrades faster as a function of rbn 
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Figure 7.9. A close-up view of Figure 7.8 centered on the region of ANS1. 
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Figure 7.10. A close-up view of Figure 7.8 centered on the tail-end region of FNS1. 
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 Figure 7.9 presents a close-up view of Figure 7.8 centered on the region of 
ANS1. Comparing AAS1 to ANS1, we see that the two have close correspondence. 
Differences are due to the linkage height at the minimum of the actuator stroke 
length not being constant in the numerical case. Nevertheless, AAS1 provides an 
approximate representation of the situation. Likewise, referring to Figures 7.8, 7.9,  
and 7.10, the FNS1 curve matches the FAS1 curve fairly closely until θ3, and hence 
rbn, begin to approach their maximum value for the numerical case. Again, 
differences are due to the linkage height at the minimum of the actuator stroke 
length not being constant in the numerical case.
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Figure 7.11. The analytically computed CRDFA and CRDFF compared to the numerically computed CRDFA and 
CRDFF using the model described in Chapter III and the simulation results discussed in Chapter VI for Scales 1, 2, 
and 3. 
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Figure 7.12. A close-up view of Figure 7.11 centered on the region of ANS1, ANS2, and ANS3. 
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Figure 7.13. A close-up view of Figure 7.11 centered on the tail-end region of FNS1, FNS2, and FNS3. 
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 Figures 7.11, 7.12, and 7.13 are summary graphs. They depict the 
analytically computed CRDFA and CRDFF compared to the numerically computed 
CRDFA and CRDFF using the model described in Chapter III and the simulation 
results discussed in Chapter VI for Scales 1, 2, and 3. The values for h and lh that 
were input into Equations (7.1-7.4) were selected from the Scale 1, Scale 2, and 
Scale 3 simulation results for the nominal case with θ3 = 0. For Scale 1, ݄ ൌ െ48.086 
μm and lh = 2.0134x10-2 m. The value for ro was also the same as that used for the 
Scale 1 simulation, it being 5x10-3 m. For Scale 2, ݄ ൌ െ24.4521 μm and lh = 
1.01419x10-2 m. The value for ro was also the same as that used for the Scale 2 
simulation, it being 5x10-3 m. For Scale 3, ݄ ൌ െ10.424 μm and lh = 5.64654x10-3 m. 
The value for ro was also the same as that used for the Scale 3 simulation, it being 
3x10-3 m.  θ3 ranged as 0 ൑ ߠଷ ൑ గଶ in 100 equally spaced divisions. Regarding the 
legend, FNS1 stands for Fixed Numerical Scale 1, FAS1 means Fixed Analytical 
Scale 1, FNS2 implies Fixed Numerical Scale 2, FAS2 denotes Fixed Analytical 
Scale 2, and FNS3 stands for Fixed Numerical Scale 3, FAS3 means Fixed 
Analytical Scale 3, ANS1 implies Adjustable Numerical Scale 1, AAS1 stands for 
Adjustable Analytical Scale 1, ANS2 denotes Adjustable Numerical Scale 2, AAS2 
means Adjustable Analytical Scale 2, ANS3 implies Adjustable Numerical Scale 3, 
and AAS3 denotes Adjustable Analytical Scale 3. The MATLAB scripts used to 
generate Figures 7.10 and 7.11, fixedAdjustableUber.m and 
fixedAdjustableInner.m. These script files are included in Appendix C for reference. 
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 Another way to look at this data is shown in Figures 7.14 and 7.15, which 
show the trends for the fixed and adjustable cases respectively. Figure 7.14 reveals 
that for the fixed case as rb is increased, the minimum swept volume does not go to 
zero creating dead volume of increasing severity. In contrast Figure 7.15 illustrates 
that for the adjustable case, as rb is increased, the minimum swept volume always 
goes to zero. Therefore, adjustable designs can always compensate for assembly 
variation errors. The MATLAB script used to generate Figures 7.14 and 7.15 was 
fixedAdjustableFTime.m. It is shown in Appendix C for reference. 
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rb
0.0
2.6
 
Figure 7.14. Swept volume as a function of time (1 cycle at 10 Hz drive frequency) 
and rb for the fixed case. As rb is increased, the minimum swept volume does not go 
to 0 creating dead volume of increasing severity. 
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Figure 7.15. Swept volume as a function of time (1 cycle at 10 Hz drive frequency) 
and rb for the adjustable case. As rb is increased, the minimum swept volume 
always goes to zero. 
 
7.5.1 MODELING CRDF 
 
The CRDF for the adjustable case can be modeled analytically in the following 
manner. We first solve Equation (7.1) for θ3 as shown in Equation (7.7), and then 
substitute Equations (7.2) and (7.7) into Equations (7.3) to yield Equation (7.8). 
Realize that by Equations (7.5) and (7.6) Δ݄ ൌ ݎ௕ ൌ ݎ௢ݎ௕௡. In Equations (7.7) and (7.8) 
we have ignored the absolute values as they are not necessary. 
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൰
ଶ
 
(7.8) 
 
Equation (7.8) is just the equation for an ellipse (see Equation (7.9). For our 
problem, b  = 1, which leads to Equation (7.10). Rearranging Equation (7.10) to 
solve for y yields Equation (7.11). Equations (7.12) and (7.13) give the expressions 
for a, x, and CRDFA respectively. Notice that Equation (7.13) is independent of h. 
This makes sense because we can always account for Δh in the adjustable case. 
 ݔଶ
ܽଶ
൅
ݕଶ
ଶܾ
ൌ 1 (7.9) 
 ݔଶ
ܽଶ
൅ ݕଶ ൌ 1 (7.10) 
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ݔଶ
ଶܽ
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௥೚
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൰
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 The CRDF for the fixed case can be modeled in a similar manner by 
substituting Equations (7.1), (7.2), and (7.7) into Equation (7.4). This gives the 
following equation, Equation (7.14). 
 
ܥܴܦܨி ൌ
|݄|ܿ݋ݏ ቆܽݏ݅݊ ൬Δ݄݈௛
൰ቇ
|݄| ൅ Δ݄
ൌ
|݄|ඨ1 െ ൬Δ݄݈௛
൰
ଶ
|݄| ൅ Δ݄
ൌ
|݄|ඨ1 െ ൬
ݎ௢ݎ௕௡
݈௛
൰
ଶ
|݄| ൅ ݎ௢ݎ௕௡
 
(7.14) 
 
 So at a minimum, all that is necessary to model compression ratio 
degradation for adjustable and fixed axially driven microcompressor designs are the 
physical device parameters h, ro, and lh. Thus, compression ratio is function of 
instantaneous device geometry only. 
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 7.5.2 EXAMPLE OF CRDF EQUATION USAGE 
 
An example of how to use Equations (7.13) and (7.14) to perform device sizing 
follows using Equation (7.14). Let us suppose that we have a fixed microcompressor 
design. Our application can tolerate a compression ratio degradation of 50%, or a 
CRDFF of 0.5. The chosen actuator has parameters h = 20 μm and lh = 1x10-3 m, and 
ro = 5 x10-3 m. Solving Equation (7.14) in this case yields Figure 7.16. The MATLAB 
script file used to generate Figure 7.16 was solveCRDF.m, and it is included in 
Appendix C for reference. 100 CRDFF divisions were used to generate the plot. 
For design purposes, we convert rbn into θ3 for the abscissa using Equation 
(7.7). Inspecting the figure, we trace a horizontal line from the desired CRDFF value 
of 0.5 to the intersection with the solid curve, CRDFF as a function of θ3. Then we 
extend a vertical dashed line through this intersection to the abscissa to determine 
the θ3 value that generates the desired CRDFF value. This is tantamount to solving 
Equation (7.14) for θ3. Unfortunately, Equation (7.14) cannot be cleanly inverted for 
θ3, so the graphical method described above works best. 
The numerical implementation of the graphical method involves 
interpolating the CRDFF as a function of θ3 curve to find the θ3 that generates the 
desired CRDFF. Equation (7.13) is easily invertible so Equation (7.15) shows the 
adjustable case. 
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 For our example, θ3 = 1.21459 degrees. This means that our fixed 
microcompressor design can tolerate an error of θ3 = 1.21459 degrees from the 
vertical or z-axis. Changing CRDFF to 0.9 gives a θ3 = 0.205463 degrees. 
 ߠଷ ൌ acosሺܥܴܦܨ஺ሻ (7.15) 
 
 
Figure 7.16. Graph that supports our example for CRDF equation usage. The solid 
line is the CRDFF as a function of θ3 curve. The dashed line is used for the graphical 
method of determining the θ3 necessary to achieve the desired CRDFF. With a 
desired CRDFF of 0.5, θ3 = 1.21459 degrees. 
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 7.6 COVARIANCE ANALYSIS OF ASSEMBLY VARIATION ERRORS 
 
To aide future design efforts, it was beneficial to isolate the input variable or 
variables that contributed the most to the assembly variation error. Since 
compression ratio was found in section 7.5 to be simply a function of geometry, only 
input variables that affected linkage to membrane attachment point geometry 
needed to be considered. A geometric analysis was conducted first, the results of 
which informed a full covariance analysis on the linkage assembly. 
7.6.1 GEOMETRIC ANALYSIS 
 
The MATLAB script simpleCovariance.m was created to conduct the 
geometric analysis. This is shown in Appendix C for reference. The variables 
considered are shown in Table 7.3 below. 
Table 7.3. Variables considered for the geometric analysis. 
 
Variable Value Description 
ro (m) 5x10-3 Membrane radius 
Δh (m) 0 Sidewall height inequality 
R10 (m) 1x10-3 Link 1 initial height 
R20 (m) 50x10-6 Link 2 initial height 
R30 (m) 18x10-3 Link 3 initial height 
R40 (m) 50x10-6 Link 4 initial height 
R50 (m) 1x10-3 Link 5 initial height 
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 R60 (m) 50x10-6 Link 6 initial height 
 
The script operated as follows. First, the membrane radius, sidewall height 
inequality, and link height variables were defined. Then the rotation angle of the 
membrane with respect to the x-axis was computed. Next, rbMAX was found and the 
maximum angle for each link being adjusted determined based on rbMAX. All links 
were considered separately. Holding all variables constant except one for each link 
gives the result show in Figure 7.17. It can clearly be seen that rb increases the 
most with changes in θ3, the angle of the actuator with respect to the x-axis. It 
should be noted that θ1 and θ5 have the same impact on rb. Also, θ2, θ4, and θ6 have 
comparable influence on rb. Changing Δh = 1 mm gives the result depicted in Figure 
7.18. rb still increases the most with changes in θ3. 
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Figure 7.17. rb increases the most with a change in θ3. 
245 
 
  
Figure 7.18. Changing Δh = 1 mm shows that rb still increases the most with 
changes in θ3. 
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 7.6.2 INITIAL SETUP 
 
The variables considered and their ranges are shown in Table 7.4. 
Table 7.4. Variables considered for the covariance analysis and their ranges. 
 
Variable Minimum Maximum Description 
rb (m) 0 ݎ௕ெ஺௑ Maximum linkage to membrane 
attachment point 
ri (m) 1x10-3 5x10-3 Piston radius 
ro (m) 1x10-3 5x10-3 Membrane radius 
Δh (m) 0 1x10-3 Sidewall height inequality 
R10 (m) 1x10-4 1x10-3 Link 1 initial height 
R20 (m) 200x10-3 1x10-3 Link 2 initial height 
R30 (m) 1x10-3 20x10-3 Link 3 initial height 
R40 (m) 200x10-3 1x10-3 Link 4 initial height 
R50 (m) 1x10-4 1x10-3 Link 5 initial height 
R60 (m) 200x10-3 1
௥௕ெ஺௑ 
x10-3 Link 6 initial height 
θ1 (rad) 0 ߠ
௥௕ெ஺௑ 
Link 1 angle with respect to the x-axis 
θ2 (rad) 0 ߠ
௥௕ெ஺௑ 
Link 2 angle with respect to the x-axis 
θ3 (rad) 0 ߠ
௥௕ெ஺௑ 
Link 3 angle with respect to the x-axis 
θ4 (rad) 0 ߠ
௥௕ெ஺௑ 
Link 4 angle with respect to the x-axis 
θ5 (rad) 0 ߠ
ߠ௥௕ெ஺௑ 
Link 5 angle with respect to the x-axis 
θ6 (rad) 0 Link 6 angle with respect to the x-axis 
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  The MATLAB script file covariance.m was created to facilitate the covariance 
analysis. This is shown in Appendix C for reference. The script operated as follows. 
First, the membrane radii, sidewall height inequality, and link height variables and 
their respective ranges to explore were defined. Then the numbers of runs and the 
number of iterations per run, both 100, were specified. Next the number of trial 
points to attempt per iteration was set to 100 and an inverse kinematics solution 
tolerance was identified to be 1x10-3 (this will be explained in more detail later). A 
maximum number of iterations for the inverse kinematics solution was also 
specified as 100. Three tally arrays were then instantiated to hold the results for 
each run for the thirteen truly independent variables. These were: θ1, θ2, θ3, θ4, θ5, 
θ6, R10, R20, R30, R40, R50, R60, Δh. The three tally arrays held the count of variables 
that were the first, second, and third most correlated to rb. 
For each run, ri and ro were selected from uniform distributions of trial points 
between their minimum and maximum allowable values, and it was ensured that ro 
was greater than ri. Δh and link heights were also selected from uniform 
distributions of trial points between their minimum and maximum allowable 
values. Then for each Δh trial point, θ7 was computed using Equation (3.41) and 
found using Equation (7.16). This was then resolved into x and y-components using 
Equations (7.17) and (7.18). Next an array to hold the maximum θrb angles was 
instantiated, and these were computed with the help of Equation (7.19). 
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 For each trial point, link angles were selected from uniform distributions 
between their minimum and maximum allowable values. The maximum possible 
linkage height maxHeight was then found by summing the link heights for the 
current trial point. 
 Because randomly selecting link angles to achieve a desired rb does not in 
general attain the desired rb, inverse kinematics was employed to ensure that the 
achieved rb was as close as possible to the desired rb. 
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 7.6.3 LINKAGE INVERSE KINEMATICS 
 
Given a linkage with fixed constraints, such as link height, the standard 
method to prescribe a linkage goal is termed inverse kinematics. With this 
technique, the governing equations of the kinematics of a linkage are first 
determined. Next, a target end effector, the position on the linkage we desire to 
align as closely as possible to the goal, is identified. 
The general procedure is as follows. Link heights and initial link angles are 
prescribed. Initial joint positions are next found along with the end effector for each 
joint. Subsequently, the target end effector, typically the end effector of the last 
joint, is determined. 
Beginning with the initial conditions, the following procedure is iterated until 
the solution converges with the target end effector being within a specified tolerance 
of the goal, or the maximum specified number of iterations is reached. During each 
iteration, the difference between the goal and the target end effector is determined. 
Next, the Jacobian of the target end effector kinematic equations is calculated. Then 
the pseudo-inverse of the Jacobian is computed. The pseudo-inverse is necessary 
because the Jacobian of the target end effector kinematic equation in general is not 
guaranteed to be a square matrix. At this juncture, the link angle updates are 
calculated by multiplying the difference between the goal and the target end 
effector and the pseudo-inverse of the Jacobian. Subsequently, the link angle 
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 updates are added to the current link angles. Finally convergence and the number 
of maximum iterations being exceeded are tested for. 
We implemented a two-dimensional inverse kinematic solution for the 
linkage consisting of six links. Initial link angles were selected from uniform 
distributions as described above. 
For each trial point, joint positions were determined. The joint position of 
link 1 was set to ݌ଵ௫ ൌ 0 m and ݌ଵ௬ ൌ 0 m. The joint positions for links 2-6, p2x-p6x 
and p2y-p6y, were then given by Equations (7.20-7.29). Joint end effector position s6x, 
s6y is denoted by Equations (7.30-7.31). The goal position gx and gy is given by 
Equations (7.32) and (7.33). The difference between the goal and the target end 
effector ex and ey is shown in Equations (7.34) and (7.35). In reality we can state 
quantities as vectors instead of individual components, so we restate the difference 
between the goal and the target end effector as ࢋ ൌ ሾ݁௫ ݁௬ሿ. We can also restate the 
link angles as ࣂ ൌ ሾߠଵ ߠଶ ߠଷ ߠସ ߠହ ߠ଺ሿ. 
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 ݌ଶ௫ ൌ ݌ଵ௫ ൅ ܴଵ଴ܿ݋ݏߠଵ  (7.20) 
݌ ൌ ݌ଵ ൅ ܴଵ଴ݏ݅݊ߠଵଶ௬ ௬  (7.21)  
݌ଷ௫ ൌ ݌ଶ ൅ ܴଶ ܿ݋ݏߠ௫ ଴ ଶ  (7.22) 
݌ ൌ ݌ଶ ൅ ܴଶ ݏ݅݊ߠଷ௬ ௬ ଴ ଶ (7.23)  
݌ସ௫ ൌ ݌ଷ ൅ ܴଷ ܿ݋ݏߠ௫ ଴ ଷ  (7.24) 
݌ ൌ ଷܲ ൅ ܴଷ ݏ݅݊ߠଷସ௬ ௬ ଴   (7.25) 
݌ହ௫ ൌ ݌ସ ൅ ܴସ ܿ݋ݏߠ௫ ଴ ସ (7.26)  
݌ ൌ ݌ସ ൅ ܴସ ݏ݅݊ߠସହ௬ ௬ ଴   (7.27) 
݌଺௫ ൌ ݌ହ ൅ ܴହ ܿ݋ݏߠ௫ ଴ ହ  (7.28) 
݌ ൌ ݌ହ ൅ ܴହ଴ݏ݅݊ߠ଺௬ ௬ ହ (7.29)  
ݏ଺௫ ൌ ݌଺ ൅ ܴ଺ ܿ݋ݏߠ௫ ଴ ଺  (7.30) 
ݏ଺௬ ൌ ݌଺௬ ܴ଺଴ݏ݅݊ߠ଺൅  (7.31)  
݃௫ ൌ ݎ௕ಾಲ೉೉   (7.32) 
݃௬ ൌ ݉ ݔ ݎ௕ಾಲ೉೤ܽ ܪ݄݁݅݃ݐ ൅   (7.33) 
݁௫ ൌ ݃௫ െ ݏ଺௫  (7.34) 
݁௬ ൌ ݃௬ െ ݏ଺௬ (7.35)  
 
 The Jacobian of the target end effector kinematic equations is given by 
Equation (7.36). Its pseudo-inverse is simply denoted as J-1. Equation (7.37) shows 
how the difference updates to the link angles are computed. Finally, Equation (7.38) 
reveals how the link angle difference updates are added to the current link angles to 
compute the new link angles. 
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݋ݏߠଷ ܴସ଴
 
ઢࣂ ൌ ࡶିଵࢋ் (7.37)  
ࣂᇱ ൌ ઢࣂ ൅ ࣂ்  (7.38) 
 
Figure 7.19 shows an example trial point inverse kinematic calculation. The 
red dot is the desired rb. The blue line is the initial linkage configuration with link 
angles chosen randomly from uniform distributions as described above. The green 
line is the inverse kinematic solution that gets rb’ as close as possible (within 
tolerance) to rb. Link joints are indicated with black dots. The more horizontal black 
line shows the distance rb’. The vertical black line depicts the z-axis. 
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Figure 7.19 shows an example trial point inverse kinematic calculation. The red dot 
is the desired rb. The blue line is the initial linkage configuration with link angles 
chosen randomly from uniform distributions as described above. The green line is 
the inverse kinematic solution that gets rb’ as close as possible (within tolerance) to 
rb. Link joints are indicated with black dots. The more horizontal black line shows 
the distance rb’. The vertical black line depicts the z-axis. 
  
254 
 
 7.6.4 TRIAL POINT COMPLETION 
 
Because inverse kinematics ensures that the achieved rb is only within the 
specified tolerance of rb (assuming the maximum number of inverse kinematic 
iterations was not reached), it is necessary to calculate and store the rb achieved by 
the inverse kinematic solution. This is done as follows. A unit vector is constructed 
using Equation (7.39). This is negated and rescaled per Equation (7.40). A vertical 
vector is constructed via Equation (7.41) to locate the intersection of v1 with the z-
axis. This is accomplished using Equations (7.42) and (7.43). The distance between 
the final target end effector position and this intersection is the new rb, rb’ as shown 
in Equation (7.44). rb’ is also checked to ensure that it does not exceed ݎ௕ெ஺௑, and if 
it does, the trial point is skipped and another used on the next iteration. 
࢜ෝ ൌ
ۏ
ێ
ێ
ۍሺݎ௕ெ஺௑௫ ݎ௕ெ஺௑௭ሻ
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ଶ
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(7.39) 
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݅݊ݐ௫ ൌ
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ሺݔ
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 7.6.5 COVARIANCE 
 
At this juncture, all trial points for the current run have been computed. A 
matrix with dimensions 100 rows by 14 columns is then formed to compute the 
covariance from. The columns represent the variables rb’, θ1, θ2, θ3, θ4, θ5, θ6, R10, 
R20, R30, R40, R50, R60, Δh in order. The MATLAB function corrcoef is then used to 
compute the covariance and in turn the correlation coefficients between the 
variables. This function outputs a square matrix with 14 rows and 14 columns 
containing the correlation coefficients. Each row holds the correlation between the 
ith variable and the others. For example, the first row reveals the correlation 
between rb’ and the other variables. The first row is what we are primarily 
interested in. The larger the absolute value in a column in the first row, the more 
strongly correlated the variable associated with that column is with rb’. Positive 
values imply positive correlation, while negative values imply negative correlation. 
Positive correlation means increasing the independent variable will increase the 
dependent. Negative correlation implies increasing the independent variable will 
decrease the dependent. 
The absolute value of the correlation values and their indices for the first 
correlation matrix row from element 2 to 14 are sorted in decreasing order. The first 
three indices or three variables with the maximum correlation are then stored in 
the tally arrays by incrementing the count in the tally arrays. 
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 7.6.6 TALLY 
 
After all runs have been completed, the tally arrays are summed by column (by 
variable). The tally for the first three most correlated variables is then output. 
Because a large number of iterations were conducted, the tally is statistically valid. 
Results shown in Table 7.5 indicated that θ3 was the most strongly correlated 
variable to rb’. This is consistent with the simple geometric analysis relayed in 
Section 7.6.1 above. 
Table 7.5. Variable correlation tallies. 
 
Variable Tally 3 Tally 1 Tally 2 Total 
1 17 22 θ1 4 
1 5 5 11 θ2 
86 3 1 90 θ3 
0 9 6 15 θ4 
4 11 9 24 θ5 
1 7 7 15 θ6 
R10 3 5 8 16 
R20 0 6 7 13 
R30 0 11 7 18 
R40 1 10 7 19 
R50 1 10 9 20 
R60 1 10 8 19 
1 9 9 19 Δh 
257 
 
  
7.7 SUGGESTED FUTURE WORK 
 
Future work will focus on extending the model to incorporate membrane 
dynamics, multi-layer membrane structures, and fluid structure interaction. A 
recommended adjustable microcompressor design based on the findings is described 
below. 
Let us suppose that we have an adjustable microcompressor design. Our 
application can tolerate a compression ratio degradation of 99.73% (3-σ), or a 
CRDFA of 0.9973. Using Equation (7.15), we determine that ߠଷ ൌ 0.147 radians. We 
need to calculate the tolerance of the cut in the chuck such that the actuator is 
limited to ߠଷ ൌ 7.3501ݔ10ିଶ radians. Figure 7.20 depicts the geometry. Regarding 
the figure, the smaller gray triangles are similar and the larger is one of the smaller 
enlarged. h3 is the actuator height, w3 is the actuator width, and w is the distance 
added to rb. We want to determine the cut width wh, which can be easily 
accomplished using Equations (7.45) and (7.46). Using the values of ௛య
ଶ
ൌ 9ݔ10ିଷ m 
and ௪య
ଶ
ൌ 1.75ݔ10ିଷ m gives ݓ௛ ൌ 4.81ݔ10ିଷ m. Since ݓଷ ൌ 3.5ݔ10ିଷ m, the 
acceptable tolerance is 1.31ݔ10ିଷm. 
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Figure 7.20. The geometry necessary to calculate the tolerance of the cut in the 
chuck. The smaller gray triangles are similar and the larger is one of the smaller 
enlarged. 
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Figure 7.21. A section view of the recommended design. 
 
Figure 7.21 shows a section view of the recommended design. The acceptable 
tolerance described above is between the Actuator and the Chuck interface, 
although it can apply to the Actuator and Piston interface as well. The red dashed 
lines in the figure indicate screw threads adjoining parts. The device was sized for 
an APC International, Ltd. Pst/150/3.5x3.5/20 catalog stack actuator. 
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 The device is assembled by affixing the Piston to the actuator using 
connective material such as epoxy. Next, the actuator leads are fished (not shown) 
through the Lead Holes of the Chuck. Then, the base of the Actuator and Piston 
assembly is affixed into the Chuck using connective material such as epoxy. 
Subsequently, the Actuator, Piston, and Chuck subassembly is slid into the Pull-
Down Effector. Note that the Pull-Down Effector is free to rotate about the z-axis of 
the aforementioned subassembly. At this juncture, the Turn Against is screwed onto 
the Pull-Down Effector and the membrane is affixed on top of the Piston using 
connective material such as epoxy and seated against the Turn Against. Then, the 
Cap is threaded onto the Turn Against. For initial assembly, a Cap without a cutout 
for a valve assembly should be used to apply constant pressure across the entire 
membrane and ensure that it is in a clamped-clamped configuration. Next, the 
Thrust Washer is placed on the bottom of the Pull-Down Effector and the actuator 
leads fished through the Lead Holes in the Thrust Washer. Finally the screw is 
screwed into the Chuck and the entire assembly is tightened as completely as 
possible. This tightening allows for the connective material to fix in the correct 
position. 
Once the connective material has been fixed, the Pull-Down Effector can be 
rotated using a machined in hexagonal nut (see Figure 7.22) to apply force to the 
Thrust Washer. This force will pull-down the entire Actuator, Piston, and Chuck 
subassembly, thereby deforming the membrane. The height of this initial 
membrane deformation is in general not equal to the actuator displacement. During 
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calibration, the Pull-Down Effector can be adjusted to maximize generated 
pressure. Replacing the assembly Cap with a Cap containing a cutout enables 
interchange of any desired valve assembly. 
Thrust Washer
Screw
Pull-Down Effector
Turn Against
Cap
 
Figure 7.22. Bottom view of the device showing the machined in hexagonal nut. 
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APPENDIX A 
 
MATLAB IMPLEMENTATION CODE 
 
1. acutatorAssy3.m 
 
% actuatorAssy3.m 
% 
% Purpose: Main script file that controls computation of microcompressor 
% actuation, swept volume, and maximum compression ratio over time. 
% Dependencies: 
%   comp4.m 
%   compStackHeight.m 
%   compMemDisp.m 
%   compSweptVol.m 
%   compMemStress2.m 
%   michellFit.m 
%   michellFit2.m 
%   michellDerivatives.m 
%   michellGenerate.m 
%   plotTrajOverTime.m 
%   buildTraj.m 
%   plotAssyOverTime.m 
%   drawAssy.m 
%   drawLink.m 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% constants 
pi_2 = pi / 2; % (rad) pi divided by two (2) constant 
pi_4 = pi / 4; % (rad) pi divided by four (4) constant 
twopi = 2 * pi; % (rad) pi multiplied by two (2) constant 
um2m = 1e-6; % (m / um) micron to meter conversion constant 
mm2m = 1e-3; % (m / mm) millimeter to meter conversion constant 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% user inputs 
numCycles = 1; % number of cycles to simulate 
st = 0; % (s) start time 
numTimeDiv = 10; % number of time divisions 
freq = 10; % (Hz) piezo actuator drive frequency 
alpha = 0; % (deg) inner circle center offset angle 
numBetaDiv = 100; % number of beta divisions 
ri = 2e-3; % (m) inner circle radius 
ro = 5e-3; % (m) outer circle radius 
numRDiv = 100; % number of r divisions 
dH = 0; % (m) membrane height offset 
 270 
 
thk = 200e-6; % (m) membrane thickness 
debug = false; % boolean flag indicating to use debug value for membrane 
material properties 
numTheta3Div = 10; % number of theta3 divisions 
V_min = -30; % (V) minimum input voltage 
V_max = 150; % (V) maximum input voltage 
maxForce = 800; % (N) maximum piezo actuator blocking force 
strokeLength = 28; % (um) piezo actuator stroke length 
d33 = 640e-12; % (m / V) piezoelectric strain coefficient that describes 
% strain parallel to the polarization vector of the ceramic (thickness) 
K_T = 25; % (N / um) piezo actuator stiffness 
tol = 1e-2; % integration convergence tolerance 
tol2 = 1e-10; % residual convergence tolerance 
forceOffTime = 2; % (s) piezo actuator force off time 
margin = 0.01; % margin percentage for maximum rb 
cf = 2; % damping multiplication factor 
fit1 = false; % if true use michellFit1.m, otherwise use michellFit2.m 
fixed = true; % boolean flag that indicates the actuator assembly is fixed 
(true) or adjustable (false) 
plotTraj = true; % boolean flag that indicates plotting trajectories over 
time 
plotAssy = true; % boolean flag that indicates plotting the assembly over 
time 
 
% link 1 - chuck 
length1 = 4; % (mm) chuck length 
width1 = 4; % (mm) chuck width 
height1 = 1; % (mm) chuck height, base only 
% link 2 - epoxy 
length2 = 4; % (mm) epoxy length 
width2 = 4; % (mm) epoxy width 
height2 = 50e-3; % (mm) epoxy height 
% link 3 - piezo acutator 
length3 = 3.5; % (mm) actuator length 
width3 = 3.5; % (mm) actuator width 
height3 = 18; % (mm) actuator height 
% link 4 - epoxy 
length4 = 4; % (mm) epoxy length 
width4 = 4; % (mm) epoxy width 
height4 = 50e-3; % (mm) epoxy height 
% link 5 - piston head 
length5 = 4; % (mm) piston head length 
width5 = 4; % (mm) piston head width 
height5 = 1; % (mm) piston head height, middle section only 
% link 6 - epoxy 
length6 = 4; % (mm) epoxy length 
width6 = 4; % (mm) epoxy width 
height6 = 50e-3; % (mm) epoxy height 
 
% convert units 
% link 1 
length1 = length1 * mm2m; % (m) 
width1 = width1 * mm2m; % (m) 
height1 = height1 * mm2m; % (m) 
% link 2 
length2 = length2 * mm2m; % (m) 
width2 = width2 * mm2m; % (m) 
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height2 = height2 * mm2m; % (m) 
% link 3 
length3 = length3 * mm2m; % (m) 
width3 = width3 * mm2m; % (m) 
height3 = height3 * mm2m; % (m) 
% link 4 
length4 = length4 * mm2m; % (m) 
width4 = width4 * mm2m; % (m) 
height4 = height4 * mm2m; % (m) 
% link 5 
length5 = length5 * mm2m; % (m) 
width5 = width5 * mm2m; % (m) 
height5 = height5 * mm2m; % (m) 
% link 6 
length6 = length6 * mm2m; % (m) 
width6 = width6 * mm2m; % (m) 
height6 = height6 * mm2m; % (m) 
% convert piezo actuator stroke length from um to m 
strokeLength = strokeLength * um2m; % (m) 
% piezo actuator stiffness from N / um to N / m 
K_T = K_T / um2m; % (N / m) 
% convert alpha from degrees to radians 
alpha = alpha * deg2rad; % (deg) 
 
% set initial angles 
theta1_0 = pi_2; % (rad) initial rotation angle counter-clockwise from the x-
axis for link 1, chuck 
theta2_0 = pi_2; % (rad) initial rotation angle counter-clockwise from the x-
axis for link 2, epoxy 
theta3_0 = pi_2 - 0 * deg2rad; % (rad) initial rotation angle counter-
clockwise from the x-axis for link 3, piezo actuator 
theta4_0 = pi_2; % (rad) initial rotation angle counter-clockwise from the x-
axis for link 4, epoxy 
theta5_0 = pi_2; % (rad) initial rotation angle counter-clockwise from the x-
axis for link 5, piston head 
theta6_0 = pi_2; % (rad) initial rotation angle counter-clockwise from the x-
axis for link 6, epoxy 
theta7_0 = pi_2 + atan(dH / (2 * ro)); % (rad) rotation angle with respect to 
x-axis for link 7, membrane 
 
if debug 
    % densities 
    row1 = 1000; % (kg / m^3) link 1, chuck density 
    row2 = 1000; % (kg / m^3) link 2, expoy density 
    row4 = 1000; % (kg / m^3) link 4, epoxy density 
    row5 = 1000; % (kg / m^3) link 5, piston head density 
    row6 = 1000; % (kg / m^3) link 6, epoxy density 
    % Young's moduli 
    E1 = 1e6; % (N / m^2) Young's modulus of material for link 1, chuck 
    E2 = 1e6; % (N / m^2) Young's modulus of material for link 2, epoxy 
    E4 = 1e6; % (N / m^2) Young's modulus of material for link 4, epoxy 
    E5 = 1e6; % (N / m^2) Young's modulus of material for link 5, piston head 
    E6 = 1e6; % (N / m^2) Young's modulus of material for link 6, epoxy 
    E7 = 1e6; % (N / m^2) Young's modulus of material for link7, membrane 
    % moduli of rigidity 
    G1 = 1e6; % (N / m^2) modulus of rigidity of material for link 1, chuck 
    G2 = 1e6; % (N / m^2) modulus of rigidity of material for link 2, epoxy 
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    G4 = 1e6; % (N / m^2) modulus of rigidity of material for link 4, epoxy 
    G5 = 1e6; % (N / m^2) modulus of rigidity of material for link 5, piston 
head 
    G6 = 1e6; % (N / m^2) modulus of rigidity of material for link 6, epoxy 
else 
    % densities 
    row1 = 8050; % (kg / m^3) link 1, chuck density 
    row2 = 750; % (kg / m^3) link 2, expoy density 
    row4 = 750; % (kg / m^3) link 4, epoxy density 
    row5 = 8730; % (kg / m^3) link 5, piston head density 
    row6 = 750; % (kg / m^3) link 6, epoxy density 
    % Young's moduli 
    E1 = 200e9; % (N / m^2) Young's modulus of material for link 1, chuck 
    E2 = 3.2e9; % (N / m^2) Young's modulus of material for link 2, epoxy 
    E4 = 3.2e9; % (N / m^2) Young's modulus of material for link 4, epoxy 
    E5 = 125e9; % (N / m^2) Young's modulus of material for link 5, piston 
head 
    E6 = 3.2e9; % (N / m^2) Young's modulus of material for link 6, epoxy 
    E7 = 2.5e9; % (N / m^2) Young's modulus of material for link7, membrane 
    % moduli of rigidity 
    G1 = 79.3e9; % (N / m^2) modulus of rigidity of material for link 1, 
chuck 
    G2 = 1.3e9; % (N / m^2) modulus of rigidity of material for link 2, epoxy 
    G4 = 1.3e9; % (N / m^2) modulus of rigidity of material for link 4, epoxy 
    G5 = 40e9; % (N / m^2) modulus of rigidity of material for link 5, piston 
head 
    G6 = 1.3e9; % (N / m^2) modulus of rigidity of material for link 6, epoxy 
end 
 
% Poisson's ratio 
v7 = 0.34; % Poisson's ration of material for link 7, membrane made from 
Kapton 
 
% initial link lengths 
R1_0 = height1; % (m) initial length describing link 1, chuck 
R2_0 = height2; % (m) initial length describing link 2, epoxy 
R3_0 = height3; % (m) initial length for link 3, piezo actuator 
R4_0 = height4; % (m) initial length describing link 4, epoxy 
R5_0 = height5; % (m) initial length describing link 5, piston head 
R6_0 = height6; % (m) initial length describing link 6, epoxy 
 
% compute the maximum possible rb 
l_h = R1_0 * sin(theta1_0) + R2_0 * sin(theta2_0) + R3_0 * sin(theta3_0) + 
... 
    R4_0 * sin(theta4_0) + R5_0 * sin(theta5_0) + R6_0 * sin(theta6_0); % (m) 
linkage height 
rb_max = ro - ri; % (m) 
rb_max = rb_max - margin * rb_max; % (m) adjust rb_max by subtracting margin 
theta3_max = atan(rb_max / l_h); % (rad) maximum possible theta3 
 
% assume we only update theta3 
dTheta3 = theta3_max / (numTheta3Div - 1); % (rad) 
theta3rng = 0:dTheta3:theta3_max; % (rad) 
theta3rng = pi_2 - theta3rng; % (rad) 
 
% computed inputs 
et = numCycles / freq + st; % (s) end time 
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ss = et / (numTimeDiv - 1); % (s) step size 
% construct time vector 
t = st:ss:et; % (s) 
 
% initial flexural rigidity 
D7 = E7 * thk^3 / (12 * (1 - v7^2)); % (Nm) flexural rigidity of material for 
link 7, membrane 
 
% initial cross-sectional areas 
A1 = length1 * width1; % (m^2) initial cross-sectional area for link 1, chuck 
A2 = length2 * width2; % (m^2) initial cross-sectional area for link 2, epoxy 
A3 = length3 * width3; % (m^2) initial cross-sectional area for link 3, piezo 
actuator 
A4 = length4 * width4; % (m^2) initial cross-sectional area for link 4, epoxy 
A5 = length5 * width5; % (m^2) initial cross-sectional area for link 5, 
piston head 
A6 = length6 * width6; % (m^2) initial cross-sectional area for link 6, epoxy 
 
% masses 
m1 = A1 * R1_0 * row1; % (kg) mass for link 1, chuck 
m2 = A2 * R2_0 * row2; % (kg) mass for link 2, epoxy 
m4 = A4 * R4_0 * row4; % (kg) mass for link 4, epoxy 
m5 = A5 * R5_0 * row5; % (kg) mass for link 5, piston head 
m6 = A6 * R6_0 * row6; % (kg) mass for link 6, epoxy 
 
% damping constants 
% for over damping c^2 > 4 * m * E 
c1 = sqrt(4 * m1 * E1) * cf; % material damping coefficient for link 1, chuck 
c2 = sqrt(4 * m2 * E2) * cf; % material damping coefficient for link 2, epoxy 
c4 = sqrt(4 * m4 * E4) * cf; % material damping coefficient for link 4, epoxy 
c5 = sqrt(4 * m5 * E5) * cf; % material damping coefficient for link 5, 
piston head 
c6 = sqrt(4 * m6 * E6) * cf; % material damping coefficient for link 6, epoxy 
 
V_rng = abs(V_min - V_max); % (V) input voltage amplitude 
V_off = V_min + V_rng / 2; % (V) input voltage DC offset 
n = ceil(maxForce / ((V_off + V_rng) * d33 * K_T)); % number of piezo 
actuator stack layers 
omega = 2 * pi * freq; % (rad / s) actuator drive angular frequency 
% time shift so actuator starts at zero applied force 
tShift = -asin(V_off/V_rng)/omega; % (s) 
 
% compute R3 over time 
R3 = zeros(1, numTimeDiv) + R3_0; % (m) 
indx = find(t < forceOffTime); 
R3(indx) = R3_0 + (V_off + V_rng * sin(omega .* (t(indx) + tShift))) .* d33 
.* n; % (m) piezo 
% actuator height as a function of time 
% compute F3, the piezo actuator force as a function of time 
F3 = ones(1, numTimeDiv); % (N) 
F3(indx) = (V_off + V_rng .* sin(omega .* (t(indx) + tShift))) .* d33 .* n .* 
K_T + F3(indx); % (N) 
 
% for each theta3 in theta3rng 
sweptVol_store = zeros(numTheta3Div, numTimeDiv); % (m^3) array to hold swept 
volumes 
d7_axial_store = zeros(numTheta3Div, numTimeDiv); % (m) array to hold the 
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% heights between the linkage to memebrane attachment point and the blanked-
off surface 
rbn_store = zeros(numTheta3Div, numTimeDiv); % (m) array to hold normalized 
rb values 
rbTimes = zeros(1, numTheta3Div); % (s) elapsed times for rb runs 
minStackHeight_store = ones(1, numTheta3Div) * 1e6; % (m) array to hold the 
minimum linkage heights 
maxStackHeight_store = zeros(1, numTheta3Div); % (m) array to hold the 
maximum linkage heights 
realMaxStackHeight = 0; % (m) initial real maximum stack height for fixed 
case 
for theta3_indx = 1:1:numTheta3Div 
    % start the timer 
    tic 
    fprintf('Beginning rb %i ...\n', theta3_indx); 
 
    % perform integration 
    [T, Y, F1_axial_out, F1_shear_out, F2_axial_out, F2_shear_out, ... 
        F3_out, F4_axial_out, F4_shear_out, F5_axial_out, F5_shear_out, ... 
        F6_axial_out, F6_shear_out, F7_axial_out, F7_shear_out] = ... 
        comp4(t, tol, R1_0, R2_0, R4_0, R5_0, R6_0, theta1_0, ... 
        theta2_0, theta3rng(theta3_indx), theta4_0, theta5_0, theta6_0, 
theta7_0, V_off, V_rng, n, ... 
        omega, d33, K_T, E1, E2, E4, E5, E6, G1, G2, G4, G5, G6, A1, A2, ... 
        A4, A5, A6, row1, row2, row4, row5, row6, c1, c2, c4, c5, c6, ... 
        forceOffTime, twopi, tShift); 
 
    % reset numTimeDiv and t based on what was actually computed by the 
solver 
    [q, r] = size(Y); 
    numTimeDiv = q; 
    t = T'; % (s) 
 
    [xf, yf, stackHeight, minStackHeight, maxStackHeight] = ... 
        compStackHeight(R3, Y, numTimeDiv, theta3rng(theta3_indx), twopi); 
 
    % first time through 
    if realMaxStackHeight == 0 
        realMaxStackHeight = maxStackHeight; % (m) 
    end 
 
    % for each time step 
    for indx1 = 1:1:numTimeDiv 
        % compute the displacement on the membrane 
        % F7 face normal direction 
        vec7_axial = [cos(theta7_0) sin(theta7_0)]; % (unitless) 
        % F7 face parallel direction 
        vec7_shear = [vec7_axial(2) -vec7_axial(1)]; % (unitless) 
        dvec = [xf(indx1) yf(indx1)]; % (m) 
        magdvec = norm(dvec); % (m) 
        dvec = dvec / magdvec; % (unitless) 
 
        % store minStackHeight 
        temp1 = minStackHeight * dot(vec7_axial, dvec); % (m) 
        if abs(temp1) < abs(minStackHeight_store(theta3_indx)) 
            minStackHeight_store(theta3_indx) = temp1; % (m) 
        end 
 275 
 
        % store maxStackHeight 
        temp1 = maxStackHeight * dot(vec7_axial, dvec); % (m) 
        if abs(temp1) > abs(maxStackHeight_store(theta3_indx)) 
            maxStackHeight_store(theta3_indx) = temp1; % (m) 
        end 
        % compute the height between the linkage to membrane attachment point 
and the blanked-off 
        % surface 
        if fixed 
            d7_axial = magdvec * dot(vec7_axial, dvec) - realMaxStackHeight; 
% (m) fixed case 
        else 
            d7_axial = (magdvec - maxStackHeight) * dot(vec7_axial, dvec); % 
(m) adjustable case 
        end 
        % clamp d7_axial to be <= 0 
        if d7_axial > 0 
            d7_axial = 0; % (m) 
        end 
        rbn = magdvec * dot(vec7_shear, dvec); % (m) new rb 
        % store the new rb 
        rbn_store(theta3_indx, indx1) = rbn; % (m) 
        % store d7_axial 
        d7_axial_store(theta3_indx, indx1) = d7_axial; % (m) 
         
        % compute the membrane displacement and stresses due to applied 
        % perpendicular and parallel forces 
        [xp, yp, w, r, theta, rp, thetap, sigma_rr, sigma_thetatheta] = ... 
            compMemDisp(deg2rad, twopi, alpha, numRDiv, numBetaDiv, ... 
            rbn, ri, ro, d7_axial, F7_axial_out(indx1), ... 
            F7_shear_out(indx1), D7, E7, v7); 
        % compute the swept volume 
        sweptVol_store(theta3_indx, indx1) = compSweptVol(numRDiv, 
numBetaDiv, xp, yp, w, ri); % (m^3) 
        % compute the membrane moments, vertical shear forces, and stresses 
        [m_rr, m_thetatheta, m_rtheta, q_r, q_theta, sigma_rr, ... 
            sigma_thetatheta, sigma_rtheta, x, res, dwdr, d2wdr2, dwdt, 
d2wdt2, ... 
            d2wdrdt, ddr_delr2w, ddt_delr2w, n, wf] = compMemStress2(numRDiv, 
... 
            numBetaDiv, w, r, rp, theta, thetap, D7, v7, thk, ri, ro, 
d7_axial, ... 
            tol2, fit1); 
    end 
 
    % save the current data 
    str = sprintf('save .%sdata%sdata_%i.mat', filesep, filesep, 
theta3_indx); 
    eval(str); 
 
    if plotTraj 
        % plot trajectories 
        [h1, h2] = plotTrajOverTime(Y, numTimeDiv, R3_0, tShift, d33, ... 
            n, V_off, V_rng, omega, K_T, forceOffTime, t, F1_axial_out, ... 
            F2_axial_out, F4_axial_out, F5_axial_out, F6_axial_out);  
    end 
    if plotAssy 
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        % plot assembly over time 
        [h3, M] = plotAssyOverTime(Y, length1, length2, length3, length4, ... 
            length5, length6, theta1_0, theta2_0, theta3_0, theta4_0, 
theta5_0, ... 
            theta6_0, maxStackHeight_store(theta3_indx), pi_2, twopi, R3, 
numTimeDiv); 
    end 
     
    rbTimes(theta3_indx) = toc; % (s) current rb time 
    fprintf('Time to complete rb %i = %g (hr).\n', theta3_indx, 
rbTimes(theta3_indx) / 3600); 
end 
% output simulation processing end time 
fprintf('Time to complete simluation processing %g (hr).\n', sum(rbTimes) / 
3600);  
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2. comp4.m 
 
% comp4.m 
% 
% Purpose: Performs the intgration of the linkage equations of motion. 
% Author: Michael Simon 
% Inputs: 
%   t (s)       time vector 
%   tol         integration convergence tolerance 
%   R1_0 (m)    initial length describing link 1, chuck 
%   R2_0 (m)    initial length describing link 2, epoxy 
%   R4_0 (m)    initial length describing link 4, epoxy 
%   R5_0 (m)    initial length describing link 5, piston head 
%   R6_0 (m)    initial length describing link 6, epoxy 
%   theta1_0 (rad)      initial rotation angle counter-clockwise from the 
%                           x-axis for link 1, chuck 
%   theta2_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 2, epoxy 
%   theta3_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 3, piezo actuator 
%   theta4_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 4, epoxy 
%   theta5_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 5, piston head 
%   theta6_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 6, epoxy 
%   theta7_0 (rad)      rotation angle with respect to x-axis for link 7, 
%                           membrane 
%   V_off (V)           input voltage DC offset 
%   V_rng (V)           input voltage amplitude 
%   n                   number of piezo actuator stack layers 
%   omega (rad / s)     actuator drive angular frequency 
%   d33 (m / V)         piezoelectric strain coefficient that describes 
%   K_T (N / um)        piezo actuator stiffness 
%   E1 (N / m^2)        Young's modulus of material for link 1, chuck 
%   E2 (N / m^2)        Young's modulus of material for link 2, epoxy 
%   E4 (N / m^2)        Young's modulus of material for link 4, epoxy 
%   E5 (N / m^2)        Young's modulus of material for link 5, piston head 
%   E6 (N / m^2)        Young's modulus of material for link 6, epoxy 
%   G1 (N / m^2)        modulus of rigidity of material for link 1, chuck 
%   G2 (N / m^2)        modulus of rigidity of material for link 2, epoxy 
%   G4 (N / m^2)        modulus of rigidity of material for link 4, epoxy 
%   G5 (N / m^2)        modulus of rigidity of material for link 5, piston 
head 
%   G6 (N / m^2)        modulus of rigidity of material for link 6, epoxy 
%   A1 (m^2)            initial cross-sectional area for link 1, chuck 
%   A2 (m^2)            initial cross-sectional area for link 2, epoxy 
%   A4 (m^2)            initial cross-sectional area for link 4, epoxy 
%   A5 (m^2)            initial cross-sectional area for link 5, piston 
%                           head 
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%   A6 (m^2)            initial cross-sectional area for link 6, epoxy 
%   row1 (kg / m^3)     link 1, chuck density 
%   row2 (kg / m^3)     link 2, expoy density 
%   row4 (kg / m^3)     link 4, epoxy density 
%   row5 (kg / m^3)     link 5, piston head density 
%   row6 (kg / m^3)     link 6, epoxy density 
%   c1                  material damping coefficient for link 1, chuck 
%   c2                  material damping coefficient for link 2, epoxy 
%   c4                  material damping coefficient for link 4, epoxy 
%   c5                  material damping coefficient for link 5, piston 
%                           head 
%   c6                  material damping coefficient for link 6, epoxy 
%   forceOffTime (s)    piezo actuator force off time 
%   twopi (rad)         pi multiplied by two (2) constant 
%   tShift (s)          time shift so actuator starts at zero applied 
%                           force 
% Outputs: 
%   T (s)               [numTimeDiv x 1] output time array 
%   Y                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] R1x (m)     current length in the x-direction describing link 
%                           1, chuck 
%       [2] R2x (m)     current length in the x-direction describing link 
%                           2, epoxy 
%       [3] R4x (m)     current length in the x-direction describing link 
%                           4, epoxy 
%       [4] R5x (m)     current length in the x-direction describing link 
%                           5, piston head 
%       [5] R6x (m)     current length in the x-direction describing link 
%                           6, epoxy 
%       [6] R1y (m)     current length in the y-direction describing link 
%                           1, chuck 
%       [7] R2y (m)     current length in the y-direction describing link 
%                           2, epoxy 
%       [8] R4y (m)     current length in the y-direction describing link 
%                           4, epoxy 
%       [9] R5y (m)     current length in the y-direction describing link 
%                           5, piston head 
%       [10] R6y (m)    current length in the y-direction describing link 
%                           6, epoxy 
%       [11] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [12] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [13] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
%       [14] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [15] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [16] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [17] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [18] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [19] v5y (m / s) current velocity in the y-direction describing link 
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%                           5, piston head 
%       [20] v6y (m / s) current velocity in the y-direction describing link 
%                           6, epoxy 
%   F1_axial_out (N)    array that stores F1 axial components 
%   F1_shear_out (N)    array that stores F1 shear components 
%   F2_axial_out (N)    array that stores F2 axial components 
%   F2_shear_out (N)    array that stores F2 shear components 
%   F3_out (N)          array that stores F3 axial component, F3 has no 
%                           shear component 
%   F4_axial_out (N)    array that stores F4 axial components 
%   F4_shear_out (N)    array that stores F4 shear components 
%   F5_axial_out (N)    array that stores F5 axial components 
%   F5_shear_out (N)    array that stores F5 shear components 
%   F6_axial_out (N)    array that stores F6 axial components 
%   F6_shear_out (N)    array that stores F6 shear components 
%   F7_axial_out (N)    array that stores F7 axial components 
%   F7_shear_out (N)    array that stores F7 shear components 
function [T, Y, F1_axial_out, F1_shear_out, F2_axial_out, F2_shear_out, ... 
    F3_out, F4_axial_out, F4_shear_out, F5_axial_out, F5_shear_out, ... 
    F6_axial_out, F6_shear_out, F7_axial_out, F7_shear_out] = ... 
    comp4(t, tol, R1_0, R2_0, R4_0, R5_0, R6_0, theta1_0, theta2_0, ... 
    theta3_0, theta4_0, theta5_0, theta6_0, theta7_0, V_off, V_rng, n, ... 
    omega, d33, K_T, E1, E2, E4, E5, E6, G1, G2, G4, G5, G6, A1, A2, ... 
    A4, A5, A6, row1, row2, row4, row5, row6, c1, c2, c4, c5, c6, ... 
    forceOffTime, twopi, tShift) 
F1_axial_out = zeros(length(t), 1); % (N) array to store F1 axial components 
F1_shear_out = zeros(length(t), 1); % (N) array to store F1 shear components 
F2_axial_out = zeros(length(t), 1); % (N) array to store F2 axial components 
F2_shear_out = zeros(length(t), 1); % (N) array to store F2 shear components 
F4_axial_out = zeros(length(t), 1); % (N) array to store F4 axial components 
F4_shear_out = zeros(length(t), 1); % (N) array to store F4 shear components 
F5_axial_out = zeros(length(t), 1); % (N) array to store F5 axial components 
F5_shear_out = zeros(length(t), 1); % (N) array to store F5 shear components 
F6_axial_out = zeros(length(t), 1); % (N) array to store F6 axial components 
F6_shear_out = zeros(length(t), 1); % (N) array to store F6 shear components 
F7_axial_out = zeros(length(t), 1); % (N) array to store F7 axial components 
F7_shear_out = zeros(length(t), 1); % (N) array to store F7 shear components 
F3_out = zeros(length(t), 1); % (N) array to store F3 magnitude 
lF1_axial = 0; % (N) last F1 axial component 
lF1_shear = 0; % (N) last F1 shear component 
lF2_axial = 0; % (N) last F2 axial component 
lF2_shear = 0; % (N) last F2 shear component 
lF4_axial = 0; % (N) last F4 axial component 
lF4_shear = 0; % (N) last F4 shear component 
lF5_axial = 0; % (N) last F5 axial component 
lF5_shear = 0; % (N) last F5 shear component 
lF6_axial = 0; % (N) last F6 axial component 
lF6_shear = 0; % (N) last F6 shear component 
lF7_axial = 0; % (N) last F7 axial component 
lF7_shear = 0; % (N) last F7 shear component 
lF3 = 0; % (N) last F3 magnitude 
F_indx = 1; % force index 
t_in = t; % (s) input times since t is overridden in function innerComop 
 
% construct initial y vector 
y = zeros(20, 1); 
y(1) = R1_0 * cos(theta1_0); % (m) 
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y(2) = R2_0 * cos(theta2_0); % (m) 
y(3) = R4_0 * cos(theta4_0); % (m) 
y(4) = R5_0 * cos(theta5_0); % (m) 
y(5) = R6_0 * cos(theta6_0); % (m) 
y(6) = R1_0 * sin(theta1_0); % (m) 
y(7) = R2_0 * sin(theta2_0); % (m) 
y(8) = R4_0 * sin(theta4_0); % (m) 
y(9) = R5_0 * sin(theta5_0); % (m) 
y(10) = R6_0 * sin(theta6_0); % (m) 
y(11) = 0; % (m / s) 
y(12) = 0; % (m / s) 
y(13) = 0; % (m / s) 
y(14) = 0; % (m / s) 
y(15) = 0; % (m / s) 
y(16) = 0; % (m / s) 
y(17) = 0; % (m / s) 
y(18) = 0; % (m / s) 
y(19) = 0; % (m / s) 
y(20) = 0; % (m / s) 
 
% perform integration 
% options = odeset('AbsTol', tol); 
% [T, Y] = ode45(@innerComp, t, y, options); 
[T, Y] = ode45(@innerComp, t, y); 
% [T, Y] = ode23t(@innerComp, t, y); 
 
% add final data 
% set F1 axial component 
F1_axial_out(F_indx) = lF1_axial; % (N) 
% set F1 shear component 
F1_shear_out(F_indx) = lF1_shear; % (N) 
% set  F2 axial component 
F2_axial_out(F_indx) = lF2_axial; % (N) 
% set last F2 shear component 
F2_shear_out(F_indx) = lF2_shear; % (N) 
% set last F4 axial component 
F4_axial_out(F_indx) = lF4_axial; % (N) 
% set last F4 shear component 
F4_shear_out(F_indx) = lF4_shear; % (N) 
% set last F5 axial component 
F5_axial_out(F_indx) = lF5_axial; % (N) 
% set last F5 shear component 
F5_shear_out(F_indx) = lF5_shear; % (N) 
% set last F6 axial component 
F6_axial_out(F_indx) = lF6_axial; % (N) 
% set last F6 shear component 
F6_shear_out(F_indx) = lF6_shear; % (N) 
% set last F7 axial component 
F7_axial_out(F_indx) = lF7_axial; % (N) 
% set last F7 shear component 
F7_shear_out(F_indx) = lF7_shear; % (N) 
% set last F3 magnitude 
F3_out(F_indx) = lF3; % (N) 
 
% Purpose: Performs the acceleration computation at each time step when 
% called by the ODE solver. 
% Author: Michael Simon 
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% Inputs: 
%   t (s)   the current time 
%   y                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] R1x (m)     current length in the x-direction describing link 
%                           1, chuck 
%       [2] R1y (m)     current length in the y-direction describing link 
%                           1, chuck 
%       [3] R2x (m)     current length in the x-direction describing link 
%                           2, epoxy 
%       [4] R2y (m)     current length in the y-direction describing link 
%                           2, epoxy 
%       [5] R4x (m)     current length in the x-direction describing link 
%                           4, epoxy 
%       [6] R4y (m)     current length in the y-direction describing link 
%                           4, epoxy 
%       [7] R5x (m)     current length in the x-direction describing link 
%                           5, piston head 
%       [8] R5y (m)     current length in the y-direction describing link 
%                           5, piston head 
%       [9] R6x (m)     current length in the x-direction describing link 
%                           6, epoxy 
%       [10] R6y (m)    current length in the y-direction describing link 
%                           6, epoxy 
%       [11] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [12] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [13] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [14] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [15] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
%       [16] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [17] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [18] v5y (m / s) current velocity in the y-direction describing link 
%                           5, piston head 
%       [19] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [20] v6y (m / s) current velocity in the y-direction describing link 
%                           6, epoxy 
% Outputs: 
%   dy                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [2] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [3] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [4] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [5] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
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%       [6] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [7] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [8] v5y (m / s) current velocity in the y-direction describing link 
%                           5, piston head 
%       [9] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [10] v6y (m / s) current velocity in the y-direction describing 
%                           link 6, epoxy 
%       [11] a1x (m / s^2) current acceleration in the x-direction describing 
link 
%                           1, chuck 
%       [12] a1y (m / s^2) current acceleration in the y-direction describing 
link 
%                           1, chuck 
%       [13] a2x (m / s^2) current acceleration in the x-direction describing 
link 
%                           2, epoxy 
%       [14] a2y (m / s^2) current acceleration in the y-direction describing 
link 
%                           2, epoxy 
%       [15] a4x (m / s^2) current acceleration in the x-direction describing 
link 
%                           4, epoxy 
%       [16] a4y (m / s^2) current acceleration in the y-direction describing 
link 
%                           4, epoxy 
%       [17] a5x (m / s^2) current acceleration in the x-direction describing 
link 
%                           5, piston head 
%       [18] a5y (m / s^2) current acceleration in the y-direction describing 
link 
%                           5, piston head 
%       [19] a6x (m / s^2) current acceleration in the x-direction describing 
link 
%                           6, epoxy 
%       [20] a6y (m / s^2) current acceleration in the y-direction describing 
link 
%                           6, epoxy 
    function dy = innerComp(t, y) 
        % check to see if the current time has passed one of the inputs 
        % times, if so then store F1-F6 axial and shear components 
        if t > t_in(F_indx) 
            % display the current time so we know how long the processing 
will 
            % take 
            disp(t); 
            % F1 
            F1_axial_out(F_indx) = lF1_axial; % (N) 
            F1_shear_out(F_indx) = lF1_shear; % (N) 
            % F2 
            F2_axial_out(F_indx) = lF2_axial; % (N) 
            F2_shear_out(F_indx) = lF2_shear; % (N) 
            % F4 
            F4_axial_out(F_indx) = lF4_axial; % (N) 
            F4_shear_out(F_indx) = lF4_shear; % (N) 
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            % F5 
            F5_axial_out(F_indx) = lF5_axial; % (N) 
            F5_shear_out(F_indx) = lF5_shear; % (N) 
            % F6 
            F6_axial_out(F_indx) = lF6_axial; % (N) 
            F6_shear_out(F_indx) = lF6_shear; % (N) 
            % F7 
            F7_axial_out(F_indx) = lF7_axial; % (N) 
            F7_shear_out(F_indx) = lF7_shear; % (N) 
            % F3 
            F3_out(F_indx) = lF3; % (N) 
            % increment F_indx 
            F_indx = F_indx + 1; 
        end 
        dy = zeros(length(y), 1); 
        R1x = y(1); % (m) 
        R2x = y(2); % (m) 
        R4x = y(3); % (m) 
        R5x = y(4); % (m) 
        R6x = y(5); % (m) 
        R1y = y(6); % (m) 
        R2y = y(7); % (m) 
        R4y = y(8); % (m) 
        R5y = y(9); % (m) 
        R6y = y(10); % (m) 
        v1x = y(11); % (m / s) 
        v2x = y(12); % (m / s) 
        v4x = y(13); % (m / s) 
        v5x = y(14); % (m / s) 
        v6x = y(15); % (m / s) 
        v1y = y(16); % (m / s) 
        v2y = y(17); % (m / s) 
        v4y = y(18); % (m / s) 
        v5y = y(19); % (m / s) 
        v6y = y(20); % (m / s) 
 
        % turn-off piezo actuator force if the current time is greater than 
        % the force off time 
        if t < forceOffTime 
            % compute the piezo actuator force at the current time 
            F3 = (V_off + V_rng * sin(omega * (t + tShift))) * d33 * n * K_T 
/ 2; % (N) 
        else 
            F3 = 0; % (N) 
        end 
        sgnF3 = sign(F3); 
 
        % compute updated thetas, clamp to range 0 to 2 * pi 
        theta1 = atan2(R1y, R1x); % (rad) 
        if theta1 < 0 
            theta1 = theta1 + twopi; % (rad) 
        end 
        theta2 = atan2(R2y, R2x); % (rad) 
        if theta2 < 0 
            theta2 = theta2 + twopi; % (rad) 
        end 
        theta4 = atan2(R4y, R4x); % (rad) 
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        if theta4 < 0 
            theta4 = theta4 + twopi; % (rad) 
        end 
        theta5 = atan2(R5y, R5x); % (rad) 
        if theta5 < 0 
            theta5 = theta5 + twopi; % (rad) 
        end 
        theta6 = atan2(R6y, R6x); % (rad) 
        if theta6 < 0 
            theta6 = theta6 + twopi; % (rad) 
        end 
        % compute updated positions 
        R1 = norm([R1x R1y]); % (m) 
        R2 = norm([R2x R2y]); % (m) 
        R4 = norm([R4x R4y]); % (m) 
        R5 = norm([R5x R5y]); % (m) 
        R6 = norm([R6x R6y]); % (m) 
        % compute updated velocities 
        v1 = norm([v1x v1y]); % (m / s) 
        v2 = norm([v2x v2y]); % (m / s) 
        v4 = norm([v4x v4y]); % (m / s) 
        v5 = norm([v5x v5y]); % (m / s) 
        v6 = norm([v6x v6y]); % (m / s) 
 
        % axial restoring force magnitudes 
        F1_rest_axial = E1 * A1 * (R1_0 - R1) / R1_0; % (N) 
        F2_rest_axial = E2 * A2 * (R2_0 - R2) / R2_0; % (N) 
        F4_rest_axial = E4 * A4 * (R4_0 - R4) / R4_0; % (N) 
        F5_rest_axial = E5 * A5 * (R5_0 - R5) / R5_0; % (N) 
        F6_rest_axial = E6 * A6 * (R6_0 - R6) / R6_0; % (N) 
 
        % shear restoring force magnitudes 
        F1_rest_shear = G1 * A1 * tan(theta1_0 - theta1); % (N) 
        F2_rest_shear = G2 * A2 * tan(theta2_0 - theta2); % (N) 
        F4_rest_shear = G4 * A4 * tan(theta4_0 - theta4); % (N) 
        F5_rest_shear = G5 * A5 * tan(theta5_0 - theta5); % (N) 
        F6_rest_shear = G6 * A6 * tan(theta6_0 - theta6); % (N) 
 
        % face vectors 
        % F1 face normal direction 
        vec1_axial = [cos(theta1) sin(theta1)]; % (unitless) 
        % F1 face parallel direction 
        vec1_shear = [vec1_axial(2) -vec1_axial(1)]; % (unitless) 
        % F2 face normal direction 
        vec2_axial = [cos(theta2) sin(theta2)]; % (unitless) 
        % F2 face parallel direction 
        vec2_shear = [vec2_axial(2) -vec2_axial(1)]; % (unitless) 
        % F4 face normal direction 
        vec4_axial = [cos(theta4) sin(theta4)]; % (unitless) 
        % F4 face parallel direction 
        vec4_shear = [vec4_axial(2) -vec4_axial(1)]; % (unitless) 
        % F5 face normal direction 
        vec5_axial = [cos(theta5) sin(theta5)]; % (unitless) 
        % F5 face parallel direction 
        vec5_shear = [vec5_axial(2) -vec5_axial(1)]; % (unitless) 
        % F6 face normal direction 
        vec6_axial = [cos(theta6) sin(theta6)]; % (unitless) 
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        % F6 face parallel direction 
        vec6_shear = [vec6_axial(2) -vec6_axial(1)]; % (unitless) 
        % F7 face normal direction 
        vec7_axial = [cos(theta7_0) sin(theta7_0)]; % (unitless) 
        % F7 face parallel direction 
        vec7_shear = [vec7_axial(2) -vec7_axial(1)]; % (unitless) 
 
        %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % begin - compute updated forces 
        % We have to break forces into axial and shear directions to use 
        % axial and shear restoring forces. Then we recombined the computed 
        % forces to obtain their magnitudes. Finally we break the computed 
        % forces into x and y components. 
        %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % link 2 - piezo actuator pushing on epoxy 
        % F3 application direction 
        vec3 = [cos(theta3_0 + pi) sin(theta3_0 + pi)]; % (unitless) 
        % magnitude of F3 on the F2 face normal direction 
        F2_axial = F3 * dot(vec2_axial, vec3); % (N) 
        % magnitude of F3 on the F2 face parallel direction 
        F2_shear = F3 * dot(vec2_shear, vec3); % (N) 
        % axial damping 
        if v2 ~= 0 
            % velocity vector unit vector 
            vecv = [v2x v2y] / v2; % (unitless) 
            F2_damp_axial = -c2 * v2 * dot(vec2_axial, vecv); % (N) 
            % shear damping 
            F2_damp_shear = -c2 * v2 * dot(vec2_shear, vecv); % (N) 
        else 
            F2_damp_axial = 0; % (N) 
            F2_damp_shear = 0; % (N) 
        end 
        % compute the total axial force 
        F2_axial = F2_axial + F2_rest_axial + F2_damp_axial; % (N) 
        % compute the total shear force 
        F2_shear = F2_shear + F2_rest_shear + F2_damp_shear; % (N) 
        % compute the total force 
        F2 = norm([F2_axial F2_shear]); % (N) 
 
        % link 1 - epoxy pushing on chuck 
        % F2 application normal direction 
        vec2 = [cos(theta2 + pi) sin(theta2 + pi)]; % (unitless) 
        % magnitude of F2 on the F1 face normal direction 
        F1_axial = sgnF3 * F2 * dot(vec1_axial, vec2); % (N) 
        % magnitude of F2 on the F1 face parallel direction 
        F1_shear = sgnF3 * F2 * dot(vec1_shear, vec2); % (N) 
        % axial damping 
        if v1 ~= 0 
            % velocity vector unit vector 
            vecv = [v1x v1y] / v1; % (unitless) 
            F1_damp_axial = -c1 * v1 * dot(vec1_axial, vecv); % (N) 
            % shear damping 
            F1_damp_shear = -c1 * v1 * dot(vec1_shear, vecv); % (N) 
        else 
            F1_damp_axial = 0; % (N) 
            F1_damp_shear = 0; % (N) 
        end 
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        % compute the total axial force 
        F1_axial = F1_axial + F1_rest_axial + F1_damp_axial + (F2_rest_axial 
+ F2_damp_axial) * dot(vec1_axial, vec2); % (N) 
        % compute the total shear force 
        F1_shear = F1_shear + F1_rest_shear + F1_damp_shear + (F2_rest_shear 
+ F2_damp_shear) * dot(vec1_shear, vec2); % (N) 
 
        % link 4 - piezo actuator pushing on epoxy 
        % F3 application normal direction 
        vec3 = [cos(theta3_0) sin(theta3_0)]; % (unitless) 
        % magnitude of F3 on the F4 face normal direction 
        F4_axial = F3 * dot(vec3, vec4_axial); % (N) 
        % magnitude of F3 on the F4 face parallel direction 
        F4_shear = F3 * dot(vec3, vec4_shear); % (N) 
        % axial damping 
        if v4 ~= 0 
            % velocity vector unit vector 
            vecv = [v4x v4y] / v4; % (unitless) 
            F4_damp_axial = -c4 * v4 * dot(vecv, vec4_axial); % (N) 
            % shear damping 
            F4_damp_shear = -c4 * v4 * dot(vecv, vec4_shear); % (N) 
        else 
            F4_damp_axial = 0; % (N) 
            F4_damp_shear = 0; % (N) 
        end 
        % compute the total axial force 
        F4_axial = F4_axial + F4_rest_axial + F4_damp_axial; % (N) 
        % compute the total shear force 
        F4_shear = F4_shear + F4_rest_shear + F4_damp_shear; % (N) 
        % compute the total force 
        F4 = norm([F4_axial F4_shear]); % (N) 
 
        % link 5 - epoxy pushing on piston head 
        % F4 application normal direction 
        vec4 = [cos(theta4) sin(theta4)]; % (unitless) 
        % magnitude of F4 on the F5 face normal direction 
        F5_axial = -sgnF3 * F4 * dot(vec4, -vec5_axial); % (N) 
        % magnitude of F4 on the F5 face parallel direction 
        F5_shear = -sgnF3 * F4 * dot(vec4, -vec5_shear); % (N) 
        % axial damping 
        if v5 ~= 0 
            % velocity vector unit vector 
            vecv = [v5x v5y] / v5; % (unitless) 
            F5_damp_axial = -c5 * v5 * dot(vecv, vec5_axial); % (N) 
            % shear damping 
            F5_damp_shear = -c5 * v5 * dot(vecv, vec5_shear); % (N) 
        else 
            F5_damp_axial = 0; % (N) 
            F5_damp_shear = 0; % (N) 
        end 
        % compute the total axial force 
        F5_axial = F5_axial + F5_rest_axial + F5_damp_axial + (F4_rest_axial 
+ F4_damp_axial) * dot(vec4, vec5_axial); % (N) 
        % compute the total shear force 
        F5_shear = F5_shear + F5_rest_shear + F5_damp_shear + (F4_rest_shear 
+ F4_damp_shear) * dot(vec4, vec5_shear); % (N) 
        % compute the total force 
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        F5 = norm([F5_axial F5_shear]); % (N) 
 
        % link 6 - piston head pushing on epoxy 
        % F5 application normal direction 
        vec5 = [cos(theta5) sin(theta5)]; % (unitless) 
        % magnitude of F5 on the F6 face normal direction 
        F6_axial = -sgnF3 * F5 * dot(vec5, -vec6_axial); % (N) 
        % magnitude of F5 on the F6 face parallel direction 
        F6_shear = -sgnF3 * F5 * dot(vec5, -vec6_shear); % (N) 
        % axial damping 
        if v6 ~= 0 
            % velocity vector unit vector 
            vecv = [v6x v6y] / v6; % (unitless) 
            F6_damp_axial = -c6 * v6 * dot(vecv, vec6_axial); % (N) 
            % shear damping 
            F6_damp_shear = -c6 * v6 * dot(vecv, vec6_shear); % (N) 
        else 
            F6_damp_axial = 0; % (N) 
            F6_damp_shear = 0; % (N) 
        end 
        % compute the total axial force 
        F6_axial = F6_axial + F6_rest_axial + F6_damp_axial + (F5_rest_axial 
+ F5_damp_axial) * dot(vec5, vec6_axial); % (N) 
        % compute the total shear force 
        F6_shear = F6_shear + F6_rest_shear + F6_damp_shear + (F5_rest_shear 
+ F5_damp_shear) * dot(vec5, vec6_shear); % (N) 
        % compute the total force 
        F6 = norm([F6_axial F6_shear]); 
 
        % link 7 - epoxy pushing on membrane, we just want forces here we 
        % compute deformation elsewhere 
        % F6 application normal direction 
        vec6 = [cos(theta6) sin(theta6)]; % (unitless) 
        % magnitude of F6 on the F7 face normal direction 
        F7_axial = -sgnF3 * F6 * dot(vec6, -vec7_axial); % (N) 
        % magnitude of the F6 on the F7 face parallel direction 
        F7_shear = -sgnF3 * F6 * dot(vec6, -vec7_shear); % (N) 
        %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % end - compute updated forces 
        %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 
        % force x-component 
        F1x = (F1_axial + F1_shear) * cos(theta1); % (N) 
        F2x = (F2_axial + F2_shear) * cos(theta2); % (N) 
        F4x = (F4_axial + F4_shear) * cos(theta4); % (N) 
        F5x = (F5_axial + F5_shear) * cos(theta5); % (N) 
        F6x = (F6_axial + F6_shear) * cos(theta6); % (N) 
        % force y-component 
        F1y = (F1_axial + F1_shear) * sin(theta1); % (N) 
        F2y = (F2_axial + F2_shear) * sin(theta2); % (N) 
        F4y = (F4_axial + F4_shear) * sin(theta4); % (N) 
        F5y = (F5_axial + F5_shear) * sin(theta5); % (N) 
        F6y = (F6_axial + F6_shear) * sin(theta6); % (N) 
        % x-axis accelerations 
        a1x = F1x / (A1 * row1 * A2 * row2); % (m / s^2) 
        a2x = F2x / (A2 * row2); % (m / s^2) 
        a4x = F4x / (A4 * row4); % (m / s^2) 
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        a5x = F5x / (A4 * row4 * A5 * row5); % (m / s^2) 
        a6x = F6x / (A4 * row4 * A5 * row5 * A6 * row6); % (m / s^2) 
        % y-axis accelerations 
        a1y = F1y / (A1 * row1 * A2 * row2); % (m / s^2) 
        a2y = F2y / (A2 * row2); % (m / s^2) 
        a4y = F4y / (A4 * row4); % (m / s^2) 
        a5y = F5y / (A4 * row4 * A5 * row5); % (m / s^2) 
        a6y = F6y / (A4 * row5 * A5 * row5 * A6 * row6); % (m / s^2) 
 
        % set return values 
        dy(1) = v1x; % (m / s) 
        dy(2) = v2x; % (m / s) 
        dy(3) = v4x; % (m / s) 
        dy(4) = v5x; % (m / s) 
        dy(5) = v6x; % (m / s) 
        dy(6) = v1y; % (m / s) 
        dy(7) = v2y; % (m / s) 
        dy(8) = v4y; % (m / s) 
        dy(9) = v5y; % (m / s) 
        dy(10) = v6y; % (m / s) 
        dy(11) = a1x; % (m / s^2) 
        dy(12) = a2x; % (m / s^2) 
        dy(13) = a4x; % (m / s^2) 
        dy(14) = a5x; % (m / s^2) 
        dy(15) = a6x; % (m / s^2) 
        dy(16) = a1y; % (m / s^2) 
        dy(17) = a2y; % (m / s^2) 
        dy(18) = a4y; % (m / s^2) 
        dy(19) = a5y; % (m / s^2) 
        dy(20) = a6y; % (m / s^2) 
 
        % set last F1 axial component 
        lF1_axial = F1_axial; % (N) 
        % set last F1 shear component 
        lF1_shear = F1_shear; % (N) 
        % set last F2 axial component 
        lF2_axial = F2_axial; % (N) 
        % set last F2 shear component 
        lF2_shear = F2_shear; % (N) 
        % set last F4 axial component 
        lF4_axial = F4_axial; % (N) 
        % set last F4 shear component 
        lF4_shear = F4_shear; % (N) 
        % set last F5 axial component 
        lF5_axial = F5_axial; % (N) 
        % set last F5 shear component 
        lF5_shear = F5_shear; % (N) 
        % set last F6 axial component 
        lF6_axial = F6_axial; % (N) 
        % set last F6 shear component 
        lF6_shear = F6_shear; % (N) 
        % set last F7 axial component 
        lF7_axial = F7_axial; % (N) 
        % set last F7 shear component 
        lF7_shear = F7_shear; % (N) 
        % set last F3 magnitude 
        lF3 = F3; % (N) 
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    end 
end 
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3. compStackHeight.m 
 
% compStackHeight.m 
% 
% Purpose: Computes the total linkage extent in the x and y-directions and 
% the total maximum linkage stack height. 
% Author: Michael Simon 
% Inputs: 
%   R3 (m)  actuator height over time 
%   Y                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] R1x (m)     current length in the x-direction describing link 
%                           1, chuck 
%       [2] R2x (m)     current length in the x-direction describing link 
%                           2, epoxy 
%       [3] R4x (m)     current length in the x-direction describing link 
%                           4, epoxy 
%       [4] R5x (m)     current length in the x-direction describing link 
%                           5, piston head 
%       [5] R6x (m)     current length in the x-direction describing link 
%                           6, epoxy 
%       [6] R1y (m)     current length in the y-direction describing link 
%                           1, chuck 
%       [7] R2y (m)     current length in the y-direction describing link 
%                           2, epoxy 
%       [8] R4y (m)     current length in the y-direction describing link 
%                           4, epoxy 
%       [9] R5y (m)     current length in the y-direction describing link 
%                           5, piston head 
%       [10] R6y (m)    current length in the y-direction describing link 
%                           6, epoxy 
%       [11] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [12] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [13] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
%       [14] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [15] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [16] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [17] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [18] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [19] v5y (m / s) current velocity in the y-direction describing link 
%                           5, piston head 
%       [20] v6y (m / s) current velocity in the y-direction describing link 
%                           6, epoxy 
%   numTimeDiv number of time divisions 
%   theta3_0 (rad) initial rotation angle counter-clockwise from the x-axis 
%                   for link 3, piezo actuator 
%   twopi (rad) 2 * pi constant 
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% Outputs: 
%   xf (m) [1 x numTimeDiv] array that holds x-linkage extent over time 
%   yf (m) [1 x numTimeDiv] array that holds y-linkage extent over time 
%   stackHeight (m) total maximum linkage stack height 
function [xf, yf, stackHeight, minStackHeight, maxStackHeight] = 
compStackHeight(R3, Y, numTimeDiv, theta3_0, twopi) 
xf = zeros(1, numTimeDiv); % (m) [1 x numTimeDiv] array to hold x-linkage 
extent over time 
yf = zeros(1, numTimeDiv); % (m) [1 x numTimeDiv] array to hold y-linkage 
extent over time 
% for each time step 
for indx1 = 1:1:numTimeDiv 
    % get updated link heights at the current time step 
    R1x = Y(indx1, 1); % (m) 
    R2x = Y(indx1, 2); % (m) 
    R4x = Y(indx1, 3); % (m) 
    R5x = Y(indx1, 4); % (m) 
    R6x = Y(indx1, 5); % (m) 
    R1y = Y(indx1, 6); % (m) 
    R2y = Y(indx1, 7); % (m) 
    R4y = Y(indx1, 8); % (m) 
    R5y = Y(indx1, 9); % (m) 
    R6y = Y(indx1, 10); % (m) 
    % compute updated link heights at the current time step 
    R1 = norm([R1x R1y]); % (m) link 1 height at the current 
    %                                           time step 
    R2 = norm([R2x R2y]); % (m) link 2 height at the current 
    %                                           time step 
    R4 = norm([R4x R4y]); % (m) link 4 height at the current 
    %                                           time step 
    R5 = norm([R5x R5y]); % (m) link 5 height at the current 
    %                                               time step 
    R6 = norm([R6x R6y]); % (m) link 6 height at the current 
    %                                               time step 
    % compute updated thetas, clamp to range 0 to 2 * pi 
    theta1 = atan2(R1y, R1x); % (rad) 
    if theta1 < 0 
        theta1 = theta1 + twopi; % (rad) 
    end 
    theta2 = atan2(R2y, R2x); % (rad) 
    if theta2 < 0 
        theta2 = theta2 + twopi; % (rad) 
    end 
    theta4 = atan2(R4y, R4x); % (rad) 
    if theta4 < 0 
        theta4 = theta4 + twopi; % (rad) 
    end 
    theta5 = atan2(R5y, R5x); % (rad) 
    if theta5 < 0 
        theta5 = theta5 + twopi; % (rad) 
    end 
    theta6 = atan2(R6y, R6x); % (rad) 
    if theta6 < 0 
        theta6 = theta6 + twopi; % (rad) 
    end 
    % adjust thetas 
    if theta1 > pi 
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        theta1 = theta1 + pi; 
        theta1 = mod(theta1, twopi); 
    end 
    if theta2 > pi 
        theta2 = theta2 + pi; 
        theta2 = mod(theta2, twopi); 
    end 
    if theta4 > pi 
        theta4 = theta4 + pi; 
        theta4 = mod(theta4, twopi); 
    end 
    if theta5 > pi 
        theta5 = theta5 + pi; 
        theta5 = mod(theta5, twopi); 
    end 
    if theta6 > pi 
        theta6 = theta6 + pi; 
        theta6 = mod(theta6, twopi); 
    end 
    % link 1 
    link1_x = R1 * cos(theta1); % (m) link 1 x-coordinate 
    link1_y = R1 * sin(theta1); % (m) link 1 y-coordinate 
    % link 2 
    link2_x = R2 * cos(theta2); % (m) link 2 x-coordinate 
    link2_y = R2 * sin(theta2); % (m) link 2 y-coordinate 
    % link 3 
    link3_x = R3(indx1) * cos(theta3_0); % (m) link 3 x-coordinate 
    link3_y = R3(indx1) * sin(theta3_0); % (m) link 3 y-coordinate 
    % link 4 
    link4_x = R4 * cos(theta4); % (m) link 4 x-coordinate 
    link4_y = R4 * sin(theta4); % (m) link 4 y-coordinate 
    % link 5 
    link5_x = R5 * cos(theta5); % (m) link 5 x-coordinate 
    link5_y = R5 * sin(theta5); % (m) link 5 y-coordinate 
    % link 6 
    link6_x = R6 * cos(theta6); % (m) link 6 x-coordinate 
    link6_y = R6 * sin(theta6); % (m) link 6 y-coordinate 
    % compute the total linkage dimensions 
    xf(indx1) = link1_x + link2_x + link3_x + link4_x + link5_x + link6_x; % 
(m) 
    yf(indx1) = link1_y + link2_y + link3_y + link4_y + link5_y + link6_y; % 
(m) 
end 
% determine the stack height 
stackHeight = zeros(1, numTimeDiv); % (m) 
for indx1 = 1:1:numTimeDiv 
    stackHeight(indx1) = norm([xf(indx1) yf(indx1)]); % (m) 
end 
minStackHeight = min(stackHeight); % (m) 
maxStackHeight = max(stackHeight); % (m) 
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4. compMemDisp.m 
 
% compMemDisp.m 
% 
% Purpose: Computes the membrane combined perpendicular and parallel 
% displacement based on the perpendicular displacement boundary condition, 
% perpendicular and parallel applied forces, membrane material properties, 
% and other boundary conditions. 
% Author: Michael Simon 
% Inputs: 
%   deg2rad (rad / deg) degree to radian conversion constant 
%   twopi (rad)         2 times pi constant 
%   alpha (rad)         inner circle center offset angle 
%   numRDiv             number of r divisions 
%   numBetaDiv          number of beta divisions 
%   rb (m)              inner circle center offset magnitude 
%   ri (m)              inner circle radius 
%   ro (m)              outer circle radius 
%   h (m)               membrane perpendicular displacement boundary 
%                       condition 
%   F_perp (N)          membrane perpendicular load 
%   F_para (N)          membrane parallel load 
%   Df (Nm)             membrane material flexural rigidity 
%   E (Pa)              Young's modulus of membrane material 
%   v                   Poisson's ratio of membrane material 
% Outputs: 
%   xp (m)                  [numRDiv x numBetaDiv] array that holds x-prime 
%                               coordinates 
%   yp (m)                  [numRDiv x numBetaDiv] array that holds y-prime 
%                               coordinates 
%   w (m)                   [numRDiv x numBetaDiv] array that holds z-prime 
%                               coordinates 
%   r_out (m)               [numRDiv x numBetaDiv] array that holds r 
%                               coordinates 
%   theta (m)               [numRDiv x numBetaDiv] array that holds theta 
%                               coordinates 
%   rp (m)                  [numRDiv x numBetaDiv] array that holds r-prime 
%                               coordinates 
%   thetap (rad)            [numRDiv x numBetaDiv] array that holds 
%                               theta-prime coordinates 
%   sigma_rr (Pa)           [numRDiv x numBetaDiv] array that hold parallel 
%                               stress in the r,r-direction 
%   sigma_thetatheta (Pa)   [numRDiv x numBetaDiv] array that holds 
%                               parallel stress in the 
%                               theta,theta-direction 
function [xp, yp, w, r_out, theta, rp, thetap, sigma_rr, sigma_thetatheta] = 
... 
    compMemDisp(deg2rad, twopi, alpha, numRDiv, numBetaDiv, rb, ri, ro, ... 
    h, F_perp, F_para, Df, E, v) 
% compute constant a in the membrane displacement equation as a function of 
% force 
a = F_perp / Df; 
% Compute the Airy stress function constants 
A = 1/2*F_para*ri^3/(ro^2-ri^2)^2; 
B = -1/2*ro^4*ri^3*F_para/(ro^2-ri^2)^2; 
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D = -2*ri^3*ro^2*F_para/(ro^2-ri^2)^2; 
% setup beta range 
dBeta = twopi / (numBetaDiv - 1); % (rad) 
beta = 0:dBeta:twopi; % (rad) 
% setup r range 
dR = (ro - ri) / (numRDiv - 1); % (m) 
r = ri:dR:ro; % (m) 
[r_out, theta] = meshgrid(r, beta); % (m) [numRDiv x numBetaDiv] arrays to 
hold r and theta coordinates 
xp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to hold 
x-prime coordinates 
yp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to hold 
y-prime coordinates 
w = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to hold z-
prime coordinates 
rp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to hold 
r-prime coordinates 
thetap = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold theta-prime coordinates 
sigma_rr = zeros(numRDiv, numBetaDiv); % (Pa) [numRDiv x numBetaDiv] array to 
hold parallel stress in the r,r-direction 
sigma_thetatheta = zeros(numRDiv, numBetaDiv); % (Pa) [numRDiv x numBetaDiv] 
array to parallel stress in the theta,theta-direction 
for indx1 = 1:1:numRDiv 
    % compute the parallel stress in the r,r-direction as a function of 
    % parallel force 
    sigma_rr(indx1, :) = cos(beta).*(2.*A.*r(indx1).^4-
2.*B+D.*r(indx1).^2)./r(indx1).^3; % (Pa) 
    % compute the parallel stress in the theta,theta-direction as a 
    % function of parallel force 
    sigma_thetatheta(indx1, :) = 
(6.*A.*r(indx1).^4+2.*B+D.*r(indx1).^2)./r(indx1).^3.*cos(beta); % (Pa) 
    % apply mapping and deformation due to parallel stresses from both 
    % force and displacement (rb) 
    dr = 1 ./ E .* (sigma_rr(indx1, :) - v .* sigma_thetatheta(indx1, :)); % 
(m) 
    dbeta = 1 ./ E .* (sigma_thetatheta(indx1, :) - v .* sigma_rr(indx1, :)); 
% (rad) 
    xp(indx1, :) = (r(indx1) + dr) .* cos(beta + dbeta) + (r(indx1) + dr - 
ro) .* rb .* cos(alpha) ./ (ri - ro); 
    yp(indx1, :) = (r(indx1) + dr) .* sin(beta) + (r(indx1) + dr - ro) .* rb 
.* sin(alpha) ./ (ri - ro); 
    % compute the r-prime coordinates 
    rp(indx1, :) = sqrt(xp(indx1, :).^2 + yp(indx1, :).^2); 
    % compute the theta-prime coordinates 
    thetap(indx1, :) = atan2(yp(indx1, :), xp(indx1, :)); 
    % compute the membrane displacement under the mapping 
    % as a function of perpendicular force 
    w(indx1, :) = 1./64.*a.*r(indx1).^4-
1./32.*(a.*ri.^4+ro.^2.*a.*ri.^2)./ri.^2.*r(indx1).^2+1./16.*ro.^2.*a.*ri.^2.
*log(r(indx1)./ro)+1./64.*ro.^2.*a.*(ro.^2+2.*ri.^2); % (m) 
    % as a function of perpendicular displacement 
    w(indx1, :) = h./(-
ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r(indx1).^4-
2.*r(indx1).^2.*ri.^2-
2.*r(indx1).^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r(indx1)./ro)+ro.^4+2.*ri.^2.*ro.^
2); % (m) 
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end  
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5. compSweptVol.m 
 
% compSweptVol.m 
% 
% Purpose: Computes the membrane swept volume. 
% Author: Michael Simon 
% Inputs: 
%   numRDiv     number of r divisions 
%   numBetaDiv  number of beta divisions 
%   xp (m)  array that holds x-prime coordinates 
%   yp (m)  array that holds y-prime coordinates 
%   w (m)   array that holds z-prime coordinates 
%   ri (m)  inner circle radius 
% Outputs: 
%   V (m^3) membrane swept volume 
function V = compSweptVol(numRDiv, numBetaDiv, xp, yp, w, ri) 
% set initial volume to 0 
V = 0; % (arbitrary unit) 
% check to see if w is 0 
test = w == 0; 
if sum(sum(test)) == numRDiv * numBetaDiv 
    return; 
end 
for indx1 = 1:1:numRDiv - 1 
    for indx2 = 1:1:numBetaDiv - 1 
        % p1 p2 
        % p4 p3 
        % x 
        p1x = xp(indx1, indx2); 
        p2x = xp(indx1, indx2 + 1); 
        p3x = xp(indx1 + 1, indx2 + 1); 
        p4x = xp(indx1 + 1, indx2); 
        % y 
        p1y = yp(indx1, indx2); 
        p2y = yp(indx1, indx2 + 1); 
        p3y = yp(indx1 + 1, indx2 + 1); 
        p4y = yp(indx1 + 1, indx2); 
        % z 
        p1z = w(indx1, indx2); 
        p2z = w(indx1, indx2 + 1); 
        p3z = w(indx1 + 1, indx2 + 1); 
        p4z = w(indx1 + 1, indx2); 
        % assemble points 
        % x 
        px = [p1x p2x p3x p4x]; 
        px = [px px]; 
        % y 
        py = [p1y p2y p3y p4y]; 
        py = [py py]; 
        % z 
        pz = [p1z p2z p3z p4z]; 
        pz = [pz 0 0 0 0]; 
        X = [px; py; pz]'; 
        [K, Vt] = convhulln(X, {'QJ', 'Pp'}); 
        V = V + Vt; % (arbitrary unit) 
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    end 
end 
% add cylinder for maximum displacement within ri boundary 
maxw = max(max(abs(w))); 
V = V + pi * ri^2 * maxw; % (m^3); 
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6. compMemStress2.m 
 
% compMemStress2.m 
% 
% Purpose: Computes the membrane stress as a function of r and theta. 
% Inputs: 
%   numRDiv     number of r divisions 
%   numBetaDiv  number of beta divisions 
%   w (m)   array that holds z-prime coordinates 
%   r (m)  array that holds r coordinates 
%   rp (m)  array that holds r-prime coordinates 
%   theta (rad)    array that holds theta coordinates 
%   thetap (rad)    array that holds theta-prime coordinates 
%   Df (Nm)     membrane material flexural rigidity 
%   v       Poisson's ratio of membrane material 
%   thk (m) membrane thickness 
%   ri (m)          inner radius 
%   ro (m)          outer radius 
%   h (m)           maximum membrane displacement 
%   tol     residual convergence tolerance 
%   fit1    if true use michellFit1.m, otherwise use michellFit2.m 
% Outputs: 
%   m_rr (Nm)   membrane moment on the r face in the r-direction 
%   m_thetatheta (Nm)   membrane moment on the theta face in the 
%                           theta-direction 
%   m_rtheta (Nm)   membrane moment on the r face in the theta-direction 
%   q_r (N)    vertical shear force on the r face 
%   q_theta (N) vertical shear force on the theta face 
%   sigma_rr (Pa) stress on the r face in the r-direction 
%   sigma_thetatheta (Pa) stress on the theta face in the theta-direction 
%   sigma_rtheta (Pa) stress on the r face in the theta-direction 
%   x coefficient array [numDataPoints x 1 + 4 * n] 
%       columns are: a0 A1 ... Ai ... An B1 ... Bi ... Bn C1 ... Ci Cn D1 
%       ... Di ... Dn 
%   res     fit L2-norm residual 
%   dwdr            [1 x numDataPoints] array that holds dw/dr values 
%   d2wdr2          [1 x numDataPoints] array that holds d^2w/dr^2 values 
%   dwdt            [1 x numDataPoints] array that holds dw/dt values 
%   d2wdt2          [1 x numDataPoints] array that holds d^2w/dt^2 values 
%   d2wdrdt         [1 x numDataPoints] array that holds d^2w/drdt values 
%   ddr_delr2w      [1 x numDataPoints] array that holds d/dr(del_r^2w) 
values 
%   ddt_delr2w      [1 x numDataPoints] array that holds d/dt(del_r^2w) 
values 
%   n     number of modes 
%   w (m)       output displacement 
function [m_rr, m_thetatheta, m_rtheta, q_r, q_theta, sigma_rr, ... 
    sigma_thetatheta, sigma_rtheta, x, res, dwdr, d2wdr2, dwdt, d2wdt2, ... 
    d2wdrdt, ddr_delr2w, ddt_delr2w, n, wf] = compMemStress2(numRDiv, ... 
    numBetaDiv, w, r, rp, theta, thetap, Df, v, thk, ri, ro, h, tol, fit1) 
% compute the total number of data points 
numDataPoints = numRDiv * numBetaDiv; 
% numDataPoints = numRDiv * numBetaDiv - numRDiv; 
test = w == 0; 
if sum(sum(test)) == numDataPoints 
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    m_rr = 0; 
    m_thetatheta = 0; 
    m_rtheta = 0; 
    q_r = 0; 
    q_theta = 0; 
    sigma_rr = 0; 
    sigma_thetatheta = 0; 
    sigma_rtheta = 0; 
    x = 0; 
    res = 0; 
    dwdr = 0; 
    d2wdr2 = 0; 
    dwdt = 0; 
    d2wdt2 = 0; 
    d2wdrdt = 0; 
    ddr_delr2w = 0; 
    ddt_delr2w = 0; 
    n = 0; 
    wf = 0; 
    return; 
end 
% construct wj 
wj = reshape(w, 1, numDataPoints); 
% construct rj 
rj = reshape(r, 1, numDataPoints); 
% construct rjp 
rjp = reshape(rp, 1, numDataPoints); 
% construct thetaj 
thetaj = reshape(theta, 1, numDataPoints); 
% construct thetajp 
thetajp = reshape(thetap, 1, numDataPoints); 
% perform the Michell fit to the current displacement 
if fit1 
    [A, x, res, n] = michellFit(numDataPoints, wj, rj, thetaj, tol); 
else 
    [A, x, res, numDataPoints2, n] = michellFit2(numDataPoints, wj, rj, 
thetaj, ri, ro, h, tol); 
end 
% solve for output displacement using fit 
wf = michellGenerate(n, numDataPoints, x, rj, thetaj); 
wf = reshape(wf, numBetaDiv,  numRDiv); 
 
% compute the partial derivatives 
[dwdr, d2wdr2, dwdt, d2wdt2, d2wdrdt, ddr_delr2w, ddt_delr2w] = 
michellDerivatives(n, numDataPoints, x, rjp, thetajp); 
 
% compute the moments 
m_rr = -Df .* (d2wdr2 + v .* (1 ./ rjp .* dwdr + 1 ./ rjp.^2 .* d2wdt2)); % 
(Nm) 
m_thetatheta = -Df .* (1 ./ rjp .* dwdr + 1 ./ rjp.^2 .* d2wdt2 + v .* 
d2wdr2); % (Nm) 
m_rtheta = -Df .* (1 - v) .* (1 ./ rjp .* d2wdrdt - 1 ./ rjp.^2 .* dwdt); % 
(Nm) 
% compute the vertical shear forces 
q_r = -Df .* ddr_delr2w; 
q_theta = -Df .* ddt_delr2w; 
% compute the stresses 
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sigma_rr = 6 .* m_rr ./ thk.^2; % (Pa) 
sigma_thetatheta = 6 .* m_thetatheta ./ thk.^2; % (Pa) 
sigma_rtheta = 6 .* m_rtheta ./ thk.^2; % (Pa)  
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7. michellFit.m 
 
% michellFit.m 
% 
% Purpose: Fits the complete solution of the biharmonic equation referred 
% to the plane polar coordinate system derived by Michell. This is equation 
% (8.731) found in: Selvadurai, A. P. S., 2000, "Partial Differential 
% Equations in Mechanics 2 The Biharmonic Equation Poisson's Equation," 
% Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   numDataPoints   the number of data points 
%   wj (m)          [1 x numDataPoints] array that holds z-prime 
%                       coordinates 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
%   tol             residual convergence tolerance 
% Outputs: 
%   A               [numDataPoints x 16 + 8 * n] data array 
%                       columns are: A_0 B_0 C_0 D_0 D_0^* A_0^' ... 
%                           A_1 A^* B_1 A_1^' B_1^' ... 
%                           C_1 B^* D_1 C_1^' D_1^' ... 
%                           A_2...A_i...A_n B_2...B_i...B_n 
%                           A_2^'...A_i^'...A_n^' B_2^'...B_i^'...B_n^' ... 
%                           C_2...C_i...C_n D_2...D_i...D_n 
%                           C_2^'...C_i^'...C_n^' D_2^'...D_i^'...D_n^' 
%   x               [16 + 8 * n x 1] coefficient array 
%   res             fit L2-norm residual 
%   n               the number of modes 
function [A, x, res, n] = michellFit(numDataPoints, wj, rj, thetaj, tol) 
n = 0; % initial number of modes 
res = 1e5; % current residual 
lres = 1e6; % last residual 
firstTimeThrough = true; % boolean flag indicating first time through 
while true 
    if firstTimeThrough 
        firstTimeThrough = false; 
        [A, x, res] = innerLoop(n, numDataPoints, wj, rj, thetaj); 
        % increase the number of modes 
        n = n + 1; 
    else 
        if abs(res - lres) < tol || res >= lres 
            % decrease the number of modes 
            n = n - 1; 
            [A, x, res] = innerLoop(n, numDataPoints, wj, rj, thetaj); 
            break; 
        else 
            % set lres to res 
            lres = res; 
            [A, x, res] = innerLoop(n, numDataPoints, wj, rj, thetaj); 
            % increase the number of modes 
            n = n + 1; 
        end 
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    end 
end 
 
% Purpose: Fits the complete solution of the biharmonic equation referred 
% to the plane polar coordinate system derived by Michell. This is equation 
% (8.731) found in: Selvadurai, A. P. S., 2000, "Partial Differential 
% Equations in Mechanics 2 The Biharmonic Equation Poisson's Equation," 
% Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   n               the number of modes 
%   numDataPoints   the number of data points 
%   wj (m)          [1 x numDataPoints] array that holds z-prime 
%                       coordinates 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
% Outputs: 
%   A               [numDataPoints x 16 + 8 * n] data array 
%                       columns are: A_0 B_0 C_0 D_0 D_0^* A_0^' ... 
%                           A_1 A^* B_1 A_1^' B_1^' ... 
%                           C_1 B^* D_1 C_1^' D_1^' ... 
%                           A_2...A_i...A_n B_2...B_i...B_n 
%                           A_2^'...A_i^'...A_n^' B_2^'...B_i^'...B_n^' ... 
%                           C_2...C_i...C_n D_2...D_i...D_n 
%                           C_2^'...C_i^'...C_n^' D_2^'...D_i^'...D_n^' 
%   x               [16 + 8 * n x 1] coefficient array 
%   res             fit L2-norm residual 
function [A, x, res] = innerLoop(n, numDataPoints, wj, rj, thetaj) 
numModeTerms = 16 + 8 * n; % the number of mode terms 
% create A 
A = zeros(numDataPoints, numModeTerms); 
for j = 1:1:numDataPoints 
    c = cos(thetaj(j)); 
    s = sin(thetaj(j)); 
    % A_0 
    A(j, 1) = log(rj(j)); 
    % B_0 
    A(j, 2) = rj(j)^2; 
    % C_0 
    A(j, 3) = rj(j)^2 * log(rj(j)); 
    % D_0 
    A(j, 4) = 1; 
    % D_0^* 
    A(j, 5) = rj(j)^2 * thetaj(j); 
    % A_0^' 
    A(j, 6) = thetaj(j); 
    % A_1 
    A(j, 7) = rj(j) * thetaj(j) * s / 2; 
    % A^* 
    A(j, 8) = rj(j) * c; 
    % B_1 
    A(j, 9) = rj(j)^3 * c; 
    % A_1^' 
    A(j, 10) = c / rj(j); 
    % B_1^' 
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    A(j, 11) = rj(j) * log(rj(j)) * c; 
    % C_1 
    A(j, 12) = -rj(j) * thetaj(j) * c / 2; 
    % B^* 
    A(j, 13) = rj(j) * s; 
    % D_1 
    A(j, 14) = rj(j)^3 * s; 
    % C_1^' 
    A(j, 15) = s / rj(j); 
    % D_1^' 
    A(j, 16) = rj(j) * log(rj(j)) * s; 
    %% cosine mode summations 
    indx1 = 17; 
    % A_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 + k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % A_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^-k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 - k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    %% sine mode summations 
    % C_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 + k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % C_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^-k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n^' 
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    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 - k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
end 
% solve A * x = b using singular value decomposition for x 
[U, S, V] = svd(A, 0); 
ds = 1 ./ diag(S); 
c = U' * wj'; 
y = c .* ds; 
x = V * y; 
% recreate 
wp = A * x; 
wp = wp'; 
% compute the L2-norm residual 
res = norm(wp - wj); 
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8. michellFit2.m 
 
% michellFit2.m 
% 
% Purpose: Fits the complete solution of the biharmonic equation referred 
% to the plane polar coordinate system derived by Michell. This is equation 
% (8.731) found in: Selvadurai, A. P. S., 2000, "Partial Differential 
% Equations in Mechanics 2 The Biharmonic Equation Poisson's Equation," 
% Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   numDataPoints   the number of data points 
%   wj (m)          [1 x numDataPoints] array that holds z-prime 
%                       coordinates 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
%   ri (m)          inner radius 
%   ro (m)          outer radius 
%   h (m)           maximum membrane displacement 
%   tol             residual convergence tolerance 
% Outputs: 
%   A               [(numDataPoints + numDataPoint2) x 16 + 8 * n] data array 
%                       columns are: A_0 B_0 C_0 D_0 D_0^* A_0^' ... 
%                           A_1 A^* B_1 A_1^' B_1^' ... 
%                           C_1 B^* D_1 C_1^' D_1^' ... 
%                           A_2...A_i...A_n B_2...B_i...B_n 
%                           A_2^'...A_i^'...A_n^' B_2^'...B_i^'...B_n^' ... 
%                           C_2...C_i...C_n D_2...D_i...D_n 
%                           C_2^'...C_i^'...C_n^' D_2^'...D_i^'...D_n^' 
%   x               [16 + 8 * n x 1] coefficient array 
%   res             fit L2-norm residual 
%   numDataPoints2  number of data points used for first derivative 
%                       boundary conditions 
%   n               the number of modes 
function [A, x, res, numDataPoints2, n] = michellFit2(numDataPoints, wj, rj, 
thetaj, ri, ro, h, tol) 
n = 0; % initial number of modes 
res = 1e5; % current residual 
lres = 1e6; % last residual 
firstTimeThrough = true; % boolean flag indicating first time through 
while true 
    if firstTimeThrough 
        firstTimeThrough = false; 
        [A, x, res, numDataPoints2] = innerLoop(n, numDataPoints, wj, rj, 
thetaj, ri, ro, h); 
        % increase the number of modes 
        n = n + 1; 
    else 
        if abs(res - lres) < tol || res >= lres 
            % decrease the number of modes 
            n = n - 1; 
            [A, x, res, numDataPoints2] = innerLoop(n, numDataPoints, wj, rj, 
thetaj, ri, ro, h); 
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            % remove first derivative boundary condition points from A 
            [q, p] = size(A); 
            A = A(1:q - numDataPoints2, :); 
            break; 
        else 
            % set lres to res 
            lres = res; 
            [A, x, res, numDataPoints2] = innerLoop(n, numDataPoints, wj, rj, 
thetaj, ri, ro, h); 
            % remove first derivative boundary condition points from A 
            [q, p] = size(A); 
            A = A(1:q - numDataPoints2, :); 
            % increase the number of modes 
            n = n + 1; 
        end 
    end 
end 
 
% Purpose: Fits the complete solution of the biharmonic equation referred 
% to the plane polar coordinate system derived by Michell. This is equation 
% (8.731) found in: Selvadurai, A. P. S., 2000, "Partial Differential 
% Equations in Mechanics 2 The Biharmonic Equation Poisson's Equation," 
% Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   numDataPoints   the number of data points 
%   wj (m)          [1 x numDataPoints] array that holds z-prime 
%                       coordinates 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
%   ri (m)          inner radius 
%   ro (m)          outer radius 
% Outputs: 
%   A               [(numDataPoints + numDataPoint2) x 16 + 8 * n] data array 
%                       columns are: A_0 B_0 C_0 D_0 D_0^* A_0^' ... 
%                           A_1 A^* B_1 A_1^' B_1^' ... 
%                           C_1 B^* D_1 C_1^' D_1^' ... 
%                           A_2...A_i...A_n B_2...B_i...B_n 
%                           A_2^'...A_i^'...A_n^' B_2^'...B_i^'...B_n^' ... 
%                           C_2...C_i...C_n D_2...D_i...D_n 
%                           C_2^'...C_i^'...C_n^' D_2^'...D_i^'...D_n^' 
%   x               [16 + 8 * n x 1] coefficient array 
%   res             fit L2-norm residual 
%   numDataPoints2  number of data points used for first derivative 
%                       boundary conditions 
% function [A, x, res, numDataPoints2] = innerLoop(n, numDataPoints, wj, rj, 
thetaj, ri, ro) 
function [A, x, res, numDataPoints2] = innerLoop(n, numDataPoints, wj, rj, 
thetaj, ri, ro, h) 
% determine the number of points to add for derivative boundary conditions 
ri_indx = find(rj == ri); 
ro_indx = find(rj == ro); 
num_ri = length(ri_indx); 
num_ro = length(ro_indx); 
numDataPoints2 = num_ri + num_ro; 
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numDataPoints = numDataPoints2; 
numModeTerms = 16 + 8 * n; % the number of mode terms 
% create A 
A = zeros(numDataPoints + numDataPoints2, numModeTerms); 
wj = zeros(1, numDataPoints + numDataPoints2); 
% first do displacement boundary conditions 
itr = 1; 
indxs = [ri_indx ro_indx]; 
for q = 1:1:numDataPoints 
    j = indxs(itr); 
    if rj(j) == ri 
        wj(q) = h; 
    elseif rj(j) == ro 
        wj(q) = 0; 
    end 
    c = cos(thetaj(j)); 
    s = sin(thetaj(j)); 
    % A_0 
    A(q, 1) = log(rj(j)); 
    % B_0 
    A(q, 2) = rj(j)^2; 
    % C_0 
    A(q, 3) = rj(j)^2 * log(rj(j)); 
    % D_0 
    A(q, 4) = 1; 
    % D_0^* 
    A(q, 5) = rj(j)^2 * thetaj(j); 
    % A_0^' 
    A(q, 6) = thetaj(j); 
    % A_1 
    A(q, 7) = rj(j) * thetaj(j) * s / 2; 
    % A^* 
    A(q, 8) = rj(j) * c; 
    % B_1 
    A(q, 9) = rj(j)^3 * c; 
    % A_1^' 
    A(q, 10) = c / rj(j); 
    % B_1^' 
    A(q, 11) = rj(j) * log(rj(j)) * c; 
    % C_1 
    A(q, 12) = -rj(j) * thetaj(j) * c / 2; 
    % B^* 
    A(q, 13) = rj(j) * s; 
    % D_1 
    A(q, 14) = rj(j)^3 * s; 
    % C_1^' 
    A(q, 15) = s / rj(j); 
    % D_1^' 
    A(q, 16) = rj(j) * log(rj(j)) * s; 
    %% cosine mode summations 
    indx1 = 17; 
    % A_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
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    % B_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 + k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % A_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^-k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 - k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    %% sine mode summations 
    % C_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 + k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % C_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^-k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 - k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % increment itr 
    itr = itr + 1; 
end 
% then do first derivative boundary conditions 
itr = 1; 
for q = numDataPoints + 1:1:numDataPoints + numDataPoints2 
    j = indxs(itr); 
    wj(q) = 0; 
    c = cos(thetaj(j)); 
    s = sin(thetaj(j)); 
    % A_0 
    A(q, 1) = 1 / rj(j); 
    % B_0 
    A(q, 2) = 2 * rj(j); 
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    % C_0 
    A(q, 3) = 2 * rj(j) * log(rj(j)) + rj(j); 
    % D_0 
    A(q, 4) = 0; 
    % D_0^* 
    A(q, 5) = 2 * rj(j) * thetaj(j); 
    % A_0^' 
    A(q, 6) = 0; 
    % A_1 
    A(q, 7) = thetaj(j) * s / 2; 
    % A^* 
    A(q, 8) = c; 
    % B_1 
    A(q, 9) = 3 * rj(j)^2 * c; 
    % A_1^' 
    A(q, 10) = -c / rj(j)^2; 
    % B_1^' 
    A(q, 11) = log(rj(j)) * c + c; 
    % C_1 
    A(q, 12) = -thetaj(j) * c / 2; 
    % B^* 
    A(q, 13) = s; 
    % D_1 
    A(q, 14) = 3 * rj(j)^2 * s; 
    % C_1^' 
    A(q, 15) = s / rj(j)^2; 
    % D_1^' 
    A(q, 16) = log(rj(j)) * s + s; 
    %% cosine mode summations 
    indx1 = 17; 
    % A_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^k * k * cos(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 + k) * (2 + k) * cos(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % A_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = -rj(j)^(-k) * k * cos(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 - k) * (2 - k) * cos(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    %% sine mode summations 
    % C_n 
    for k = 2:1:n + 1 
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        A(q, indx1) = rj(j)^k * k * sin(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 + k) * (2 + k) * sin(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % C_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = -rj(j)^(-k) * k * sin(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n^' 
    for k = 2:1:n + 1 
        A(q, indx1) = rj(j)^(2 - k) * (2 - k) * sin(k * thetaj(j)) / rj(j); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % increment itr 
    itr = itr + 1; 
end 
% solve A * x = b using singular value decomposition for x 
[U, S, V] = svd(A, 0); 
ds = 1 ./ diag(S); 
c = U' * wj'; 
y = c .* ds; 
x = V * y; 
% recreate 
wp = A * x; 
wp = wp'; 
% compute the L2-norm residual 
res = norm(wp - wj); 
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9. michellGenerate.m 
 
% michellGenerate.m 
% 
% Purpose: Generates a sufrace representing the complete solution of the 
% biharmonic equation referred to the plane polar coordinate system derived 
% by Michell. This is equation (8.731) found in: Selvadurai, A. P. S., 
% 2000, "Partial Differential Equations in Mechanics 2 The Biharmonic 
% Equation Poisson's Equation," Berlin, Springer-Verlag, p. 166. The 
% function michellFit in the script file michellFit.m must have been called 
% first to generate the necessary coefficients x. 
% Author: Michael Simon 
% Inputs: 
%   n               the number of modes 
%   numDataPoints   the number of data points 
%   x               [16 + 8 * n x 1] coefficient array 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
% Outputs: 
%   w (m)           [1 x numDataPoints] displacement coordinate array 
function w = michellGenerate(n, numDataPoints, x, rj, thetaj) 
numModeTerms = 16 + 8 * n; % the number of mode terms 
% create A 
A = zeros(numDataPoints, numModeTerms); 
for j = 1:1:numDataPoints 
    c = cos(thetaj(j)); 
    s = sin(thetaj(j)); 
    % A_0 
    A(j, 1) = log(rj(j)); 
    % B_0 
    A(j, 2) = rj(j)^2; 
    % C_0 
    A(j, 3) = rj(j)^2 * log(rj(j)); 
    % D_0 
    A(j, 4) = 1; 
    % D_0^* 
    A(j, 5) = rj(j)^2 * thetaj(j); 
    % A_0^' 
    A(j, 6) = thetaj(j); 
    % A_1 
    A(j, 7) = rj(j) * thetaj(j) * s / 2; 
    % A^* 
    A(j, 8) = rj(j) * c; 
    % B_1 
    A(j, 9) = rj(j)^3 * c; 
    % A_1^' 
    A(j, 10) = c / rj(j); 
    % B_1^' 
    A(j, 11) = rj(j) * log(rj(j)) * c; 
    % C_1 
    A(j, 12) = -rj(j) * thetaj(j) * c / 2; 
    % B^* 
    A(j, 13) = rj(j) * s; 
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    % D_1 
    A(j, 14) = rj(j)^3 * s; 
    % C_1^' 
    A(j, 15) = s / rj(j); 
    % D_1^' 
    A(j, 16) = rj(j) * log(rj(j)) * s; 
    % cosine mode summations 
    indx1 = 17; 
    % A_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 + k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % A_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^-k * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % B_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 - k) * cos(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % sine mode summations 
    % C_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 + k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % C_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^-k * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
    % D_n^' 
    for k = 2:1:n + 1 
        A(j, indx1) = rj(j)^(2 - k) * sin(k * thetaj(j)); 
        % increment indx1 
        indx1 = indx1 + 1; 
    end 
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end 
% generate surface 
w = A * x; 
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10. michellDerivatives.m 
 
% michellDerivatives.m 
 
% Purpose: Computes the partial derivatives of the complete solution of the 
% biharmonic equation referred to the plane polar coordinate system derived 
% by Michell. This is equation (8.731) found in: Selvadurai, A. P. S., 
% 2000, "Partial Differential Equations in Mechanics 2 The Biharmonic 
% Equation Poisson's Equation," Berlin, Springer-Verlag, p. 166. The 
% function michellFit in the script file michellFit.m must have been called 
% first to generate the necessary coefficients x. 
% Author: Michael Simon 
% Inputs: 
%   N               the number of modes 
%   numDataPoints   the number of data points 
%   rj (m)          [1 x numDataPoints] array that holds r-prime 
%                       coordinates 
%   thetaj (rad)    [1 x numDataPoints] array that holds theta-prime 
%                       coordinates 
%   x               [16 + 8 * N x 1] coefficient array 
% Outputs: 
%   dwdr            [1 x numDataPoints] array that holds dw/dr values 
%   d2wdr2          [1 x numDataPoints] array that holds d^2w/dr^2 values 
%   dwdt            [1 x numDataPoints] array that holds dw/dt values 
%   d2wdt2          [1 x numDataPoints] array that holds d^2w/dt^2 values 
%   d2wdrdt         [1 x numDataPoints] array that holds d^2w/drdt values 
%   ddr_delr2w      [1 x numDataPoints] array that holds d/dr(del_r^2w) 
values 
%   ddt_delr2w      [1 x numDataPoints] array that holds d/dt(del_r^2w) 
values 
function [dwdr, d2wdr2, dwdt, d2wdt2, d2wdrdt, ddr_delr2w, ddt_delr2w] = 
michellDerivatives(N, numDataPoints, x, rj, thetaj) 
numModeTerms = 16 + 8 * N; % the number of mode terms 
% dw/dr 
dwdr = zeros(1, numDataPoints); 
% d^2w/dr^2 
d2wdr2 = zeros(1, numDataPoints); 
% dw/d 
dwdt = zeros(1, numDataPoints); 
% d^2w/d^2 
d2wdt2 = zeros(1, numDataPoints); 
% d^2w/drdt 
d2wdrdt = zeros(1, numDataPoints); 
% d/dr(del_r^2w) 
ddr_delr2w = zeros(1, numDataPoints); 
% d/dt(del_r^2w) 
ddt_delr2w = zeros(1, numDataPoints); 
for j = 1:1:numDataPoints 
    r = rj(j); 
    t = thetaj(j); 
    c = cos(t); 
    s = sin(t); 
    % A_0 
    A0 = x(1); 
    % B_0 
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    B0 = x(2); 
    % C_0 
    C0 = x(3); 
    % D_0 
    D0 = x(4); 
    % D_0^* 
    D0s = x(5); 
    % A_0^' 
    A0p = x(6); 
    % A_1 
    A1 = x(7); 
    % A^* 
    As = x(8); 
    % B_1 
    B1 = x(9); 
    % A_1^' 
    A1p = x(10); 
    % B_1^' 
    B1p = x(11); 
    % C_1 
    C1 = x(12); 
    % B^* 
    Bs = x(13); 
    % D_1 
    D1 = x(14); 
    % C_1^' 
    C1p = x(15); 
    % D_1^' 
    D1p = x(16); 
 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin dw/dr 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_dwdr output from michellDerivation.m 
    dwdr(j) = dwdr(j) + (A0+2*B0*r^2+2*C0*r^2*log(r)+C0*r^2+2*D0s*r^2*t)/r; 
    % solve the second equation eq2_dwdr output from michellDerivation.m 
    dwdr(j) = dwdr(j) + 1/2*(A1*t*sin(t)*r^2+2*cos(t)*As*r^2+6*cos(t)*B1*r^4-
2*cos(t)*A1p+2*cos(t)*B1p*log(r)*r^2+2*cos(t)*B1p*r^2)/r^2; 
    % solve the third equation eq3_dwdr output from michellDerivation.m 
    dwdr(j) = dwdr(j) + 1/2*(-
C1*t*cos(t)*r^2+2*sin(t)*Bs*r^2+6*sin(t)*D1*r^4-
2*sin(t)*C1p+2*sin(t)*D1p*log(r)*r^2+2*sin(t)*D1p*r^2)/r^2; 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End dw/dr 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin d^2w/dr^2 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_d2wdr2 output from michellDerivation.m 
    d2wdr2(j) = d2wdr2(j) + (2*B0*r^2+2*C0*r^2*log(r)+3*C0*r^2+2*D0s*r^2-
A0)/r^2; 
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    % solve the second equation eq2_d2wdr2 output from michellDerivation.m 
    d2wdr2(j) = d2wdr2(j) + cos(t)*(6*B1*r^4+B1p*r^2+2*A1p)/r^3; 
    % solve the third equation eq3_d2wdr2 output from michellDerivation.m 
    d2wdr2(j) = d2wdr2(j) + sin(t)*(6*D1*r^4+D1p*r^2+2*C1p)/r^3; 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End d^2w/dr^2 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin dw/dtheta 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_dwdt output from michellDerivation.m 
    dwdt(j) = dwdt(j) + D0s*r^2+A0p; 
    % solve the second equation eq2_dwdt output from michellDerivation.m 
    dwdt(j) = dwdt(j) + 1/2*(A1*sin(t)*r^2+A1*r^2*t*cos(t)-2*sin(t)*As*r^2-
2*sin(t)*B1*r^4-2*sin(t)*A1p-2*sin(t)*B1p*log(r)*r^2)/r; 
    % solve the third equation eq3_dwdt output from michellDerivation.m 
    dwdt(j) = dwdt(j) + 1/2*(-
C1*cos(t)*r^2+C1*r^2*t*sin(t)+2*cos(t)*Bs*r^2+2*cos(t)*D1*r^4+2*cos(t)*C1p+2*
cos(t)*D1p*log(r)*r^2)/r; 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End dw/dtheta 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin d^2w/dtheta^2 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_d2wdt2 output from michellDerivation.m 
    d2wdt2(j) = d2wdt2(j) + 0; 
    % solve the second equation eq2_d2wdt2 output from michellDerivation.m 
    d2wdt2(j) = d2wdt2(j) -1/2*(-
2*A1*cos(t)*r^2+A1*t*sin(t)*r^2+2*cos(t)*As*r^2+2*cos(t)*B1*r^4+2*cos(t)*A1p+
2*cos(t)*B1p*log(r)*r^2)/r; 
    % solve the third equation eq3_d2wdt2 output from michellDerivation.m 
    d2wdt2(j) = d2wdt2(j) -1/2*(-2*C1*r^2*sin(t)-
C1*t*cos(t)*r^2+2*sin(t)*Bs*r^2+2*sin(t)*D1*r^4+2*sin(t)*C1p+2*sin(t)*D1p*log
(r)*r^2)/r; 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End d^2w/dtheta^2 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin d^2w/drdtheta 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_d2wdrdt output from michellDerivation.m 
    d2wdrdt(j) = d2wdrdt(j) + 2*D0s*r; 
    % solve the second equation eq2_d2wdrdt output from michellDerivation.m 
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    d2wdrdt(j) = d2wdrdt(j) + 1/2*(A1*sin(t)*r^2+A1*r^2*t*cos(t)-
2*sin(t)*As*r^2-6*sin(t)*B1*r^4+2*sin(t)*A1p-2*sin(t)*B1p*r^2*log(r)-
2*sin(t)*B1p*r^2)/r^2; 
    % solve the third equation eq3_d2wdrdt output from michellDerivation.m 
    d2wdrdt(j) = d2wdrdt(j) + 1/2*(-
C1*r^2*cos(t)+C1*r^2*t*sin(t)+2*cos(t)*Bs*r^2+6*cos(t)*D1*r^4-
2*cos(t)*C1p+2*cos(t)*D1p*log(r)*r^2+2*cos(t)*D1p*r^2)/r^2; 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End d^2w/drdtheta 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin d/dr(del_r^2w) 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_ddr_delr2w output from michellDerivation.m 
    ddr_delr2w(j) = ddr_delr2w(j) + 4*C0/r; 
    % solve the second equation eq2_ddr_delr2w output from 
michellDerivation.m 
    ddr_delr2w(j) = ddr_delr2w(j) + cos(t)/r^2*(8*B1*r^2-2*B1p-A1); 
    % solve the third equation eq3_ddr_delr2w output from michellDerivation.m 
    ddr_delr2w(j) = ddr_delr2w(j) -sin(t)/r^2*(-8*D1*r^2+2*D1p+C1); 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End d/dr(del_r^2w) 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % Begin d/dt(del_r^2w) 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the first equation eq1_ddt_delr2w output from michellDerivation.m 
    ddt_delr2w(j) = ddt_delr2w(j) + 4*D0s/r; 
    % solve the second equation eq2_ddt_delr2w output from 
michellDerivation.m 
    ddt_delr2w(j) = ddt_delr2w(j) -sin(t)/r^2*(8*B1*r^2+2*B1p+A1); 
    % solve the third equation eq3_ddt_delr2w output from michellDerivation.m 
    ddt_delr2w(j) = ddt_delr2w(j) + cos(t)/r^2*(8*D1*r^2+2*D1p+C1); 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % End d/dt(del_r^2w) 
    
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    % solve the fourth and fifth equations eq4_dwdr and eq5_dwdr output from 
michellDerivation.m 
    indx1 = 17; 
    for n = 2:1:N + 1 
        An = x(indx1); 
        Bn = x(indx1 + N); 
        Anp = x(indx1 + 2 * N); 
        Bnp = x(indx1 + 3 * N); 
        Cn = x(indx1 + 4 * N); 
        Dn = x(indx1 + 5 * N); 
        Cnp = x(indx1 + 6 * N); 
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        Dnp = x(indx1 + 7 * N); 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin dw/dr 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        dwdr(j) = dwdr(j) -(-An*r^n*n-2*Bn*r^(2+n)-Bn*r^(2+n)*n+Anp*r^(-n)*n-
2*Bnp*r^(2-n)+Bnp*r^(2-n)*n)*cos(n*t)/r; 
        % terms multiplied by sine 
        dwdr(j) = dwdr(j) + (Cn*r^n*n+2*Dn*r^(2+n)+Dn*r^(2+n)*n-Cnp*r^(-
n)*n+2*Dnp*r^(2-n)-Dnp*r^(2-n)*n)*sin(n*t)/r; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End dw/dr 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin dw/dtheta 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        dwdt(j) = dwdt(j) -(An*r^n+Bn*r^(2+n)+Anp*r^(-n)+Bnp*r^(2-
n))*sin(n*t)*n; 
        % terms multiplied by sine 
        dwdt(j) = dwdt(j) + (Cn*r^n+Dn*r^(2+n)+Cnp*r^(-n)+Dnp*r^(2-
n))*cos(n*t)*n; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End dw/dtheta 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin d^2w/dtheta^2 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        d2wdt2(j) = d2wdt2(j) -(An*r^n+Bn*r^(2+n)+Anp*r^(-n)+Bnp*r^(2-
n))*cos(n*t)*n^2; 
        % terms multiplied by sine 
        d2wdt2(j) = d2wdt2(j) -(Cn*r^n+Dn*r^(2+n)+Cnp*r^(-n)+Dnp*r^(2-
n))*sin(n*t)*n^2; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End d^2w/dtheta^2 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin d^2w/drdtheta 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        d2wdrdt(j) = d2wdrdt(j) + (-An*r^n*n-2*Bn*r^(2+n)-
Bn*r^(2+n)*n+Anp*r^(-n)*n-2*Bnp*r^(2-n)+Bnp*r^(2-n)*n)*sin(n*t)*n/r; 
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        % terms multiplied by sine 
        d2wdrdt(j) = d2wdrdt(j) -(-Cn*r^n*n-2*Dn*r^(2+n)-
Dn*r^(2+n)*n+Cnp*r^(-n)*n-2*Dnp*r^(2-n)+Dnp*r^(2-n)*n)*cos(n*t)*n/r; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End d^2w/drdtheta 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin d/dr(del_r^2w) 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        ddr_delr2w(j) = ddr_delr2w(j) + 4*cos(n*t)*n*(Bn*r^(2+n)*n+Bnp*r^(2-
n)*n-Bnp*r^(2-n)+Bn*r^(2+n))/r^3; 
        % terms multiplied by sine 
        ddr_delr2w(j) = ddr_delr2w(j) + 4*sin(n*t)*n*(Dn*r^(2+n)*n+Dnp*r^(2-
n)*n+Dn*r^(2+n)-Dnp*r^(2-n))/r^3; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End d/dr(del_r^2w) 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % Begin d/dt(del_r^2w) 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % terms multiplied by cosine 
        ddt_delr2w(j) = ddt_delr2w(j) + 4*sin(n*t)*n*(-Bn*r^(2+n)-
Bn*r^(2+n)*n-Bnp*r^(2-n)+Bnp*r^(2-n)*n)/r^3; 
        % terms multiplied by sine 
        ddt_delr2w(j) = ddt_delr2w(j) + 
4*cos(n*t)*n*(Dn*r^(2+n)+Dn*r^(2+n)*n+Dnp*r^(2-n)-Dnp*r^(2-n)*n)/r^3; 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
        % End d/dt(del_r^2w) 
        
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
    end 
end 
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11. plotTrajOverTime.m 
 
% plotTraj.m 
% 
% Purpose: Plots the axial link forces, link heights, and the delta of the 
% total stack height over time. 
% Dependencies: 
%   buildTraj.m 
% Author: Michael Simon 
% Inputs: 
%   Y                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] R1x (m)     current length in the x-direction describing link 
%                           1, chuck 
%       [2] R1y (m)     current length in the y-direction describing link 
%                           1, chuck 
%       [3] R2x (m)     current length in the x-direction describing link 
%                           2, epoxy 
%       [4] R2y (m)     current length in the y-direction describing link 
%                           2, epoxy 
%       [5] R4x (m)     current length in the x-direction describing link 
%                           4, epoxy 
%       [6] R4y (m)     current length in the y-direction describing link 
%                           4, epoxy 
%       [7] R5x (m)     current length in the x-direction describing link 
%                           5, piston head 
%       [8] R5y (m)     current length in the y-direction describing link 
%                           5, piston head 
%       [9] R6x (m)     current length in the x-direction describing link 
%                           6, epoxy 
%       [10] R6y (m)    current length in the y-direction describing link 
%                           6, epoxy 
%       [11] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [12] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [13] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [14] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [15] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
%       [16] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [17] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [18] v5y (m / s) current velocity in the y-direction describing link 
%                           5, piston head 
%       [19] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [20] v6y (m / s) current velocity in the y-direction describing link 
%                           6, epoxy 
%   numTimeDiv          number of time divisions 
%   R3_0 (m)            initial length for link 3, piezo actuator 
%   tShift (s) 
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%   d33 (m / V)         piezoelectric strain coefficient that describes 
%   n                   number of piezo actuator stack layers 
%   V_off (V)           input voltage DC offset 
%   V_rng (V)           input voltage amplitude 
%   omega (rad / s)     actuator drive angular frequency 
%   K_T (N / um)        piezo actuator stiffness 
%   forceOffTime (s)    piezo actuator force off time 
%   t (s)               time vector 
%   F1_axial_out (N)    array that stores F1 axial components 
%   F2_axial_out (N)    array that stores F2 axial components 
%   F4_axial_out (N)    array that stores F4 axial components 
%   F5_axial_out (N)    array that stores F5 axial components 
%   F6_axial_out (N)    array that stores F6 axial components 
% Outputs: 
%   h1                  figure handle for telemetry height as a function of 
%                           time 
%   h2                  figure handle for telemetry force as a function of 
%                           time 
%   R3(m)               length over time for link 3, piezo actuator 
function [h1, h2, R3] = plotTrajOverTime(Y, numTimeDiv, R3_0, tShift, d33, 
... 
    n, V_off, V_rng, omega, K_T, forceOffTime, t, F1_axial_out, ... 
    F2_axial_out, F4_axial_out, F5_axial_out, F6_axial_out) 
% get R1-R6 over time 
R1 = buildTraj([Y(:, 1) Y(:, 6)], numTimeDiv); 
R2 = buildTraj([Y(:, 2) Y(:, 7)], numTimeDiv); 
R4 = buildTraj([Y(:, 3) Y(:, 8)], numTimeDiv); 
R5 = buildTraj([Y(:, 4) Y(:, 9)], numTimeDiv); 
R6 = buildTraj([Y(:, 5) Y(:, 10)], numTimeDiv); 
% compute R3 over time 
R3 = zeros(1, numTimeDiv) + R3_0; % (m) 
indx = find(t < forceOffTime); 
R3(indx) = R3_0 + (V_off + V_rng * sin(omega .* (t(indx) + tShift))) .* d33 
.* n; % (m) piezo 
% actuator height as a function of time 
% compute F3, the piezo actuator force as a function of time 
F3 = ones(1, numTimeDiv); % (N) 
F3(indx) = (V_off + V_rng .* sin(omega .* (t(indx) + tShift))) .* d33 .* n .* 
K_T + F3(indx); % (N) 
 
totHeight = R1 + R2 + R3 + R4 + R5 + R6; % (m) total stack height 
minTotHeight = min(totHeight); % (m) minimum of the total stack height 
maxTotHeight = max(totHeight); % (m) maximum of the total stack height 
dTotHeight = maxTotHeight - minTotHeight; % (m) delta of the total stack 
height 
% plot the delta of the total stack height 
h0 = figure; 
hold on; 
plot(t, totHeight - maxTotHeight, 'k', 'LineWidth', 2); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('\Delta Linkage Height (m)', 'FontName', 'Century Schoolbook', 
'FontSize', 12); 
 
% plot link height telemetry as a function of time 
h1 = figure; 
hold on; 
% link 6, epoxy 
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subplot(6, 1, 1); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R6, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R6) max(R6)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 6, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 5, piston head 
subplot(6, 1, 2); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R5, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R5) max(R5)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 5, Piston Head Height as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 4, epoxy 
subplot(6, 1, 3); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R4, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R4) max(R4)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 4, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 3, piezo actuator 
subplot(6, 1, 4); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R3, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R3) max(R3)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 3, Piezo Actuator Height as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 2, epoxy 
subplot(6, 1, 5); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R2, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R2) max(R2)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 2, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 1, chuck 
subplot(6, 1, 6); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R1, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R1) max(R1)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 1, Chuck Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
 
% plot axial force telemetry as a function of time 
h2 = figure; 
hold on; 
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% link 6, epoxy 
subplot(6, 1, 1); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F6_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F6_axial_out) max(F6_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12);; 
title('Link 6, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 5, piston head 
subplot(6, 1, 2); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F5_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F5_axial_out) max(F5_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 5, Piston Head Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 4, epoxy 
subplot(6, 1, 3); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F4_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F4_axial_out) max(F4_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 4, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 3, piezo actuator 
subplot(6, 1, 4); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F3, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F3) max(F3)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 3, Piezo Actuator Force as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 2, epoxy 
subplot(6, 1, 5); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F2_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F2_axial_out) max(F2_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 2, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 1, chuck 
subplot(6, 1, 6); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F1_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F1_axial_out) max(F1_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 1, Chuck Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12);  
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12. buildTraj.m 
 
% Purpose: Builds a magnitude trajectory from computed x and y-coordinates. 
% Author: Michael Simon 
% Inputs: 
%   a (arbitrary unit)  [n x 2] array of x and y-coordinates, a(i, 1) is 
%                           the x-coordinate and a(i, 2) is the 
%                           y-coordinate 
%   n                   the number of computed coordinates 
% Outputs: 
%   b (arbitrary unit)  [1 x n] array of magnitudes 
function b = buildTraj(a, n) 
b = zeros(1, n); 
for indx1 = 1:1:n 
    b(indx1) = norm(a(indx1, :)); 
end 
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13. plotAssyOverTime.m 
 
% plotAssyOverTime.m 
% 
% Purpose: Plots the entire linkage assembly over time in two dimensions. 
% Author: Michael Simon 
% Inputs: 
%   Y                   [20 x numTimeDiv] array with the following 
%                           components: 
%       [1] R1x (m)     current length in the x-direction describing link 
%                           1, chuck 
%       [2] R2x (m)     current length in the x-direction describing link 
%                           2, epoxy 
%       [3] R4x (m)     current length in the x-direction describing link 
%                           4, epoxy 
%       [4] R5x (m)     current length in the x-direction describing link 
%                           5, piston head 
%       [5] R6x (m)     current length in the x-direction describing link 
%                           6, epoxy 
%       [6] R1y (m)     current length in the y-direction describing link 
%                           1, chuck 
%       [7] R2y (m)     current length in the y-direction describing link 
%                           2, epoxy 
%       [8] R4y (m)     current length in the y-direction describing link 
%                           4, epoxy 
%       [9] R5y (m)     current length in the y-direction describing link 
%                           5, piston head 
%       [10] R6y (m)    current length in the y-direction describing link 
%                           6, epoxy 
%       [11] v1x (m / s) current velocity in the x-direction describing link 
%                           1, chuck 
%       [12] v2x (m / s) current velocity in the x-direction describing link 
%                           2, epoxy 
%       [13] v4x (m / s) current velocity in the x-direction describing link 
%                           4, epoxy 
%       [14] v5x (m / s) current velocity in the x-direction describing link 
%                           5, piston head 
%       [15] v6x (m / s) current velocity in the x-direction describing link 
%                           6, epoxy 
%       [16] v1y (m / s) current velocity in the y-direction describing link 
%                           1, chuck 
%       [17] v2y (m / s) current velocity in the y-direction describing link 
%                           2, epoxy 
%       [18] v4y (m / s) current velocity in the y-direction describing link 
%                           4, epoxy 
%       [19] v5y (m / s) current velocity in the y-direction describing link 
%                           5, piston head 
%       [20] v6y (m / s) current velocity in the y-direction describing link 
%                           6, epoxy 
%   length1 (m)     chuck length 
%   length2 (m)     epoxy length 
%   length3 (m)     actuator length 
%   length4 (m)     epoxy length 
%   length5 (m)     piston head length 
%   length6 (m)     epoxy length 
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%   theta1_0 (rad)      initial rotation angle counter-clockwise from the 
%                           x-axis for link 1, chuck 
%   theta2_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 2, epoxy 
%   theta3_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 3, piezo actuator 
%   theta4_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 4, epoxy 
%   theta5_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 5, piston head 
%   theta6_0 (rad)      initial rotation angle counter-clockwise from the x-
axis 
%                           for link 6, epoxy 
%   theta7_0 (rad)      rotation angle with respect to x-axis for link 7, 
%                           membrane 
%   maxStackHeight (m)  the maximum stack height 
%   pi_2 (rad)          pi divided by two (2) constant 
%   twopi (rad)         pi multiplied by two (2) constant 
%   R3(m)               length over time for link 3, piezo actuator 
%   numTimeDiv          the number of time divisions 
% Outputs: 
%   h3  figure handle 
%   M   array containing movie frames 
function [h3, M] = plotAssyOverTime(Y, length1, length2, length3, length4, 
... 
    length5, length6, theta1_0, theta2_0, theta3_0, theta4_0, theta5_0, ... 
    theta6_0, maxStackHeight, pi_2, twopi, R3, numTimeDiv); 
% draw assembly over time 
h3 = figure; 
maxX = max(sum(Y(:, 1:5), 2)) + max([length1, length2, length3, length4, 
length5, length6]) / 2; % (m) 
maxY = maxStackHeight; % (m) 
axis([-maxX maxX 0 maxY + maxY * 0.6]); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 
hold on; 
% for each time step 
for indx1 = 1:1:numTimeDiv 
    % get updated link heights at the current time step 
    R1x = Y(indx1, 1); % (m) 
    R2x = Y(indx1, 2); % (m) 
    R4x = Y(indx1, 3); % (m) 
    R5x = Y(indx1, 4); % (m) 
    R6x = Y(indx1, 5); % (m) 
    R1y = Y(indx1, 6); % (m) 
    R2y = Y(indx1, 7); % (m) 
    R4y = Y(indx1, 8); % (m) 
    R5y = Y(indx1, 9); % (m) 
    R6y = Y(indx1, 10); % (m) 
    % compute updated link heights at the current time step 
    R1 = norm([R1x R1y]); % (m) link 1 height at the current 
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    %                                           time step 
    R2 = norm([R2x R2y]); % (m) link 2 height at the current 
    %                                           time step 
    R4 = norm([R4x R4y]); % (m) link 4 height at the current 
    %                                           time step 
    R5 = norm([R5x R5y]); % (m) link 5 height at the current 
    %                                               time step 
    R6 = norm([R6x R6y]); % (m) link 6 height at the current 
    %                                               time step 
    % compute updated thetas, clamp to range 0 to 2 * pi 
    theta1 = atan2(R1y, R1x); % (rad) 
    if theta1 < 0 
        theta1 = theta1 + twopi; % (rad) 
    end 
    theta2 = atan2(R2y, R2x); % (rad) 
    if theta2 < 0 
        theta2 = theta2 + twopi; % (rad) 
    end 
    theta4 = atan2(R4y, R4x); % (rad) 
    if theta4 < 0 
        theta4 = theta4 + twopi; % (rad) 
    end 
    theta5 = atan2(R5y, R5x); % (rad) 
    if theta5 < 0 
        theta5 = theta5 + twopi; % (rad) 
    end 
    theta6 = atan2(R6y, R6x); % (rad) 
    if theta6 < 0 
        theta6 = theta6 + twopi; % (rad) 
    end 
    % draw the current time step 
    h4 = drawAssy(R1, R2, R3(indx1), R4, R5, R6, theta1, theta2, ... 
        theta3_0, theta4, theta5, theta6, length1, length2, length3, ... 
        length4, length5, length6, pi_2, twopi); 
    % get movie frame 
    M(indx1) = getframe; 
    % prepare to draw for next time step 
    for indx2 = 1:1:6 
        % delete the current link graphics handle object 
        delete(h4(indx2)); 
    end 
end  
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14. drawAssy.m 
 
% drawAssy.m 
% 
% Purpose: Draws all links in absolute coordinate space. 
% Author: Michael Simon 
% Inputs: 
%   R1 (m)      link 1 height 
%   R2 (m)      link 2 height 
%   R3 (m)      link 3 height 
%   R4 (m)      link 4 height 
%   R5 (m)      link 5 height 
%   R6 (m)      link 6 height 
%   theta1 (rad) link 1 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   theta2 (rad) link 2 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   theta3 (rad) link 3 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   theta4 (rad) link 4 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   theta5 (rad) link 5 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   theta6 (rad) link 6 rotation angle counter-clockwise from the positive 
%                   x-axis 
%   length1 (m) link 1 length 
%   length2 (m) link 2 length 
%   length3 (m) link 3 length 
%   length4 (m) link 4 length 
%   length5 (m) link 5 length 
%   length6 (m) link 6 length 
%   pi_2 (rad)  pi divided by two (2) constant 
%   twopi (rad) two (2) multiplied by pi constant 
% Outputs: 
%   h   graphic handle object for current link 
function h = drawAssy(R1, R2, R3, R4, R5, R6, theta1, theta2, theta3, ... 
    theta4, theta5, theta6, length1, length2, length3, length4, ... 
    length5, length6, pi_2, twopi) 
% instantiate array to hold graphics handle objects 
h = zeros(1, 6); 
% adjust thetas 
if theta1 > pi 
    theta1 = theta1 + pi; 
    theta1 = mod(theta1, twopi); 
end 
if theta2 > pi 
    theta2 = theta2 + pi; 
    theta2 = mod(theta2, twopi); 
end 
if theta3 > pi 
    theta3 = theta3 + pi; 
    theta3 = mod(theta3, twopi); 
end 
if theta4 > pi 
    theta4 = theta4 + pi; 
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    theta4 = mod(theta4, twopi); 
end 
if theta5 > pi 
    theta5 = theta5 + pi; 
    theta5 = mod(theta5, twopi); 
end 
if theta6 > pi 
    theta6 = theta6 + pi; 
    theta6 = mod(theta6, twopi); 
end 
% link 1 
link1_xc = R1 * cos(theta1); % (m) link 1 x-coordinate center 
link1_yc = R1 * sin(theta1); % (m) link 1 y-coordinate center 
% link 2 
link2_xc = R2 * cos(theta2) + link1_xc; % (m) link 2 x-coordinate center 
link2_yc = R2 * sin(theta2) + link1_yc; % (m) link 2 y-coordinate center 
% link 3 
link3_xc = R3 * cos(theta3) + link2_xc; % (m) link 3 x-coordinate center 
link3_yc = R3 * sin(theta3) + link2_yc; % (m) link 3 y-coordinate center 
% link 4 
link4_xc = R4 * cos(theta4) + link3_xc; % (m) link 4 x-coordinate center 
link4_yc = R4 * sin(theta4) + link3_yc; % (m) link 4 y-coordinate center 
% link 5 
link5_xc = R5 * cos(theta5) + link4_xc; % (m) link 5 x-coordinate center 
link5_yc = R5 * sin(theta5) + link4_yc; % (m) link 5 y-coordinate center 
% link 6 
link6_xc = R6 * cos(theta6) + link5_xc; % (m) link 6 x-coordinate center 
link6_yc = R6 * sin(theta6) + link5_yc; % (m) link 6 y-coordinate center 
% draw link 1 
length1_2 = length1 / 2; % (m) initial base link length divided by two (2) 
px1 = [length1_2 -length1_2]; % (m) initial previous x-coordinates for 
%                                   bottom link line 
py1 = zeros(1, 2); % (m) initial previous y-coordinates for bottom link 
%                           line 
[h(1), px2, py2] = drawLink(length1, theta1, link1_xc, link1_yc, px1, ... 
    py1, pi_2, twopi); 
% draw link 2 
[h(2), px3, py3] = drawLink(length2, theta2, link2_xc, link2_yc, px2, ... 
    py2, pi_2, twopi); 
% draw link 3 
[h(3), px4, py4] = drawLink(length3, theta3, link3_xc, link3_yc, px3, ... 
    py3, pi_2, twopi); 
% draw link 4 
[h(4), px5, py5] = drawLink(length4, theta4, link4_xc, link4_yc, px4, ... 
    py4, pi_2, twopi); 
% draw link 5 
[h(5), px6, py6] = drawLink(length5, theta5, link5_xc, link5_yc, px5, ... 
    py5, pi_2, twopi); 
% draw link 6 
[h(6), junk1, junk2] = drawLink(length6, theta6, link6_xc, link6_yc, ... 
    px6, py6, pi_2, twopi); 
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15. drawLink.m 
 
% drawLink.m 
% 
% Purpose: Draws a single link in absolute coordinate space. 
% Author: Michael Simon 
% Inputs: 
%   L (m)       link length 
%   theta (rad) link rotation angle counter-clockwise from the positive 
%                   x-axis 
%   link_xc (m) link center x-coordinate 
%   link_yc (m) link center y-coordinate 
%   px (m)      previous x-coordinates for bottom link line 
%   py (m)      previous y-coordinates for bottom link line 
%   pi_2 (rad)  pi divided by two (2) constant 
%   twopi (rad) two (2) multiplied by pi constant 
% Outputs: 
%   h   graphic handle object for current link 
function [h, px, py] = drawLink(L, theta, link_xc, link_yc, px, py, ... 
    pi_2, twopi) 
vec3 = [link_xc link_yc]; % (m) 
L_2 = L / 2; % (m) one-half the link length 
uv = [1; 0]; % (unitless) 
if theta > pi 
    theta = theta + pi; 
    theta = mod(theta, twopi); 
end 
% positive x side 
% rotate unit vector 
ct = cos(theta - pi_2); 
st = sin(theta - pi_2); 
% construct rotation matrix 
Rot_z = [ct -st; st ct]; 
vec1 = Rot_z * uv; % (unitless) 
% scale unit vector 
vec1 = vec1' * L_2 + vec3; % (m) 
% negative x side 
% rotate unit vector 
ct = cos(theta + pi_2); 
st = sin(theta + pi_2); 
% construct rotation matrix 
Rot_z = [ct -st; st ct]; 
vec2 = Rot_z * uv; % (unitless) 
% scale unit vector 
vec2 = vec2' * L_2 + vec3; % (m) 
vec3 = [px(1) - px(2) py(1) - py(2)]; % (m) 
vec3_c = [mean(px) mean(py)]; % (m) vec3 center point 
% normalize vec3 
vec3 = vec3 / norm(vec3); % (unitless) 
% move L_2 along vec3 towards the positive x side 
vec4 = L_2 * vec3 + vec3_c; % (m) 
% move L_2 along vec3 towards the negative x side 
vec5 = L_2 * -vec3 + vec3_c; % (m) 
% reset px 
px = [vec4(1) vec5(1)]; % (m) 
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py = [vec4(2) vec5(2)]; % (m) 
x = [px(1) vec1(1) vec2(1) px(2) px(1)]; % (m) 
y = [py(1) vec1(2) vec2(2) py(2) py(1)]; % (m) 
% draw link 
h = line(x, y, 'Color', 'b', 'LineWidth', 2); 
% set return previous x-coordinates for bottom link line 
px = [vec1(1) vec2(1)]; % (m) 
% set return previous y-coordinates for bottom link line 
py = [vec1(2) vec2(2)]; % (m) 
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16. pressureTest2.m 
 
% pressureTest2.m 
 
% Purpose: Determines the maximum pressure given actuator and chamber 
% parameters. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
% constants 
um2m = 1e-6; % (m / um) micron to meter conversion constant 
mm2m = 1e-3; % (m / mm) millimeter to meter conversion constant 
Pa2atm = 1 / 101325; % (atm / Pa) Pa to atm conversion constant 
 
% user inputs 
rampHold = true; % boolean flag that indicates ramp voltage and hold input 
constant = false; % boolean flag that indicates constant voltage input 
sinusoidal = false; % boolean flag that indicates sinusoidal voltage input 
ro = 5e-3; % (m) outer membrane radius 
R2_0 = 500e-6; % (m) membrane thickness 
E2 = 2.5e9; % (N / m^2) Young's modulus of material for polyimide membrane 
freq = 10; % (Hz) piezo actuator drive frequency 
V_min = -30; % (V) minimum input voltage 
V_max = 150; % (V) maximum input voltage 
h_0 = 12.186; % (um) piezo actuator stroke length 
d33 = 640e-12; % (m / V) piezoelectric strain coefficient that describes 
% strain parallel to the polarization vector of the ceramic (thickness) 
K_T = 25; % (N / um) piezo actuator stiffness 
E3 = 5.56e10; % (N / m^2) actuator Young's modulus, the reciprocal of S33 
n = 211; % number of actuator layers 
length3 = 3.5; % (mm) actuator length 
width3 = 3.5; % (mm) actuator width 
height3 = 18; % (mm) actuator height 
st = 0; % (s) start time 
et = 0.1; % (s) end time 
numTimeDiv = 500; % number of time divisions 
P1 = 101325; % (Pa) initial pressure 
row2 = 1420; % (kg / m^3) membrane density 1420 
row3 = 8000; % (kg / m^3) actuator density 
cf = 1; % damping multiplication factor 
 
% unit conversions 
% link 3 
length3 = length3 * mm2m; % (m) 
width3 = width3 * mm2m; % (m) 
height3 = height3 * mm2m; % (m) 
R3_0 = height3; % (m) initial length for link 3, piezo actuator 
% piezo actuator stiffness from N / um to N / m 
K_T = K_T / um2m; % (N / m) 
% convert piezo actuator stroke length from um to m 
h_0 = h_0 * um2m; % (m) 
 
% computed inputs 
% construct time vector 
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V_rng = abs(V_min - V_max); % (V) input voltage amplitude 
V_off = V_min + V_rng / 2; % (V) input voltage DC offset 
omega = 2 * pi * freq; % (rad / s) actuator drive angular frequency 
tShift = 0; % (s) 
 
 
if rampHold 
    % #1 ramp and hold input voltage 
    numCycle_4 = numTimeDiv / 2; % number of steps in one-quarter cycle time 
    tCycle_4 = 1 / (4 * freq) - tShift; % (s) one-quarter cycle time 
    ss = tCycle_4 / numCycle_4; 
    t1 = linspace(st, st + tCycle_4, numCycle_4); % (s) 
    t2 = linspace(st + tCycle_4 + ss, et, numCycle_4); % (s) 
    t = [t1 t2]; % (s) time vector 
    F3_1 = zeros(1, numCycle_4); % (N) 
    F3_1 = V_rng .* sin(omega .* t1) .* d33 .* n .* K_T + F3_1; % (N) 
    F3_2 = ones(1, numCycle_4) * max(F3_1); % (N) 
    F3 = [F3_1 F3_2] / 2; % (N) 
    F3_max = []; % (N) 
elseif constant 
    % #2 constant voltage input 
    t = linspace(st, et, numTimeDiv); % (s) 
    F3 = V_rng .* d33 .* n .* K_T / 2; % (N) 
    F3 = ones(1, numTimeDiv) * F3; % (N) 
    F3_max = F3(1); % (N) 
elseif sinusoidal 
    % #3 sinusoidal input voltage 
    t = linspace(st, et, numTimeDiv); % (s) 
    F3 = (V_off + V_rng .* sin(omega .* (t + tShift))) .* d33 .* n .* K_T; % 
(N) 
    F3 = F3 / 2; % (N) 
    F3_max = []; % (N) 
end 
% % debug 
% plot(t, F3); 
% xlabel('Time (s)'); 
% ylabel('Force (N)'); 
 
A2 = pi * ro^2; % (m^2) membrane cross-sectional area 
A3 = length3 * width3; % (m^2) actuator cross-sectional area 
 
% masses 
m2 = A2 * R2_0 * row2; % (kg) mass for membrane 
m3 = A3 * R3_0 * row3; % (kg) mass for actuator 
 
% damping constants 
% for over damping c^2 > 4 * m * E 
c2 = sqrt(4 * m2 * E2) * cf; % material damping coefficient for membrane 
c3 = sqrt(4 * m3 * E3) * cf; % material damping coefficient for actuator 
 
Fp_0 = A2 * P1; % (N) initial restoring force from gas pressure 
 
[T, Y, Fp_out, F2_out, F3_out, h_out] = ... 
    pressureTestInner2(t, F3, R2_0, R3_0, E2, E3, A2, A3, row2, ... 
    row3, P1, h_0, c2, c3, Fp_0, F3_max); 
 
P2 = h_0 * P1 ./ h_out; % (Pa) 
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P2 = P2 * Pa2atm; % (atm) 
tH_0 = h_0 + R2_0; % (m) total initial height 
 
figure; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(T, h_out, 'k', 'LineWidth', 2); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
grid on; 
% plot F3 and Fp 
figure; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(T, Fp_out, 'k', 'LineWidth', 2); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Fp (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
grid on; 
% plot pressure 
figure; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(T, P2, 'k', 'LineWidth', 2); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Pressure (atm)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
grid on; 
% plot pressure as function of height 
figure; 
hold on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
x = h_out * 1e6; % (um) 
y = P2; % (atm) 
[x, I] = sort(x); 
y = y(I); 
plot(x, y, 'k', 'LineWidth', 2); 
% analytical 
P2_anal = P1 * h_0 ./ h_out; % (Pa) 
P2_anal = P2_anal * Pa2atm; % (atm) 
plot(h_out * 1e6, P2_anal, '--k', 'LineWidth', 2, 'Marker', '+', 
'MarkerFaceColor', 'k', 'MarkerSize', 15); 
xlabel('Dead Volume Height (\mum)', 'FontName', 'Century Schoolbook', 
'FontSize', 12); 
ylabel('Pressure (atm)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
grid on; 
legend({'Numerical', 'Analytical'}, 'Location', 'Best', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% find the dead volume height that gives 21 atm 
[x, indx] = unique(x); 
y = y(indx); 
deadVolHeight = interp1(y, x, 21); % (um) 
x2 = [deadVolHeight deadVolHeight]; 
y = [0 max(y)]; 
plot(x2, y, '--k'); 
% plot the dead volume height that gives the maximum pressure 
deadVolHeightMax = x(1); 
x2 = [deadVolHeightMax deadVolHeightMax]; 
y = [0 max(y)]; 
plot(x2, y, '--k'); 
% plot displacements over time 
% figure; 
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% y = 2 * ro; % (m) 
% line([0 tH_0], [0 0]); 
% line([0 tH_0], [y y]); 
% line([0 0], [0 y]); 
% line([tH_0 tH_0], [0 y]); 
% for indx = 1:1:length(T) 
%     x1 = Y(indx, 1); % (m) 
%     x2 = Y(indx, 2); % (m) 
%     h1 = line([x1 x1], [0 y]); 
%     h2 = line([x2 x2], [0 y]); 
%     M(indx) = getframe(gca); 
%     delete(h1); 
%     delete(h2); 
% end 
% movie(M, 10, 10); 
 
% compute RSS between P2 analytical and numerical 
err = norm((P2 - P2_anal).^2); 
 
fprintf('Maximum pressure: %g (atm)\n', max(P2)); 
fprintf('Minimum dead volume height: %g (um)\n', deadVolHeightMax); 
fprintf('Dead volume height for 21 atm: %g (um)\n', deadVolHeight); 
fprintf('Dead volume height for %g atm: %g (um)\n', max(P2), 
deadVolHeightMax); 
fprintf('Dead volume height difference: %g (um)\n', abs(deadVolHeight - 
deadVolHeightMax)); 
fprintf('Percentage of stroke: %g %%\n', (h_0 - min(h_out)) / h_0 * 100); 
fprintf('RSS error between analytical and numerical: % g\n', err); 
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17. pressureTestInner2.m 
 
% pressureTestInner2.m 
% 
% Purpose: Numerically integrates the pressure over time. 
% Author: Michael Simon 
% Inputs: 
%   t_in (s) input time array 
%   F3_in (N)   initial actuator force 
%   R2_0 (m)    initial membrane thickness 
%   R3_0 (m)    initial actuator height 
%   E2 (Pa)     membrane Young's modulus 
%   E3 (Pa)     actuator Young's modulus 
%   A2 (m^2)    membrane cross-sectional area 
%   A3 (m^2)    actuator cross-sectional area 
%   row2 (kg / m^3) membrane density 
%   row3 (kg / m^3) actuator density 
%   P1 (Pa)     initial chamber pressure 
%   h_0 (m)     initial pull-down height (dead volume height) 
%   c2          membrane damping coefficient 
%   c3          actuator damping coefficient 
%   Fp_0 (N)    initial force on the membrane associated with the initial 
%                   chamber pressure 
%   F3_max (N)  maximum actuator force 
% Outputs: 
%   T (s)   output time array 
%   Y (m)   output link positions 
%   Fp_out (N)  force associated with the chamber pressure output over time 
%   F2_out (N)  force on chamber side of membrane output over time 
%   F3_out (N)  force on actuator side of membrane over time 
%   h_out (m)   dead volume height output over time 
function [T, Y, Fp_out, F2_out, F3_out, h_out] = ... 
    pressureTestInner2(t_in, F3_in, R2_0, R3_0, E2, E3, A2, ... 
    A3, row2, row3, P1, h_0, c2, c3, Fp_0, F3_max) 
 
indx = 1; % index 
Fp_out = zeros(length(t_in), 1); % (N) array to store Fp 
F2_out = zeros(length(t_in), 1); % (N) array to store F2 
F3_out = zeros(length(t_in), 1); % (N) array to store F3 
h_out = zeros(length(t_in), 1); % (m) array to store h 
 
tH_0 = h_0 + R2_0 + R3_0; % (m) total initial height 
lFp = 0; % (N) last Fp 
lF2 = 0; % (N) last F2 
lF3 = 0; % (N) last F3 
lh = 0; % (m) last height 
 
% construct initial y vector 
y = zeros(4, 1); 
y(1) = h_0; % (m) 
y(2) = h_0 + R2_0; % (m) 
y(3) = 0; % (m / s) 
y(4) = 0; % (m / s) 
 
[T, Y] = ode45(@innerComp, t_in, y); 
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% add final data 
% Fp 
Fp_out(indx) = lFp; % (N) 
% F2 
F2_out(indx) = lF2; % (N) 
% F3 
F3_out(indx) = lF3; % (N) 
% h 
h_out(indx) = lh; % (m) 
 
% Purpose: Numerical integration inner loop. 
% Author: Michael Simon 
% Inputs: 
%   t (s)   current time 
%   Y (m)   link positions from the previous time step 
% Outputs: 
%   dy      integrated values at the current time step 
    function dy = innerComp(t, y) 
        % check to see if the current time has passed one of the inputs 
        % times, if so then store variables 
        if t > t_in(indx) 
            % display the current time so we know how long the processing 
will 
            % take 
            disp(t); 
            % Fp 
            Fp_out(indx) = lFp; % (N) 
            % F2 
            F2_out(indx) = lF2; % (N) 
            % F3 
            F3_out(indx) = lF3; % (N) 
            % h 
            h_out(indx) = lh; % (m) 
            % increment indx 
            indx = indx + 1; 
        end 
        dy = zeros(length(y), 1); 
        % get position 
        x2 = y(1); % (m) 
        x3 = y(2); % (m) 
        % get velocity 
        v2 = y(3); % (m / s) 
        v3 = y(4); % (m / s) 
 
        % get the current heights 
        R2 = x3 - x2; % (m) 
        R3 = tH_0 - x3; % (m) 
 
        % compute Fp 
        h = x2; % (m) 
        Fp = h_0 * A2 * P1 / h - Fp_0; % (N) acts in positive direction 
 
        if isempty(F3_max) 
            % interpolate F3_in at the current time 
            F30 = interp1(t_in, F3_in, t); % (N) 
        else 
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            % account for actuator force reduction with displacement 
            F30 = -F3_max / h_0 * (h - h_0) + F3_max; % (N) 
        end 
 
        F30 = F30 - Fp; % (N) 
         
        % compute F2R 
        F2R = E2 * abs((R2_0 - R2)) * A2 / R2_0; % (N) 
        F2R = F2R / 2; % (N) 
        if R2_0 > R2 
            F2R = -F2R; % (N) acts in negative direction 
            F3Ra = F2R; % (N) acts in positive direction 
        else 
            F2R = F2R; % (N) acts in positive direction 
            F3Ra = -F2R; % (N) acts in negative direction 
        end 
 
        % compute F3R 
        F3R = E3 * abs((R3_0 - R3)) * A3 / R3_0; % (N) 
        if R3_0 < R3 
            F3R = -F3R; % (N) acts in positive direction 
        end 
 
        % compute F2 
        F2 = -F30 + Fp + F2R + F3Ra + F3R - c2 * v2; % (N) 
 
        % compute F3 
        F3 = -F30 + Fp + F2R + F3Ra + F3R - c3 * v3; % (N) 
         
        % compute a2 
        a2 = F2 / (row2 * A2); % (m / s^2) 
 
        % compute a3 
        a3 = F3 / (row3 * A3); % (m / s^2) 
 
        % set return values 
        dy(1) = v2; % (m / s) 
        dy(2) = v3; % (m / s) 
        dy(3) = a2; % (m / s^2) 
        dy(4) = a3; % (m / s^2) 
 
        % set last 
        lFp = Fp; % (N) 
        lF2 = F2; % (N) 
        lF3 = F3; % (N) 
        lh = h; % (m) 
    end 
end 
 
 APPENDIX B 
 
MATLAB VERIFICATION CODE 
 
1. integrationTest.m 
 
% integrationTest.m 
% 
% Purpose: Cannon firing a cannon ball numerical integration test. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% conversion constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% user inputs 
st = 0; % (s) 
et = 10; % (s) 
numTimeDiv = 100; % number of time divisions 
x0 = 0; % (m) initial x-position 
y0 = 0; % (m) initial y-position 
vmag = 100; % (m / s) velocity magnitude 
theta = 30; % (deg) angle from positive x-axis 
a = -9.8; % (m / s^2) acceleration due to gravity 
 
% convert units 
theta = theta * deg2rad; % (rad) 
 
% decompose velocity into components 
v0x = vmag * cos(theta); % (m / s) 
v0y = vmag * sin(theta); % (m / s) 
 
% compute the time at which the cannonball hits the ground using the 
% quadratic formula 
% 0 = y0 + v0y * t + a * t^2 / 2 
% 0 = C + B * t A * t^2 
A = a / 2; 
C = 0; 
B = v0y; 
et = (-B - sqrt(B^2 - 4 * A * C)) / (2 * A); % (s) 
t = linspace(st, et, numTimeDiv); % (s) 
 
% analytical solution 
x = x0 + v0x .* t; % (m) 
y = y0 + v0y .* t + a .* t.^2 ./ 2; % (m) 
 
% now integrate numerically 
339 
 
 [T, Y] = cannonBall_func(t, x0, y0, v0x, v0y); 
 
% plot the analytically computed trajectory 
figure; 
hold on; 
% grid on; 
axis([0 max(x) 0 max(y)]); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(x, y, 'k', 'LineWidth', 2, 'Marker', 'o', 'MarkerFaceColor', 'k', 
'MarkerSize', 5); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
% title('Cannon Ball Analytical Vs. Numerical Integration Test', ... 
% 'FontName', 'Century Schoolbook', 'FontSize', 12); 
legend({'Analytical'}, 'Location', 'South', 'FontName', 'Century Schoolbook', 
'FontSize', 12); 
 
% plot the numerical integration computed trajectory overlaid on the 
% analytically computed trajectory 
figure; 
hold on; 
% grid on; 
axis([0 max(x) 0 max(y)]); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(x, y, 'k', 'LineWidth', 2, 'Marker', 'o', 'MarkerFaceColor', 'k', 
'MarkerSize', 5); 
plot(Y(:, 1), Y(:, 2), 'k', 'LineWidth', 2, 'Marker', '+', 'MarkerFaceColor', 
'k', 'MarkerSize', 20); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
% title('Cannon Ball Analytical Vs. Numerical Integration Test', ... 
% 'FontName', 'Century Schoolbook', 'FontSize', 12); 
legend({'Analytical', 'Numerical'}, 'Location', 'South', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
 
% compute the root sum square (RSS) error 
rss_err = 0; % RSS error 
for indx1 = 1:1:numTimeDiv 
    rss_err = rss_err + (Y(indx1, 1) - x(indx1))^2 + (Y(indx1, 2) - 
y(indx1))^2; 
end 
rss_err = sqrt(rss_err); 
fprintf('RSS Error: %g.\n', rss_err); 
% add RSS error to plot 
str = sprintf('RSS Error: %g', rss_err); 
text(mean(x), max(y) - 100, str, 'HorizontalAlignment', 'center', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
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 2. cannonBall_func.m 
 
% cannonBall_func.m 
% 
% Purpose: ODE test function for a cannon firing a cannon ball. 
% Author: Michael Simon 
% Inputs: 
%   t (s)           time array 
%   x0 (m)          initial x-coordinate 
%   y0 (m)          initial y-coordinate 
%   v0x (m)         initial x-velocity 
%   v0y (m)         initial y-velocity 
% Outputs: 
%   T (s)           output time array 
%   Y               [n x 2] array containing position and velocity, where n 
%                       is the number of time steps: 
%                           Y(i, 1) is the x-coordinate 
%                           Y(i, 2) is the y-coordinate 
%                           Y(i, 3) is the velocity in the x-direction 
%                           Y(i, 4) is the velocity in the y-direction 
function [T, Y] = cannonBall_func(t, x0, y0, v0x, v0y) 
% initial state vector 
y = [x0; y0; v0x; v0y]; 
% solve 
% [T, Y] = ode23s(@innerLoop, t, y); 
[T, Y] = ode45(@innerLoop, t, y); 
    function dy = innerLoop(t, y) 
        % instantiate array to hold derivatives 
        dy = zeros(4, 1); 
        % compute the accelerations 
        dy(3) = 0; % (m / s^2) 
        dy(4) = -9.8; % (m / s^2) 
        % compute the velocities 
        dy(1) = y(3); % (m / s) 
        dy(2) = y(4); % (m / s) 
    end 
end 
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 3. odeTest.m 
 
% odeTest.m 
% 
% Purpose: Tests the ODE solver for the case of one material block with 
% being pushed on either with a static or sinusoidal force. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% user inputs 
sinTest = false; % boolean flag indicating sinusoidal test 
abruptTest = false; % boolean flag that indicates abruptly stopping 
% sinusoidal test force at the force stop time 
freq = 10; % (Hz) frequency 
numTimeDiv = 1000; % number of time divisions 
if sinTest 
    omega = 2 * pi * freq; % (rad / s) angular frequency 
    if abruptTest 
        F_0 = 10000; % (N) force amplitude 
        forceStopTime = 0.025; % (s) force stop time 
        numCycles = 1; % number of cycles 
    else 
        F_0 = 100; % (N) force amplitude 
        forceStopTime = 1; % (s) force stop time 
        numCycles = 10; % number of cycles 
    end 
else 
    F_0 = 10000; % (N) force amplitude 
    numCycles = 100; % number of cycles 
    omega = 0; % (rad / s) angular frequency 
    forceStopTime = numCycles / freq; % (s) force stop time 
end 
row = 1000; % (kg / m^3) material density 
E = 1e9; % (N / m^2) material Young's modulus 
R_0 = 1e-3; % (m) initial length 
A = 1e-6; % (m^2) cross-sectional area 
st = 0; % (s) start time 
cf = 2; % damping multiplication factor 
 
% derived inputs 
m = A * R_0 * row; % (kg) mass 
% for over damping c^2 > 4 * m * E 
c = sqrt(4 * m * E) * cf; % material damping coefficient 
 
et = numCycles / freq; % (s) end time 
ss = (et - st) / (numTimeDiv - 1); % (s) time step size 
t = st:ss:et; % (s) time array 
 
% evaluate 
[T, Y] = odeTest_func(t, omega, F_0, row, E, R_0, A, forceStopTime, c); 
% compute the mean of the numerically integrated displacement from the second 
to the last time step 
342 
 
 dRn = mean(Y(2:end, 1) - R_0); % (m) 
dRn_sigma = std(Y(2:end, 1) - R_0); % (m) 
 
% check against static case 
dR = F_0 * R_0 / (A * E); % (m) 
R = R_0 + dR; % (m) 
 
if sinTest 
    % plot 
    figure; 
    hold on; 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    plot(T, Y(:, 1), 'k', 'LineWidth', 2); 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    % title('Height as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
else 
    % plot 
    figure; 
    hold on; 
    k = find(t >=1); 
    axis([0 et min(Y(k(1):end, 1)) max(Y(k(1):end, 1))]); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    plot(T, Y(:, 1), 'k', 'LineWidth', 2); 
    plot(T, R * ones(1, numTimeDiv), 'b', 'LineWidth', 2); 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    % title('Height as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
    legend({'Numerical', 'Analytical'}, 'Location', 'South', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
 
    % plot the difference between dR and the numerically computed 
displacement 
    % over time 
    delta = abs(dR - (Y(:, 1) - R_0)); % (m) 
    yrng = max(delta) - min(delta); % (m) 
    figure; 
    hold on; 
    axis([-t(10) et min(delta) - 0.01 * yrng max(delta)]); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    plot(T, delta, 'k', 'LineWidth', 2); 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('\Delta\delta (m)', 'FontName', 'Century Schoolbook', 'FontSize', 
12); 
    % title('\Delta\delta as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
 
    % output results textually 
    fprintf('Numerically integrated displacement was %e (m) at the End Time 
of %g (s).\n', dRn, et); 
    fprintf('Analytical static displacement was %e (m).\n', dR); 
    fprintf('The mean of the difference between the analytical static 
displacement and the numerically integrated displacement was: %g (m).\n', 
abs(dR - dRn)); 
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     fprintf('The standard deviation of the difference between the analytical 
static displacement and the numerically integrated displacement was: %g 
(m).\n', dRn_sigma); 
end 
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 4.  odeTest_func.m 
 
% odeTest_func.m 
% 
% Purpose: ODE test function. 
% Author: Michael Simon 
% Inputs: 
%   t (s)               time array 
%   omega (rad / s)     angular frequency 
%   F_0 (N)             force amplitude 
%   row (kg / m^3)      material density 
%   E (N / m^2)         material Young's modulus 
%   R_0 (m)             material initial height 
%   A (m^2)             material cross-sectional area 
%   forceStopTime (s)   time to stop force application 
%   c                   damping coefficient 
% Outputs: 
%   T (s)           output time array 
%   Y               [n x 2] array containing height and velocity, where n 
%                       is the number of time steps 
function [T, Y] = odeTest_func(t, omega, F_0, row, E, R_0, A, ... 
    forceStopTime, c) 
% initial state vector 
y = [R_0; 0]; 
% solve 
% [T, Y] = ode23s(@innerLoop, t, y); 
[T, Y] = ode45(@innerLoop, t, y); 
    function dy = innerLoop(t, y) 
        % instantiate array to hold derivatives 
        dy = zeros(2, 1); 
        % get the current height 
        R = y(1); 
        % compute the force 
        if t < forceStopTime 
            if omega == 0 
                F = F_0; % (N) 
            else 
                F = F_0 * sin(omega * t); % (N) 
            end 
        else 
            F = 0; % (N) 
        end 
        % add the restoring force 
        F = F + E * A * (R_0 - R) / R_0; % (N) 
        % add the damping force 
        F = F -c * y(2); % (N) 
        % compute the acceleration 
        dy(2) = F / (A * row); % (m / s^2) 
        % compute the velocity 
        dy(1) = y(2); % (m / s) 
    end 
end 
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 5. odeTest2.m 
 
% odeTest2.m 
% 
% Purpose: Tests the ODE solver for the case of two different stacked 
% material blocks with the first block being pushed on either with a static 
% or sinusoidal force. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% user inputs 
sinTest = false; % boolean flag indicating sinusoidal test 
abruptTest = false; % boolean flag that indicates abruptly stopping 
freq = 10; % (Hz) frequency 
numTimeDiv = 1000; % number of time divisions 
if sinTest 
    omega = 2 * pi * freq; % (rad / s) angular frequency 
    if abruptTest 
        F_0 = 1000; % (N) force amplitude 
        forceStopTime = 0.025; % (s) force stop time 
        numCycles = 1; % number of cycles 
    else 
        F_0 = 100; % (N) force amplitude 
        forceStopTime = 1; % (s) force stop time 
        numCycles = 10; % number of cycles 
    end 
else 
    F_0 = 1000; % (N) force amplitude 
    numCycles = 100; % number of cycles 
    omega = 0; % (rad / s) angular frequency 
    forceStopTime = numCycles / freq; % (s) force stop time 
end 
row1 = 1000; % (kg / m^3) material 1 density 
E1 = 1e9; % (N / m^2) material Young's modulus 
R1_0 = 1e-3; % (m) initial length 1 
A1 = 1e-6; % (m) cross-sectional area 1 
row2 = 1000; % (kg / m^3) material 2 density 
E2 = 1e9; % (N / m^2) material Young's modulus 
R2_0 = 1e-3; % (m) initial length 2 
A2 = 1e-6; % (m) cross-sectional area 2 
st = 0; % (s) start time 
cf = 2; % damping multiplication factor 
 
% derived inputs 
m1 = A1 * R1_0 * row1; % (kg) mass 
m2 = A2 * R2_0 * row2; % (kg) mass 
% for over damping c^2 > 4 * m * E 
c1 = sqrt(4 * m1 * E1) * cf; % material 1 damping coefficient 
c2 = sqrt(4 * m2 * E2) * cf; % material 1 damping coefficient 
 
% derived inputs 
et = numCycles / freq; % (s) end time 
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 ss = (et - st) / (numTimeDiv - 1); % (s) time step size 
t = st:ss:et; % (s) time array 
 
% evaluate 
[T, Y] = odeTest_func2(t, omega, F_0, row1, E1, R1_0, A1, row2, E2, ... 
    R2_0, A2, forceStopTime, c1, c2); 
% compute the means of the numerically integrated displacements from the 
second to the last time step 
dRn1 = mean(Y(2:end, 1) - R1_0); % (m) link 1 
dRn1_sigma = std(Y(2:end, 1) - R1_0); % (m) link 1 
dRn2 = mean(Y(2:end, 2) - R2_0); % (m) link 2 
dRn2_sigma = std(Y(2:end, 2) - R2_0); % (m) link 2 
 
% check against static case 
dR1 = F_0 * R1_0 / (A1 * E1); % (m) link 1 change in length 
R1 = R1_0 + dR1; % (m) link 1 new length 
F1_rxn = A1 * E1 * dR1 / (R1_0); % (N) link 1 reaction force 
F2 = F_0 - F1_rxn; % (N) force applied to link 2 
dR2 = F2 * R2_0 / (A2 * E2); % (m) link 2 change in length 
R2 = R2_0 + dR2; % (m) link 2 new length 
 
if sinTest 
    % plot 
    figure; 
    hold on; 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    plot(T, Y(:, 1), 'k', 'LineWidth', 2); 
    if abruptTest 
        plot(T, Y(:, 1) + Y(:, 2), '--k', 'LineWidth', 2); 
    else 
        plot(T, Y(:, 1) + Y(:, 2), '--k', 'LineWidth', 2); 
    end 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    % title('Height as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
    legend({'Material 1', 'Material 2'}, 'Location', 'Best', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
else 
    % plot 
    figure; 
    hold on; 
%     k = find(t >=1); 
%     axis([0 et min([Y(k(1):end, 1) Y(k(1):end, 2)]) max([Y(k(1):end, 1) 
Y(k(1):end, 2)])]); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    % material 1 
    plot(T, Y(:, 1), 'k', 'LineWidth', 2); 
    plot(T, R1 * ones(1, numTimeDiv), 'b', 'LineWidth', 2); 
    % material 2 
    plot(T, Y(:, 1) + Y(:, 2), '--k', 'LineWidth', 2); 
    plot(T, (R1 + R2) * ones(1, numTimeDiv), '--b', 'LineWidth', 2); 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    % title('Height as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
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     legend({'Material 1 Numerical', 'Material 1 Analytical', 'Material 2 
Numerical', 'Material 2 Analytical'}, 'Location', 'Best', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
 
    % plot the difference between dR1 and the numerically computed 
displacement 
    % over time 
    delta1 = abs(dR1 - (Y(:, 1) - R1_0)); % (m) link 1 
    yrng1 = max(delta1) - min(delta1); % (m) link 1 
    delta2 = abs(dR2 - (Y(:, 2) - R2_0)); % (m) link 2 
    yrng2 = max(delta2) - min(delta2); % (m) link 2 
    figure; 
    hold on; 
%     axis([-t(10) et min([delta1 delta2]) - 0.01 * max([yrng1 yrng2]) 
max([delta1 delta2])]); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    plot(T, delta1, 'k', 'LineWidth', 2); % link 1 
    plot(T, delta2, '--k', 'LineWidth', 2); % link 2 
    xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('\Delta\delta (m)', 'FontName', 'Century Schoolbook', 'FontSize', 
12); 
    legend({'Material 1', 'Material 2'}, 'Location', 'Best', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
    % title('\Delta\delta as a Function of Time', 'FontName', ... 
    % 'Century Schoolbook', 'FontSize', 12); 
 
    % output results textually 
    % link 1 
    fprintf('Material 1:\n'); 
    fprintf('Numerically integrated displacement was %e (m) at the End Time 
of %g (s).\n', dRn1, et); 
    fprintf('Analytical static displacement was %e (m).\n', dR1); 
    fprintf('The mean of the difference between the analytical static 
displacement and the numerically integrated displacement was: %g (m).\n', 
abs(dR1 - dRn1)); 
    fprintf('The standard deviation of the difference between the analytical 
static displacement and the numerically integrated displacement was: %g 
(m).\n', dRn1_sigma); 
    % link 2 
    fprintf('Material 2:\n'); 
    fprintf('Numerically integrated displacement was %e (m) at the End Time 
of %g (s).\n', dRn2, et); 
    fprintf('Analytical static displacement was %e (m).\n', dR2); 
    fprintf('The mean of the difference between the analytical static 
displacement and the numerically integrated displacement was: %g (m).\n', 
abs(dR2 - dRn2)); 
    fprintf('The standard deviation of the difference between the analytical 
static displacement and the numerically integrated displacement was: %g 
(m).\n', dRn2_sigma); 
end 
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 6. odeTest_func2.m 
 
% odeTest_func2.m 
% 
% Purpose: ODE test function using an equation approach. 
% Author: Michael Simon 
% Inputs: 
%   t (s)               time array 
%   omega (rad / s)     angular frequency 
%   F_0 (N)             force amplitude 
%   row1 (kg / m^3)     material 1 density 
%   E1 (N / m^2)        material 1 Young's modulus 
%   R1_0 (m)            material 1 initial height 
%   A1 (m^2)            material 1 cross-sectional area 
%   row2 (kg / m^3)     material 2 density 
%   E2 (N / m^2)        material 2 Young's modulus 
%   R2_0 (m)            material 2 initial height 
%   A2 (m^2)            material 2 cross-sectional area 
%   forceStopTime (s)   time to stop force application 
%   c1                  material 1 damping coefficient 
%   c2                  material 2 damping coefficient 
% Outputs: 
%   T (s)           output time array 
%   Y               [n x 2] array containing height and velocity, where n 
%                       is the number of time steps: 
%                           Y(i, 1) is height 1 
%                           Y(i, 2) is height 2 
%                           Y(i, 3) is velocity 1 
%                           Y(i, 4) is velocity 2 
function [T, Y] = odeTest_func2(t, omega, F_0, row1, E1, R1_0, A1, ... 
    row2, E2, R2_0, A2, forceStopTime, c1, c2) 
% initial state vector 
y = [R1_0; R2_0; 0; 0]; 
% solve 
% [T, Y] = ode23s(@innerLoop, t, y); 
[T, Y] = ode45(@innerLoop, t, y); 
    function dy = innerLoop(t, y) 
        % instantiate array to hold derivatives 
        dy = zeros(4, 1); 
        % get the current displacements 
        R1 = y(1); 
        R2 = y(2); 
        % compute the forces 
        if t < forceStopTime 
            if omega == 0 
                F = F_0; % (N) 
            else 
                F = F_0 * sin(omega * t); % (N) 
            end 
        else 
            F = 0; % (N) 
        end 
        % compute the accelerations 
        dy(3) = F / (A1 * row1) + E1 * (R1_0 - R1) / (R1_0 * row1) -c1 * y(3) 
/ (A1 * row1); % (m / s^2) 
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         dy(4) = F / (A1 * row1 * A2 * row2 ) + E1 * (R1_0 - R1) / (R1_0 * 
row1 * A2 * row2) + ... 
            -c1 * y(3) / (A1 * row1 * A2 * row2) + ... 
            E2 * (R2_0 - R2) / (R2_0 * row2) -c2 * y(4) / (A2 * row2); % (m / 
s^2) 
        % compute the velocities 
        dy(1) = y(3); % (m / s) 
        dy(2) = y(4); % (m / s) 
    end 
end 
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 7. timoshenko1.m 
 
% timoshenko1.m 
% 
% Purpose: Computes the constants symbolically given our problem's boundary 
% conditions using the deflection of a circular plate equation found in 
% Timoshenko The Theory of Plates and Shells p. 54 Eq. 60. The equation 
% is: 
% w = q * r^4 / (64 * D) + C1 * r^2 / 4 + C2 * log(r / a) + C3 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% % boundary conditions for our problem: 
% % @r = ri, dw/dr = 0 (1) 
% % @r = ro, dw/dr = 0 (2) 
% % @r = ro, w = 0 (3) 
% % @r = ri, w = h (4) 
% syms a q D h r ri ro C1 C2 C3; 
% % dw/dr = q * r^3 / (16 * D) + C1 * r / 2 + C2 / r 
% % find C1 using boundary condition (1) 
% % a = q / D 
% eq_dwdr = a * r^3 / 16 + C1 * r / 2 + C2 / r; 
% % % substitute ri for r into eq_dwdr 
% eq_C1 = subs(eq_dwdr, r, ri); 
% eq_C1 = simplify(eq_C1); 
% % solve for C1 
% eq_C1 = solve(eq_C1, C1); 
% eq_C1 = simplify(eq_C1); 
% % find C2 using boundary condition (2) 
% eq_C2 = subs(eq_dwdr, r, ro); 
% eq_C2 = simplify(eq_C2); 
% eq_C2 = solve(eq_C2, C2); 
% eq_C2 = simplify(eq_C2); 
% % substitue C1 into C2 and solve for C2 
% eq_C2 = subs(eq_C2, C1, eq_C1) - C2; 
% eq_C2 = simplify(eq_C2); 
% eq_C2 = solve(eq_C2, C2); 
% eq_C2 = simplify(eq_C2); 
% % % substitute C2 into C1 
% eq_C1 = subs(eq_C1, C2, eq_C2); 
% eq_C1 = simplify(eq_C1); 
% % find C3 using boundary condition (3) 
% eq_w = a * r^4 / 64 + C1 * r^2 / 4 + C2 * log(r / ro) + C3; 
% eq_C3 = subs(eq_w, r, ro); 
% eq_C3 = simplify(eq_C3); 
% eq_C3 = subs(eq_C3, C1, eq_C1); 
% eq_C3 = simplify(eq_C3); 
% eq_C3 = subs(eq_C3, C2, eq_C2); 
% eq_C3 = simplify(eq_C3); 
% eq_C3 = solve(eq_C3, C3); 
% eq_C3 = simplify(eq_C3); 
% % % assemble the final displacement equation 
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 % eq_wf = eq_w; 
% eq_wf = subs(eq_wf, C1, eq_C1); 
% eq_wf = simplify(eq_wf); 
% eq_wf = subs(eq_wf, C2, eq_C2); 
% eq_wf = simplify(eq_wf); 
% eq_wf = subs(eq_wf, C3, eq_C3); 
% eq_wf = simplify(eq_wf); 
% eq_wf1 = eq_wf; 
% % make w(r, h) instead of w(r, q, D) by determining the q necessary to make 
% % the w = h at r = ri 
% eq_h = subs(eq_wf, r, ri) - h; 
% eq_h = simplify(eq_h); 
% eq_a = solve(eq_h, a); 
% eq_a = simplify(eq_a); 
% eq_wf = subs(eq_wf, a, eq_a); 
% eq_wf = simplify(eq_wf); 
% plot the resulting equation 
ri = 1; % (m) inner radius 
ro = 2; % (m) outer radius 
h = -1; % (m) maximum displacement 
a = 64*h/(-ri^4+4*ro^2*ri^2*log(ri/ro)+ro^4); 
r = linspace(ri, ro, 100); % (m) 
w1 = 1./64.*a.*(r.^4-2.*r.^2.*ri.^2-
2.*r.^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r./ro)+ro.^4+2.*ro.^2.*ri.^2); % (m) 
w2 = h./(-ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r.^4-2.*r.^2.*ri.^2-
2.*r.^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r./ro)+ro.^4+2.*ro.^2.*ri.^2); % (m) 
figure; 
hold on; 
plot(r, w1, 'k', 'LineWidth', 2, 'Marker', 'o', 'MarkerFaceColor', 'k', 
'MarkerSize', 5); 
plot(r, w2, 'k', 'LineWidth', 2, 'Marker', '+', 'MarkerFaceColor', 'k', 
'MarkerSize', 20); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
legend({'w(a)', 'w(h)'}, 'Location', 'Best', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
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 8. timoshenko2.m 
 
% timoshenko2.m 
% 
% Purpose: Computes the deformation under the mapping given our problem's 
% boundary conditions using the deflection of a circular plate equation 
% found in Timoshenko The Theory of Plates and Shells p. 54 Eq. 60. The 
% equation is: 
% w = q * r^4 / (64 * D) + C1 * r^2 / 4 + C2 * log(r / a) + C3 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
twopi = 2 * pi; % (rad) 2 times pi 
 
% % boundary conditions for our problem: 
% % @r = ri, dw/dr = 0 (1) 
% % @r = ro, dw/dr = 0 (2) 
% % @r = ro, w = 0 (3) 
% % @r = ri, w = h (4) 
% syms a q D h r ri ro C1 C2 C3 alpha beta rb rp; 
% % dw/dr = q * r^3 / (16 * D) + C1 * r / 2 + C2 / r 
% % find C1 using boundary condition (1) 
% % a = q / D 
% eq_dwdr = a * r^3 / 16 + C1 * r / 2 + C2 / r; 
% % % substitute ri for r into eq_dwdr 
% eq_C1 = subs(eq_dwdr, r, ri); 
% eq_C1 = simplify(eq_C1); 
% % solve for C1 
% eq_C1 = solve(eq_C1, C1); 
% eq_C1 = simplify(eq_C1); 
% % find C2 using boundary condition (2) 
% eq_C2 = subs(eq_dwdr, r, ro); 
% eq_C2 = simplify(eq_C2); 
% eq_C2 = solve(eq_C2, C2); 
% eq_C2 = simplify(eq_C2); 
% % substitue C1 into C2 and solve for C2 
% eq_C2 = subs(eq_C2, C1, eq_C1) - C2; 
% eq_C2 = simplify(eq_C2); 
% eq_C2 = solve(eq_C2, C2); 
% eq_C2 = simplify(eq_C2); 
% % % substitute C2 into C1 
% eq_C1 = subs(eq_C1, C2, eq_C2); 
% eq_C1 = simplify(eq_C1); 
% % find C3 using boundary condition (3) 
% eq_w = a * r^4 / 64 + C1 * r^2 / 4 + C2 * log(r / ro) + C3; 
% eq_C3 = subs(eq_w, r, ro); 
% eq_C3 = simplify(eq_C3); 
% eq_C3 = subs(eq_C3, C1, eq_C1); 
% eq_C3 = simplify(eq_C3); 
% eq_C3 = subs(eq_C3, C2, eq_C2); 
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 % eq_C3 = simplify(eq_C3); 
% eq_C3 = solve(eq_C3, C3); 
% eq_C3 = simplify(eq_C3); 
% % % assemble the final displacement equation 
% eq_wf = eq_w; 
% eq_wf = subs(eq_wf, C1, eq_C1); 
% eq_wf = simplify(eq_wf); 
% eq_wf = subs(eq_wf, C2, eq_C2); 
% eq_wf = simplify(eq_wf); 
% eq_wf = subs(eq_wf, C3, eq_C3); 
% eq_wf = simplify(eq_wf); 
% eq_wf1 = eq_wf; 
% % make w(r, h) instead of w(r, q, D) by determining the q necessary to make 
% % the w = h at r = ri 
% eq_h = subs(eq_wf, r, ri) - h; 
% eq_h = simplify(eq_h); 
% eq_a = solve(eq_h, a); 
% eq_a = simplify(eq_a); 
% eq_wf = subs(eq_wf, a, eq_a); 
% eq_wf = simplify(eq_wf); 
 
% plot the resulting equation 
test1 = false; % boolean flag indicating test 1, output matches test 4.2.6 
test2 = false; % boolean flag indicating test 2, full surface without offset 
test3 = false; % boolean flag indicating test 3, full surface with offset 
test4 = true; % boolena flag indicating test 4, derivative of single line 
with offset 
if test1 
    % output matches test 4.2.6 
    % user inputs 
    alpha = 0; % (deg) 
    rb = 0; % (m) inner circle center offset magnitude 
    ri = 1; % (m) inner circle radius 
    ro = 2; % (m) outer circle radius 
    h = -1; % (m) maximum displacement 
    numRDiv = 100; % number of r divisions 
    numBetaDiv = 1; % number of beta divisions 
    % convert alpha from degrees to radians 
    alpha = alpha * deg2rad; % (deg) 
    beta = 0; % (rad) 
    dR = (ro - ri) / (numRDiv - 1); % (m) 
    r = ri:dR:ro; % (m) 
elseif test2 
    % full surface without offest 
    % user inputs 
    alpha = 0; % (deg) 
    rb = 0; % (m) inner circle center offset magnitude 
    ri = 1; % (m) inner circle radius 
    ro = 2; % (m) outer circle radius 
    h = -1; % (m) maximum displacement 
    %     numRDiv = 10; % number of r divisions 
    numRDiv = 100; % number of r divisions 
    numBetaDiv = 100; % number of beta divisions 
    % convert alpha from degrees to radians 
    alpha = alpha * deg2rad; % (deg) 
    dBeta = twopi / (numBetaDiv - 1); % (rad) 
    beta = 0:dBeta:twopi; % (rad) 
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     dR = (ro - ri) / (numRDiv - 1); % (m) 
    r = ri:dR:ro; % (m) 
elseif test3 
    % full surface with offset 
    % user inputs 
    alpha = 45; % (deg) 
    rb = 0.5; % (m) inner circle center offset magnitude 
    ri = 1; % (m) inner circle radius 
    ro = 2; % (m) outer circle radius 
    h = -1; % (m) maximum displacement 
    %     numRDiv = 10; % number of r divisions 
    numRDiv = 100; % number of r divisions 
    numBetaDiv = 100; % number of beta divisions 
    % convert alpha from degrees to radians 
    alpha = alpha * deg2rad; % (deg) 
    dBeta = twopi / (numBetaDiv - 1); % (rad) 
    beta = 0:dBeta:twopi; % (rad) 
    dR = (ro - ri) / (numRDiv - 1); % (m) 
    r = ri:dR:ro; % (m) 
elseif test4 
    % derivative of single line with offset 
    % user inputs 
    alpha = 45; % (deg) 
    rb = 0.5; % (m) inner circle center offset magnitude 
    ri = 1; % (m) inner circle radius 
    ro = 2; % (m) outer circle radius 
    h = -1; % (m) maximum displacement 
    numRDiv = 10000; % number of r divisions 
    numBetaDiv = 2; % number of beta divisions 
    % convert alpha from degrees to radians 
    alpha = alpha * deg2rad; % (deg) 
    beta = [0 pi]; % (rad) 
    dR = (ro - ri) / (numRDiv - 1); % (m) 
    r = ri:dR:ro; % (m) 
end 
if test1 || test2 || test3 
    xp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold x-prime coordinates 
    yp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold y-prime coordinates 
    w = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold z-coordinates 
    for indx1 = 1:1:numRDiv 
        xp(indx1, :) = r(indx1) .* cos(beta) + (r(indx1) - ro) .* rb .* 
cos(alpha) ./ (ri - ro); % (m) 
        yp(indx1, :) = r(indx1) .* sin(beta) + (r(indx1) - ro) .* rb .* 
sin(alpha) ./ (ri - ro); % (m) 
        w(indx1, :) = h./(-
ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r(indx1).^4-
2.*r(indx1).^2.*ri.^2-
2.*r(indx1).^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r(indx1)./ro)+ro.^4+2.*ri.^2.*ro.^
2); % (m) 
    end 
elseif test4 
    xp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold x-prime coordinates 
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     w = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold z-coordinates 
    for indx1 = 1:1:numBetaDiv 
        xp(:, indx1) = r .* cos(beta(indx1)) + (r - ro) .* rb .* cos(alpha) 
./ (ri - ro); % (m) 
        w(:, indx1) = h./(-ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r.^4-
2.*r.^2.*ri.^2-
2.*r.^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r./ro)+ro.^4+2.*ri.^2.*ro.^2); % (m) 
    end 
    % take the derivative of w 
    dw = diff(w, 1, 1); % (m) 
end 
if test1 
    figure; 
    hold on; 
    plot(xp, w, 'k', 'LineWidth', 2); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
elseif test2 
    figure; 
    hold on; 
    %     axis square; 
    surf(xp, yp, w, 'FaceAlpha', 0, 'EdgeColor', 'k'); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    zlabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    view(60, 20); 
    %     view(0, 90); 
elseif test3 
    figure; 
    hold on; 
    %     axis square; 
    surf(xp, yp, w, 'FaceAlpha', 0, 'EdgeColor', 'k'); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    zlabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    view(60, 20); 
    %     view(0, 90); 
elseif test4 
    figure; 
    hold on; 
    %     axis square; 
    plot([flipud(xp(1:end - 1, 2)); xp(1:end - 1, 1)], [dw(:, 2); dw(:, 1)], 
'k', 'LineWidth', 2); 
    set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
    ylabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
end 
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 9. michellFitTest.m 
 
% michellFitTest.m 
 
% Purpose: This test determines if surface fits found using the complete 
% solution of the biharmonic equation referred to the plane polar 
% coordinate system derived by Michell are valid. This is equation (8.731) 
% found in: Selvadurai, A. P. S., 2000, "Partial Differential Equations in 
% Mechanics 2 The Biharmonic Equation Poisson's Equation," Berlin, 
% Springer-Verlag, p. 166. We first perform the fit using a small number of 
% points and then verify the fit through both the residual being small and 
% that the fit generated using a small number of points generates a smooth 
% surface for a large number of points. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% user inputs 
test1 = true; 
test2 = false; 
ri = 2e-3; % (m) inner circle radius 
ro = 5e-3; % (m) outer circle radius 
numRDiv = 10; % number of r divisions 
numThetaDiv = 10; % number of theta divisions 
h = -28e-6; % (m) maximum membrane displacement 
tol = 1e-10; % residual convergence tolerance 
fit1 = true; % if true use michellFit1.m, otherwise use michellFit2.m 
 
if test1 
    alpha = 0; % (deg) 
    rb = 0; % (m) inner circle center offset magnitude 
elseif test2 
    alpha = 45; % (deg) 
    rb = 1e-3; % (m) inner circle center offset magnitude 
end 
 
% convert alpha from degrees to radians 
alpha = alpha * deg2rad; % (deg) 
 
% generate the fit using a small number of points first 
% generate a range of r coordinates 
r_rng = linspace(ri, ro, numRDiv); % (m) 
% generate a range of theta coordinates 
theta_rng = linspace(0, 2 * pi, numThetaDiv); % (rad) 
% generate full data points 
[r, theta] = meshgrid(r_rng, theta_rng); 
% generate x and y-coordinates corresponding to r and theta coordinates 
x = r .* cos(theta) + (r - ro) .* rb .* cos(alpha) ./ (ri - ro); % (m) 
y = r .* sin(theta) + (r - ro) .* rb .* sin(alpha) ./ (ri - ro); % (m) 
% compute the displacement with a small number of points 
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 w = h./(-ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r.^4-2.*r.^2.*ri.^2-
2.*r.^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r./ro)+ro.^4+2.*ro.^2.*ri.^2); % (m) 
% find the initial fit 
numDataPoints = numRDiv * numThetaDiv; 
wj = reshape(w, 1, numDataPoints); 
rj = reshape(r, 1, numDataPoints); 
thetaj = reshape(theta, 1, numDataPoints); 
if fit1 
    [A, x_coeff, res, n] = michellFit(numDataPoints, wj, rj, thetaj, tol); 
else 
    [A, x_coeff, res, numDataPoints2, n] = michellFit2(numDataPoints, wj, rj, 
thetaj, ri, ro, h, tol); 
end 
% plot the initial fit 
wf = michellGenerate(n, numDataPoints, x_coeff, rj, thetaj); 
wf = reshape(wf, numThetaDiv,  numRDiv); 
figure; 
hold on; 
xs = reshape(x, 1, numRDiv * numThetaDiv); 
ys = reshape(y, 1, numRDiv * numThetaDiv); 
ws = reshape(w, 1, numRDiv * numThetaDiv); 
scatter3(xs, ys, ws, 500, 'k', 'Marker', '+'); 
% surf(x, y, wf, 'FaceColor', [1 0 0], 'FaceAlpha', 0.1); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
zlabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
camlight(0, -150); 
 
% use a larger number of points to check convergence 
numRDiv = 50; 
numThetaDiv = 50; 
% generate a range of rs 
r_rng = linspace(ri, ro, numRDiv); % (m) 
% generate a range of thetas 
theta_rng = linspace(0, 2 * pi, numThetaDiv); % (rad) 
% generate full data points 
[r, theta] = meshgrid(r_rng, theta_rng); 
x = r .* cos(theta) + (r - ro) .* rb .* cos(alpha) ./ (ri - ro); % (m) 
y = r .* sin(theta) + (r - ro) .* rb .* sin(alpha) ./ (ri - ro); % (m) 
numDataPoints = numRDiv * numThetaDiv; 
rj = reshape(r, 1, numDataPoints); 
thetaj = reshape(theta, 1, numDataPoints); 
wp = michellGenerate(n, numDataPoints, x_coeff, rj, thetaj); 
wp = reshape(wp, numThetaDiv,  numRDiv); 
surf(x, y, wp, 'FaceAlpha', 0); 
if test1 
    view(-38, 20); % top three-quarter view 
elseif test2 
    view(0, 0); % side view 
%     view(0, 20); % top three-quarter view 
end 
 
% output fit type 
if fit1 
    fitStr = '1'; 
else 
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     fitStr = '2'; 
end 
fprintf('Fit Type: %s.\n', fitStr); 
% output number of modes 
fprintf('Number of modes: %g.\n', n); 
% output residual 
fprintf('Residusal: % g.\n', res); 
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 10. SVDTest.m 
 
% SVDTest.m 
% 
% Purpose: Performs a singular value decomposition test. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
A = [5.5 8.3 -1.2; 22.41 0.143 5.66; 7.88 0.123 45.89]; % [n x m] 
xa = [1 4 6]'; % [n x 1] 
% A = [5.5 8.3; 22.41 0.143; 7.88 0.123]; % [n x m], [3 x 2] 
% xa = [1 4]'; % [n x 1], [3 x 1] 
wj = A * xa; % [n x 1], [3 x 1] 
 
[U, S, V] = svd(A, 0); % U [n x m], S [n x n], V [m x m] 
ds = 1 ./ diag(S); % [m x 1] 
c = U' * wj; % [m x 1] 
y = c .* ds; % [m x 1] 
x = V * y; % [m x 1] 
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 11. stressTest.m 
 
% stressTest.m 
 
% Purpose: This test determines if the stresses derived from the Michell 
% surface fit match those derived analytically for a simple clamped, 
% clamped thin plate problem with a given maximum displacement. The problem 
% is axially symmetric. Analytical equations are derived in 
% stressTestDerivation.m. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% user inputs 
alpha = 0; % (deg) 
% alpha = 45; % (deg) 
rb = 0; % (m) inner circle center offset magnitude 
% rb = 0.5e-3; % (m) inner circle center offset magnitude 
ri = 2e-3; % (m) inner circle radius 
ro = 5e-3; % (m) outer circle radius 
numRDiv = 100; % number of r divisions 
numThetaDiv = 100; % number of theta divisions 
thk = 200e-6; % (m) membrane thickness 
h = -28e-6; % (m) maximum membrane displacement 
E = 2.5e9; % (N / m^2) Young's modulus of material for membrane 
v = 0.34; % Poisson's ration of material for membrane made from Kapton 
tol = 1e-10; % residual convergence tolerance 
fit1 = false; % if true use michellFit1.m, otherwise use michellFit2.m 
 
% convert alpha from degrees to radians 
alpha = alpha * deg2rad; % (deg) 
 
% computed inputs 
D = E * thk^3 / (12 * (1 - v^2)); % (Nm) flexural rigidity of material for 
membrane 
 
% generate a range of r coordinates 
r_rng = linspace(ri, ro, numRDiv); % (m) 
% generate a range of theta coordinates 
theta_rng = linspace(0, 2 * pi, numThetaDiv); % (rad) 
% generate full data points 
[r, theta] = meshgrid(r_rng, theta_rng); 
% generate x and y-coordinates corresponding to r and theta coordinates 
x = r .* cos(theta) + (r - ro) .* rb .* cos(alpha) ./ (ri - ro); % (m) 
y = r .* sin(theta) + (r - ro) .* rb .* sin(alpha) ./ (ri - ro); % (m) 
rp = sqrt(x.^2 + y.^2); % (m) r-prime 
thetap = atan2(y, x); % (rad) theta-prime 
% % compute the displacement 
w = h./(-ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r.^4-2.*r.^2.*ri.^2-
2.*r.^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r./ro)+ro.^4+2.*ro.^2.*ri.^2); % (m) 
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 % compute the stresses analytically 
sigma_rr_a = -24.*D.*h.*(3.*rp.^4-rp.^2.*ri.^2-rp.^2.*ro.^2-
ro.^2.*ri.^2+v.*rp.^4-v.*rp.^2.*ri.^2-
v.*rp.^2.*ro.^2+v.*ro.^2.*ri.^2)./rp.^2./(-
ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4)./thk.^2; % (Pa) 
sigma_thetatheta_a = -24.*D.*h.*(rp.^4-rp.^2.*ri.^2-
rp.^2.*ro.^2+ro.^2.*ri.^2+3.*v.*rp.^4-v.*rp.^2.*ri.^2-v.*rp.^2.*ro.^2-
v.*ro.^2.*ri.^2)./rp.^2./(-ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4)./thk.^2; 
% (Pa) 
% compute the stresses numerically 
[m_rr, m_thetatheta, m_rtheta, q_rp, q_thetap, sigma_rr, ... 
    sigma_thetatheta, sigma_rtheta, x_coeff, res, dwdr, d2wdr2, dwdt, ... 
    d2wdt2, d2wdrdt, ddr_delr2w, ddt_delr2w, n, wf] = ... 
    compMemStress2(numRDiv, numThetaDiv, w, r, rp, theta, thetap, D, v, thk, 
... 
    ri, ro, h, tol, fit1); 
% get the minimum stress of analytical and numerical 
min_sigma_rr = min(min(min(sigma_rr_a)), min(min(sigma_rr))); % (Pa) 
% get the maximum stress of analytical and numerical 
max_sigma_rr = max(max(max(sigma_rr_a)), max(max(sigma_rr))); % (Pa) 
 
% plot analytical stress 
figure; 
cdata = customColors(sigma_rr_a, min_sigma_rr, max_sigma_rr, 'jet'); 
h_surf = surf(x, y, w, cdata, 'BackFaceLighting', 'lit', 'EdgeColor', 
'none'); 
caxis([min_sigma_rr max_sigma_rr]); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
zlabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
h_c1 = colorbar('FontName', 'Centruy Schoolbook', 'FontSize', 12); 
ytickStr = cellstr(get(h_c1, 'YTickLabel')); 
unitStr = ' (Pa)'; 
% append units to the middle one 
ltick = size(ytickStr, 1); 
ltick = ceil(ltick / 2); 
ytickStr{ltick} = [ytickStr{ltick} unitStr]; 
set(h_c1, 'YTickLabel', ytickStr); 
view(-38, 30); % top three-quarter view 
% view(-38, -30); % bottom three-quarter view 
% view(3, -10); % for asymmetric stress plots 
 
% plot numerical stress 
figure; 
sigma_rr = reshape(sigma_rr, numThetaDiv, numRDiv); 
cdata = customColors(sigma_rr, min_sigma_rr, max_sigma_rr, 'jet'); 
h_surf = surf(x, y, wf, cdata, 'BackFaceLighting', 'lit', 'EdgeColor', 
'none'); 
caxis([min_sigma_rr max_sigma_rr]); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
zlabel('z (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
h_c2 = colorbar('FontName', 'Centruy Schoolbook', 'FontSize', 12); 
ytickStr = cellstr(get(h_c2, 'YTickLabel')); 
unitStr = ' (Pa)'; 
362 
 
 % append units to the middle one 
ltick = size(ytickStr, 1); 
ltick = ceil(ltick / 2); 
ytickStr{ltick} = [ytickStr{ltick} unitStr]; 
set(h_c2, 'YTickLabel', ytickStr); 
view(-38, 30); % top three-quarter view 
% view(-38, -30); % bottom three-quarter view 
% view(3, -10); % for asymmetric stress plots 
 
% output fit type 
if fit1 
    fitStr = '1'; 
else 
    fitStr = '2'; 
end 
fprintf('Fit Type: %s.\n', fitStr); 
% output number of modes 
fprintf('Number of modes: %g.\n', n); 
% output residual 
fprintf('Residusal: % g.\n', res); 
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 12. stressTestDerivation.m 
 
% stressTestDrivation.m 
% 
% Purpose: Computes the constants symbolically given our problem's boundary 
% conditions using the deflection of a circular plate equation found in 
% Timoshenko The Theory of Plates and Shells p. 54 Eq. 60. The equations 
% is: 
% w = q * r^4 / (64 * D) + C1 * r^2 / 4 + C2 * log(r / a) + C3 
% Then computes the moments and stresses. Since this problem is radially 
% symmetric, M_rtheta = 0. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% boundary conditions for our problem: 
% @r = ri, dw/dr = 0 (1) 
% @r = ro, dw/dr = 0 (2) 
% @r = ro, w = 0 (3) 
% @r = ri, w = h (4) 
syms a q D h r ri ro C1 C2 C3 v thk; 
% dw/dr = q * r^3 / (16 * D) + C1 * r / 2 + C2 / r 
% find C1 using boundary condition (1) 
% a = q / D 
eq_dwdr = a * r^3 / 16 + C1 * r / 2 + C2 / r; 
% substitute ri for r into eq_dwdr 
eq_C1 = subs(eq_dwdr, r, ri); 
% solve for C1 
eq_C1 = solve(eq_C1, C1); 
% find C2 using boundary condition (2) 
eq_C2 = subs(eq_dwdr, r, ro); 
eq_C2 = solve(eq_C2, C2); 
% substitue C1 into C2 and solve for C2 
eq_C2 = subs(eq_C2, C1, eq_C1) - C2; 
eq_C2 = solve(eq_C2, C2); 
% substitute C2 into C1 
eq_C1 = subs(eq_C1, C2, eq_C2); 
% find C3 using boundary condition (3) 
eq_w = a * r^4 / 64 + C1 * r^2 / 4 + C2 * log(r / ro) + C3; 
eq_C3 = subs(eq_w, r, ro); 
eq_C3 = subs(eq_C3, C1, eq_C1); 
eq_C3 = subs(eq_C3, C2, eq_C2); 
eq_C3 = solve(eq_C3, C3); 
% assemble the final displacement equation 
eq_wf = eq_w; 
eq_wf = subs(eq_wf, C1, eq_C1); 
eq_wf = subs(eq_wf, C2, eq_C2); 
eq_wf = subs(eq_wf, C3, eq_C3); 
 
% make w(r, h) instead of w(r, q, D) by determining the q necessary to make 
% the w = h at r = ri 
eq_h = subs(eq_wf, r, ri) - h; 
eq_a = solve(eq_h, a); 
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 eq_wf = subs(eq_wf, a, eq_a); 
eq_wf = simplify(eq_wf); 
 
% compute the partial derivatives 
eq_dwdr = diff(eq_wf, 'r'); 
eq_dwdr = simplify(eq_dwdr); 
eq_d2wdr2 = diff(eq_dwdr, 'r'); 
eq_d2wdr2 = simplify(eq_d2wdr2); 
 
% compute the moments 
m_rr = -D * (eq_d2wdr2 + v * (1 / r * eq_dwdr)); 
m_rr = simplify(m_rr); 
m_thetatheta = -D * (1 / r * eq_dwdr + v * eq_d2wdr2); 
m_thetatheta = simplify(m_thetatheta); 
 
% compute the stresses 
sigma_rr = 6 .* m_rr ./ thk.^2; % (Pa) 
sigma_rr = simplify(sigma_rr); % (Pa) 
sigma_thetatheta = 6 .* m_thetatheta ./ thk.^2; % (Pa) 
sigma_thetatheta = simplify(sigma_thetatheta); % (Pa) 
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 13. michellDerivation.m 
 
% michellDerivation.m 
% 
% Purpose: Derives the derivatives of the complete solution of the 
% biharmonic equation referred to the plane polar coordinate system derived 
% by Michell are valid. This is equation (8.731) found in: Selvadurai, A. 
% P. S., 2000, "Partial Differential Equations in Mechanics 2 The 
% Biharmonic Equation Poisson's Equation," Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
syms r t A0 B0 C0 D0 D0s A0p A1 As B1 A1p B1p C1 Bs D1 C1p D1p An Bn Anp Bnp 
Cn Dn Cnp Dnp n; 
% eq_w = A0 * log(r) + B0 * r^2 + C0 * r^2 * log(r) + D0 + D0s * r^2 + A0p 
... 
%     + A1 * r * t * sin(t) / 2 + (As * r + B1 * r^3 + A1p / r + B1p * r * 
log(r)) * cos(t) ... 
%     - C1 * r * t * cos(t) / 2 + (Bs * r + D1 * r^3 + C1p / r + D1p * r * 
log(r)) * sin(t) ... 
%     + (An * r^n + Bn * r^(2 + n) + Anp * r^-n + Bnp * r^(2 - n)) * cos(n * 
t) ... 
%     + (Cn * r^n + Dn * r^(2 + n) + Cnp * r^-n + Dnp * r^(2 - n)) * sin(n * 
t); 
% break the equation into 5 parts for ease of use 
eq1_w = A0 * log(r) + B0 * r^2 + C0 * r^2 * log(r) + D0 + D0s * r^2 * t + A0p 
* t; 
eq2_w = A1 * r * t * sin(t) / 2 + (As * r + B1 * r^3 + A1p / r + B1p * r * 
log(r)) * cos(t); 
eq3_w = -C1 * r * t * cos(t) / 2 + (Bs * r + D1 * r^3 + C1p / r + D1p * r * 
log(r)) * sin(t); 
eq4_w = (An * r^n + Bn * r^(2 + n) + Anp * r^-n + Bnp * r^(2 - n)) * cos(n * 
t); 
eq5_w = (Cn * r^n + Dn * r^(2 + n) + Cnp * r^-n + Dnp * r^(2 - n)) * sin(n * 
t); 
 
% compute the partial derivatives for each part separately 
%% part 1 
% dw/dr 
eq1_dwdr = diff(eq1_w, 'r'); 
eq1_dwdr = simplify(eq1_dwdr); 
% d^2w/dr^2 
eq1_d2wdr2 = diff(eq1_dwdr, 'r'); 
eq1_d2wdr2 = simplify(eq1_d2wdr2); 
% dw/dt 
eq1_dwdt = diff(eq1_w, 't'); 
eq1_dwdt = simplify(eq1_dwdt); 
% d^2w/dt^2 
eq1_d2wdt2 = diff(eq1_dwdt, 't'); 
eq1_d2wdt2 = simplify(eq1_d2wdt2); 
% d^2w/drdt 
eq1_d2wdrdt = diff(eq1_dwdr, 't'); 
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 eq1_d2wdrdt = simplify(eq1_d2wdrdt); 
% del_r^2w 
eq1_delr2w = eq1_d2wdr2 + eq1_dwdr / r + eq1_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq1_ddr_delr2w = diff(eq1_delr2w, 'r'); 
eq1_ddr_delr2w = simplify(eq1_ddr_delr2w); 
% d/dt(del_r^2w) 
eq1_ddt_delr2w = diff(eq1_delr2w, 't'); 
eq1_ddt_delr2w = eq1_ddt_delr2w / r; 
eq1_ddt_delr2w = simplify(eq1_ddt_delr2w); 
 
%% part 2 
% dw/dr 
eq2_dwdr = diff(eq2_w, 'r'); 
eq2_dwdr = simplify(eq2_dwdr); 
% d^2w/dr^2 
eq2_d2wdr2 = diff(eq2_dwdr, 'r'); 
eq2_d2wdr2 = simplify(eq2_d2wdr2); 
% dw/dt 
eq2_dwdt = diff(eq2_w, 't'); 
eq2_dwdt = simplify(eq2_dwdt); 
% d^2w/dt^2 
eq2_d2wdt2 = diff(eq2_dwdt, 't'); 
eq2_d2wdt2 = simplify(eq2_d2wdt2); 
% d^2w/drdt 
eq2_d2wdrdt = diff(eq2_dwdr, 't'); 
eq2_d2wdrdt = simplify(eq2_d2wdrdt); 
% del_r^2w 
eq2_delr2w = eq2_d2wdr2 + eq2_dwdr / r + eq2_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq2_ddr_delr2w = diff(eq2_delr2w, 'r'); 
eq2_ddr_delr2w = simplify(eq2_ddr_delr2w); 
% d/dt(del_r^2w) 
eq2_ddt_delr2w = diff(eq2_delr2w, 't'); 
eq2_ddt_delr2w = eq2_ddt_delr2w / r; 
eq2_ddt_delr2w = simplify(eq2_ddt_delr2w); 
 
%% part 3 
eq3_dwdr = diff(eq3_w, 'r'); 
eq3_dwdr = simplify(eq3_dwdr); 
% d^2w/dr^2 
eq3_d2wdr2 = diff(eq3_dwdr, 'r'); 
eq3_d2wdr2 = simplify(eq3_d2wdr2); 
% dw/dt 
eq3_dwdt = diff(eq3_w, 't'); 
eq3_dwdt = simplify(eq3_dwdt); 
% d^2w/dt^2 
eq3_d2wdt2 = diff(eq3_dwdt, 't'); 
eq3_d2wdt2 = simplify(eq3_d2wdt2); 
% d^2w/drdt 
eq3_d2wdrdt = diff(eq3_dwdr, 't'); 
eq3_d2wdrdt = simplify(eq3_d2wdrdt); 
% del_r^2w 
eq3_delr2w = eq3_d2wdr2 + eq3_dwdr / r + eq3_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq3_ddr_delr2w = diff(eq3_delr2w, 'r'); 
eq3_ddr_delr2w = simplify(eq3_ddr_delr2w); 
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 % d/dt(del_r^2w) 
eq3_ddt_delr2w = diff(eq3_delr2w, 't'); 
eq3_ddt_delr2w = eq3_ddt_delr2w / r; 
eq3_ddt_delr2w = simplify(eq3_ddt_delr2w); 
 
%% part 4 
% dw/dr 
eq4_dwdr = diff(eq4_w, 'r'); 
eq4_dwdr = simplify(eq4_dwdr); 
% d^2w/dr2 
eq4_d2wdr2 = diff(eq4_dwdr, 'r'); 
eq4_d2wdr2 = simplify(eq4_d2wdr2); 
% dw/dt 
eq4_dwdt = diff(eq4_w, 't'); 
eq4_dwdt = simplify(eq4_dwdt); 
% d^2w/dt^2 
eq4_d2wdt2 = diff(eq4_dwdt, 't'); 
eq4_d2wdt2 = simplify(eq4_d2wdt2); 
% d^2w/drdt 
eq4_d2wdrdt = diff(eq4_dwdr, 't'); 
eq4_d2wdrdt = simplify(eq4_d2wdrdt); 
% del_r^2w 
eq4_delr2w = eq4_d2wdr2 + eq4_dwdr / r + eq4_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq4_ddr_delr2w = diff(eq4_delr2w, 'r'); 
eq4_ddr_delr2w = simplify(eq4_ddr_delr2w); 
% d/dt(del_r^2w) 
eq4_ddt_delr2w = diff(eq4_delr2w, 't'); 
eq4_ddt_delr2w = eq4_ddt_delr2w / r; 
eq4_ddt_delr2w = simplify(eq4_ddt_delr2w); 
 
%% part 5 
% dw/dr 
eq5_dwdr = diff(eq5_w, 'r'); 
eq5_dwdr = simplify(eq5_dwdr); 
% d^2w/dr^2 
eq5_d2wdr2 = diff(eq5_dwdr, 'r'); 
eq5_d2wdr2 = simplify(eq5_d2wdr2); 
% dw/dt 
eq5_dwdt = diff(eq5_w, 't'); 
eq5_dwdt = simplify(eq5_dwdt); 
% d^2w/dt^2 
eq5_d2wdt2 = diff(eq5_dwdt, 't'); 
eq5_d2wdt2 = simplify(eq5_d2wdt2); 
% d^2w/drdt 
eq5_d2wdrdt = diff(eq5_dwdr, 't'); 
eq5_d2wdrdt = simplify(eq5_d2wdrdt); 
% del_r^2w 
eq5_delr2w = eq5_d2wdr2 + eq5_dwdr / r + eq5_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq5_ddr_delr2w = diff(eq5_delr2w, 'r'); 
eq5_ddr_delr2w = simplify(eq5_ddr_delr2w); 
% d/dt(del_r^2w) 
eq5_ddt_delr2w = diff(eq5_delr2w, 't'); 
eq5_ddt_delr2w = eq5_ddt_delr2w / r; 
eq5_ddt_delr2w = simplify(eq5_ddt_delr2w); 
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 14. genSolnBiHarmonicDerivative.m 
 
% genSolnBiHarmonicDerivative.m 
% 
% Purpose: Analytically computes the derivatives of the complete solution of 
% the biharmonic equation referred to the plane polar coordinate system 
% derived by Michell. This is equation (8.731) found in: Selvadurai, A. P. 
% S., 2000, "Partial Differential Equations in Mechanics 2 The Biharmonic 
% Equation Poisson's Equation," Berlin, Springer-Verlag, p. 166. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
syms r n theta A_0 B_0 C_0 D_0 D_0s A_0p ... 
    A_1 As B_1 A_1p B_1p ... 
    C_1 Bs D_1 C_1p D_1p ... 
    A_n B_n A_np B_np ... 
    C_n C_np D_n D_np; 
eq_w = A_0 * log(r) + B_0 * r^2 + C_0 * r^2 * log(r) + D_0 + ... 
    D_0s * r^2 * theta + A_0p * theta + ... 
    A_1 / 2 * r * theta * sin(theta) + ... 
    (As * r + B_1 * r^3 + A_1p / r + B_1p * r * log(r)) * cos(theta) - ... 
    C_1 / 2 * r * theta * cos(theta) + ... 
    (Bs * r + D_1 * r^3 + C_1p / r + D_1p * r * log(r)) * sin(theta) + ... 
    (A_n * r^n + B_n * r^(2 + n) + A_np * r^(-n) + B_np * r^(2 - n)) * cos(n 
* theta) + ... 
    (C_n * r^n + D_n * r^(2 + n) + C_np * r^(-n) + D_np * r^(2 - n)) * sin(n 
* theta); 
% dw/dr 
eq_dwdr = diff(eq_w, r); 
% d^2w/dr^2 
eq_d2wdr2 = diff(eq_dwdr, r); 
% dw/dt 
eq_dwdt = diff(eq_w, theta); 
% d^2w/dt^2 
eq_d2wdt2 = diff(eq_dwdt, theta); 
% d^2w/drdt 
eq_d2wdrdt = diff(eq_dwdr, theta); 
% del_r^2w 
eq_delr2w = eq_d2wdr2 + eq_dwdr / r + eq_d2wdt2 / r^2; 
% d/dr(del_r^2w) 
eq_ddr_delr2w = diff(eq_delr2w, r); 
% d/dt(del_r^2w) 
eq_ddt_delr2w = diff(eq_delr2w, theta); 
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 15. customColors.m 
 
% customColors.m 
% 
% Purpose: Ensures that separate data plots have the same coloring for 
% comparison purposes. 
% Inputs: 
%   data        [n x m] array, current input data set 
%   minrng      the minimum data value from among multiple data sets 
%   maxrng      the maximum data value from among multiple data sets 
%   map         string identifying desired colormap 
% Outputs: 
%   cdata       [n x m] array, output colors 
function cdata = customColors(data, minrng, maxrng, map) 
[n, m] = size(data); 
cdata = zeros(n, m, 3); % array to hold color data 
cmap = colormap(map); 
% close(gcf); 
mincrng = floor(minrng);  % integer 
maxcrng = ceil(maxrng); % integer 
[q, r] = size(cmap); 
% determine data point to colormap relationship 
rel = linspace(mincrng, maxcrng, q); 
% for each row 
for indx1 = 1:1:n 
    % for each column 
    for indx2 = 1:1:m 
        % go through cmap 
        for indx3 = 1:1:q - 1 
            if rel(indx3) <= data(indx1, indx2) && data(indx1, indx2) <= 
rel(indx3 + 1) 
                % color based on indx3 interpolating between cmap(q) and 
                % cmap(q + 1) 
                % r 
                cdata(indx1, indx2, 1) = interp1(rel(indx3:indx3 + 1), 
[cmap(indx3, 1) cmap(indx3 + 1, 1)], data(indx1, indx2)); 
                % g 
                cdata(indx1, indx2, 2) = interp1(rel(indx3:indx3 + 1), 
[cmap(indx3, 2) cmap(indx3 + 1, 2)], data(indx1, indx2)); 
                % b 
                cdata(indx1, indx2, 3) = interp1(rel(indx3:indx3 + 1), 
[cmap(indx3, 3) cmap(indx3 + 1, 3)], data(indx1, indx2)); 
            end 
        end 
    end 
end 
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 16. ikTest.m 
 
% ikTest.m 
% 
% Purpose: Tests two-dimensional inverse kinematics solution. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% conversion constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% 2 link IK test 
R1 = 1; % (m) link 1 length 
R2 = 1; % (m) link 2 length 
theta1 = 25; % (deg) initial link 1 theta 
theta2 = -25; % (deg) initial link 2 theta 
theta1_t = 45; % (deg) desired link 1 theta 
theta2_t = -45; % (deg) desired link 2 theta 
tol = 1e-2; % solution convergence tolerance 
maxitr = 100; % maximum number of iterations 
 
% convert units 
theta1 = theta1 * deg2rad; % (rad) 
theta2 = theta2 * deg2rad; % (rad) 
theta1_t = theta1_t * deg2rad; % (rad) 
theta2_t = theta2_t * deg2rad; % (rad) 
 
% joint positions 
p1x = 0; 
p1y = 0; 
p2x = R1 * cos(theta1); 
p2y = R1 * sin(theta1); 
p(1, 1:2) = [p1x p1y]; 
p(2, 1:2) = [p2x p2y]; 
% joint end effector positions 
s1x = p2x; 
s1y = p2y; 
s2x = s1x + R2 * cos(theta2); 
s2y = s1y + R2 * sin(theta2); 
t = zeros(1, 3); 
t(1, :) = [R1 * cos(theta1_t) + R2 * cos(theta2_t) R1 * sin(theta1_t) + R2 * 
sin(theta2_t) 0]; 
 
% plot initial condition 
figure; 
hold on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
axis equal; 
scatter([p1x p2x s2x], [p1y p2y s2y], 50, 'k', 'o', 'filled'); 
line([p1x s1x s2x], [p1y s1y s2y], 'Color', 'k', 'LineStyle', '--', 
'LineWidth', 2); 
% plot desired target 
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 scatter(t(1, 1), t(1, 2), 100, 'k', 'p'); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 
p = zeros(1, 3); 
s = zeros(1, 3); 
% iterate until solution converged or maximum number of iterations reached 
itr = 1; % current iteration 
while true 
    % joint positions 
    p(1, 1:2) = [p2x p2y]; 
    % joint end effector positions 
    s(1, 1:2) = [s2x s2y]; 
 
    e = zeros(1, 3); 
    e(1, :) = t(1, :) - s(1, :); 
 
    % form the Jacobian 
    J(1, 1) = -R1 * sin(theta1); 
    J(1, 2) = -R2 * sin(theta2); 
    J(2, 1) = R1 * cos(theta1); 
    J(2, 2) = R2 * cos(theta2); 
 
    % take the pseudo-inverse 
    J_pinv = pinv(J); 
    dtheta = J_pinv * e(1:2)'; % (rad) 
 
    % update thetas 
    theta1 = theta1 + dtheta(1); % (rad) 
    theta2 = theta2 + dtheta(2); % (rad) 
 
    % moved joint positions 
    p2x = R1 * cos(theta1); 
    p2y = R1 * sin(theta1); 
    p(2, 1:2) = [p2x p2y]; 
    % joint end effector positions 
    s1x = p2x; 
    s1y = p2y; 
    s2x = s1x + R2 * cos(theta2); 
    s2y = s1y + R2 * sin(theta2); 
 
    h_last_scat = scatter([p1x p2x s2x], [p1y p2y s2y], 50, 'k', '+'); 
    h_last_lin = line([p1x s1x s2x], [p1y s1y s2y], 'Color', 'k', 
'LineStyle', '-.', 'LineWidth', 2); 
 
    % check for convergence 
    delta = norm(t(1, :) - [s2x s2y 0]); 
    if delta < tol 
        break; 
    end 
    if itr > maxitr 
        break; 
    end 
    % increment itr 
    itr = itr + 1; 
end 
% delete the last intermediate 
372 
 
 delete(h_last_scat); 
delete(h_last_lin); 
% plot the last intermediate as final 
scatter([p1x p2x s2x], [p1y p2y s2y], 50, 'k', '+'); 
line([p1x s1x s2x], [p1y s1y s2y], 'Color', 'k', 'LineStyle', '-', 
'LineWidth', 2); 
 
legend({'Initial Joint Positions', 'Initial Link Positions', 'Goal Position', 
'Intermediate Joint Positions', 'Intermediate Link Positions', 'Final Joint 
Positions', 'Final Link Positions'}, 'Location', 'South', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
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 17. lateralAiryDerivation1.m 
 
% lateralAiryDerivation1.m 
% 
% Purpose: Computes the initial derivation. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
syms r A B C D beta; 
 
eq_phi = (A * r^3 + B / r + C * r + D * r * log(r)) * cos(beta); 
% dphi/dr 
eq_dphidr = diff(eq_phi, r); 
% d^2phi/dr^2 
eq_d2phidr2 = diff(eq_dphidr, r); 
% dphi/dtheta 
eq_dphidt = diff(eq_phi, beta); 
% d^2phi/dtheta^2 
eq_d2phidt2 = diff(eq_dphidt, beta); 
% sigma_rr 
eq_sigma_rr = 1 / r * eq_dphidr + 1 / r^2 * eq_d2phidt2; 
eq_sigma_rr = simplify(eq_sigma_rr); 
% sigma_thetatheta 
eq_sigma_tt = eq_d2phidr2; 
eq_sigma_tt = simplify(eq_sigma_tt); 
% sigma_rtheta 
eq_sigma_rt = -diff(eq_dphidt / r, r); 
eq_sigma_rt = simplify(eq_sigma_rt); 
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 18. lateralAiryDerivation2.m 
 
% lateralAiryDerivation2.m 
% 
% Purpose: Determines the constants A, B, and D involved in the membrane 
% lateral Airy stress function the appropriate derivatives of which 
% describe the membrane lateral displacement. 
% Author: Michael Simon 
% Inputs: none 
% Outputs: none 
syms F r ri ro A B D; 
 
% boundary condition for sigma_rr when r = ri 
eq_1 = 2 * A * ri - 2 * B * ri^-3 + D * ri^-1 - F; 
% boundary condition for sigma_rr when r = ro 
eq_2 = 2 * A * ro - 2 * B * ro^-3 + D * ro^-1; 
% boundary condition for sigma_thetatheta when r = ro 
eq_3 = 6 * A * ro + 2 * B * ro^-3 + D * ro^-1; 
 
% solve eq_1 for A 
eq_A = solve(eq_1, A); 
% substitute A from eq_1 into eq_2 
eq_2_sub = subs(eq_2, A, eq_A); 
% solve eq_2_sub for B 
eq_B = solve(eq_2_sub, B); 
% substitute A from eq_1 into eq_3 
eq_3_sub = subs(eq_3, A, eq_A); 
% substitute B from eq_2_sub into eq_3 
eq_3_sub = subs(eq_3_sub, B, eq_B); 
% solve eq_3_sub for D 
eq_Df = solve(eq_3_sub, D); 
% substitute D into eq_B 
eq_Bf = subs(eq_B, D, eq_Df); 
% substitute B into eq_A 
eq_Af = subs(eq_A, B, eq_Bf); 
% substitute D into eq_A 
eq_Af = subs(eq_Af, D, eq_Df); 
 
% simplify 
eq_Af = simplify(eq_Af); 
eq_Bf = simplify(eq_Bf); 
eq_Df = simplify(eq_Df); 
 
% check 
% sigma_rr when r = ri should == F 
% sigma_rr when r = ro should == 0 
eq_1f = 2 * eq_Af * r - 2 * eq_Bf * r^-3 + eq_Df * r^-1; 
% sigma_thetatheta when r = ro should == 0 
eq_2f = 6 * eq_Af * r + 2 * eq_Bf * r^-3 + eq_Df * r^-1; 
 
% eq_1f when r = ri 
eq_1t = subs(eq_1f, r, ri); 
eq_1t = simplify(eq_1t); 
% eq_1f when r = ro 
eq_2t = subs(eq_1f, r, ro); 
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 eq_2t = simplify(eq_2t); 
% eq_2f when r = ro 
eq_3t = subs(eq_2f, r, ro); 
eq_3t = simplify(eq_3t); 
 
% This is a plane-stress problem 
% Airy stress function is: 
% phi = (A * r^3 + B * r^-1 + D * r * log(r)) * cos(theta) 
% sigma_rr = 1 / r * dphi / dr + 1 / r^2 * d^2phi / dtheta^2 
% sigma_thetatheta = d^2phi / dr^2 
% sigma_rtheta = -d / dr * (1 / r * dphi / dtheta) 
% epsilon_rr = 1 / E * (sigma_rr - v * sigma_thetatheta) 
% epsilon_thetatheta = 1 / E * (sigma_thetatheta - v * sigma_rr) 
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 19. lateralAiryTest.m 
 
% lateralAiryTest.m 
% 
% Purpose: This script tests the lateral displacement due to an applied 
% force. 
% This is a plane-stress problem 
% Airy stress function is: 
% phi = (A * r^3 + B * r^-1 + D * r * log(r)) * cos(theta) 
% sigma_rr = 1 / r * dphi / dr + 1 / r^2 * d^2phi / dtheta^2 
% sigma_thetatheta = d^phi / dr^2 
% sigma_rtheta = -d / dr * (1 / r * dphi / dtheta) 
% epsilon_rr = 1 / E * (sigma_rr - v * sigma_thetatheta) 
% epsilon_thetatheta = 1 / E * (sigma_thetatheta - v * sigma_rr) 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
twopi = 2 * pi; % (rad) 2 times pi 
 
% user inputs 
alpha = 0; % (deg) 
% alpha = 45; % (deg) 
numBetaDiv = 100; % number of beta divisions 
% rb = sqrt(2)/2; % (m) inner circle center offset magnitude 
rb = 0; % (m) inner circle center offset magnitude 
ri = 0.9; % (m) inner circle radius 
ro = 2; % (m) outer circle radius 
numRDiv = 10; % number of r divisions 
 
F = 100; % lateral force 
% F = 0; % lateral force 
E = 1e9; % Young's modulus of membrane material 
v = 1; % Poisson ratio of membrane material 
% Airy stress function constants 
A = 1/2*F*ri^3/(ro^2-ri^2)^2; 
B = -1/2*ro^4*ri^3*F/(ro^2-ri^2)^2; 
D = -2*ri^3*ro^2*F/(ro^2-ri^2)^2; 
 
% convert alpha from degrees to radians 
alpha = alpha * deg2rad; % (deg) 
 
dBeta = (twopi - 1e-3) / (numBetaDiv - 1); % (rad) delta beta 
beta = 0:dBeta:(twopi - 1e-3); % (rad) beta range 
dR = (ro - ri) / (numRDiv - 1); % (m) delta r 
r = ri:dR:ro; % (m) r range 
 
xp = zeros(numRDiv, numBetaDiv); % (m) array to hold x-coordinates 
yp = zeros(numRDiv, numBetaDiv); % (m) array to hold y-coordinates 
zp = zeros(numRDiv, numBetaDiv); % (m) array to hold z-coordinates, just used 
for plotting 
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 sigma_rr = zeros(numRDiv, numBetaDiv); % (Pa) array to hold sigma_rr stresses 
sigma_thetatheta = zeros(numRDiv, numBetaDiv); % (Pa) array to hold 
sigma_thetatheta stresses 
sigma_rtheta = zeros(numRDiv, numBetaDiv); % (Pa) array to hold sigma_rtheta 
stresses 
% for each r-division 
for indx1 = 1:1:numRDiv 
    % sigma_rr 
    sigma_rr(indx1, :) = cos(beta).*(2.*A.*r(indx1).^4-
2.*B+D.*r(indx1).^2)./r(indx1).^3; % (Pa) 
    % sigma_thetatheta 
    sigma_thetatheta(indx1, :) = 
(6.*A.*r(indx1).^4+2.*B+D.*r(indx1).^2)./r(indx1).^3.*cos(beta); % (Pa) 
    % sigma_rtheta 
    sigma_rtheta(indx1, :) = sin(beta).*(2.*A.*r(indx1).^4-
2.*B+D.*r(indx1).^2)./r(indx1).^3; % (Pa) 
    % dr 
    dr = 1 ./ E .* (sigma_rr(indx1, :) - v .* sigma_thetatheta(indx1, :)); % 
(m) 
    % dbeta 
    dbeta = 1 ./ E .* (sigma_thetatheta(indx1, :) - v .* sigma_rr(indx1, :)); 
% (rad) 
    % compute resulting coordinates under the mapping 
    xp(indx1, :) = (r(indx1) + dr) .* cos(beta + dbeta) + (r(indx1) + dr - 
ro) .* rb .* cos(alpha) ./ (ri - ro); % (m) 
    yp(indx1, :) = (r(indx1) + dr) .* sin(beta) + (r(indx1) + dr - ro) .* rb 
.* sin(alpha) ./ (ri - ro); % (m) 
end 
 
figure; 
axis equal; 
hold on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('x (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('y (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
surf(xp, yp, zp, sigma_rr); 
% surf(xp, yp, zp, sigma_thetatheta); 
% surf(xp, yp, zp, sigma_rtheta); 
h_c = colorbar('FontName', 'Centruy Schoolbook', 'FontSize', 12); 
ytickStr = cellstr(get(h_c, 'YTickLabel')); 
unitStr = ' (Pa)'; 
% append units to the middle one 
ltick = size(ytickStr, 1); 
ltick = ceil(ltick / 2); 
ytickStr{ltick} = [ytickStr{ltick} unitStr]; 
set(h_c, 'YTickLabel', ytickStr); 
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 20. plotTraj.m 
 
% plotTraj.m 
% 
% Purpose: Plots the axial link forces, link heights, and the delta of the 
% total stack height over time. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
% get R1-R6 over time 
R1 = buildTraj([Y(:, 1) Y(:, 6)], numTimeDiv); 
R2 = buildTraj([Y(:, 2) Y(:, 7)], numTimeDiv); 
R4 = buildTraj([Y(:, 3) Y(:, 8)], numTimeDiv); 
R5 = buildTraj([Y(:, 4) Y(:, 9)], numTimeDiv); 
R6 = buildTraj([Y(:, 5) Y(:, 10)], numTimeDiv); 
% compute R3 over time 
R3 = zeros(1, numTimeDiv) + R3_0; % (m) 
% indx = find(t < forceOffTime); 
R3(indx) = R3_0 + (V_off + V_rng * sin(omega .* (t(indx) + tShift))) .* d33 
.* n; % (m) piezo 
% actuator height as a function of time 
% compute F3, the piezo actuator force as a function of time 
F3 = ones(1, numTimeDiv); % (N) 
F3(indx) = (V_off + V_rng .* sin(omega .* (t(indx) + tShift))) .* d33 .* n .* 
K_T + F3(indx); % (N) 
 
totHeight = R1 + R2 + R3 + R4 + R5 + R6; % (m) total stack height 
minTotHeight = min(totHeight); % (m) minimum of the total stack height 
maxTotHeight = max(totHeight); % (m) maximum of the total stack height 
dTotHeight = maxTotHeight - minTotHeight; % (m) delta of the total stack 
height 
% plot the delta of the total stack height 
h0 = figure; 
hold on; 
plot(t, totHeight - maxTotHeight, 'k', 'LineWidth', 2); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('\Delta Linkage Height (m)', 'FontName', 'Century Schoolbook', 
'FontSize', 12); 
 
% plot link height telemetry as a function of time 
h1 = figure; 
hold on; 
% link 6, epoxy 
subplot(6, 1, 1); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R6, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R6) max(R6)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 6, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 5, piston head 
subplot(6, 1, 2); 
379 
 
 set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R5, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R5) max(R5)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 5, Piston Head Height as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 4, epoxy 
subplot(6, 1, 3); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R4, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R4) max(R4)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 4, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 3, piezo actuator 
subplot(6, 1, 4); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R3, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R3) max(R3)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 3, Piezo Actuator Height as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 2, epoxy 
subplot(6, 1, 5); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R2, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R2) max(R2)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Link Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 2, Epoxy Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 1, chuck 
subplot(6, 1, 6); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, R1, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(R1) max(R1)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Height (m)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 1, Chuck Height as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
 
% plot axial force telemetry as a function of time 
h2 = figure; 
hold on; 
% link 6, epoxy 
subplot(6, 1, 1); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F6_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F6_axial_out) max(F6_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12);; 
title('Link 6, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 5, piston head 
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 subplot(6, 1, 2); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F5_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F5_axial_out) max(F5_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 5, Piston Head Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 4, epoxy 
subplot(6, 1, 3); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F4_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F4_axial_out) max(F4_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 4, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 3, piezo actuator 
subplot(6, 1, 4); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F3, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F3) max(F3)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 3, Piezo Actuator Force as a Function of Time', 'FontName', 
'Century Schoolbook', 'FontSize', 12); 
% link 2, epoxy 
subplot(6, 1, 5); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F2_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F2_axial_out) max(F2_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 2, Epoxy Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% link 1, chuck 
subplot(6, 1, 6); 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, F1_axial_out, 'k', 'LineWidth', 2); 
axis([t(1) t(end) min(F1_axial_out) max(F1_axial_out)]); 
xlabel('Time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Force (N)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
title('Link 1, Chuck Force as a Function of Time', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
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 21. sweptVolTest.m 
 
% sweptVolTest.m 
% 
% Purpose: Iterates the number of r divisions and the number of beta 
% divisions to determine when the volume converges to the specified 
% tolerance. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
% constants 
twopi = 2 * pi; % (rad) 2 * pi constant 
 
tol = 1e-14; % (m^3) tolerance 
numRDiv = 10; % number of r divisions 
numBetaDiv = 10; % number of beta divisions 
ri = 2e-3; % (m) inner circle radius 
ro = 5e-3; % (m) outer circle radius 
rb = 0; % (m) piston offset radius 
alpha = 0; % (rad) inner circle center offset angle 
h = -28e-6; % (m) membrane displacement 
 
V_arry = []; % (m^3) 
numRDiv_arry = []; % array to store the number of r divisions used 
numBetaDiv_arry = []; % array to store the number of beta divisions used 
% iterate 
itr = 1; 
while true 
    % setup beta range 
    dBeta = twopi / (numBetaDiv - 1); % (rad) 
    beta = 0:dBeta:twopi; % (rad) 
    % setup r range 
    dR = (ro - ri) / (numRDiv - 1); % (m) 
    r = ri:dR:ro; % (m) 
    xp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold x-prime coordinates 
    yp = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold y-prime coordinates 
    w = zeros(numRDiv, numBetaDiv); % (m) [numRDiv x numBetaDiv] array to 
hold z-prime coordinates 
    for indx1 = 1:1:numRDiv 
        xp(indx1, :) = (r(indx1)) .* cos(beta) + (r(indx1) - ro) .* rb .* 
cos(alpha) ./ (ri - ro); 
        yp(indx1, :) = (r(indx1)) .* sin(beta) + (r(indx1) - ro) .* rb .* 
sin(alpha) ./ (ri - ro); 
        % compute the membrane displacement under the mapping 
        % as a function of perpendicular displacement 
        w(indx1, :) = h./(-
ri.^4+4.*ro.^2.*ri.^2.*log(ri./ro)+ro.^4).*(r(indx1).^4-
2.*r(indx1).^2.*ri.^2-
2.*r(indx1).^2.*ro.^2+4.*ro.^2.*ri.^2.*log(r(indx1)./ro)+ro.^4+2.*ri.^2.*ro.^
2); % (m) 
    end 
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    V = compSweptVol(numRDiv, numBetaDiv, xp, yp, w, ri); % (m^3) 
    if itr > 1 
        if abs(V - lV) < tol 
            break; 
        end 
    end 
    V_arry(itr) = V; % (m^3) 
    numRDiv_arry(itr) = numRDiv; 
    numBetaDiv_arry(itr) = numBetaDiv; 
    % set the last volume 
    lV = V; % (m^3) 
    % increment itr 
    itr = itr + 1; 
    % increment numRDiv 
    numRDiv = numRDiv + 1; 
    % increment numBetaDiv 
    numBetaDiv = numBetaDiv + 1; 
end 
 
figure; 
hold on; 
grid on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(numRDiv_arry, V_arry, 'k', 'LineWidth', 2); 
xlabel('Number of Divisions', 'FontName', 'Century Schoolbook', 'FontSize', 
12); 
ylabel('V (m^3)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 APPENDIX C 
 
MATLAB CONCLUSIONS CODE 
 
1. fixedAdjustable.m 
 
% fixedAdjustable.m 
% 
% Purpose: Determines how many time worse the compression ratio will be 
% (the compression ratio degredation factor) as a function of theta_3, the 
% angle of the actuator with respect to the z-axis for the case when the 
% compressor is fixed, i.e. the pull-down cannot be modified to 
% compensate. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% conversion constants 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
rad2deg = 180 / pi; % (deg / rad) radian to degree conversion constant 
twopi = 2 * pi; % (rad) 2 * pi constant 
pi_2 = pi / 2; % (rad) pi divided by 2 constant 
 
% user inputs 
numTheta3Div = 100; % number of theta divisions 
ri = 2e-3; % (m) inner circle radius 
ro = 5e-3; % (m) outer circle radius 
h = -48.086e-6; % (m)maximum membrane displacement 
z = 0.020134; % (m) minimum stack height when theta = 0 
z = z * 1; % (m) minimum stack height when theta = 0 
z2 = z * 0.5; % (m) smaller stack height when theta = 0 
 
% derived inputs 
theta3_max = pi_2; % (rad) maximum possible theta3 
theta_3 = linspace(0, theta3_max, numTheta3Div); % (rad) angle of the 
actuator with respect to the z-axis 
theta_3_deg = theta_3 * rad2deg; % (deg) 
% normal stack height 
dh = z .* sin(theta_3); % (m) delta membrane displacement due to fixed case 
x = dh; % (m) projection of linkage in the z-direction into the undeformed 
membrane plane 
hz = abs(h) .* cos(theta_3); % (m) the motion in the z-direction due to the 
actuator 
rbn = x ./ ro; % (unitless) normalized rb 
dh_hz_h_ratio = abs(hz) ./ (abs(h) + abs(dh)); % (unitless) this is the fixed 
case 
hz_h_ratio = abs(hz) ./ abs(h); % (unitless) this is the adjustable case 
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 % smaller stack height 
dh2 = z2 .* sin(theta_3); % (m) delta membrane displacement due to fixed case 
x2 = dh2; % (m) projection of linkage in the z-direction into the undeformed 
membrane plane 
hz2 = abs(h) .* cos(theta_3); % (m) the motion in the z-direction due to the 
actuator 
rbn2 = x2 ./ ro; % (unitless) normalized rb 
dh_hz_h_ratio2 = abs(hz2) ./ (abs(h) + abs(dh2)); % (unitless) this is the 
fixed case 
hz_h_ratio2 = abs(hz2) ./ abs(h); % (unitless) this is the adjustable case 
 
% plot 
figure; 
hold on; 
grid on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
axis([min(rbn) max(rbn) min(dh_hz_h_ratio) max(dh_hz_h_ratio)]); 
% plot fixed case 
% normal stack height 
plot(rbn, dh_hz_h_ratio, 'k', 'LineWidth', 2); 
% smaller stack height 
plot(rbn2, dh_hz_h_ratio2, '--k', 'LineWidth', 2); 
% plot adjustable case 
% normal stack height 
plot(rbn, hz_h_ratio, 'b', 'LineWidth', 2); 
% smaller stack height 
plot(rbn2, hz_h_ratio2, '--b', 'LineWidth', 2); 
%     % use ellipse equation 
%     % x^2 / a^2 + z^2 / b^2 = 1 
%     % z = sqrt((1 - x^2 / a^2) * b^2) 
%     b = 1; 
% %     a = max(z2 .* sin(theta_3) ./ ro); 
% %     zp = sqrt(1 - rbn2.^2 ./ a.^2); 
%     a = z2 ./ ro; 
%     zp = sqrt(1 - (ro * rbn2 ./ z2).^2); 
%     plot(rbn2, zp, 'r'); 
% use 
 
xlabel('r_b_n', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('CRDF', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 
% load scale1 fixed data 
str = sprintf('load .%sdata%sscale1_fixed%sdata_10.mat', filesep, filesep, 
filesep); 
eval(str); 
% normalize rb range 
rbrng_norm = rbn_store(:, 1) / ro; % (unitless) normalized rb range 
% hz_data = minStackHeight_store - maxStackHeight_store; % (m) 
hz_data = minStackHeight_store - realMaxStackHeight; % (m) 
hz_data = hz_data .* sin(theta3rng); % (m) take into account the stack height 
resolution in the y-direction 
dh3 = minStackHeight_store .* cos(theta3rng); % (m) 
plot(rbrng_norm, abs(hz_data) ./ (abs(h) + abs(dh3)), 'g', 'LineWidth', 2); 
 
% load scale1 adjustable data 
str = sprintf('load .%sdata%sscale1_adjustable%sdata_10.mat', filesep, 
filesep, filesep); 
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 eval(str); 
% normalize rb range 
rbrng_norm = rbn_store(:, 1) / ro; % (unitless) normalized rb range 
hz_data = minStackHeight_store - maxStackHeight_store; % (m) 
hz_data = hz_data .* sin(theta3rng); % (m) take into account the stack height 
resolution in the y-direction 
dh3 = minStackHeight_store .* cos(theta3rng); % (m) 
plot(rbrng_norm, abs(hz_data) ./ abs(h), 'r', 'LineWidth', 2); 
 
% add legend 
legend({'FAS1', 'FAS', 'AAS1', 'AAS', 'FNS1', 'ANS1'}, 'Location', 'Best', 
'FontName', 'Century Schoolbook', 'FontSize', 12); 
% FAS1 - Fixed Analytical Scale 1 
% FAS - Fixed Analytical Smaller Linkage Height 
% AAS1 - Adjustable Analytical Scale 1 
% AAS - Adjustable Analytical Smaller Linkage Height 
% FNS1 - Fixed Numerical Scale 1 
% ANS1 - Adjustable Numerical Scale 1 
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 2. fixedAdjustableUber.m 
 
% fixedAdjustableUber.m 
% 
% Purpose: Determines how many time worse the compression ratio will be 
% (the compression ratio degredation factor) as a function of theta_3, the 
% angle of the actuator with respect to the z-axis for the case when the 
% compressor is fixed, i.e. the pull-down cannot be modified to 
% compensate. This is done for three scales. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% conversion constants 
pi_2 = pi / 2; % (rad) pi divided by 2 constant 
 
% user inputs 
numTheta3Div = 100; % number of theta 3 divisions 
 
% plot 
figure; 
hold on; 
grid on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
xlabel('r_b_n', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('CRDF', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Begin fixed 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% scale 1 - fixed 
str = 'scale1'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, true, numTheta3Div, pi_2); 
% plot simulated data 
plot(rbn, ratio, 'k', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--k', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn' rbn_t]; 
ratio_s = [ratio ratio_t]; 
 
% scale 2 - fixed 
str = 'scale2'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, true, numTheta3Div, pi_2); 
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 % plot simulated data 
plot(rbn, ratio, 'b', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--b', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn_s rbn' rbn_t]; 
ratio_s = [ratio_s ratio ratio_t]; 
 
% scale 3 - fixed 
str = 'scale3'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, true, numTheta3Div, pi_2); 
% plot simulated data 
plot(rbn, ratio, 'g', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--g', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn_s rbn' rbn_t]; 
ratio_s = [ratio_s ratio ratio_t]; 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% End fixed 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% Begin adjustable 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% scale 1 - adjustable 
str = 'scale1'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, false, numTheta3Div, pi_2); 
% plot simulated data 
plot(rbn, ratio, 'r', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--r', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn_s rbn' rbn_t]; 
ratio_s = [ratio_s ratio ratio_t]; 
 
% scale 2 - adjustable 
str = 'scale2'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, false, numTheta3Div, pi_2); 
% plot simulated data 
plot(rbn, ratio, 'c', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--c', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn_s rbn' rbn_t]; 
ratio_s = [ratio_s ratio ratio_t]; 
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% scale 3 - adjustable 
str = 'scale3'; 
[h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, false, numTheta3Div, pi_2); 
% plot simulated data 
plot(rbn, ratio, 'm', 'LineWidth', 2); 
% plot theory 
plot(rbn_t, ratio_t, '--m', 'LineWidth', 2); 
% store rbn and ratio for axis setting 
rbn_s = [rbn_s rbn' rbn_t]; 
ratio_s = [ratio_s ratio ratio_t]; 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
% End adjustable 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
 
% set the axis 
axis([min(rbn_s) max(rbn_s) min(ratio_s) max(ratio_s)]); 
 
% add legend 
legend({'FNS1', 'FAS1', 'FNS2', 'FAS2', 'FNS3', 'FAS3', 'ANS1', 'AAS1', 
'ANS2', 'AAS2', 'ANS3', 'AAS3'}, 'Location', 'Best', 'FontName', 'Century 
Schoolbook', 'FontSize', 12); 
% FNS1 - Fixed Numerical Scale 1 
% FAS1 - Fixed Analytical Scale 1 
% FNS2 - Fixed Numerical Scale 2 
% FAS2 - Fixed Analytical Scale 2 
% FNS3 - Fixed Numerical Scale 3 
% FAS3 - Fixed Analytical Scale 3 
 
% ANS1 - Adjustable Numerical Scale 1 
% AAS1 - Adjustable Analytical Scale 1 
% ANS2 - Adjustable Numerical Scale 2 
% AAS2 - Adjustable Analytical Scale 2 
% ANS3 - Adjustable Numerical Scale 3 
% AAS3 - Adjustable Analytical Scale 3 
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 3. fixedAdjustableInner.m 
 
% fixedAdjustableInner.m 
% 
% Purpose: Determines how many time worse the compression ratio will be 
% (the compression ratio degredation factor) as a function of theta_3, the 
% angle of the actuator with respect to the z-axis for the cases when the 
% compressor is fixed, i.e. the pull-down cannot be modified to 
% compensate and adjustable, i.e. the pull-down can be modified to 
% compensate. This is done for simluated and theoretical data. 
% Author: Michael Simon 
% Inputs: 
%   str     scale str 
%   fixed   boolean flag that indicates the actuator assembly is fixed 
%               (true) or adjustable (false) 
%   numTheta3Div    number of theta3 divisions 
%   pi_2 (rad)  pi divided by 2 constant 
% Outputs: 
%   h (m)       maximum membrane displacement, simulated data 
%   hz (m)      the motion in the z-direction due to the actuator, 
%                   simulated data 
%   dh (m)      delta membrane displacement due to fixed case, simulated 
%                   data 
%   ratio       ratio of hz_data to either (h + dh) or h depending on 
%                   fixed or adjustable case, simulated data 
%   rbn         normalized rb, simulated data 
%   h (m)       maximum membrane displacement, theory 
%   hz (m)      the motion in the z-direction due to the actuator, 
%                   theory 
%   dh (m)      delta membrane displacement due to fixed case, theory 
%   ratio       ratio of hz_data to either (h + dh) or h depending on 
%                   fixed or adjustable case, theory 
%   rbn_t       normalized rb, theory 
function [h, hz, dh, ratio, rbn, h_t, hz_t, dh_t, ratio_t, rbn_t] = ... 
    fixedAdjustableInner(str, fixed, numTheta3Div_in, pi_2) 
h = []; 
hz = []; 
dh = []; 
ratio = []; 
rbn = []; 
h_t = []; 
hz_t = []; 
dh_t = []; 
ratio_t = []; 
rbn_t = []; 
if fixed 
    % simulated data 
    % load scale str fixed data 
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     str = sprintf('load .%sdata%s%s_fixed%sdata_10.mat', filesep, filesep, 
str, filesep); 
    eval(str); 
    % normalize rb range 
    rbn = rbn_store(:, 1) / ro; % (unitless) normalized rb range 
    h = abs(minStackHeight_store - maxStackHeight_store); % (m) maximum 
membrane displacement 
    hz = abs(minStackHeight_store - realMaxStackHeight); % (m) 
    hz = hz .* sin(theta3rng); % (m) take into account the stack height 
resolution in the z-direction 
    dh = minStackHeight_store .* cos(theta3rng); % (m) delta membrane 
displacement due to fixed case 
    ratio = hz ./ (h + dh); 
 
    % theory 
    % derived inputs 
    theta3_max = pi_2; % (rad) maximum possible theta3 
    theta_3 = linspace(0, theta3_max, numTheta3Div_in); % (rad) angle of the 
actuator with respect to the z-axis 
    % normal stack height 
    z = minStackHeight_store(1); % (m) 
    dh_t = z .* sin(theta_3); % (m) delta membrane displacement due to fixed 
case 
    x_t = dh_t; % (m) projection of linkage in the z-direction into the 
undeformed membrane plane 
    hz_t = h(1) .* cos(theta_3); % (m) the motion in the z-direction due to 
the actuator 
    rbn_t = x_t ./ ro; % (unitless) normalized rb 
    ratio_t = hz_t ./ (h(1) + dh_t); % (unitless) this is the fixed case 
else 
    % simulated data 
    % load scale str adjustable data 
    str = sprintf('load .%sdata%s%s_adjustable%sdata_10.mat', filesep, 
filesep, str, filesep); 
    eval(str); 
    % normalize rb range 
    rbn = rbn_store(:, 1) / ro; % (unitless) normalized rb range 
    h = abs(minStackHeight_store - maxStackHeight_store); % (m) maximum 
membrane displacement 
    hz = h; % (m) 
    hz = hz .* sin(theta3rng); % (m) take into account the stack height 
resolution in the z-direction 
    ratio = hz ./ h; 
 
    % theory 
    % derived inputs 
    theta3_max = pi_2; % (rad) maximum possible theta3 
    theta_3 = linspace(0, theta3_max, numTheta3Div_in); % (rad) angle of the 
actuator with respect to the z-axis 
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     % normal stack height 
    z = minStackHeight_store(1); % (m) 
    dh_t = z .* sin(theta_3); % (m) delta membrane displacement due to fixed 
case 
    x_t = dh_t; % (m) projection of linkage in the z-direction into the 
undeformed membrane plane 
    hz_t = h(1) .* cos(theta_3); % (m) the motion in the z-direction due to 
the actuator 
    rbn_t = x_t ./ ro; % (unitless) normalized rb 
    ratio_t = hz_t ./ h(1); % (unitless) this is the fixed case 
end 
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 4. solveCRDF.m 
 
% solveCRDF.m 
% 
% Purpose: Solves Equation (7.14) for specific input parameters. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
numCRDF = 100; % number of CRDF divisions 
CRDFdes = 0.5; % desired CRDF 
h = 20e-6; % (m) actuator displacement 
lh = 1e-3; % (m) minimum actuator height when theta3 = 0 
ro = 5e-3; % (m) membrane outer radius 
numTheta3Div = 100; % number of theta 3 divisions 
 
theta3_max = pi / 2; % (rad) maximum possible theta3 
theta_3 = linspace(0, theta3_max, numTheta3Div); % (rad) angle of the 
actuator with respect to the z-axis 
% normal stack height 
dh = lh .* sin(theta_3); % (m) delta membrane displacement due to fixed case 
x = dh; % (m) projection of linkage in the z-direction into the undeformed 
membrane plane 
rbn = x ./ ro; % (unitless) normalized rb 
 
CRDF = h * sqrt(1 - (ro .* rbn ./ lh).^2) ./ (h + ro .* rbn); 
 
% interpolate to find the rbn value that gives a CRDF value equal to the 
% desired 
rbndes = interp1(CRDF, rbn, CRDFdes, 'linear'); 
% convert this to theta 3 angle 
rb = rbndes * ro; % (m) 
theta3_rad = atan2(lh, rb); % (rad) 
theta3_deg = 90 - theta3_rad * 180 / pi; % (deg) 
 
% setup to plot theta 3 over the whole range 
rb2 = rbn * ro; % (m) 
theta3rng = atan2(lh, rb2); 
theta3rng_deg = 90 - theta3rng * 180 / pi; % (deg) 
 
% plot 
figure; 
hold on; 
grid on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
axis([min(theta3rng_deg) max(theta3rng_deg) min(CRDF) max(CRDF)]); 
% plot fixed case 
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 plot(theta3rng_deg, CRDF, 'k', 'LineWidth', 2); 
% axis([min(rbn) max(rbn) min(CRDF) max(CRDF)]); 
% % plot fixed case 
% plot(rbn, CRDF, 'k', 'LineWidth', 2); 
xlabel('\theta_3', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('CRDF_F', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
 
% draw a vertical line at the desired CRDF 
line([theta3_deg theta3_deg], [min(CRDF) max(CRDF)], 'Color', 'k', 
'LineStyle', '--', 'LineWidth', 2); 
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 5. covariance.m 
 
% convariance.m 
% 
% Purpose: Computes the covariance matrix for all input variables for 
% specified minimum to maximum ranges over a specified number of runs and 
% tallys the results to determine which input variable or variables 
% influence the linkage to membrane attachment point the most. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
% constants 
pi_2 = pi / 2; % (rad) pi divided by two (2) constant 
twopi = 2 * pi; % (rad) pi multiplied by two (2) constant 
um2m = 1e-6; % (m / um) micron to meter conversion constant 
mm2m = 1e-3; % (m / mm) millimeter to meter conversion constant 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
 
% user inputs 
numRuns = 100; % number of runs 
debugPlot = false; 
numPoints = 100; % number of trial points 
maxitr = 100; % maximum number of iterations 
tol = 1e-3; % solution convergence tolerance 
ri_min = 1e-3; % (m) minimum inner circle radius 
ri_max = 5e-3; % (m) maximum inner circle radius 
ro_min = 1e-3; % (m) minimum inner circle radius 
ro_max = 5e-3; % (m) maximum outer circle radius 
dH_min = 0; % (m) minimum membrane height offset 
dH_max = 1e-3; % (m) maximum membrane height offset 
% link 1 - chuck 
height1_min = 0.1; % (mm) chuck height, base only 
height1_max = 1; % (mm) chuck height, base only 
% link 2 - epoxy 
height2_min = 1e-3; % (mm) epoxy height 
height2_max = 200e-3; % (mm) epoxy height 
% link 3 - piezo acutator 
height3_min = 1; % (mm) actuator height 
height3_max = 20; % (mm) actuator height 
% link 4 - epoxy 
height4_min = 1e-3; % (mm) epoxy height 
height4_max = 200e-3; % (mm) epoxy height 
% link 5 - piston head 
height5_min = 0.1; % (mm) piston head height, middle section only 
height5_max = 1; % (mm) piston head height, middle section only 
% link 6 - epoxy 
height6_min = 1e-3; % (mm) epoxy height 
height6_max = 200e-3; % (mm) epoxy height 
margin = 0; % margin percentage for maximum rb 
 
% convert units 
% link 1 
height1_min = height1_min * mm2m; % (m) 
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 height1_max = height1_max * mm2m; % (m) 
% link 2 
height2_min = height2_min * mm2m; % (m) 
height2_max = height2_max * mm2m; % (m) 
% link 3 
height3_min = height3_min * mm2m; % (m) 
height3_max = height3_max * mm2m; % (m) 
% link 4 
height4_min = height4_min * mm2m; % (m) 
height4_max = height4_max * mm2m; % (m) 
% link 5 
height5_min = height5_min * mm2m; % (m) 
height5_max = height5_max * mm2m; % (m) 
% link 6 
height6_min = height6_min * mm2m; % (m) 
height6_max = height6_max * mm2m; % (m) 
 
% for each run 
tally1 = zeros(numRuns, 13); 
tally2 = zeros(numRuns, 13); 
tally3 = zeros(numRuns, 13); 
for runIndx = 1:1:numRuns 
    % build trial point arrays 
    ri = ri_min + (ri_max - ri_min) * rand(1, numPoints); % (m) 
    ro = ro_min + (ro_max - ro_min) * rand(1, numPoints); % (m) 
    % ro must be greater than ri 
    k = find(ri > ro); 
    temp(k) = ro(k); 
    ro(k) = ri(k); 
    ri(k) = temp(k); 
    dH = dH_min + (dH_max - dH_min) * rand(1, numPoints); % (m) 
    % link 1 - chuck 
    height1 = height1_min + (height1_max - height1_min) * rand(1, numPoints); 
% (m) 
    % link 2 - epoxy 
    height2 = height2_min + (height2_max - height2_min) * rand(1, numPoints); 
% (m) 
    % link 3 - piezo acutator 
    height3 = height3_min + (height3_max - height3_min) * rand(1, numPoints); 
% (m) 
    % link 4 - epoxy 
    height4 = height4_min + (height4_max - height4_min) * rand(1, numPoints); 
% (m) 
    % link 5 - piston head 
    height5 = height5_min + (height5_max - height5_min) * rand(1, numPoints); 
% (m) 
    % link 6 - epoxy 
    height6 = height6_min + (height6_max - height6_min) * rand(1, numPoints); 
% (m) 
 
    % compute 
    theta7_0 = pi_2 + atan(dH ./ (2 .* ro)); % (rad) rotation angle with 
respect to x-axis for link 7, membrane 
    rb_max = ro - ri; % (m) 
    rb_max = rb_max - margin .* rb_max; % (m) adjust rb_max by subtracting 
margin 
    rb_max_x = rb_max .* cos(theta7_0 - pi_2); % (m) 
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     rb_max_y = rb_max .* sin(theta7_0 - pi_2); % (m) 
    theta_rb_max = zeros(1, numPoints); % (rad) array to hold maximum 
theta_rb angles 
    % for each rb_max point 
    for indx1 = 1:1:numPoints 
        % assemble vector from origin to rb 
        vec = [rb_max_x(indx1) rb_max_y(indx1)]; % (m) 
        % normalize vec 
        vec = vec / norm(vec); 
        % compute the current theta_rb angle 
        theta_rb_max(indx1) = acos(dot(vec, [1 0])); % (rad) 
    end 
 
    % initial link lengths 
    R1_0 = height1; % (m) initial length describing link 1, chuck 
    R2_0 = height2; % (m) initial length describing link 2, epoxy 
    R3_0 = height3; % (m) initial length for link 3, piezo actuator 
    R4_0 = height4; % (m) initial length describing link 4, epoxy 
    R5_0 = height5; % (m) initial length describing link 5, piston head 
    R6_0 = height6; % (m) initial length describing link 6, epoxy 
    theta1_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 1, chuck 
    theta2_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 2, epoxy 
    theta3_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 3, piezo actuator 
    theta4_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 4, epoxy 
    theta5_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 5, piston head 
    theta6_0 = zeros(1, numPoints); % (rad) initial rotation angle counter-
clockwise from the x-axis for link 6, epoxy 
 
    s = zeros(1, 3); 
    p = zeros(6, 3); 
    e = zeros(1, 3); 
    rb = zeros(1, numPoints); % (m) array to hold the final rb distances 
    indx1 = 1; 
    while indx1 <= numPoints 
        fprintf('Beginning point % i...\n', indx1); 
        % randomly perturb angles 
        theta1_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
        theta2_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
        theta3_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
        theta4_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
        theta5_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
        theta6_0(indx1) = pi_2 - theta_rb_max(indx1) * rand(1, 1); % (rad) 
 
        % maximum height 
        maxHeight = R1_0(indx1) + R2_0(indx1) + R3_0(indx1) + R4_0(indx1) + 
R5_0(indx1) + R6_0(indx1); % (m) 
 
        % joint positions 
        p1x = 0; 
        p1y = 0; 
        p2x = R1_0(indx1) * cos(theta1_0(indx1)); 
        p2y = R1_0(indx1) * sin(theta1_0(indx1)); 
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         p3x = p2x + R2_0(indx1) * cos(theta2_0(indx1)); 
        p3y = p2y + R2_0(indx1) * sin(theta2_0(indx1)); 
        p4x = p3x + R3_0(indx1) * cos(theta3_0(indx1)); 
        p4y = p3y + R3_0(indx1) * sin(theta3_0(indx1)); 
        p5x = p4x + R4_0(indx1) * cos(theta4_0(indx1)); 
        p5y = p4y + R4_0(indx1) * sin(theta4_0(indx1)); 
        p6x = p5x + R5_0(indx1) * cos(theta5_0(indx1)); 
        p6y = p5y + R5_0(indx1) * sin(theta5_0(indx1)); 
        p(1, 1:2) = [p1x p1y]; 
        p(2, 1:2) = [p2x p2y]; 
        p(3, 1:2) = [p3x p3y]; 
        p(4, 1:2) = [p4x p4y]; 
        p(5, 1:2) = [p5x p5y]; 
        p(6, 1:2) = [p6x p6y]; 
        % joint end effector position 
        s6x = p6x + R6_0(indx1) * cos(theta6_0(indx1)); 
        s6y = p6y + R6_0(indx1) * sin(theta6_0(indx1)); 
        s(1, 1:2) = [s6x s6y]; 
 
        % goal position 
        t = [rb_max_x(indx1) maxHeight + rb_max_y(indx1) 0]; 
 
        % plot this whole thing 
        if debugPlot 
            h_fig = figure; 
            hold on; 
            axis equal; 
            scatter([p1x p2x p3x p4x p5x p6x s6x], [p1y p2y p3y p4y p5y p6y 
s6y], 10, 'k', 'filled'); 
            line([p1x p2x p3x p4x p5x p6x s6x], [p1y p2y p3y p4y p5y p6y 
s6y], 'Color', 'b'); 
            scatter(rb_max_x(indx1), maxHeight + rb_max_y(indx1), 50, 'r', 
'filled'); 
        end 
        % iterate until solution converged or maximum number of iterations 
reached 
        itr = 1; % current iteration 
        while true 
            % error 
            e(1, :) = [rb_max_x(indx1) maxHeight + rb_max_y(indx1) 0] - s(1, 
:); 
 
            % form the Jacobian 
            J = zeros(2, 6); 
            % x 
            J(1, 1) = -R1_0(indx1) * sin(theta1_0(indx1)); 
            J(1, 2) = -R2_0(indx1) * sin(theta2_0(indx1)); 
            J(1, 3) = -R3_0(indx1) * sin(theta3_0(indx1)); 
            J(1, 4) = -R4_0(indx1) * sin(theta4_0(indx1)); 
            J(1, 5) = -R5_0(indx1) * sin(theta5_0(indx1)); 
            J(1, 6) = -R6_0(indx1) * sin(theta6_0(indx1)); 
            % y 
            J(2, 1) = R1_0(indx1) * cos(theta1_0(indx1)); 
            J(2, 2) = R2_0(indx1) * cos(theta2_0(indx1)); 
            J(2, 3) = R3_0(indx1) * cos(theta3_0(indx1)); 
            J(2, 4) = R4_0(indx1) * cos(theta4_0(indx1)); 
            J(2, 5) = R5_0(indx1) * cos(theta5_0(indx1)); 
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             J(2, 6) = R6_0(indx1) * cos(theta6_0(indx1)); 
 
            % take the pseudo-inverse 
            J_pinv = pinv(J); 
            dtheta = J_pinv * e(1:2)'; 
 
            % moved joint positions 
            % update thetas 
            theta1_0(indx1) = theta1_0(indx1) + dtheta(1); % (rad) 
            theta2_0(indx1) = theta2_0(indx1) + dtheta(2); % (rad) 
            theta3_0(indx1) = theta3_0(indx1) + dtheta(3); % (rad) 
            theta4_0(indx1) = theta4_0(indx1) + dtheta(4); % (rad) 
            theta5_0(indx1) = theta5_0(indx1) + dtheta(5); % (rad) 
            theta6_0(indx1) = theta6_0(indx1) + dtheta(6); % (rad) 
 
            if theta1_0(indx1) > twopi 
                theta1_0(indx1) = mod(theta1_0(indx1), twopi); 
            end 
            if theta2_0(indx1) > twopi 
                theta2_0(indx1) = mod(theta2_0(indx1), twopi); 
            end 
            if theta3_0(indx1) > twopi 
                theta3_0(indx1) = mod(theta3_0(indx1), twopi); 
            end 
            if theta4_0(indx1) > twopi 
                theta4_0(indx1) = mod(theta4_0(indx1), twopi); 
            end 
            if theta5_0(indx1) > twopi 
                theta5_0(indx1) = mod(theta5_0(indx1), twopi); 
            end 
            if theta6_0(indx1) > twopi 
                theta6_0(indx1) = mod(theta6_0(indx1), twopi); 
            end 
 
            if theta1_0(indx1) < 0 
                theta1_0(indx1) = mod(theta1_0(indx1), -twopi); 
                theta1_0(indx1) = twopi + theta1_0(indx1); 
            end 
            if theta2_0(indx1) < 0 
                theta2_0(indx1) = mod(theta2_0(indx1), -twopi); 
                theta2_0(indx1) = twopi + theta2_0(indx1); 
            end 
            if theta3_0(indx1) < 0 
                theta3_0(indx1) = mod(theta3_0(indx1), -twopi); 
                theta3_0(indx1) = twopi + theta3_0(indx1); 
            end 
            if theta4_0(indx1) < 0 
                theta4_0(indx1) = mod(theta4_0(indx1), -twopi); 
                theta4_0(indx1) = twopi + theta4_0(indx1); 
            end 
            if theta5_0(indx1) < 0 
                theta5_0(indx1) = mod(theta5_0(indx1), -twopi); 
                theta5_0(indx1) = twopi + theta5_0(indx1); 
            end 
            if theta6_0(indx1) < 0 
                theta6_0(indx1) = mod(theta6_0(indx1), -twopi); 
                theta6_0(indx1) = twopi + theta6_0(indx1); 
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             end 
 
            p2x = R1_0(indx1) * cos(theta1_0(indx1)); 
            p2y = R1_0(indx1) * sin(theta1_0(indx1)); 
            p3x = p2x + R2_0(indx1) * cos(theta2_0(indx1)); 
            p3y = p2y + R2_0(indx1) * sin(theta2_0(indx1)); 
            p4x = p3x + R3_0(indx1) * cos(theta3_0(indx1)); 
            p4y = p3y + R3_0(indx1) * sin(theta3_0(indx1)); 
            p5x = p4x + R4_0(indx1) * cos(theta4_0(indx1)); 
            p5y = p4y + R4_0(indx1) * sin(theta4_0(indx1)); 
            p6x = p5x + R5_0(indx1) * cos(theta5_0(indx1)); 
            p6y = p5y + R5_0(indx1) * sin(theta5_0(indx1)); 
            p(1, 1:2) = [p1x p1y]; 
            p(2, 1:2) = [p2x p2y]; 
            p(3, 1:2) = [p3x p3y]; 
            p(4, 1:2) = [p4x p4y]; 
            p(5, 1:2) = [p5x p5y]; 
            p(6, 1:2) = [p6x p6y]; 
            % joint end effector position 
            s6x = p6x + R6_0(indx1) * cos(theta6_0(indx1)); 
            s6y = p6y + R6_0(indx1) * sin(theta6_0(indx1)); 
            s(1, 1:2) = [s6x s6y]; 
 
            % check for convergence 
            delta = norm(t(1, :) - s(1, :)); 
            if delta < tol 
                break; 
            end 
            if itr > maxitr 
                break; 
            end 
            % increment itr 
            itr = itr + 1; 
        end 
        if debugPlot 
            scatter([p1x p2x p3x p4x p5x p6x s6x], [p1y p2y p3y p4y p5y p6y 
s6y], 10, 'k', 'filled'); 
            line([p1x p2x p3x p4x p5x p6x s6x], [p1y p2y p3y p4y p5y p6y 
s6y], 'Color', 'g'); 
        end 
 
        % find rb 
        % find the y-intercept 
        vec = [rb_max_x(indx1) rb_max_y(indx1)]; % (m) 
        % normalize vec 
        vec = vec / norm(vec); 
        % flip to go back toward x = 0 
        vec = -vec; 
        % rescale 
        vec = vec * 1e6; 
        % find the intersection of vec with (0, maxHeight) 
        x1 = s6x; % (m) 
        x2 = vec(1); % (m) 
        x3 = 0; % (m) 
        x4 = 0; % (m) 
        y1 = s6y; % (m) 
        y2 = vec(2); % (m) 
400 
 
         y3 = 0; % (m) 
        y4 = maxHeight; % (m) 
        intx = ((x1 * y2 - y1 * x2) * (x3 - x4) - (x1 - x2) * (x3 * y4 - y3 * 
x4)) / ((x1 - x2) * (y3 - y4) - (y1 - y2) * (x3 - x4)); % (m) 
        inty = ((x1 * y2 - y1 * x2) * (y3 - y4) - (y1 - y2) * (x3 * y4 - y3 * 
x4)) / ((x1 - x2) * (y3 - y4) - (y1 - y2) * (x3 - x4)); % (m) 
        rb(indx1) = norm([s6x s6y] - [intx inty]); % (m) 
        if debugPlot 
            line([intx s6x], [inty s6y], 'Color', 'k'); 
            line([0 0], [0 inty], 'Color', 'k'); 
            close(h_fig); 
        end 
        % make sure rb is less than rb_max 
        if rb(indx1) < rb_max(indx1) 
            % increment indx1 
            indx1 = indx1 + 1; 
        end 
        if indx1 > numPoints 
            break; 
        end 
        fprintf('Finished point % i.\n', indx1); 
    end 
 
    % form matrix to compute the covariance 
    M = [rb' theta1_0' theta2_0' theta3_0' theta4_0' theta5_0' theta6_0' ... 
        height1' height2' height3' height4' height5' height6' dH']; 
    [r, p] = corrcoef(M);  % Compute sample correlation and p-values. 
    t = r(1, 2:end); 
    [t, I] = sort(abs(t)); 
    t = fliplr(t); 
    I = fliplr(I); 
    % tally the most frequent 
    tally1(runIndx, I(1)) = tally1(runIndx, I(1)) + 1; 
    % tally the second most frequent 
    tally2(runIndx, I(2)) = tally2(runIndx, I(2)) + 1; 
    % tally the third most frequent 
    tally3(runIndx, I(3)) = tally3(runIndx, I(3)) + 1; 
end 
% tally1 
sums = sum(tally1, 1); 
fprintf('\nTally 1\n'); 
fprintf('theta1\ttheta2\ttheta3\ttheta4\ttheta5\ttheta6\theight1\theight2\the
ight3\theight4\theight5\theight6\tdH.\n'); 
fprintf('%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g.\n', sums(1, 1), 
sums(1, 2), sums(1, 3), sums(1, 4), sums(1, 5), sums(1, 6), sums(1, 7), 
sums(1, 8), sums(1, 9), sums(1, 10), sums(1, 11), sums(1, 12), sums(1, 13)); 
% tally2 
sums = sum(tally2, 1); 
fprintf('\nTally 2\n'); 
fprintf('theta1\ttheta2\ttheta3\ttheta4\ttheta5\ttheta6\theight1\theight2\the
ight3\theight4\theight5\theight6\tdH.\n'); 
fprintf('%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g.\n', sums(1, 1), 
sums(1, 2), sums(1, 3), sums(1, 4), sums(1, 5), sums(1, 6), sums(1, 7), 
sums(1, 8), sums(1, 9), sums(1, 10), sums(1, 11), sums(1, 12), sums(1, 13)); 
% tally3 
sums = sum(tally3, 1); 
fprintf('\nTally 3\n'); 
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 fprintf('theta1\ttheta2\ttheta3\ttheta4\ttheta5\ttheta6\theight1\theight2\the
ight3\theight4\theight5\theight6\tdH.\n'); 
fprintf('%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g\t%g.\n', sums(1, 1), 
sums(1, 2), sums(1, 3), sums(1, 4), sums(1, 5), sums(1, 6), sums(1, 7), 
sums(1, 8), sums(1, 9), sums(1, 10), sums(1, 11), sums(1, 12), sums(1, 13)); 
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 6. fixedAdjustableFTime.m 
 
% fixedAdjustablFTimee.m 
% 
% Purpose: Determines how many time worse the compression ratio will be 
% (the compression ratio degredation factor) as a function of theta_3, the 
% angle of the actuator with respect to the z-axis as a function of time 
% for the case when the compressor is adjustable and fixed, i.e. the 
% pull-down cannot be modified to compensate. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
 
% conversion constants 
m2mm = 1e3; % m 2 mm conversion constant 
 
% load scale1 fixed data 
str = sprintf('load .%sdata%sscale1_fixed%sdata_10.mat', filesep, filesep, 
filesep); 
eval(str); 
% rb range 
rbrng = rbn_store(:, 1) * m2mm; % (unitless) rb range 
k = rbrng < 0; 
rbrng(k) = rbrng(k) * -1; 
figure; 
hold on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, sweptVol_store, 'LineWidth', 2); 
xlabel('time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Swept Volume (m^3)', 'FontName', 'Century Schoolbook', 'FontSize', 
12); 
rbStr = num2str(rbrng, '%4.1f'); 
rbStrCell = cellstr(rbStr); 
n = length(rbStrCell); 
n_2 = ceil(n / 2); 
rbStrCell{n_2} = [rbStrCell{n_2} ' mm']; 
legend(cellstr(rbStrCell), 'Location', 'EastOutside'); 
 
% load scale1 adjustable data 
str = sprintf('load .%sdata%sscale1_adjustable%sdata_10.mat', filesep, 
filesep, filesep); 
eval(str); 
% rb range 
rbrng = rbn_store(:, 1) * m2mm; % (unitless) rb range 
k = rbrng < 0; 
rbrng(k) = rbrng(k) * -1; 
figure; 
hold on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(t, sweptVol_store, 'LineWidth', 2); 
xlabel('time (s)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('Swept Volume (m^3)', 'FontName', 'Century Schoolbook', 'FontSize', 
12); 
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 rbStr = num2str(rbrng, '%4.1f'); 
rbStrCell = cellstr(rbStr); 
n = length(rbStrCell); 
n_2 = ceil(n / 2); 
rbStrCell{n_2} = [rbStrCell{n_2} ' mm']; 
legend(cellstr(rbStrCell), 'Location', 'EastOutside'); 
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 7. simpleCovariance.m 
 
% simpleCovariance.m 
% 
% Purpose: Computes the geometric impact of all input variables for 
% specified theta ranges to determine which input variable or variables 
% influence the linkage to membrane attachment point the most. 
% Author: Michael Simon 
% Inputs: 
%   none 
% Outputs: 
%   none 
% constants 
pi_2 = pi / 2; % (rad) pi divided by two (2) constant 
twopi = 2 * pi; % (rad) pi multiplied by two (2) constant 
um2m = 1e-6; % (m / um) micron to meter conversion constant 
mm2m = 1e-3; % (m / mm) millimeter to meter conversion constant 
deg2rad = pi / 180; % (rad / deg) degree to radian conversion constant 
m2mm = 1e3; % (mm / m) meter to millimeter conversion constant 
 
% user inputs 
ri = 2e-3; % (m) minimum inner circle radius 
ro = 5e-3; % (m) minimum inner circle radius 
dH = 0; % (mm) minimum membrane height offset 
% link 1 - chuck 
height1 = 1; % (mm) chuck height, base only 
% link 2 - epoxy 
height2 = 50e-3; % (mm) epoxy height 
% link 3 - piezo acutator 
height3 = 18; % (mm) actuator height 
% link 4 - epoxy 
height4 = 50e-3; % (mm) epoxy height 
% link 5 - piston head 
height5 = 1; % (mm) piston head height, middle section only 
% link 6 - epoxy 
height6 = 50e-3; % (mm) epoxy height 
margin = 0; % margin percentage for maximum rb 
numPoints = 10; % number of divisions for the link angle being adjusted 
thetaAdjust = 3; % link angle to adjust while holding others constant 
 
% convert units 
% link 1 
height1 = height1 * mm2m; % (m) 
% link 2 
height2 = height2 * mm2m; % (m) 
% link 3 
height3 = height3 * mm2m; % (m) 
% link 4 
height4 = height4 * mm2m; % (m) 
% link 5 
height5 = height5 * mm2m; % (m) 
% link 6 
height6 = height6 * mm2m; % (m) 
dH = dH * mm2m; % (m) 
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 % compute 
theta7_0 = pi_2 + atan(dH ./ (2 .* ro)); % (rad) rotation angle with respect 
to x-axis for link 7, membrane 
rb_max = ro - ri; % (m) 
rb_max = rb_max - margin .* rb_max; % (m) adjust rb_max by subtracting margin 
rb_max_x = rb_max .* cos(theta7_0 - pi_2); % (m) 
rb_max_y = rb_max .* sin(theta7_0 - pi_2); % (m) 
% assemble vector from origin to rb 
vec = [rb_max_x rb_max_y]; % (m) 
% normalize vec 
vec = vec / norm(vec); 
% compute the current theta_rb angle 
theta_rb_max = acos(dot(vec, [1 0])); % (rad) 
 
% initial link lengths 
R1_0 = height1; % (m) initial length describing link 1, chuck 
R2_0 = height2; % (m) initial length describing link 2, epoxy 
R3_0 = height3; % (m) initial length for link 3, piezo actuator 
R4_0 = height4; % (m) initial length describing link 4, epoxy 
R5_0 = height5; % (m) initial length describing link 5, piston head 
R6_0 = height6; % (m) initial length describing link 6, epoxy 
 
% R1_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R1_0 
    theta_max = pi_2; 
else 
    theta_max = atan(rb_max_x / R1_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj1 = linspace(0, theta_max, numPoints); 
rb1 = R1_0 .* sin(thetaAdj1); % (m) array to hold the final rb distances 
% R2_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R2_0 
    theta_max = pi_2; 
else 
    theta_max = atan(rb_max_x / R2_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj2 = linspace(0, theta_max, numPoints); 
rb2 = R2_0 .* sin(thetaAdj2); % (m) array to hold the final rb distances 
% R3_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R3_0 
    theta_max = pi_2; 
else 
    theta_max = atan(rb_max_x / R3_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj3 = linspace(0, theta_max, numPoints); 
rb3 = R3_0 .* sin(thetaAdj3); % (m) array to hold the final rb distances 
% R4_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R4_0 
    theta_max = pi_2; 
else 
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    theta_max = atan(rb_max_x / R4_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj4 = linspace(0, theta_max, numPoints); 
rb4 = R4_0 .* sin(thetaAdj4); % (m) array to hold the final rb distances 
% R5_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R5_0 
    theta_max = pi_2; 
else 
    theta_max = atan(rb_max_x / R5_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj5 = linspace(0, theta_max, numPoints); 
rb5 = R5_0 .* sin(thetaAdj5); % (m) array to hold the final rb distances 
% R6_0 
% compute the maximum angle for current link being adjusted 
if rb_max_x > R6_0 
    theta_max = pi_2; 
else 
    theta_max = atan(rb_max_x / R6_0); % (rad) 
end 
% limit the current link angle being adjusted to the range 0 to theta_max 
thetaAdj6 = linspace(0, theta_max, numPoints); 
rb6 = R6_0 .* sin(thetaAdj6); % (m) array to hold the final rb distances 
 
% plot 
figure; 
hold on; 
grid on; 
set(gca, 'FontName', 'Century Schoolbook', 'FontSize', 12); 
plot(thetaAdj1, rb1 * m2mm, 'k', 'LineWidth', 2, 'Marker', '+', 'MarkerSize', 
10); 
plot(thetaAdj2, rb2 * m2mm, 'k', 'LineWidth', 2, 'Marker', 'o'); 
plot(thetaAdj3, rb3 * m2mm, 'k', 'LineWidth', 2, 'Marker', '*', 'MarkerSize', 
15); 
plot(thetaAdj4, rb4 * m2mm, 'k', 'LineWidth', 2, 'Marker', 'x', 'MarkerSize', 
10); 
plot(thetaAdj5, rb5 * m2mm, 'k', 'LineWidth', 2, 'Marker', 's', 'MarkerSize', 
12); 
plot(thetaAdj6, rb6 * m2mm, 'k', 'LineWidth', 2, 'Marker', 'd', 'MarkerSize', 
12); 
xlabel('\theta (rad)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
ylabel('r_b (mm)', 'FontName', 'Century Schoolbook', 'FontSize', 12); 
legend('\theta_1', '\theta_2', '\theta_3', '\theta_4', '\theta_5', 
'\theta_6', 'Location', 'Best'); 
