Abstract. The security mechanisms employed in today's networked environments are increasingly complex and their configuration management has an important role for the protection of these environments. Especially in large scale networks, security administrators are faced with the challenge of designing, deploying, maintaining, and monitoring a huge number of mechanisms, most of which have complicated and heterogeneous configuration syntaxes. This work offers an approach for improving the configuration management of network security systems in large-scale environments. We present a configuration process supported by a modelling technique that uniformly handles different mechanisms and by a graphical editor for the system design. The editor incorporates focus and context concepts for improving model visualisation and navigation.
Introduction
In today's large networked environments security is a major concern. A great variety of security technologies and mechanisms are employed in these environments in order to offer protection against network-based attacks. Whilst significant progress has been made on improving network security technology in recent years, only quite modest attention has been given to its configuration interface. In practice, a security administrator must deal with a variety of complex and heterogeneous configuration syntaxes, most of which are unintuitive and in some cases even misleading.
The situation is especially dramatic in large-scale environments where it is very hard to have a global view of the numerous security mechanisms that have to be put into harmonic cooperation. In these situations, a single maladjustment between two mechanisms can leave the whole system vulnerable. Approaches that offer proper abstraction, integration and tool support for managing the configuration of security mechanisms are thus key factors for making the configuration process less error-prone and more effective.
Four basic tasks of the network security configuration management can be distinguished: i) the design of the security system, including the definition of technologies and mechanisms to be employed, as well as the placement of the diverse security components over the network; ii) the deployment of the designed configuration; ii) configuration maintenance, enabling the introduction of changes to achieve adaptability in face of new requirements; iv) monitoring of the system during run-time to assure compliance with expected behaviour. This paper addresses the three first phases of the configuration management process. To support the design phase, we use a modelling technique that allows the design of the security system to be managed in a modular fashion, by means of an object-oriented system model [8] . This model is segmented into logical units (so-called Abstract Subsystems) that enclose a group of security mechanisms and other relevant system entities, and also offer a more abstract representation of them. In this manner, the system administrator is able to design a security system-including its different mechanism types and their mutual relations-by means of an abstract and uniform modelling technique.
A software tool supports the modelling, providing a graphical editor. This editor incorporates the concept of focus & context-that originated from research on information visualisation-through the techniques of fisheye-view [11] and semantic zooming [3, 7] . Furthermore, our work builds upon the policy hierarchy [6] and model-based management [5] approaches in order to assist the above-mentioned configuration management phases of deployment and maintenance. A system model organised in different abstraction layers thus affords a step-wise, tool-assisted system modelling, along with an automated policy refinement that culminates in the generation of low-level configuration parameters. While this guided derivation of parameters contemplates the deployment of the security configuration, its maintenance is supported by the possibility of editing the models and repeating the automated generation process.
The rest of the paper is organised as follows: Sect. 2 presents the main elements of our modelling technique, and Sect. 3 describes the focus & context techniques incorporated into the support tool. Subsequently, Sect. 4 presents a case study that exemplifies the practicality of these approaches within a typical large-scale networked environment. In Sect. 5 our results are compared to related work. Finally, Sect. 6 casts conclusions for this paper.
Modelling Technique
Our modelling builds upon the Model-based Management approach [5] and employs a three-layered model whose structure is shown in Fig. 1 . The horizontal dashed lines of the figure delimit the abstraction levels of the model: Roles & Objects (RO), Subjects & Resources (SR), and Diagram of Abstract Subsystems (DAS). Each of these levels is a refinement of the superior one in the sense of a "policy hierarchy" [6] ; i.e. as we go down from one layer to another, the abstract system's view contained in the upper level is complemented by the lower-level system representation, which is more detailed and closer to the real system. As for the vertical subdivision, it differentiates between the model of the actual managed system and the security policies that regulate this system. As the lowest level of the model (DAS) is the focus of the present work, it is explained in detail in the next section. The two uppermost levels (RO and SR) have been adopted from previous work on model-based management, and thus will be presented briefly.
The RO level is based on concepts from Role-Based Access Control (RBAC) [10] . The main classes in this level are: Roles in which people who are working in the modeled environment act; Objects of the modeled environment that should be subject to access control; and AccessModes; i.e. the ways of accessing objects. The class AccessPermission expresses a security policy, allowing the performer of a Role to access a particular Object in the way defined by AccessMode.
The second level (SR in Fig. 1 ) offers a system view defined on the basis of the services that will be provided, and it thus consists of a more complex set of classes. Objects of these classes represent: (a) people working in the modeled environment (User); (b) subjects acting on the user's behalf (SubjectTypes); (c) services in the network that are used to access resources (Services); (d) the dependency of a service on other services (ServiceDependency); and lastly (e) Resources in the network.
Diagram of Abstract Subsystems
The main objective of the Diagram of Abstract Subsystems (DAS) is to describe the overall structure of the system in a modular fashion; i.e. to cast the system into its building blocks and to indicate their interconnections. As such, a DAS is, formally speaking, a graph comprised of Abstract Subsystems (ASs) as nodes and edges that represent the possibility of bi-directional communication between two ASs. An AS, in turn, contains an abstract view of a certain system segment; i.e. a simplified representation of a given group of system components that may rely on the following types of elements: Each element of the types Actors, Mediators or Targets represents a group of system elements that have a relevant behaviour for a global, policy-oriented view of the system. As for the Connectors, they are related to the physical interfaces of an AS (for a detailed explanation on the modelling of abstract subsystems we refer to [8] ). In this manner, a DAS supports the reasoning about the structure of the system vis-à-vis the executable security policies, thus making explicit the distribution of the different participants of these policies over the system. Furthermore, in order to model the security policies themselves, another object type is also present in a DAS: ATPathPermissions (ATPP). An ATPP is associated with a path (p) in a DAS that connects an Actor (A) to a Target (T ), possibly containing a number of Mediators and Connectors along the way. It expresses the permission for p to be used by A in order to access T . In this manner, each ATPP models an authorisation policy. The ATPP objects in the system are not defined by the modeller, but rather derived automatically in a process that is explained later in Sect. 4.4.
Actors
Additionally, each AS in a DAS is also associated with a detailed view of the system's actual mechanisms. This expanded view encompasses objects that represent hosts, processes, protocols and network interfaces of the system (this detailed view is related to the level PH of the works on model-based management [5] ) and supports the process of automated generation of configuration parameters (Sect. 4.4). Fig. 2 . This diagram corresponds to a simple network environment with three ASs: "internal network", "dmz" (demilitarised zone) and "external network". In the "internal network", the object "internal web clients" is an Actor representing a group of processes that are authorised to access the processes mapped by the Target "internet web sites" (in the "external network") through the Mediator "Web proxy", by the ATPP "int clients may surf on inet sites". Figure 3 shows both the abstract and the expanded view for the AS "internal network" (leftmost of Fig. 2 ). Each object in the abstract view of the AS is then related to the elements that model the corresponding real entities of the system; for instance, the Actor "internal web clients" is associated with its respective Process-typed objects. This double representation of an AS provides the designer with a flexible model of the system that offers not only a more abstract, concise and understandable description of the system's structure, but also a detailed view of its mechanisms. It also constitutes the basis for applying the techniques presented in the next section.
Example of DAS. An example of DAS is shown in

Focus and Context
The term focus & context refers to techniques that allow a user to centre his view on a part of the model that is displayed in full detail (focus), while at the same time perceiving the wider model surroundings in a less detailed manner (context ). The major advantage of using these techniques is the improved spacetime efficiency for the user; i.e. the information displayed per unit screen area is more useful and, consequently, the time required to find an item of interest is reduced as it is more likely to be already displayed [7] . We employ the focus & context concept within two different methods, described in the next sections in turn.
Semantic Zooming
The concept of semantic zooming [7, 3] is based on the ability to display model objects in different abstraction levels, depending on their distance from the focus. Thus, objects inside the focused region of a diagram are exhibited in their full detailed form, whereas objects located at the borders are shown in the most simplified way. The regions between these two extremes are displayed with intermediary levels of detail. In this manner, the presented information is selectively reduced by adjusting the level of detail in each region to the user's interest in this region.
In our context, there are two classes of compounded objects to which semantic zooming is applied: typed folders and Abstract Subsystems. A typed folder is an object that aggregates a group of objects of same class (or type), for the sake of the representation conciseness. On the other hand, Abstract Subsystems contain objects of various classes (Sect. 2.1) and may also enclose typed folders. In BOTH cases, the level of detail shown can be changed by the selective display of internal objects.
In the simplest situation, two different representations of typed folders are available: a closed (all internal objects are hidden) and an open folder view. As for the ASs, three different levels of abstraction are used: i) a full detailed view that includes all the internal objects (as in Fig. 3) ; ii) an abstract representation encompassing only the objects of the abstract view (as in Fig. 2) ; and iii) a "closed" view in which none of the internal objects are displayed.
Fisheye View
The term fisheye view is used for the type of projection created by a fisheye lens used in photography. This type of lenses achieves a 180
• field of view and is uncorrected. It results in an optical enlargement of objects near the centre in relation to those at the borders. This feature emulates the human visual perception, which by the effect of the eye movements has a clear focused area and a gradual loss of visual resolution in the direction of the peripheral regions. A fisheye view combines thereby a complete image overview with a gradual degradation of detail that increases with the distance from the focus-and it is thus well suited to implement the concept of focus & context. In contrast to semantic zooming, the fisheye view manipulates the displayed size of the objects in order to change the amount of information shown.
We build upon the practical application of fisheye views for graph visualisation offered by Sarkar and Brown [11] . In our tool, the focus area can also be freely moved by the user throughout the model. In this way, objects within the focused area are displayed in an enlarged scale whereas the others become gradually smaller as they are approach the model borders.
Configuration Design and Deployment Process
To illustrate the practical application of the previously described concepts, in this section we analyse a paradigmatic case study. The considered scenario is that of an enterprise network, composed of a main office and branch office, that is connected to the Internet. Our main goal is to assist the security administrator in the task of designing the configuration for the security mechanisms that are required to enable and control web-surfing and e-mail facilities for the company's office employees. Therefore, the highest-level security policies for this environment can be stated as follows: P1: The employees may surf on the Internet from the computers in the main and branch offices; P2: The employees may read their internal e-mails from the main and branch offices, and from home; P3: The employees may send e-mail to external and internal addresses; P4: Internet users may access the corporate web server; P5: Internet users may send e-mail to internal mail addresses.
Having as input the above abstract policy statements and previously described scenario, we apply our modelling technique by providing in the next sections a step-by-step description of the configuration design process, passing through the different abstraction layers. 
Modelling of the RO Level
Since the highest level in our model is based on RBAC concepts (Sect. 2), the designer starts the development process by mapping the abstract policies, expressed in natural language, to the more formal syntax of RBAC. The top of Fig. 4 shows the resulting model at the RO level for our considered scenario. The basic objects are: the Roles "Company's Worker" and "Anonymous Internet User", and the Objects "Internal e-mail", "Website", "Internet e-mail" and "Internet WWW". These objects are associated to AccesModes by means of five AccessPermissions (at the top, on the right of Fig. 4) , each of the latter corresponding to one of the abstract policy statements of the previous section. Thus, for instance, the AccessPermission "allow Internet surfing" models the policy statement P1, associating the role "Company's Worker" to "surfing" and "Internet WWW". The other policy statements are analogously modeled by the remaining AccessPermissions.
Modelling of Users, Services and Resources
The second step in the design process consists of the definition of the services that the system must provide, the resources they need, and the users who may take advantage of them. In our example, the User "Anonymous" and the SubjectType "@Internet" are defined in association with the role "Anonymous Internet User". For the role "Company's Worker", several User objects are grouped in the TypedFolder (Sect. 3.1) "Internal Users", and three SubjectTypes are defined: "@main office", "@branch office" and "@remote access" (at the bottom of Fig. 4 ). These objects map the three types of session that can be established by an employee in the considered scenario, depending on his physical location. 
Fig. 5. Extract of a DAS and its relation to the SR level
As for the modelling of services and resources, a Service object will be basically defined for each AccessMode in the RO level, whereas RO Objects will be mapped to SR Resources. In case where more than one service is needed to provide access to a resource, this fact is expressed by a ServiceDependency. This is what happens in our example model, for instance, with the AccessMode "sending to the company" that is related to the Service "Mail-forwarding service incoming mail". This service must rely on the "Internal mail service" in order to provide access to the resource "Internal message store" (which is associated with the RO Object "Internal e-mail").
Modelling of Abstract Subsystems
In order to produce a Diagram of Abstract Subsystems, the designer shall start with the identification of the major segments in which the system is subdivided. Considering our example and also accounting consolidated network security techniques, a structural subdivision into five blocks can be defined: the internal network, the demilitarised zone (dmz), the branch office network, the remote access points and the remaining external network (the Internet). Therefore, the DAS for this example has an AS for each one of these segments.
Afterwards, the modeller must define, for each subsystem, the security mechanisms and other relevant network elements with respect to the security policies; i.e. to model the expanded view of each AS (Sect. 2.1). The bottom of Fig. 5 shows the expanded AS "internal network". It has objects that represent processes running on seven workstations, one mail server, one web proxy and one LDAP server. Each one of these processes is connected through the adequate protocol stack-modeled by a series of interconnected corresponding protocol objects-to their network interfaces.
Subsequently, the abstract view of each AS must be defined by the creation of objects for Actors, Mediators, Targets and Connectors, and their associations to the objects of the SR level must be established. This is accomplished by classifying the behaviour of the elements of the expanded view into one of these classes (the mapping of the abstract view in ASs is further elaborated in [8] ).
The Actors "internal mail clients" and "internal web clients" (see Fig. 5 ) are created in the "internal network" to map the processes of this subsystem with active behaviour in our example. They are also both connected to the objects in the SR level that map the same behaviour: "Internal Users" and "@main office". Due to their intermediary or supporting functions, the Mediators "Web proxy" and "LDAP Server" are created and connected to the corresponding processes in the expanded view; they also connect these processes with the appropriate services in the SR level. Proceeding in an analogous manner for all of the remaining ASs in our example, a complete DAS is achieved and the whole system model is complete.
Policy Refinement and Configuration Generation
After inputting all model levels, the system design phase is complete and the security administrator can take advantage of our support tool to deploy the configuration parameters for the security mechanisms modeled. This is accomplished by an automated building of a policy hierarchy, starting from the abstract security policy defined by the designer in the RO level (Sect. 4.1) and deriving lower-level policies on the basis of the model entities of the levels SR and DAS.
Thus, the support tool first derives each one of the given AccessPermissions through a series of intermediary objects, ultimately generating a set of ATPathPermissions (Sect. 2.1). Finally, for the last step of the configuration deployment, a series of back-end modules are executed, where each module corresponds to a special security service product (e.g. Kerberos, FreeS/WAN, Linux IP tables etc.). These back-end functions evaluate the ATPathPermissions and the expanded views of the ASs in order to automatically generate the adequate configuration files for each of the security mechanisms (an extensive explanation on the policy refinement process is beyond the scope of this paper and can be found in [9, 5] ).
Model Editing, Navigation and Visualisation
During the model editing needed to accomplish the tasks described in the previous sections, in order to edit specific parts of large models (such as the one used for our case study), a designer must rely on model cutout enlargement techniques; i.e. on zooming. However, with the standard method of zooming that is based on linear enlargement of a fixed-size model cutout, the model navigation and visualisation are problematic. Consider, for instance, the simple design task of connecting an object in the model area that is currently edited to another one that is located at the opposite extreme of a large model. In this case, "large" means that the whole model does not fit into the screen when scaled to a size that makes its editing possible. With the standard zooming method one needs to perform the following steps: 1) scale down, in order to be able to see the entire model; 2) estimate the locations of the target and source objects in the out-zoomed view, and the angle of the edge needed to connect them; 3) enlarge the area around the source object, in order to be able to select it; 4) select the source; 5) drag a new edge from the source into the direction of the previously estimated angle (the enlarged region of the model moves automatically following the mouse); 6) stop the dragging once the target can be seen on the screen; 7) drop the edge on the target object.
On the other hand, with the use of a fisheye view only the following steps are needed: 1) activate the fisheye view mode; 2) select the source object, which is displayed inside the enlarged focus area (as in the left hand picture of Fig. 6 ); 3) drag a new edge from the source into the direction of the target, whose location can be simultaneously seen in the down-scaled surroundings; (the focus follows the mouse during this process, so that the target can eventually be seen in detail, as in the right hand picture of Therefore, using a fisheye view reduces the number of steps needed by almost half. Furthermore, the usage is immediately intuitive, since the designer never loses of sight the full context of the model, and the non-linear adaptive scaling seems "natural" in contrast to the sharp border between linear enlarged cutouts and their surroundings.
Combined Focus and Context. Since the two techniques introduced in Sect. 3 operate on orthogonal subjects-namely, fisheye view on graphics and semantic zooming on structure-they can be combined. We accomplish this by using the scale factor resulting from the fisheye transformation function to adjust the abstraction level which is used to display compound elements.
The result of this is that as the distance between the focus and a certain object increases, this object is gradually presented in a more abstract view-which per se has a smaller graphical representation-and also graphically miniaturised by the fisheye function. Thus, a larger focused area is made possible even if the context is still visible, which leads to an optimisation of the screen space.
In Fig. 6 , the effect of this combined use can be seen. In the left hand picture, the AS "remote access point" (that encloses the source node) has the focus: it is thus displayed in a higher scale and in its full level of details, allowing editing. The ASs "dmz" and "Internet" pertain to a close context and are shown in their abstract representation, gradually smaller in size; whereas the miniaturised and "closed" views of the remaining ASs save screen space while still enabling the user to perceive their existence.
Related Work
Though there are several applications of focus & context techniques for improving the usability of generic graph editors (including the recent applications to UML in [7] and the more generic approach in [3] ), as far as we know, they have not yet been used in the context of model visualisation and navigation for network security system design.
In a wider context, Damianou et al. [2] present a set of tools for the specification, deployment and management of policies specified in the Ponder language. The tool prototype includes a domain browser that uses fisheye views to handle large structures. While centring the approach in the policies, this work does not provide a representation of the architecture of the system to be managed, making it hard for the system designer to associate the policies with his/her mental model of the system. A further work by these authors offers an approach to the implementation and validation of Ponder policies for Differentiated Services using CIM to model network elements [4] . CIM concentrates on the modelling of management information (e.g. device's capabilities and state) while our model represents the whole relevant structure of the managed system together with the management components.
The graphical tool Firmato [1] seems to be the closest approach to ours, since it supports the interactive policy design by means of diagrams and automatically derives the corresponding configurations for mechanisms. However, since the abstraction levels of policy definitions and configuration parameters are relatively near to each other, its support is restricted to an abstraction level that is close to the mechanisms.
Conclusion
This paper has presented an approach for the configuration management of large network security systems that builds upon and extends previous work on Modelbased Management [5] and on the Diagram of Abstract Subsystems [8, 9] . We add to these works by proposing a general design process that is centred around the system administrator and encompasses four steps that range from the abstract policy modelling to the generation of low-level configurations. In this manner, the abstract policy representation is gradually brought into a more concrete system view, bridging the gap between high-level security policies and real system implementation.
We also combine the use of a modelling technique specially conceived to achieve scalability with focus and context techniques, thereby allowing the designer to define in detail a certain model part without losing sight of the system as a whole. Therefore, we expect our methodology to contribute to making the configuration management of security technologies in large-scale network environments more effective and closer to the security administrator. Current work concentrates on the representation of policies at the lower model levels, in order to enhance their handling.
