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Este proyecto se centra en la implantación de unas mecánicas de puntos, 
insignias y ránquines en una arquitectura de gamificación para un entorno 
docente. Más conocido en inglés como PBL (Points, Badges, Leader-Board) 
nace de la idea de un compañero que hizo su proyecto implantando las bases 
de la arquitectura. A partir de ahí tomé la decisión de trabajar en la 
implantación de unas mecánicas de puntuación que proporcionaran una 
motivación extra a los estudiantes. 
 
La estructura de nuestra aplicación va a seguir el esquema de una aplicación 
hibrida, la API dará servicio y la aplicación móvil y el dashboard están 
destinados al uso de los clientes. Para poder implementar de forma correcta el 
PBL se definió que nos íbamos a centrar en la creación de modelos de puntos 
e insignias y la forma en que se representarían en la aplicación mediante 
ránquines. 
 
Para cada uno de los modelos se ha tenido que crear una clase propia con los 
atributos correspondientes y una clase secundaria que fuera una relación entre 
la clase del modelo y las otras clases que ya existían en la aplicación como la 
de alumnos o escuelas. Con esta segunda clase se consigue la asignación de 
puntos e insignias y nos permite hacer los ránquines de forma correcta. 
 
Al final se han conseguido los objetivos marcados al inicio del proyecto y se ha 
podido implementar de forma correcta el PBL en la arquitectura de 
gamificación para el entorno docente. Con esto espero que esta arquitectura, 
que en su día comenzó un compañero, pueda seguir avanzando en su 
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This project focuses on the implementation of mechanical points, badges and 
ranks in a gamification architecture for a teaching environment. Known as PBL 
(Points, Badges, Leader-Board) was born of the idea of a companion who 
made his project implanting the bases of the architecture. From there I made 
the decision to work on the implementation of punctuation mechanics that will 
provide extra motivation to the students. 
 
The structure of our application will follow the scheme of a hybrid application, 
the API will serve and the mobile application and the dashboard are used by 
customers. In order to implement correctly the PBL we defined that we were 
going to focus on the creation of badge and badge models and how they would 
be represented in the application by means of ranks. 
 
For each model it was necessary to create a class of its own with the 
corresponding attributes and a secondary class that was a relation between the 
class of the model and the other classes that already existed in the application 
like the one of students or schools. With this second class we get the 
assignment of points and badges and allows us to make the ranks correctly. 
 
In the end, the objectives set at the beginning of the project have been achieved 
and the PBL has been successfully implemented in the gamification 
architecture for the teaching environment. With this, I hope that this 
architecture, which was started by a colleague, can continue to progress in its 
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Introducció  1 
CAPÍTULO 1. INTRODUCCIÓN Y PROPÓSITO 
 
Este trabajo de final de grado tiene como finalidad crear las mecánicas de juego 
mediante puntos, insignias y ránquines de una plataforma hibrida de 
gamificación para que sea implantada en las escuelas. 
 
Se ha desarrollado sobre la plataforma Classpip previamente seleccionada por 
un compañero (http://upcommons.upc.edu/handle/2117/101237), donde ya 
están definidas el uso de tecnologías, modelos de datos y esquemas generales. 
 
El desarrollo ha ido en consonancia con estos aspectos para tener una aplicación 
homogénea que se va a ir desarrollando a partir de este trabajo y los trabajos de 
otros compañeros. 
 
1.1. Motivación del proyecto 
1.1.1. Arquitectura móvil para la gamificación en escuelas 
 
El proyecto nace en sus inicios de un proyecto de final de carrera de un 
compañero (Classpip), que crea las bases para hacer un proyecto de 
gamificación en un entorno docente. 
 
1.1.2. Motivación personal 
 
El aprendizaje en las escuelas a partir de juegos es un tema que siempre me ha 
llamado mucho la atención y enseguida quise colaborar en este gran proyecto 
de gamificación. La parte que considero más importante y donde he centrado mi 
proyecto es en el desarrollo del PBL (Point, Badge, Leader-Board), un sistema 
de puntos, de insignias y de ránquines para la aplicación. Estos 3 aspectos son 
esenciales dentro de una infraestructura de gamificación puesto que tienen gran 







La gamificación es una estrategia que intenta influir y motivar a grupos de 
personas. Mediante el uso de mecánicas de juego en entornos y aplicaciones no 
lúdicas se intenta potenciar la motivación, la concentración, el esfuerzo y otros 
valores positivos que son comunes en todos los juegos.  
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1.2.2. Implementación 
 
Para hacer una correcta implementación de las estrategias de gamificación se 
tiene que pasar de una mera conectividad al compromiso, se tiene que lograr 
que participen de forma dinámica y proactiva todos los miembros de una 
comunidad, los trabajadores de una empresa, los estudiantes de un instituto o 
cualquier colectivo sobre el cual se aplique la gamificación. Se tiene que 





La integración de dinámicas de juego en entornos no lúdicos no es un fenómeno 
nuevo, pero a partir del crecimiento del uso de los videojuegos se ha despertado 
el interés de los expertos en comunicación, psicología, educación, salud y otras 
áreas de actividad humana, interés por descifrar qué hace del videojuego un 
medio tan eficaz. En estos años se ha comenzado a expandir el estudio de la 




La gamificación llega a las escuelas con la intención de conseguir que los 
alumnos y los profesores se involucren un poco más en la escuela y en el 
aprendizaje. La escuela es una etapa de formación a la cual la sociedad le está 
dando mucha importancia y donde se han ido variando las formas de enseñanza  
buscando los métodos que dieran mayor rendimiento en el aprendizaje de los 
estudiantes. 
 
La motivación puede ser uno de los requisitos que más influyen en los resultados 
de los estudiantes, por tanto la forma de hacer las cosas y el buscar maneras de 
motivar a los alumnos ha ganado mucha importancia en los últimos años. 
 
La gamificación introduce mediante mecánicas de juego ese extra de motivación 
necesaria para algunos alumnos,  y al promover un cierto grado de 
competitividad entre los compañeros les ayuda a estar más involucrados, más  
concentrados y más motivados con los estudios. 
 
En este proyecto nos centramos en los puntos, las insignias y los ránquines que 
aparecen para visualizar los resultados individuales o grupales de estas dos 
estadísticas. Los puntos son el método de puntuación básica a partir del cual el 
profesor hace la valoración diaria de los alumnos, mientras que las insignias 
representan valoraciones especiales para premiar ciertas aptitudes del alumno 
o tareas especiales que se han llevado a cabo con la dinámica de la clase. 
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1.3. Funciones mínimas requeridas 
 
Antes de iniciar el proyecto he definido los puntos sobre los cuales me he 
centrado, teniendo en cuenta todas las partes que van a dar forma a las 




Con la creación de puntos se pretende llevar un mejor control de los diferentes 
aspectos cotidianos de una clase. El profesor no valora únicamente a los 
alumnos por las valoraciones de los exámenes sino que puede entrar a valorar 
pequeños detalles de la clase como pueden ser la puntualidad, la ayuda a los 
compañeros, las ganas que tiene un alumno de aprender o todas las que él 
considere necesarias. Esto implica un profesor más cercano a los alumnos, unos 
alumnos que se sienten mucho más valorados y que siempre van a estar 
informados de sus progresos, lo que se traduce en una mejor actitud, mayor 
concentración y motivación en el día a día. 
 
 
Los puntos los va a asignar el profesor según lo que él considere necesario 
valorar, pudiendo otorgar puntos positivos y negativos en caso de tener que dar 




Las insignias representan un mayor grado de valoración que los puntos, no se 
entregan las insignias por tareas que el alumno lleva a cabo cada día, sino que 
son entregadas por la realización de cosas fuera de lo común en una clase. 
 
Cuando un alumno acostumbra a hacer las tareas de forma correcta es justo que 
se le dé una motivación extra cuando ha realizado una tarea de forma brillante: 
el alumno siente satisfacción del buen trabajo realizado, que ha tenido como 
recompensa la entrega de una insignia, y que en parte lo diferencia de sus 
compañeros por ese pequeño logro. Ese es el punto exacto donde aparecen las 
insignias, y hay que tener en cuenta que la motivación con las insignias es mucho 
mayor que con los puntos debido a la dificultad en conseguirlas. 
 
La asignación de insignias la va a hacer el profesor según su criterio,  a partir de 




Encontramos 3 roles diferenciados para poder hacer un mejor uso y gestión de 
la aplicación. 
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Administrador de escuela: Es el encargado de gestionar los puntos e insignias 
dentro de un colegio, es el único encargado de eliminar lo que considera 
innecesario o de hacer un borrado de puntos a final de curso. 
 
Profesor: Es el encargado de gestionar los grupos dentro de la escuela y el que 
reparte todos los puntos y las insignias a los estudiantes. Toda la gestión la hace 
desde la aplicación móvil. 
 
Alumno: Es el usuario sobre el que gira principalmente la aplicación pero a la vez 
es un mero observador, puede ver los grupos en los que participa, las 
puntuaciones y las insignias que ha conseguido o ver cómo se encuentra en el 
ranquin. Toda la gestión la hace desde la aplicación móvil. 
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CAPÍTULO 2. ESTRUCTURA DE LA APLICACIÓN 
 
Una vez definidos los objetivos de nuestro proyecto es necesario definir la 
estructura que va a tener nuestra aplicación, saber qué arquitectura va a seguir 




La arquitectura está formada por una aplicación móvil para realizar actividades 
inmediatas en clase y un dashboard de administración para hacer tareas más 
complicadas de gestión. Estas dos piezas de la plataforma comparten la 
información a través de la API (Aplication Programming Interface), que expone 
los diferentes métodos para la manipulación de los datos. 
 
 
Figura 1. Arquitectura del proyecto 
 
El conjunto de estas 3 piezas constituye una aplicación hibrida1, que va a ser la 
estructura de nuestra aplicación. 
 
A continuación explicaré por separado cada parte de la plataforma con más 
detalle y el conjunto de tecnologías que utilizan para que el entorno sea más ágil. 
 
                                                 
1 Es una aplicación  que se desarrolla utilizando tecnologías web como HTML, JavaScript y CSS, 
corre localmente en el dispositivo y puede funcionar sin acceso a internet 
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2.2. API 
 
La API se encarga de gestionar los datos de la parte móvil y del dashboard. Ésta 
se crea con un software de código abierto2 llamado StrongLoop [1] que crea una 
API pública con JavaScript a través de un servidor Express [2] sobre Node.js [3]. 
 
Todos los datos se almacenan en una base de datos Mysql [4]. En la API se han 
definido todos los modelos de datos necesarios para poder realizar la gestión de 
puntos de forma correcta, un modelo de puntos que permite crear el objeto punto 
y un modelo que relaciona los puntos con los alumnos, las escuelas y los grupos 
a los que pertenece. 
 
 
Figura 2. Tecnologías de la API 
 






El dashboard se ha diseñado para poder cumplir con las tareas que el profesor 
no puede hacer de forma automática en clase. Se crea a partir de Bootstrap [5]  
sobre Angular 2 [6]  y nos da una aplicación de una sola página3 que se expone 
a Internet a través del servidor Express en el entorno Node.js. 
 
En este proyecto destinado a la gestión de puntos e insignias esta parte ha 
quedado en un segundo plano, toda la gestión se puede hacer desde la 
aplicación móvil de forma más cómoda y rápida. 
 
 
                                                 
2  Software desarrollado y distribuido libremente 
3 Carga todos los recursos necesarios para navegar por el sitio en la primera carga de la página. 
A medida que el usuario hace clic en los enlaces e interactúa con la página, el contenido posterior 
se carga de forma dinámica. 
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2.4. Aplicación móvil 
 
La aplicación móvil es la parte a la que vamos a dar más importancia puesto que 
nos va a ser útil para realizar las tareas de asignación de puntos o de insignias 
dentro de la plataforma. 
 
La aplicación se crea con Ionic 2 [7], construido en la parte superior de Angular 
2. Con Apache Córdoba [8]  y con los complementos nativos para acceder a las 
capacidades del teléfono se da el soporte para iOS [9] y para Android [10].  
 
Es la parte más visual del proyecto y requiere de un diseño agradable para hacer 
más amigable la aplicación. Todas las peticiones que se le hacen a la API con 
los datos de los alumnos, puntuaciones e insignias se trabajan para que queden 











Figura 3. Tecnologías de la aplicación móvil 




Como ya he comentado anteriormente toda la arquitectura del proyecto ha sido 
heredada del proyecto Classpip de implementación de las bases de una 
infraestructura de gamificación. Por eso no me he centrado en la elección de 
tecnologías a utilizar y parte del proyecto se ha destinado a conocer las 
tecnologías existentes en el entorno, saber cuál es su función dentro del proyecto 




StrongLoop es un software de código abierto que nos proporciona operaciones 
y supervisión en una consola en tiempo real de nuestra API. A partir de él se crea 
un modelo JSON con las características del modelo, las relaciones con los otros 
modelos y el acceso a estos. 
 
Esta herramienta ha sido de gran utilidad para poder comprobar el correcto 
funcionamiento de la API del proyecto, y cada vez que se ha hecho un cambio 
ha permitido comprobar las relaciones entre los modelos o los requerimientos 
para obtener cada query4. En el proyecto forma parte de la estructura de la API. 
 
 
Figura 4. API vista con StrongLoop 
 
                                                 
4 Es una búsqueda o pedido de datos almacenados en una base de datos. 
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2.5.2. MySQL 
 
MySQL es un sistema de gestión de bases de datos relacional de código abierto. 
Está basado en un lenguaje de consulta estructurado (SQL) y en nuestro 
proyecto es donde hemos almacenado todos los datos referentes a puntos, 




Express es una infraestructura de aplicaciones web Node.js mínima y flexible 
que proporciona un conjunto sólido de características para las aplicaciones web 




Node.js es un entorno en tiempo de ejecución multiplataforma, de código abierto, 




Bootstrap es un conjunto de herramientas de código abierto para diseño de 
aplicaciones web. Contiene plantilles de diseño con tipografía, formularios, 
botones, cuadros, menús de navegación y otros elementos de diseño basado en 
HTML, CSS y extensiones de JavaScript. En el proyecto forma parte de la 
estructura del Dashboard. 
 
2.5.6. Angular II 
 
Angular II es la evolución de AngularJS aunque es incompatible con su 
predecesor. 
 
Angular es un framework para aplicaciones web de TypeScript de código abierto 
que se utiliza para crear aplicaciones de una sola página y tiene el objetivo de 
aumentar las aplicaciones que se basan en el modelo vista controlador (MVC). 
Esto hace que el desarrollo de nuestra aplicación y las pruebas sean más fáciles. 
 
La biblioteca lee el código HTML que contiene los atributos de las etiquetes 
personalizadas y obedece a las directivas de atributos personalizados, une las 
piezas de entrada o salida de la página con el modelo representado por variables 
estándar de JavaScript. Estos valores se configuran manualmente o se 
recuperan de los recursos JSON estáticos o dinámicos. 
 
En el proyecto forma parte de la estructura del Dashboard y de la Aplicación 
Móvil. 
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2.5.7. Ionic 
 
Ionic es un completo código abierto SDK que se utiliza para el desarrollo de 
aplicaciones móviles híbridas. Se construye sobre Angular y Apache Cordova. 
 
Ionic proporciona herramientas y Servicios para desarrollar aplicacions móviles 
híbridas utilizando tecnologías WEB como CSS, HTML5 y Sass. 
 
Las aplicaciones se construyen con estas tecnologías y luego se distribuyen a 
través de tiendas de aplicaciones nativas para que se instalen en dispositivos 
aprovechando Cordova. 
 
En el proyecto forma parte de la estructura del Dashboard y de la Aplicación 
Móvil. 
 
2.5.8. Apache Cordova 
 
Apache Cordova es un entorno de desarrollo de aplicaciones móviles de código 
abierto que permite construir aplicaciones para dispositivos móviles utilizando 
CSS3, HTML5 y Javascript en vez de utilizar APIs específicas de cada 




- Permite encapsular CSS, HTML y código de Javascript dependiendo de 
la plataforma del dispositivo. 
- Extiende características de HTML y Javascript para trabajar con el 
dispositivo. 
- Aplicaciones resultantes híbridas, aplicaciones web empaquetadas como 
aplicaciones para su distribución y con acceso a las APIs nativas del 
dispositivo. 
 
En el proyecto forma parte de la estructura de la Aplicación Móvil. 
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CAPÍTULO 3. MECÁNICA DE PUNTOS 
 
Una vez conseguido el dominio de tecnologías, necesario para poder trabajar 
con la infraestructura, he empezado con el desarrollo de los puntos. La mecánica 
de puntos va a estar formada principalmente por dos clases, classPoint (ver 
anexo 9.17) y classPointRelation (ver anexo 9.18), que se han definido en la API 
y posteriormente van a ser utilizadas en la aplicación móvil para que alumnos, 
profesores y el administrador de escuela puedan visualizar las puntuaciones. 
 
Ayudándome de StrongLoop ha sido sencillo poder ver las relaciones que se han 
creado en la API y en la base de datos y a partir del uso de Ionic y Angular 2 he 




Un punto se corresponde a todos los motivos puntuables que un profesor 
considera necesario premiar dentro de una clase. El punto está formado por 6 
atributos que nos permiten diferenciarlos entre sí o identificarlos en una escuela. 
 
Se ha tenido en cuenta a la hora de escoger el diseño de los puntos que 
posibilitara diferentes escenarios de uso, de esta forma permite a cada 
asignatura crear sus propios motivos de puntuación según lo que se considera 
necesario valorar. 
3.1.1 Motivación del alumno 
 
El método de puntuación tiene una gran importancia en la parte motivacional del 
alumnado. 
 
Se ha buscado una forma de puntación que permite al alumno ser partícipe de 
la clase y de la aplicación, de esta forma deja de ser una mera herramienta que 
utiliza el profesor y el alumno se siente integrado y tiene ganas de que se 




Las funciones que se han creado para la visualización y gestión de puntos 
dependen del rol del usuario que se registra, de esta forma nos permite 
diferenciar la navegación del profesor, del administrador y de los estudiantes. 
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Para todos los roles existe una función básica que se corresponde con la 
visualización de los puntos asignados, encontramos pequeñas diferencias a la 
hora de visualizar estos puntos según requerimientos de navegación. Por otro 
lado la creación es competencia de los profesores y la eliminación del 




Las funciones principales que tiene un estudiante dentro de la aplicación es la 
de poder visualizar sus puntos y los de los compañeros: según la página donde 
lo consultan la función muestra los puntos que se requieren. 
 
Ver sus puntos totales en un grupo: El estudiante solicita desde la aplicación 
móvil saber los puntos totales que tiene en un grupo, esto se corresponde a la 
función getPointsStudent de la página Home (ver anexo 9.1). Dentro de esta 
función se le hace una consulta a la API de toda la relación de puntos de ese 
estudiante y cuando nos devuelve una lista con todas las relaciones se hace un 
filtrado para escoger solo los de ese grupo y ordenarlos por tipo de punto. 
Cuando únicamente tenemos las relaciones de puntos en ese grupo se recorren 
y se van sumando a un contador teniendo en cuenta el valor que tiene cada 
punto dentro del total. El resultado se pinta en la aplicación móvil y nos permite 
volver a consultar por otro grupo diferente. 
 
 
Figura 5. Puntos de estudiantes en un grupo 
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Ver los puntos generales del grupo ordenados: Una vez que el estudiante 
entra dentro del grupo tiene un botón en la parte superior que lo redirige a una 
página de estadísticas de grupo, en la parte superior aparece un listado de 
alumnos o puntos para escoger y justo debajo nos aparecen los puntos 
ordenados de forma decreciente. Se diferencia entre dos tipos: 
 
- Puntos por alumno: El estudiante solicita desde la aplicación móvil saber 
los puntos totales que tiene un alumno en un grupo, esto se corresponde 
a la función getPointsStudent de la página de puntos (ver anexo 9.3). 
Dentro de esta función se le hace una consulta a la API de toda la relación 
de puntos de ese estudiante y cuando nos devuelve una lista con todas 
las relaciones se hace un filtrado para escoger sólo los de ese grupo y 
ordenarlos por tipo de punto. El resultado se muestra en la aplicación 
móvil y nos permite volver a consultar para otro alumno diferente. 
 
 
Figura 6. Puntos de un estudiante en un grupo 
 
- Puntos por motivo de punto: El estudiante solicita desde la aplicación 
móvil saber los puntos totales asignados a todos los alumnos del grupo 
según un motivo, esto se corresponde a la función getPointsPoint de la 
página de puntos (ver anexo 9.4). Dentro de esta función se le hace una 
consulta a la API de toda la relación de puntos de ese motivo y cuando 
nos devuelve una lista con todas las relaciones se hace un filtrado para 
escoger sólo los de ese grupo y ordenarlos por estudiantes. El resultado 
se muestra en la aplicación móvil ordenado de mayor a menor puntuación 
y nos permite volver a consultar por otro motivo diferente. 
Introducció  14 
 
 




El profesor, aparte de poder visualizar los puntos, también es el encargado de la 
gestión de éstos, así que dispone de funciones de crear puntos nuevos o asignar 
puntos a alumnos. 
 
Ver los puntos generales del grupo ordenados: Una vez que el profesor entra 
dentro del grupo tiene un botón en la parte superior que lo redirige a una página 
de estadísticas de grupo, en la parte superior aparece un listado de alumnos o 
puntos para escoger y justo debajo los puntos ordenados de forma decreciente. 
Se diferencia entre dos tipos: 
 
- Puntos por alumno: El profesor solicita desde la aplicación móvil saber 
los puntos totales que tiene un alumno en un grupo, esto se corresponde 
a la función getPointsStudent de la página de puntos (ver anexo 9.3). 
Dentro de esta función se le hace una consulta a la API de toda la relación 
de puntos de ese estudiante y cuando nos devuelve una lista con todas 
las relaciones se hace un filtrado para escoger sólo los de ese grupo y 
ordenarlos por tipo de punto. El resultado se muestra en la aplicación 
móvil y nos permite volver a consultar para otro alumno diferente (ver 
figura 6). 
 
- Puntos por motivo de punto: El profesor solicita desde la aplicación 
móvil saber los puntos totales asignados a todos los alumnos del grupo 
según un motivo, esto se corresponde a la función getPointsPoint de la 
página de puntos (ver anexo 9.4). Dentro de esta función se le hace una 
consulta a la API de toda la relación de puntos de ese motivo y cuando 
nos devuelve una lista con todas las relaciones se hace un filtrado para 
escoger sólo los de ese grupo y ordenarlos por estudiantes. El resultado 
se muestra en la aplicación móvil ordenado de mayor a menor puntuación 
y nos permite volver a consultar por otro motivo diferente (ver figura 7). 
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Asignación de puntos: El profesor solicita desde la aplicación móvil asignar un 
punto a un alumno seleccionado, esto se corresponde a la función 
createPointRelation de la página de puntos (ver anexo 9.5). Dentro de esta 
función se le hace una petición a la API con método POST (crear)  de la relación 
de puntos y se crea la relación.  
 
 
Figura 8. Asignación de puntos 
 
Visualización de puntos: El profesor solicita desde la aplicación móvil saber 
todos los motivos puntuables de la escuela, esto se corresponde a la función 
getPoints de la página de puntos (ver anexo 9.6). Dentro de esta función se le 
hace una consulta a la API de todos los motivos puntuables en una escuela y  
nos devuelve una lista con todos. El resultado se muestra en la aplicación móvil. 
 
 
Figura 9. Visualizar puntos 
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Crear punto: El profesor solicita desde la aplicación móvil crear un punto, esto 
se corresponde a la función postPoint de la página de puntos (ver anexo 9.7). 
Dentro de esta función se le hace una petición a la API con método POST (crear) 
con el punto y se crea este nuevo motivo puntuable.  
 
 




El administrador, aparte de poder visualizar los puntos, también es el encargado 
de la gestión de estos y dispone de funciones para eliminar puntos. 
 
Visualización de puntos: El administrador solicita desde la aplicación móvil 
saber todos los motivos puntuables de la escuela, esto se corresponde a la 
función getPoints de la página de puntos (ver anexo 9.6). Dentro de esta función 
se le hace una consulta a la API de todos los motivos puntuables en una escuela 
y  nos devuelve una lista con todos. El resultado se muestra en la aplicación 
móvil (ver figura 9). 
 
Eliminación de puntos: El administrador hace una petición de método DELETE 
(eliminar) a la API y se elimina el punto y las relaciones asignadas a ese punto 
(ver anexo 9.15). 
 
 
Figura 11. Eliminar punto 
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Reinicio de puntos asignados: El administrador hace una petición de método 
DELETE (eliminar) a la API de todos los puntos asignados a los alumnos de la 
escuela y se eliminan todos los puntos asignados. La función sirve para resetear 
los puntos al finalizar el curso (ver anexo 9.16). 
 
 




Para poder conseguir que todas las funcionalidades propuestas se puedan llevar 
a cabo de forma correcta he tenido en cuenta la manera en que se han definido 
las clases y los atributos que han sido necesarios en cada una de ellas. 
 
 
Tabla 2. Clases de puntos 
 
En los cuadrados rojos podemos ver las referencias a otras clases, SchoolId, 
TeacherId, PointId, GroupId y StudentId hacen referencia a la escuela a la que 
pertenece, al profesor que ha creado el punto, al motivo puntuable al que 
pertenece la relación, al grupo donde se ha asignado la relación y al estudiante 
que se le ha asignado. 
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3.3.1 Módulo de puntos 
 
Teniendo en cuenta que no puede haber un único sistema de puntuación 
predefinido que se utilice en todas las escuelas de la misma forma y que todos 
los profesores asignen los puntos de la misma forma se ha definido una forma 
que permite al profesor crear el motivo por el cual el alumno va a ser 
recompensado con puntos. De esta forma permite a un profesor valorar la 
puntualidad, a otro profesor las entregas de ejercicios y a otro el salir a la pizarra 
a hacer un ejercicio. 
 
Esta tarea puede ser un poco difícil para el profesorado puesto que tendrían que 
pensar todas las posibilidades por las que van a puntuar a los alumnos o 
penalizar en caso de que se quieran asignar puntos negativos. Por eso se 
permite ver todos los motivos que han ido creando los otros profesores en la 
escuela y tenerlos disponibles para nuestra clase. 
 
Se ha creado una clase de puntos que permite al profesor diferenciar todos los 
aspectos positivos o negativos que surgen a partir del funcionamiento diario de 
las clases y con ello se crean todos los motivos puntuables. 
 
La clase Point está compuesta por 6 atributos (ver tabla 2 y anexo 9.17): 
 
- La Id es un identificador de punto único, esto nos permite diferenciarlo del 
resto de puntos y en caso de que sea necesario eliminar un punto. 
- El nombre, valor y la imagen son las 3 variables que tiene que crear el 
profesor de la escuela y que le van a permitir diferenciar los motivos 
puntuables, el grado de valoración positiva o negativa que considera para 
dicho punto y una imagen que identifique el punto. 
- Las dos últimas son identificadores  de escuela y de profesor para poder 
diferenciar los puntos entre las diferentes escuelas, saber a qué alumnos 
se les puede asignar los puntos. 
 
Esta clase nos permite crear, ver y eliminar motivos puntuables teniendo en 
cuenta la ID del punto. 
3.3.2 Asignar puntos 
 
El profesor es el encargado de repartir los puntos. Una vez que ha creado los 
motivos puntuables es el encargado de repartir los puntos entre los alumnos una 
vez que estos han cumplido el objetivo premiado o si han cometido una infracción 
sancionable con una bajada de puntos. Esta tarea se realiza de una forma muy 
sencilla desde la aplicación de Android, el profesor puede gestionar desde cada 
grupo la asignación de los puntos a partir del botón de asignar puntos, 
inmediatamente se le redirige a una página donde seleccionando el alumno y el 
motivo de puntuación le puede hacer de forma directa la asignación a los 
alumnos. En ese momento el alumno recibe los puntos que les corresponden 
dentro de ese grupo. 
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3.3.3 Relación de puntos 
 
Para hacer la asignación de puntos es necesaria la creación de una clase que 
haga la relación entre los motivos puntuables, los estudiantes, la escuela y el 
grupo, de esta forma nos permite posteriormente hacer los filtros 
correspondientes por cualquiera de estos campos y hacer un ranquin de forma 
precisa y selecta dentro de cada grupo. 
 
La clase PointRelation tiene 8 atributos con las siguientes funciones (ver tabla 2 
y anexo 9.18): 
 
- La ID es un identificador único de la relación de puntos, nos permite 
identificar de forma única la asignación de puntos. 
- Las variables pointId, studentId, schoolId y groupId son heredadas de los 
otros modelos y hacen referencia al tipo de punto, al estudiante que se le 
asigna, a la escuela a la que pertenece y al grupo que está asignado. 
- La variable value hace función de contador cuando se requiere hacer el 
recuento de puntos de un mismo tipo en un alumno. 
- Point y Student se utilizan para guardar todas las variables del punto y del 
alumno respectivamente. 
 
Esta clase nos permite crear y eliminar relaciones de puntos teniendo en cuenta 
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CAPÍTULO 4. MECÁNICA DE INSIGNIAS 
 
Una vez conseguido el dominio de tecnologías necesario para poder trabajar con 
la infraestructura he empezado con el desarrollo de las insignias. La mecánica 
de insignias va a estar formada principalmente por dos clases, classBadge (ver 
anexo 9.19) y classBadgeRelation (ver anexo 9.20), que se van a definir en la 
API y posteriormente van a ser utilizadas en la aplicación móvil para que 
alumnos, profesores y el administrador de escuela puedan visualizar las 
puntuaciones. 
 
Ayudándome de StrongLoop ha sido sencillo poder ver las relaciones que se han 
creado en la API y en la base de datos y a partir del uso de Ionic y Angular 2 ha 




Una insignia se corresponde a todos los motivos puntuables que un profesor 
considera necesario premiar de forma extraordinaria dentro de una clase. La 
insignia está formada por 6 atributos que nos permiten diferenciarlas entre sí o 
identificarlas en una escuela. 
 
Se ha tenido en cuenta a la hora de escoger el diseño de las insignias que nos 
permitiera diferentes escenarios de uso, de esta forma permite a cada asignatura 
crear sus propios motivos de insignia según lo que considera necesario valorar. 
 
4.1.1 Motivación del alumno 
 
Las insignias son otra gran parte motivacional del alumno dentro de nuestra 
aplicación por que supone una condecoración por una actividad escolar 
realizada de forma brillante.  
 
La insignia permite al profesor premiar aspectos que él considera más 




Las funciones que se han creado para la visualización y gestión de insignias 
dependen del rol del usuario que se registra, de esta forma nos permite 
diferenciar la navegación del profesor, del administrador y de los estudiantes. 
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Para todos los roles existe una función básica que tienen que poder hacer, esta 
se corresponde con la visualización de las insignias asignadas. Aun así 
encontramos pequeñas diferencias a la hora de visualizar según requerimientos 




Las funciones principales que tiene un estudiante dentro de la aplicación es la 
de poder visualizar sus insignias y las de los compañeros, y según la página 
donde las consultan la función nos muestra las insignias que se requieren. 
 
Ver sus insignias totales en un grupo: El estudiante solicita desde la aplicación 
móvil saber las insignias totales que tiene en un grupo, esto se corresponde a la 
función getBadgesStudent de la página Home (ver anexo 9.2). Dentro de esta 
función se le hace una consulta a la API de toda la relación de insignias de ese 
estudiante y cuando nos devuelve una lista con todas las relaciones se hace un 
filtrado para escoger solo los de ese grupo y ordenarlos por tipo de insignia. 
Cuando únicamente tenemos las relaciones de insignias en ese grupo se 
recorren y se van sumando a un contador teniendo en cuenta el valor que tiene 
cada una dentro del total. El resultado se muestra en la aplicación móvil y nos 
permite volver a consultar por otro grupo diferente. 
 
 
Figura 13. Insignias por grupo 
Introducció  22 
 
Ver las insignias generales del grupo ordenadas: Una vez que el estudiante 
entra dentro del grupo tiene un botón en la parte superior que lo redirige a una 
página de estadísticas de grupo, en la parte superior aparece un listado de 
alumnos o insignias para escoger y justo debajo nos aparecen las insignias 
ordenadas de forma  decreciente. Se diferencia entre dos tipos: 
 
- Insignias por alumno: El estudiante solicita desde la aplicación móvil 
saber las insignias totales que tiene un alumno en un grupo, esto se 
corresponde a la función getBadgesStudent de la página de insignias (ver 
anexo 9.8). Dentro de esta función se le hace una consulta a la API de 
toda la relación de insignias de ese estudiante y cuando nos devuelve una 
lista con todas las relaciones se hace un filtrado para escoger solo los de 
ese grupo y ordenarlos por tipo de insignia. El resultado se muestra en la 




Figura 14. Insignias por alumno en un grupo 
 
- Insignias por motivo de insignia: El estudiante solicita desde la 
aplicación móvil saber las insignias totales asignadas a todos los alumnos 
del grupo según un motivo, esto se corresponde a la función 
getBadgesBadge de la página de insignias (ver anexo 9.9). Dentro de esta 
función se le hace una consulta a la API de toda la relación de insignias 
de ese motivo y cuando nos devuelve una lista con todas las relaciones 
se hace un filtrado para escoger solo los de ese grupo y ordenarlos por 
estudiantes. El resultado se muestra en la aplicación móvil ordenado de 
mayor a menor puntuación y nos permite volver a consultar por otro motivo 
diferente. 
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El profesor aparte de poder visualizar las insignias también es el encargado de 
la gestión de estas, así que también dispone de funciones de crear insignias 
nuevas o asignar estas a los alumnos. 
 
Ver las insignias generales del grupo ordenados: Una vez que el profesor 
entra dentro del grupo tiene un botón en la parte superior que lo redirige a una 
página de estadísticas de grupo, en la parte superior aparecen un listado de 
alumnos o insignias para escoger y justo debajo nos aparecen ordenadas de 
forma decreciente. Se diferencia entre dos tipos: 
 
- Insignias por alumno: El profesor solicita desde la aplicación móvil saber 
las insignias totales que tiene un alumno en un grupo, esto se corresponde 
a la función getBadgesStudent de la página de insignias (ver anexo 9.8). 
Dentro de esta función se le hace una consulta a la API de toda la relación 
de insignias de ese estudiante y cuando nos devuelve una lista con todas 
las relaciones se hace un filtrado para escoger solo los de ese grupo y 
ordenarlos por tipo de insignia. El resultado se muestra en la aplicación 
móvil y nos permite volver a consultar para otro alumno diferente (ver 
figura 14). 
 
- Insignias por motivo de insignia: El profesor solicita desde la aplicación 
móvil saber las insignias totales asignadas a todos los alumnos del grupo 
según un motivo, esto se corresponde a la función getBadgesBadge de la 
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página de insignias (ver anexo 9.9). Dentro de esta función se le hace una 
consulta a la API de toda la relación de insignias de ese motivo y cuando 
nos devuelve una lista con todas las relaciones se hace un filtrado para 
escoger solo los de ese grupo y ordenarlos por estudiantes. El resultado 
se muestra en la aplicación móvil ordenado de mayor a menor puntuación 
y nos permite volver a consultar por otro motivo diferente (ver figura 15). 
 
Asignación de insignias: El profesor solicita desde la aplicación móvil asignar 
una insignia a un alumno seleccionado, esto se corresponde a la función 
createBadge de la página de insignias (ver anexo 9.10). Dentro de esta función 
se le hace una petición a la API con método POST (crear) de la relación de 
insignias y se crea la relación. 
 
 
Figura 16. Asignación de insignias 
 
Visualización de insignias: El profesor solicita desde la aplicación móvil saber 
todos los motivos de insignia de la escuela, esto se corresponde a la función 
getBadges de la página de insignias (ver anexo 9.11). Dentro de esta función se 
le hace una consulta a la API de todos los motivos de insignia en una escuela y  
nos devuelve una lista con todos. El resultado se muestra en la aplicación móvil.  
 
 
Figura 17. Ver insignias de escuela 
 
Crear insignia: El profesor solicita desde la aplicación móvil crear una insignia, 
esto se corresponde a la función postBadge de la página de insignias (ver anexo 
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9.12). Dentro de esta función se le hace una petición a la API con método POST 
(crear) con la insignia y se crea este nuevo motivo de insignia. 
 
 




El administrador aparte de poder visualizar las insignias también es el encargado 
de la gestión de estas, dispone de funciones para eliminar. 
 
Visualización de insignias: El administrador solicita desde la aplicación móvil 
saber todos los motivos de insignia de la escuela, esto se corresponde a la 
función getBadges de la página de insignias (ver anexo 9.11). Dentro de esta 
función se le hace una consulta a la API de todos los motivos de insignia en una 
escuela y  nos devuelve una lista con todos. El resultado se muestra en la 
aplicación móvil (ver figura 17). 
 
Eliminación de insignias: El profesor hace una petición de método DELETE 
(eliminar) a la API y se elimina la insignia y las relaciones asignadas a esa 
insignia (ver anexo 9.13). 
 
 
Figura 19. Eliminar insignias 
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Reinicio de insignias asignadas: El profesor hace una petición de método 
DELETE (eliminar) a la API de todas las insignias asignadas a los alumnos de la 
escuela y se eliminan todas. La función sirve para resetear las insignias al 
finalizar el curso (ver anexo 9.14). 
 
 




Para poder conseguir que todas las funcionalidades propuestas se puedan 
llevar a cabo de forma correcta he tenido en cuenta la manera en que se han 
definido las clases y los atributos que han sido necesarios en cada una de 
ellas. 
 
Tabla 4. Clases de insignias 
 
En los cuadrados rojos podemos ver las referencias a otras clases, SchoolId, 
TeacherId, BadgeId, GroupId y StudentId hacen referencia a la escuela a la que 
pertenece, al profesor que ha creado el punto, al motivo de insignia al que 
pertenece la relación, al grupo donde se ha asignado la relación y al estudiante 
que se le ha asignado. 
 
 
Introducció  27 
4.3.1 Módulo de insignias 
 
De la misma forma que en el caso de los puntos no hay unas insignias 
predefinidas que sean utilizadas en todas las escuelas o por todos los 
profesores. Por ese motivo se requiere la clase de insignias para que el profesor 
decida qué motivo quiere recompensar. 
 
Esta tarea puede ser un poco difícil para el profesorado puesto que tendrían que 
pensar todas las posibilidades por las que van a recompensar o penalizar a los 
alumnos. Por eso se permite ver todos los motivos que han ido creando los otros 
profesores en la escuela y tenerlos disponibles para nuestra clase. 
 
Se ha creado una clase de insignias que permite al profesor crear diferentes 
insignias en el momento en que toma la decisión de premiar al alumno con una 
insignia nueva. 
 
La clase Badge tiene 6 atributos con las siguientes funciones (ver tabla 4 y anexo 
9.19): 
 
- La primera es un identificador de insignia único, esto nos permite 
diferenciarlo del resto y en caso de que sea necesario poder eliminar una 
de ellas. 
- El nombre, valor y la imagen son las 3 variables que tiene que crear el 
profesor de la escuela y que le van a permitir diferenciar los motivos 
premiados con insignia, el grado de valoración positiva o negativa que 
considera para dicho insignia y una imagen que la identifique. 
- Las dos últimas son identificadores  de escuela y de profesor para poder 
diferenciar entre las diferentes escuelas, saber a qué alumnos se les 
puede asignar. 
 
Esta clase nos permite crear, ver y eliminar motivos de insignia teniendo en 
cuenta la ID del punto. 
 
4.3.2 Asignar insignias 
 
El profesor es el encargado de repartir las insignias. Primero se tienen que definir 
los diferentes motivos premiados con insignia para posteriormente poder hacer 
la asignación a los alumnos. Las insignias permiten al profesor premiar un evento 
puntual: en este caso el profesor decide la insignia que quiere entregar y a que 
alumno se la quiere entregar. Por ejemplo, se hace un examen en clase y al 
alumno que saca más nota se le entrega la insignia “Crack de las Matemáticas” 
 
Esta tarea se realiza de una forma muy sencilla desde la aplicación de Android, 
el profesor puede gestionar desde cada grupo la asignación de las insignias a 
partir del botón de asignar insignias, inmediatamente se le redirige a una página 
donde, seleccionando el alumno y el motivo, puede hacer de forma directa la 
asignación a los alumnos. En ese momento el alumno recibe la insignia que le 
corresponden dentro de ese grupo. 
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4.3.3 Relación de insignias 
 
Para hacer la asignación de insignias es necesaria la creación de una clase que 
haga la relación entre los motivos premiables, los estudiantes, la escuela y el 
grupo, de esta forma nos permite posteriormente hacer los filtros 
correspondientes por cualquiera de estos campos y hacer un ranquin de forma 
precisa y selecta dentro de cada grupo. 
 
La clase BadgeRelation tiene 6 atributos con las siguientes funciones (ver tabla 
4 y anexo 9.20): 
 
- La ID es un identificador único de la relación de insignias, nos permite 
identificar de forma única la asignación de insignias. 
- Las variables badgetId, studentId, schoolId y groupId son heredadas de 
los otros modelos y hacen referencia al tipo de insignia, al estudiante que 
se le asigna, a la escuela a la que pertenece y al grupo que está asignado. 
- La variable value hace función de contador cuando se requiere hacer el 
recuento de insignias de un mismo tipo en un alumno. 
- Badge y Student se utilizan para guardar todas las variables de la insignia 
y del alumno respectivamente. 
 
Esta clase nos permite crear y eliminar relaciones de insignias teniendo en 
cuenta la ID de la relación. Para ver las insignias utilizamos las variables 
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CAPÍTULO 5. RÁNQUINES 
 
La mecánica de insignias y puntos con sus respectivas dos clases que se han 
definido en la API nos van a permitir la visualización de ránquines en la aplicación 
móvil. A partir del uso de Ionic y Angular 2 ha sido sencillo el desarrollo de la 




Un ranquin se corresponde a la visualización ordenada de todos los motivos 
puntuables tanto de insignias como de puntos. Se consiguen gracias a la clase 
que se ha creado de relación entre los alumnos y los motivos puntuables. 
 
5.1.1 Motivación del alumno 
 
Para que el alumno pueda ver su evolución dentro de la plataforma es necesario 
crear una serie de ránquines con todos los puntos y las insignias que se han 
repartido entre todo el alumnado. Estos ránquines les van a permitir competir con 
sus compañeros por llegar a ser los primeros. 
 
Por todo esto los ránquines constituyen otra gran parte de motivación para el 
alumnado. En este caso no se requiere la creación de ninguna clase, se hace a 
partir de una petición a la base de datos y añadiendo los filtros necesarios. 
 
Las insignias son otra gran parte motivacional del alumno dentro de nuestra 
aplicación por que supone una condecoración por una actividad escolar 
realizada de forma brillante.  
 
La insignia permite al profesor premiar aspectos que él considera más 




Las funciones que se han creado para la visualización de ránquines a partir de 





Tabla 5. Funciones ránquines puntos 






Tabla 6. Funciones ránquines insignias 
 
5.2.1 Ránquines de puntos 
 
Los alumnos pertenecen a diferentes grupos y en cada uno de ellos se les 
asignan puntos diferentes, por ese motivo el ranquin de grupo es el más 
importante para saber dentro de cada grupo de trabajo que cantidad de puntos 
tenemos asignados de cada tipo. El ranquin de puntos puede ser de dos tipos: 
 
Ranquin de grupo por alumno: Se solicita desde la aplicación móvil saber los 
puntos totales que tiene un alumno en un grupo, esto se corresponde a la función 
getPointsStudent de la página de puntos (ver anexo 9.3). Dentro de esta función 
se le hace una consulta a la API de toda la relación de puntos de ese estudiante 
y cuando nos devuelve una lista con todas las relaciones se hace un filtrado para 
escoger solo los de ese grupo y ordenarlos por tipo de punto. El resultado se 
muestra en la aplicación móvil y nos permite volver a consultar para otro alumno 
diferente (ver figura 6). 
. 
Ranquin de grupo por motivo: Se solicita desde la aplicación móvil saber los 
puntos totales asignados a todos los alumnos del grupo según un motivo, esto 
se corresponde a la función getPointsPoint de la página de puntos (ver anexo 
9.4). Dentro de esta función se le hace una consulta a la API de toda la relación 
de puntos de ese motivo y cuando nos devuelve una lista con todas las 
relaciones se hace un filtrado para escoger solo los de ese grupo y ordenarlos 
por estudiantes. El resultado se muestra en la aplicación móvil ordenado de 
mayor a menor puntuación y nos permite volver a consultar por otro motivo 
diferente (ver figura 7). 
 
Hay otro tipo de organización que no se puede considerar exactamente un 
ranquin pero se implementa de la misma forma, consiste en que cada alumno 
pueda obtener información de todos los puntos que ha obtenido, que le 
aparezcan ordenados los puntos de un determinado grupo o de forma global 
todos los que ha conseguido. 
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5.2.2 Ránquines de insignias 
 
Los alumnos pertenecen a diferentes grupos y en cada uno de ellos se les 
asignan insignias diferentes, por ese motivo el ranquin de grupo es el más 
importante para saber dentro de cada grupo de trabajo que cantidad de insignias 
tenemos asignados de cada tipo. El ranquin de insignias puede ser de dos tipos: 
 
Ranquin de grupo por alumno: Se solicita desde la aplicación móvil saber las 
insignias totales que tiene un alumno en un grupo, esto se corresponde a la 
función getBadgesStudent de la página de insignias (ver anexo 9.8). Dentro de 
esta función se le hace una consulta a la API de toda la relación de insignias de 
ese estudiante y cuando nos devuelve una lista con todas las relaciones se hace 
un filtrado para escoger solo los de ese grupo y ordenarlos por tipo de insignia. 
El resultado se muestra en la aplicación móvil y nos permite volver a consultar 
para otro alumno diferente (ver figura 14). 
. 
Ranquin de grupo por motivo: Se solicita desde la aplicación móvil saber las 
insignias totales asignadas a todos los alumnos del grupo según un motivo, esto 
se corresponde a la función getBadgesBadge de la página de insignias (ver 
anexo 9.9). Dentro de esta función se le hace una consulta a la API de toda la 
relación de insignias de ese motivo y cuando nos devuelve una lista con todas 
las relaciones se hace un filtrado para escoger solo los de ese grupo y ordenarlos 
por estudiantes. El resultado se muestra en la aplicación móvil ordenado de 
mayor a menor puntuación y nos permite volver a consultar por otro motivo 
diferente (ver figura 15). 
 
Hay otro tipo de organización que no se puede considerar exactamente un 
ranquin pero se implementa de la misma forma, consiste en que cada alumno 
pueda obtener información de todas las insignias que ha obtenido, que le 
aparezcan ordenadas según un grupo determinado o de forma global todas las 
que ha conseguido. 
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CAPÍTULO 6. NAVEGACIÓN 
 
El diseño de la aplicación se ha implementado teniendo en cuenta los 3 roles 
que podemos encontrar dentro de ella, toda la navegación tiene en cuenta a 







El profesor accede a la aplicación en la pantalla de registro/login. 
 
 
Figura 21. Login profesor 
 




En esta página aparece en la parte superior la escuela a la cual pertenece el 
profesor, si hace clic sobre ella puede ver un poco más de información de la 
escuela. 
 
Justo debajo hay dos botones que le redirige a las páginas de gestiones de 
puntos e insignias cuando haga clic sobre ellos. 
 
En la parte de abajo aparecen los grupos que gestiona el profesor y de la misma 
forma apretando sobre el grupo nos redirige a la gestión de estos. 
 
Introducció  33 
 
Figura 22. Grupos del profesor 
 
6.1.3 Página de Puntos 
 
En la página de gestión de puntos el profesor puede crear nuevos puntos a partir 
del desplegable que le aparece al apretar el botón de crear puntos. 
 
Y en la parte inferior puede consultar todos los puntos que se han creado en la 
escuela y a partir de los cuales va a poder puntuar a los alumnos. 
 
 
Figura 23. Puntos de la escuela 
 
Si apretamos sobre un punto nos vamos a la página de detalle de puntos, donde 
nos devuelve solamente ese punto con más información. 
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Figura 24. Detalle de punto 
 
6.1.4 Página de Insignias 
 
En la página de gestión de insignias el profesor puede crear nuevas insignias a 
partir del desplegable que le aparece al apretar el botón de crear insignias. 
 
Y en la parte inferior puede consultar todas las insignias que se han creado en 
la escuela y a partir de las cuales va a poder puntuar a los alumnos. 
 
 
Figura 25. Insignias de la escuela 
 
Si apretamos sobre una insignia nos vamos a la página de detalle de insignia, 
donde nos devuelve solamente esa insignia con más información. 
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Figura 26. Detalle de insignia 
 
6.1.5 Página de Grupos 
 
Cuando accede al grupo que quiere gestionar le aparece un botón que le permite 
ir a una página para asignar puntos o insignias, otros para ver los puntos e 




Figura 27. Alumnos del grupo 
 
Cuando el profesor hace clic sobre el botón de asignar puntos se le redirige a 
una nueva página donde seleccionando el alumno y el punto nos permite crear 
la relación y asignar ese punto.  
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Figura 28. Asignar puntos 
 
 
Una vez se le asigna el punto podemos volver a la página del grupo o volver a 
asignar otro punto. 
 
Cuando el profesor hace clic sobre el botón de asignar insignia se le redirige a 
una nueva página donde seleccionando el alumno y la insignia nos permite crear 
la relación y asignar ese motivo de insignia.  
 
 
Figura 29. Asignar insignias 
 
Una vez se le asigna el punto podemos volver a la página del grupo o volver a 
asignar otra insignia. 
 
Si clicamos sobre el botón de ver puntos nos redirige a una página donde 
podemos filtrar los puntos por motivos de punto o por alumnos y nos devuelve el 
correspondiente ranquin. 
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Figura 30. Ránquines de puntos 
 
Si clicamos sobre el botón de ver insignias nos redirige a una página donde 




Figura 31. Ránquines de insignias 






El alumno accede a la aplicación en la pantalla de registro/login. 
 
 
Figura 32. Login alumno 
 




En esta página aparece en la parte superior la escuela a la cual pertenece el 
alumno y si clica sobre ella puede ver un poco más de información de la escuela. 
 
En la parte de abajo aparecen los grupos a los que pertenece el alumno y de la 
misma forma apretando sobre el grupo nos redirige a estos. 
 
 
Figura 33. Grupos alumno 
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6.2.3 Página de Grupos 
 
Cuando accede a uno de los grupos a los cuales pertenece le aparece unos 
botones para ver los puntos e insignias en los grupos y justo debajo el listado de 
alumnos que pertenecen al grupo. 
 
 
Figura 34. Alumnos del grupo 
 
Si clicamos sobre el botón de ver puntos nos redirige a una página donde 




Figura 35. Ránquines de puntos 
Introducció  40 
 
Si clicamos sobre el botón de ver insignias nos redirige a una página donde 




Figura 36. Ránquines de insignias 
 




El administrador accede a la aplicación en la pantalla de registro/login. 
 
 
Figura 37. Login administrador 
 
Introduce sus datos de usuario y se le redirige a la página “home” 




En esta página aparece en la parte superior la escuela a la cual pertenece el 
administrador y si clica sobre ella puede ver un poco más de información de la 
escuela. 
 




Figura 38. Home administrador 
 
6.3.3 Página de Puntos 
 
En la parte inferior puede consultar todos los puntos que se han creado en la 
escuela y a partir de los cuales se va a poder puntuar a los alumnos. 
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Figura 39. Puntos de la escuela 
 
Si apretamos sobre un punto nos vamos a la página de detalle de puntos, donde 




Figura 40. Detalle de punto 
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6.3.4 Página de Insignias 
 
En la parte inferior puede consultar todas las insignias que se han creado en la 
escuela y a partir de las cuales va a poder puntuar a los alumnos. 
 
 
Figura 41. Insignias de la escuela 
 
Si apretamos sobre una insignia nos vamos a la página de detalle de insignia, 
donde nos devuelve solamente esa insignia con más información y nos permite 
eliminar esta insignia. 
 
 
Figura 42. Detalle de insignia 
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El inicio del proyecto fue un poco pausado por el traspaso necesario de 
información del proyecto que implantó las bases de la plataforma de gamificación 
a éste. 
 
Luego durante el desarrollo del proyecto ya fui más autónomo y pude solucionar 
mis propios problemas y buscar soluciones para las complicaciones que iban 
surgiendo. 
 
Estoy contento de cómo ha ido evolucionando este proyecto y de las decisiones 
que, junto a mi tutor, nos han llevado a dar forma a la creación de los módulos 
de puntos e insignias, unos módulos pensados para poder seguir desarrollando 
este proyecto y que a la vez han proporcionado a la plataforma la capacidad de 
puntuar y gestionar todas las tareas de un alumno, introduciendo en gran medida 




Cuando di comienzo al proyecto no podía imaginarme la complejidad que puede 
llegar a tener una plataforma de este estilo. Al principio fueron las mil y una 
batallas para entender un escenario que no has montado tú y las muchas 
complicaciones con las tecnologías y para crear el entorno en mi ordenador. 
 
Cuando fue pasando el tiempo y comencé a entender el escenario me di cuenta 
de lo cuidadosa que había sido la elección de las tecnologías para la creación 
de la plataforma. 
 
La interacción con la API es muy sencilla y gracias a StrongLoop se puede 
entender de forma rápida como son los modelos y que peticiones se necesitan 
realizar. 
 
Y por lo que respecta a la aplicación móvil la elección de tecnologías permite un 





La docencia tiene mucha importancia para la sociedad y poder introducir la 
gamificación en la enseñanza ha sido un gran avance. Como alumno siempre 
me ha sido mucho más fácil entender las enseñanzas a través del juego y cuanto 
más motivado estuviera para la realización de éste más crecía mi interés y mi 
constancia. 
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Desde que escuché que se daba comienzo a la creación de esta plataforma de 
gamificación quise aportar mis ideas y ayudar en su desarrollo. 
 
Durante la realización del proyecto he aprendido mucho sobre la complejidad de 
crear una aplicación hibrida de esta magnitud, que no tiene límites marcados, 
sino que permite desarrollar casi todo lo que podamos imaginar. 
 
Una vez que doy por finalizado este proyecto creo que he conseguido desarrollar 
mis objetivos dentro de la plataforma y que el resultado permite poder seguir 
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Botón que llama a la función 
 
 
Figura 43. getPointsStudent 
 
Función que obtiene los puntos del estudiante en un grupo y los ordena 
 
 
public getMyStudentPoints1(groupId: string ): Observable<Array<PointRelation>> {     
    var ret: Array<PointRelation> = new Array<PointRelation>(); 
    var obj: Array<PointRelation> = new Array<PointRelation>();            
    var numGroupid = parseFloat(groupId)        
    return Observable.create(observer => { 
       this.getMyStudentPoints().subscribe( 
        /…/               
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{                
                this.pointService.getPointName(itemRet.pointId).subscribe(             
                  point => { 
                    itemRet.point = point; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete(); 
                    }                 
    });  
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9.2 getBadgesStudentHome  
 
Botón que llama a la función 
 
Figura 44. getBadgesStudent 
 
Función que obtiene las insignias del estudiante en un grupo, las ordena. La 
llamada hace un recuento y devuelve un solo valor del total de los puntos. 
 
 
public getMyStudentPoints2(groupId: string, studentId: string ): Observable<Array<PointRelation
>> {    
    var ret: Array<PointRelation> = new Array<PointRelation>(); 
    var obj: Array<PointRelation> = new Array<PointRelation>();            
    var numGroupid = parseFloat(groupId)        
    return Observable.create(observer => { 
       this.getMyStudentPoints().subscribe( 
        /…/               
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{                
                this.pointService.getPointName(itemRet.pointId).subscribe(             
                  point => { 
                    itemRet.point = point; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete(); 
                    }                 
    });  
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9.3 getPointsStudentGroup 
 
Botón que llama a la función 
 
Figura 45. getPointsStudent 
 
Función que obtiene los puntos de un estudiante en un grupo, los ordena y 
devuelve el valor total de todos los puntos y un array de puntos. 
 
 
public getMyStudentBadges1(groupId: string ): Observable<Array<BadgeRelation>> {     
    var ret: Array<BadgeRelation> = new Array<BadgeRelation>(); 
    var obj: Array<BadgeRelation> = new Array<BadgeRelation>();    
          
    var numGroupid = parseFloat(groupId)  
    return Observable.create(observer => { 
       this.getMyStudentBadges().subscribe( 
        /…/ 
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{                
                this.badgeService.getBadgeName(itemRet.badgeId).subscribe(             
                  badge => { 
                    itemRet.badge = badge; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete(); 
                    }                  
    });  
  } 
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9.4 getPointsPointGroup 
 
Botón que llama a la función 
 
Figura 46. getPointsPoint 
 
Función que obtiene los puntos de todos los estudiantes por un motivo de punto 
en un grupo, los ordena y devuelve una lista de puntos de todos los alumnos. 
 
 
public getMyPointPoints2(groupId: string, pointId: string ): Observable<Array<PointRelation>> { 
    var ret: Array<PointRelation> = new Array<PointRelation>(); 
    var obj: Array<PointRelation> = new Array<PointRelation>();            
    return Observable.create(observer => { 
      this.getPointPoints(pointId).subscribe( 
    /…/               
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{  
                  this.userService.getStudentName2(itemRet.studentId).subscribe( 
                  student => { 
                    itemRet.student = student; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete();        
                    }                 
    });  
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9.5 createPointRelation 
 
Botón que llama a la función 
 
Figura 47. createPoint 
 




public postPointRelation(pointId, studentId, schoolId, groupId, value): Observable<Response> { 
     
    let options: RequestOptions = new RequestOptions({ 
        headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentU
ser.id) 
      }); 
     
    let pointRelation: PointRelation = new PointRelation(value, pointId, groupId, studentId, schoolI
d); 
    var myObject = this.toObject(pointRelation); 
     
    var url: string; 
    url = AppConfig.POINTRELATION_URL;   
 
      return this.http.post(url, myObject) 
        .map(response => {  
          return response; 
        }) 
        .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.6 getPoints 
 
Botón que llama a la función 
 
Figura 48. getPoints 
 




public getPointRelation(): Observable<Array<PointRelation>> {      
 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
 
    var url: string = this.utilsService.getMySchoolUrl() + AppConfig.POINTSRELATION_URL;    
 
    return this.http.get(url, options) 
      .map((response: Response, index: number) => PointRelation.toObjectArray(response.json())) 
  } 
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9.7 postPoint 
 
Botón que llama a la función 
 
Figura 49. postPoint 
 
Función que después de completar los campos necesarios crea un modelo de 
punto para la escuela. 
 
 
public postPoint(point: Point): Observable<Response> { 
     
  let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
   
  var url: string; 
  url = AppConfig.POINT_URL;   
 
    return this.http.post(url, point) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.8 getBadgesStudentGroup 
 
Botón que llama a la función 
 
Figura 50. getBadgesStudent 
 
Función que obtiene las insignias de un estudiante y los ordena por motivos, 
devuelve un array de insignias de todos los motivos. 
 
public getMyStudentBadges2(groupId: string, studentId: string ): Observable<Array<BadgeRelati
on>> { 
    var ret: Array<PointRelation> = new Array<PointRelation>(); 
    var obj: Array<PointRelation> = new Array<PointRelation>();            
    return Observable.create(observer => { 
      this.getStudentBadges(studentId).subscribe( 
    /…/               
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{                
                this.badgeService.getBadgeName(itemRet.badgeId).subscribe(             
                  badge => { 
                    itemRet.badge = badge; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete();                       
                    }                 
    });  
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9.9 getBadgesBadgeGroup 
 
Botón que llama a la función 
 
Figura 51. getBadgesBadge 
 
Función que obtiene las insignias de todos los estudiantes por un motivo en un 
grupo, los ordena y devuelve un array de insignias de todos los alumnos. 
 
 
public getMyBadgeBadges2(groupId: string, badgeId: string ): Observable<Array<BadgeRelation
>> { 
    var ret: Array<PointRelation> = new Array<PointRelation>(); 
    var obj: Array<PointRelation> = new Array<PointRelation>();            
    return Observable.create(observer => { 
      this.getBadgeBadges(badgeId).subscribe( 
    /…/               
              ret.sort(function (a, b) { 
                if (a.value > b.value) { 
                  return -1; 
                } 
                if (a.value < b.value) { 
                  return 1; 
                }                           
                return 0; 
              }); 
              ret.forEach(itemRet =>{  
                  this.userService.getStudentName2(itemRet.studentId).subscribe( 
                  student => { 
                    itemRet.student = student; 
                    obj.push(itemRet) 
                    if (obj.length === ret.length) { 
                      observer.next(obj); 
                      observer.complete(); 
                    }                 
    });  
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9.10 createBadge 
 
Botón que llama a la función 
 
Figura 52. createBadge 
 
Función que se le pasan todas las variables para la realción de insignias con 
alumnos y lo crea. 
 
 
public postBadgeRelation(badgeId, studentId, schoolId, groupId, value): Observable<Response>
 { 
     
    let options: RequestOptions = new RequestOptions({ 
        headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentU
ser.id) 
      }); 
     
    let badgeRelation: BadgeRelation = new BadgeRelation(value, badgeId, groupId, studentId, sc
hoolId); 
    var myObject = this.toObject(badgeRelation); 
     
    var url: string; 
    url = AppConfig.BADGERELATION_URL;   
 
      return this.http.post(url, myObject) 
        .map(response => {  
          return response; 
        }) 
        .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.11 getBadges 
 
Botón que llama a la función 
 
 
Función que nos llama a todos los motivos de insignias de la escuela y nos 




public getMySchoolBadges(): Observable<Array<Badge>> {      
 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
 
    var url: string = this.utilsService.getMySchoolUrl() + AppConfig.BADGES_URL;    
 
    return this.http.get(url, options) 
      .map((response: Response, index: number) => Badge.toObjectArray(response.json())) 
  } 
 
Figura 53. getBadges 
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9.12 postBadge 
 
Botón que llama a la función 
 
Figura 54. postBadge 
 
Función que obtiene los puntos de todos los estudiantes por un motivo de punto 
en un grupo, los ordena y devuelve un array de puntos de todos los alumnos. 
 
  
public postBadge(badge: Badge): Observable<Response> { 
     
  let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
   
  var url: string; 
  url = AppConfig.BADGE_URL;   
 
    return this.http.post(url, badge) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.13 deleteBadge 
 
Botón que llama a la función 
 
Figura 55. deleteBadge 
 
Primero llama a la función que elimina todas las relaciones de esa insignia y 
luego elimina la insignia. 
  
public deleteBadgeRelations(id: string): Observable<Badge> { 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    });   
    
    return this.http.delete(AppConfig.BADGE_URL + '/' + id + AppConfig.BADGESRELATION_UR
L, options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
 
 
public deleteBadge(id: string): Observable<Badge> { 
 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
    return this.http.delete(AppConfig.BADGE_URL + '/' + id, options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
 
Introducció  60 
9.14 deleteBadgeRelations 
 
Botón que llama a la función 
 
Figura 56. deleteBadgeRelations 
 
Elimina todas las relaciones que se han creado a partir de las insignias de la 
escuela. 
  
public deleteBadgeRelationsSchool(id: string): Observable<Badge> { 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    });   
    
    return this.http.delete(AppConfig.SCHOOL_URL + '/' + id + AppConfig.BADGESRELATION_U
RL, options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.15 deletePoint 
 
Botón que llama a la función 
 
Figura 57. deletePoint 
 
Primero llama a la función que elimina todas las relaciones de ese punto y luego 
elimina el punto. 
  
public deletePointRelations(id: string): Observable<Point> { 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    });   
    
    return this.http.delete(AppConfig.POINT_URL + '/' + id + AppConfig.POINTSRELATION_URL,
 options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
 
 
public deletePoint(id: string): Observable<Point> { 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    }); 
    return this.http.delete(AppConfig.POINT_URL + '/' + id, options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
 
Introducció  62 
9.16 deletePointRelations 
 
Botón que llama a la función 
 
Figura 58. deletePointRelations 
 
Elimina todas las relaciones que se han creado a partir de los puntos de la 
escuela. 
  
public deletePointRelationsSchool(id: string): Observable<Point> { 
    let options: RequestOptions = new RequestOptions({ 
      headers: this.utilsService.setAuthorizationHeader(new Headers(), this.utilsService.currentUs
er.id) 
    });   
    
    return this.http.delete(AppConfig.SCHOOL_URL + '/' + id + AppConfig.POINTSRELATION_U
RL, options) 
      .map(response => {         
        return response; 
      }) 
      .catch((error: Response) => this.utilsService.handleAPIError(error)); 
  } 
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9.17 classPoint 
 
Modelo de la API 
 
{ 
  "name": "Point", 
  "plural": "points", 
  "base": "PersistedModel", 
  "idInjection": true, 
  "options": { 
    "validateUpsert": true 
  }, 
  "properties": { 
    "name": { 
      "type": "string", 
      "required": true 
    }, 
    "image": { 
      "type": "string", 
      "required": true 
    }, 
    "value": { 
      "type": "number", 
      "required": true 
    } 
  }, 
  "validations": [], 
  "relations": { 
    "school": { 
      "type": "belongsTo", 
      "model": "School", 
      "foreignKey": "schoolId" 
    }, 
    "teacher": { 
      "type": "belongsTo", 
      "model": "Teacher", 
      "foreignKey": "teacherId" 
    }, 
    "pointRelations": { 
      "type": "hasMany", 
      "model": "PointRelation", 
      "foreignKey": "pointId" 
    }, 
    "students": { 
      "type": "hasAndBelongsToMany", 
      "model": "Student", 
      "foreignKey": "studentId" 
    } 
  }, 
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Modelo de la aplicación móvil 
  
export class Point { 
 
  private _id: string; 
  private _name: string; 
  private _value: number; 
  private _image: string; 
  private _schoolId: number; 
  private _teacherId: number; 
 
  constructor(name?: string, value?: number, image?: string, schoolId?: number, 
    teacherId?: number) { 
    this._name = name; 
    this._value = value; 
    this._image = image; 
    this._schoolId = schoolId; 
    this._teacherId = teacherId; 
         
  } 
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9.18 classPointRelation 
 
Modelo de la API 
 
{ 
  "name": "PointRelation", 
  "plural": "pointRelations", 
  "base": "PersistedModel", 
  "idInjection": true, 
  "options": { 
    "validateUpsert": true 
  }, 
  "properties": {     
    "value": { 
      "type": "number", 
      "required": true 
    } 
  }, 
  "validations": [], 
  "relations": { 
    "points": { 
      "type": "belongsTo", 
      "model": "Point", 
      "foreignKey": "pointId" 
    }, 
    "groups": { 
      "type": "belongsTo", 
      "model": "Group", 
      "foreignKey": "groupId" 
    }, 
    "schools": { 
      "type": "belongsTo", 
      "model": "School", 
      "foreignKey": "schoolId" 
    }, 
    "students": { 
      "type": "belongsTo", 
      "model": "Student", 
      "foreignKey": "studentId" 
    } 
  }, 
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Modelo de la aplicación móvil 
 
  
import { Student } from './student' 
import { Point } from './point' 
 
export class PointRelation { 
 
  private _id: string;   
  private _value: number;   
  private _pointId: number; 
  private _groupId: number; 
  private _studentId: number; 
  private _schoolId: number; 
  private _student: Student; 
  private _point: Point; 
   
 
  constructor(value?: number,  pointId?: number, groupId?: number,  studentId?: number, schoolI
d?: number) {     
    this._value = value;     
    this._pointId = pointId; 
    this._groupId = groupId; 
    this._studentId = studentId; 
    this._schoolId = schoolId;       
  } 
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9.19 classBadge 
 
Modelo de la API 
 
{ 
  "name": "Badge", 
  "plural": "badges", 
  "base": "PersistedModel", 
  "idInjection": true, 
  "options": { 
    "validateUpsert": true 
  }, 
  "properties": { 
    "name": { 
      "type": "string", 
      "required": true 
    }, 
    "image": { 
      "type": "string", 
      "required": true 
    }, 
    "value": { 
      "type": "number", 
      "required": true 
    } 
  }, 
  "validations": [], 
  "relations": { 
    "school": { 
      "type": "belongsTo", 
      "model": "School", 
      "foreignKey": "schoolId" 
    }, 
    "teacher": { 
      "type": "belongsTo", 
      "model": "Teacher", 
      "foreignKey": "teacherId" 
    }, 
    "badgeRelations": { 
      "type": "hasMany", 
      "model": "BadgeRelation", 
      "foreignKey": "badgeId" 
    }, 
    "students": { 
      "type": "hasAndBelongsToMany", 
      "model": "Student", 
      "foreignKey": "studentId" 
    } 
  }, 
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Modelo de la aplicación móvil 
 
  
export class Badge { 
 
  private _id: string; 
  private _name: string; 
  private _value: number; 
  private _image: string; 
  private _schoolId: number; 
  private _teacherId: number; 
 
  constructor(name?: string, value?: number, image?: string, schoolId?: number, 
    teacherId?: number) { 
    this._name = name; 
    this._value = value; 
    this._image = image; 
    this._schoolId = schoolId; 
    this._teacherId = teacherId; 
         
  } 
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9.20 classBadgeRelation 
 
Modelo de la API 
 
{ 
  "name": "BadgeRelation", 
  "plural": "badgeRelations", 
  "base": "PersistedModel", 
  "idInjection": true, 
  "options": { 
    "validateUpsert": true 
  }, 
  "properties": {     
    "value": { 
      "type": "number", 
      "required": true 
    } 
  }, 
  "validations": [], 
  "relations": { 
    "badges": { 
      "type": "belongsTo", 
      "model": "Badge", 
      "foreignKey": "badgeId" 
    }, 
    "groups": { 
      "type": "belongsTo", 
      "model": "Group", 
      "foreignKey": "groupId" 
    }, 
    "schools": { 
      "type": "belongsTo", 
      "model": "School", 
      "foreignKey": "schoolId" 
    }, 
    "students": { 
      "type": "belongsTo", 
      "model": "Student", 
      "foreignKey": "studentId" 
    } 
  }, 
 
Introducció  70 
 
Modelo de la aplicación móvil 
 
 
import { Student } from './student' 
import { Badge } from './badge' 
 
export class BadgeRelation { 
 
  private _id: string;   
  private _value: number;   
  private _badgeId: number; 
  private _groupId: number; 
  private _studentId: number; 
  private _schoolId: number; 
  private _student: Student; 
  private _badge: Badge; 
   
 
  constructor(value?: number,  badgeId?: number, groupId?: number,  studentId?: number, schoo
lId?: number) {     
    this._value = value;     
    this._badgeId = badgeId; 
    this._groupId = groupId; 
    this._studentId = studentId; 
    this._schoolId = schoolId;       
  } 
 
