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Lyhenteet, käsitteet ja määritelmät 
 
.NET, Microsoft .NET Framework. Microsoftin kehittämä ohjelmointikehys, joka 
sisältää useita valmiita komponentteja, ratkaisuja ja kirjastoja useimpiin ohjelmointi-
ongelmiin. Microsoft .NET -ohjelmointikehys on saatavilla useimmille Windows-
käyttöjärjestelmille. Versio 1.0 julkaistu vuonna 2000, viimeisin saatavilla oleva versio 
on .NET Framework 3.5 SP1. 
 
Active Directory, AD. Microsoftin kehittämä hakemistopalvelu Windows Server -
järjestelmille, käyttäjien, työasemien ja verkon resurssien keskitettyyn hallintaan ja 
tietojen ylläpitoon. 
 
ADSI, The Active Directory Services Interface. Microsoftin kehittämä ohjelmointi-
rajapinta ja -protokolla Active Directory -hakemistopalvelun ohjelmalliseen käsittelyyn.  
 
AJAX, Asynchcronous JavaScript and XML. Termillä kootaan yhteen toisiinsa 
liittyviä www-kehitystekniikoita, joiden avulla voidaan kehittää interaktiivisia, 
dynaamisia www-sovelluksia. Ajax-sovelluksissa pyynnöt palvelimelle tapahtuvat 
taustalla, asynkronisesti, eivätkä vaikuta käyttäjän kokemukseen sovelluksessa 
esimerkiksi aiheuttamalla viivettä www-sivun uudelleenlatauksella. 
 
API, Application Programming Interface. Ohjelmiston tai käyttöjärjestelmän 
tarjoama rajapinta, kokoelma rutiineja, tietorakenteita, luokkia, toimintoja tai 
protokollia kolmannen osapuolen sovelluksen käyttöön. 
 
ASP.NET, Microsoft ASP.NET. Microsoft .NET -ohjelmointikehyksen laajennus 
dynaamisten www-sovellusten ohjelmointiin. Julkaistu Microsoft .NET 1.0:n mukana 
tammikuussa 2002. Viimeisin versio ASP.NET 3.5. 
 
C#, C-Sharp. Microsoftin .NET-ympäristöön kehittämä olio-ohjelmointikieli. 
 
  
DDL, Data Definition Language. Tietokonekieli tietorakenteiden määrittelyyn. Data 
Systems Languages -konferenssin esittelemän tietorakennemääritelmän yhteydessä 
esitelty kieli. Myöhemmin yleisesti käytetty termi tietorakenteiden määrittelyn 
yhteydessä. 
 
ER-malli, Entity Relationship Model. Peter Chenin vuonna 1975 esittelemä 
tietokantojen käsitteelliseen kuvaamiseen käytettävä menetelmä. ER-mallissa kuvataan 
määrätyin symbolein tietokäsitteet, entiteetit, entiteettien ominaisuudet ja niiden väliset 
yhteydet eli relaatiot. 
 
HTML, Hypertext Markup Language. SGML-kielen johdannainen hyperteksti-
dokumenttien eli www-sivujen kuvaamiseen. 
 
IIS, Internet Information Services. Aiemmin Internet Information Server. Microsoftin 
kokoelma internetlaitteistopalveluista Microsoft-käyttöjärjestelmille. Kokoelma sisältää 
keskeiset internetpalvelinohjelmistot, esimerkiksi www- ja sähköpostipalvelimet, ja 
kokoelma on saatavilla useimmille Windows-käyttöjärjestelmille. Versio 1.0 julkaistiin 
vuonna 1995 Windows NT 3.5 -käyttöjärjestelmän lisäosana. Viimeisin versio on IIS 
7.5 beta, joka julkaistaan Windows 7- ja Windows 2008 Server R2 
-käyttöjärjestelmien yhteydessä vuonna 2010. 
 
JavaScript. Netscape Communications Corporationin kehittämä www-ympäristössä 
käytettävä komentosarjakieli. Ensimmäinen versio julkaistiin Netscape 2.0b3 -
internetselaimen mukana 1995. Myöhemmin JavaScript on levinnyt maailmanlaajuisesti 
www-sivujen toiminnallisuuden ja dynaamisuuden toteutukseen. Viimeisin versio on 
ECMA-262 Edition 3 -standardia vastaava JavaScript 1.5, joka on julkaistu vuonna 
1999. Standardoitu JavaScript on nimeltään ECMAScript. 
 
LDAP, Lightweight Directory Access Protocol. TCP/IP-kerroksella toimiva avoimen 
lähdekoodin yhteysprotokolla internethakemistojen käsittelyyn. Viimeisin IETF:n 
(Internet Engineering Task Force) julkaiseman LDAP-spesifikaation versio on LDAPv3 
vuodelta 2006. 
  
 
LINQ, Language Integrated Query. Microsoftin kehittämä .NET-ohjelmistokehyksen 
komponentti, joka tarjoaa edistyneet kyselyominaisuudet .NET-ohjelmointikielille. 
Microsoft LINQ määrittelee kokoelman operaatioita, joilla voidaan luoda kyselyitä, 
luoda projektioita ja suodattaa tietoja taulukoista, listattavista luokista, XML-
tiedostoista ja relaatiotietokannoista. LINQ julkaistiin Microsoft.NET Framework 3.5 
-versiossa 2007. 
 
MVC, Model-View-Controller. Ohjelmistokehityksessä käytettävä suunnittelumalli, 
jossa järjestelmän sovelluslogiikka ja käyttöliittymä on erotettu toisistaan siten, että 
järjestelmän käyttöliittymän visuaalista ilmettä voidaan muokata ilman vaikutusta 
sovelluslogiikkaan. 
 
PHP, Personal Home Page Tools. Rasmus Lendorfin vuonna 1995 kehittämä, 
järjestelmästä riippumaton avoimen lähdekoodin komentosarjakieli dynaamisten www-
sivujen ohjelmointiin ja kehittämiseen. 
 
Release Candidate, RC. Julkaisukandidaatti, mahdollisesti julkaistava versio 
ohjelmistosta, ellei merkittäviä ohjelmointivirheitä enää löydy. RC-vaiheessa ohjelman 
kaikki toiminnot on suunniteltu ja ohjelmoitu ja yksi tai useampia kokonaistestejä 
läpäisty ilman ongelmia. 
 
SGML, Standardized Generalized Markup Language. IBM:n Generalized Markup 
Language -kielen pohjalta 1960-luvulla kehitetty metakieli dokumenttien merkintä-
kielien määrittelyyn. SGML on standardoitu kansainvälisesti ISO 8879:1986 
-standardissa. 
 
Single-Sign-On, SSO. Pääsynhallintaominaisuus, jolla mahdollistetaan 
tietojärjestelmän käyttäjälle pääsy useisiin toisiinsa liittyviin, mutta itsenäisesti 
toimiviin erilaisiin tietojärjestelmiin yhdellä tunnus-salasanaparilla. 
  
SQL, Structured Query Language. Ohjelmointikieli rakenteellisen tiedon hallintaan 
ja käsittelyyn. Alun perin IBM:n 1970-luvulla kehittämä ja ANSI:n (American National 
Standards Institute) vuonna 1986 standardoima ohjelmointikieli relaatiotietokantojen 
ohjelmointiin ja tiedonkäsittelyyn. Saatavilla useita ANSI SQL -johdannaisia versioita 
eri ohjelmisto- ja järjestelmätoimittajilta. 
 
System.DirectoryServices, .NET Class Library. Microsoft .NET -kehitysympäristön 
sisäänrakennetut luokat ja metodit Active Directoryn ja internethakemistojen 
käsittelyyn. 
 
TCP/IP, Transmission Control Protocol/Internet Protocol. Kokoelma internet- 
tietoliikenteessä käytettyjä tiedonsiirtoprotokollia. TCP- ja IP-protokollat olivat 
kokoelman ensimmäiset kansainvälisesti standardoidut tiedonsiirto ja yhteys-
protokollat. TCP/IP-kokoelma on saanut myöhemmin nimen Internet Protocol Suite. 
 
T-SQL, Transact-SQL. Microsoft- ja Sybase-yhtiöiden kehittämä ANSI SQL 
-ohjelmointikielen johdannainen. T-SQL tarjoaa operaatiot tietovuon ohjaukseen ja 
sallii muuttujien käyttämisen kyselyissä käytettävien parametrien tallentamiseen. 
 
W3C, World Wide Web Consortium. Kansainvälinen yhteisöjen ja yritysten 
muodostama yhteenliittymä, joka kehittää www-standardeja ja suosituksia. 
 
WWW, The World Wide Web. Kokoelma hypertekstidokumentteja internet- 
verkossa. Hypertekstidokumentteja luetaan selaimella www-palvelimilta. Alun perin 
Tim Berners-Leen ja Robert Cailliaun vuonna 1990 esittämän idean pohjalta kehittynyt 
verkosto, jossa dokumentteja voidaan linkittää toisiinsa. 
 
XML, Extensible Markup Language. W3C-yhteisön kehittämä yksinkertaistettu 
SGML-johdannainen merkintäkieli rakenteisen tiedon kuvaamiseen. 
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1 Johdanto 
Insinöörityössä suunnitellaan ja toteutetaan tuotantokaluston lainaus- ja 
varausjärjestelmä Espoon seudun koulutuskuntayhtymä Omnian ammattiopiston 
audiovisuaalisen viestinnän osastolle. Omnian audiovisuaalisen viestinnän opiskelijoilla 
on mahdollisuus lainata oppilaitoksen tuotantokalustoa oppilastöihin ja harjoituksiin 
myös muulloin kuin opiskelupäivän aikana.  
 
Varausjärjestelmän avulla hallinnoidaan opetuksessa ja harjoituksissa käytettävää 
tuotantokalustoa ja välineitä. Lisäksi järjestelmän avulla yhdenmukaistetaan laitteiston 
varaus- ja lainausmenettely. Opetushenkilökunta voi varmistaa järjestelmän avulla 
oppitunneille tarvitsemansa laitteiston saatavuuden. Laitteistosta vastaava henkilökunta 
ylläpitää järjestelmällä kirjanpitoa tuotantokaluston varaus- ja lainaustilanteesta ja 
opiskelijoiden lainausoikeuksista. 
Espoon seudun koulutuskuntayhtymä Omnia 
Omnia on noin 7 000 opiskelijan oppilaitos, joka järjestää monialaista ammatillista 
koulutusta Espoon ja Kirkkonummen alueella seitsemässä toimipisteessä, joissa on 
henkilöstöä yhteensä yli 600. Kuntayhtymän jäseniä ovat Espoo, Kauniainen ja 
Kirkkonummi. Omnia koostuu neljästä organisaatioyksiköstä, jotka ovat ammatti- ja 
aikuisopisto, oppisopimustoimisto sekä nuorten työpajat, joita on kymmenen. 
Ammattiopistossa voi opiskella yhteiskuntatieteiden alaa, liiketalouden ja hallinnon 
alaa, luonnontieteiden alaa, matkailu-, ravitsemis- ja talousalaa, tekniikan ja liikenteen 
alaa, kulttuurialaa sekä sosiaali-, terveys- ja liikunta-alaa. Ammattiopiston toimipisteet 
sijaitsevat sujuvien liikenneyhteyksien varrella Espoon keskuksessa, Espoonlahdessa, 
Leppävaarassa, Suomenojalla ja Kirkkonummella.(Espoon seudun koulutuskunta- 
yhtymä Omnia). 
 
Omnian audiovisuaalisen viestinnän osastossa koulutuksen painotus on verkko-
viestinnässä ja uusmediaan liittyvien tietojen ja taitojen hallinnassa. Media-
assistenttiopiskelijat perehtyvät media-alan työmenetelmien perusteisiin ja internet-
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sivujen ja multimedian tuotantoon ja suunnitteluun. Lisäksi opiskelijat perehtyvät äänen 
ja kuvan käsittelyyn, videotuotantoon ja videoeditointiin. (Espoon seudun 
koulutuskuntayhtymä Omnia). 
2 Klaus- tuotantokaluston varausjärjestelmä 
Klaus- tuotantokaluston varausjärjestelmä on tietokantapohjainen verkkopalvelu, jota 
käytetään Omnian ammattiopiston oppilasverkossa. Järjestelmän kehityksessä on 
huomioitava mahdollisuus käyttää palvelua internetissä ja järjestelmän käytön 
mahdollinen laajentaminen myös muuhun kuin av-tuotantokaluston seurantaan 
soveltuvaksi. Järjestelmä toteutetaan Microsoft-pohjaiseen verkkoympäristöön ja 
vähintään Microsoft IIS 6.0 tai uudempaan www-sovelluspalvelimeen. Järjestelmän 
tietokanta tulee toteuttaa vähintään Microsoft SQL 2005 tai uudempaan 
tietokantapalvelimeen. Sovelluslogiikan ja käyttöliittymän toteutuksessa käytetään 
Microsoft .NET -teknologiaa. Käyttöliittymän komponenttien suunnittelussa ja 
kehityksessä pyritään hyödyntämään dynaamisen www-palvelun suunnittelumalleja ja 
soveltuvia teknologiayhdistelmiä, esimerkiksi AJAXia. 
 
Varausjärjestelmän avulla opiskelijat voivat varata tarvitsemansa laitteiston käyttöönsä. 
Järjestelmän haku- ja seurantatoimintojen avulla laitteistovastaava ja opetus-
henkilökunta voivat tarkistaa laitteiden tilan ja henkilön lainausoikeuden. Lisäksi 
opetushenkilökunta ja opiskelijat voivat luoda järjestelmästä saatavien seurantatietojen 
perusteella tunti- ja tuotantosuunnitelmia ja aikatauluttaa tuotantoja. 
2.1 Toteutusympäristö 
Omnian ammattiopiston IT-infrastruktuuri on toteutettu Microsoft Windows -tuottein ja 
teknologioin. Käytössä on Microsoft Active Directory (AD) -hakemistopalvelu käyttäjä- 
ja työasematilien ja toimialueen hallintaan. Omnian AD:n rinnalla toimii myös LDAP-
hakemistopalvelu, jonka avulla yhdistetään useimmat muut Omnian käytössä olevat 
järjestelmät toisiinsa Single-Sign-On (SSO) -menettelyä mukaillen. Käytännössä 
Single-Sign-On tarkoittaa sitä, että käyttäjällä on käytössään yksi tunnus-salasanapari, 
jota käytetään kaikkiin järjestelmiin. 
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Yleiset vaatimukset 
Omnian käytössä oleva Single-Sign-On-menetelmä ja Klaus-varausjärjestelmän 
käyttäjätunnistus, kirjautumis- ja autentikointitoteutus edellyttävät, että 
varausjärjestelmä on asennettava Omnia-toimialueeseen ja opetusverkkoon liitettyyn 
palvelinlaitteistoon. Varausjärjestelmää varten palvelinlaitteistoon on asennettava 
Microsoft IIS 6.0 tai uudempi www-sovelluspalvelin ja version 3.0 tai uudempi .NET -
laajennus. Lisäksi järjestelmän tietokantaa varten tulee asentaa Microsoft SQL Server 
2005 tai uudempi tietokantapalvelin. Tietokantapalvelin voi sijaita fyysisesti myös 
muussa palvelinlaitteistossa, kun varausjärjestelmän yhteysmääritykset konfiguroidaan 
ulkoisen tietokantayhteyden edellyttämällä tavalla. 
2.2 Järjestelmän suunnittelu 
Yleiset vaatimukset 
Varausjärjestelmän tulee vastata käyttäjien tarpeeseen varata tuotantokalustoa käyttöön 
määrätylle ajanjaksolle. Järjestelmän tulee estää päällekkäisten varausten syntyminen ja 
varoittaa käyttäjää, mikäli näin on tapahtumassa. Käyttäjän tulee voida seurata 
järjestelmästä omia varauksia ja laitteiden saatavuustietoja sekä tulostaa listauksia näistä 
tiedoista. Järjestelmän avulla tulee voida estää käyttäjältä varausten teko tilapäisesti. 
Järjestelmän tulee näyttää käyttäjälle eston tila ja kestoaika. Järjestelmää voi käyttää 
ainoastaan ennalta määritetty käyttäjäryhmä, ensisijaisesti av-opiskelijat ja av-osaston 
henkilökunta.  
 
Käyttäjätunnistus tulee toteuttaa käytössä olevan Active Directory -hakemistopalvelun 
avulla. Tarvittaessa myös muu autentikointitoteutus on mahdollinen. Järjestelmän 
käyttöliittymän tulee olla selainkäyttöliittymä, ja sen näkymien tulee olla erilaiset 
peruskäyttäjälle ja pääkäyttäjälle. 
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Järjestelmän käyttötapaukset 
Käyttötapaukset esittävät järjestelmän tavoitetilaa käyttäjän näkökulmasta tarkasteltuna. 
Käyttötapauksin kuvataan kaikki tilanteet ja toiminnot, joita järjestelmällä on 
mahdollista toteuttaa. Sanalliset kuvaukset käyttötapauksista toimivat käyttötapaus-
kaavion rinnalla järjestelmän toimintojen määrittelyssä ja toteutuksessa. 
(Airaksinen 2003; Ovaska 2003.) 
 
Käyttötapauskuvauksessa palvelualueeksi voidaan katsoa koko varausjärjestelmä. 
Varausjärjestelmässä toimijoita voivat olla henkilö, henkilöjoukko tai ulkoinen 
tietojärjestelmä. Toimijoilla on yksi (tai useampi) käyttötapaus, joka koostuu loogisesti 
yhteenkuuluvasta kokonaisuudesta. Samaa käyttötapausta voi käyttää useampi toimija. 
Varausjärjestelmän käyttötapaukset on esitetty kuvassa 1. 
 
 
Kuva 1. Varausjärjestelmän käyttötapauskaavio. 
Järjestelmään kirjautuminen 
Järjestelmään kirjauduttaessa käyttäjälle näytetään kirjautumissivu. Käyttäjä antaa 
tunnuksen ja salasanan ja kirjautuu järjestelmään. Väärä tunnus ja salasana -yhdistelmä 
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antaa virheilmoituksen. Kirjautumisen jälkeen käyttäjä ohjautuu aloitussivulle, jolla 
ovat käyttäjäroolin määrittämät ”käyttäjälle sallitut toiminnot”. 
 
Käyttötapaus: Kirjaudu järjestelmään. 
Toimijat: Käyttäjä, pääkäyttäjä. 
Huomiot: Käyttäjän tietojen on löydyttävä järjestelmästä. 
Poikkeukset: Väärä tunnus tai salasana. Käyttäjä syöttää väärän tunnuksen tai salasanan. 
Järjestelmä ilmoittaa virheestä ja pyytää käyttäjää syöttämään tiedot uudelleen. 
Käyttäjää ei löydy. Järjestelmä näyttää käyttäjälle virhesivun, jossa pyydetään ottamaan 
yhteys ryhmänohjaajaan. 
Varauksen luominen 
Varauksen luomiseksi käyttäjä valitsee varausajan etusivun kalenterista ja haluamansa 
laitteet listauksesta, joka näyttää valitulle ajanjaksolle vapaana olevat laitteet ja 
tarvikkeet. Käyttäjän tulee vahvistaa varaus ja tulostaa noutokuitti. 
 
Käyttötapaus: Luo varaus. 
Toimijat: Käyttäjä. 
Huomiot: Varauksen päättymispäivämäärä ei voi olla ennen alkamispäivämäärää. 
Varauksen kesto voi olla korkeintaan 2 vuorokautta. Varauksen tulee sisältää vähintään 
yksi laite tai tarvike. 
Poikkeukset: Päivämäärävirhe. Käyttäjä syöttää päivämäärän, joka on jo mennyt, 
päättymispäivä on ennen aloituspäivää tai varauksen kesto on enemmän kuin 2 
vuorokautta. Järjestelmä ilmoittaa virheestä ja pyytää käyttäjää tarkistamaan 
päivämäärät. 
Vaatimukset: Istunto ei saa päättyä kesken tietojen kirjauksen. Syötteen oikeellisuus 
tarkistettava. 
Varauksen peruuttaminen 
Varauksen peruuttamiseksi käyttäjä tai pääkäyttäjä kirjautuu järjestelmään ja luo 
raportin ”omat varaukset” tai ”varaukset käyttäjätunnukselle”. Järjestelmä listaa 
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määrätyn käyttäjän aktiiviset varaukset. Käyttäjä valitsee ”peruuta varaus”, jolloin 
järjestelmä merkitsee varauksen päättyneeksi. 
 
Käyttötapaus: Peruuta varaus. 
Toimijat: Käyttäjä, pääkäyttäjä. 
Huomiot: Käyttäjällä oltava ainakin yksi aktiivinen varaus.  
Poikkeukset: Virhe, tietokantaan ei voi kirjoittaa. Järjestelmä näyttää virheilmoituksen 
ja pyytää yrittämään uudelleen. 
Raportin luominen 
Raportin luomiseksi käyttäjä kirjautuu järjestelmään. Järjestelmästä löytyy 
valintapainike ”raportit”. Peruskäyttäjälle näytetään raportit varaukset ja varaushistoria. 
Varausraportti näyttää käyttäjän aktiiviset ja ennakolta luodut varaukset muokkausta tai 
peruuttamista varten. Varaushistoriaraportilla voidaan selata menneitä varauksia. 
 
Pääkäyttäjälle näytetään peruskäyttäjän raporttien lisäksi raportit käyttäjistä ja laitteista. 
Käyttäjäraporttia voi muokata näyttämään käyttäjät roolin perusteella. Laiteraportti 
listaa varauksissa useimmin esiintyvät laitteet. 
 
Käyttötapaus: Luo raportti. 
Toimijat: Käyttäjä, pääkäyttäjä. 
Huomiot: Järjestelmässä pitää olla tietoja laitteista, varauksista ja käyttäjistä. 
Käyttäjäroolin muuttaminen 
Muuttaakseen käyttäjäroolia pääkäyttäjä kirjautuu järjestelmään. Järjestelmässä on 
valinta käyttäjän rooliasetukselle. Pääkäyttäjä voi muuttaa käyttäjien roolijäsenyyksiä. 
Roolijäsenyyden muutoksen voi tallentaa järjestelmään, tai muutostilasta voi poistua 
tallentamatta muutoksia. 
 
Käyttötapaus: Muuta käyttäjän roolijäsenyyksiä. 
Toimijat: Pääkäyttäjä. 
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Huomiot: Käyttäjällä tulee olla yksi voimassa oleva rooli. 
Poikkeukset: Käyttäjärooli puuttuu. Järjestelmä antaa virheilmoituksen ja pyytää 
tarkistamaan syötteen. 
Vaatimukset: Istunto ei saa päättyä kesken tietojen päivityksen. Syötteen oikeellisuus 
tarkistettava. 
Käyttörajoituksen asettaminen 
Käyttörajoituksen asettaakseen pääkäyttäjä kirjautuu järjestelmään. Järjestelmässä on 
valinta käyttörajoituksen asettamiseksi. Pääkäyttäjä voi asettaa tai poistaa 
käyttörajoituksen. Muutoksen tekijä voi poistua muutostilasta tallentamatta muutoksia 
tai hyväksyä muutoksen, jolloin muutos tallennetaan järjestelmään. 
 
Käyttötapaus: Aseta käyttörajoitus. 
Toimijat: Pääkäyttäjä. 
Huomiot: Käyttörajoituksen tulee kohdentua tiettyyn käyttäjään. Käyttörajoituksella 
tulee olla alkamis- ja päättymisaika. 
Poikkeukset: Käyttörajoituksen alkamis- tai päättymisaika puuttuu. Järjestelmä antaa 
virheilmoituksen ja pyytää tarkistamaan syötteen. 
Vaatimukset: Istunto ei saa päättyä kesken tietojen päivityksen. Syötteen oikeellisuus 
tarkistettava. 
2.3 Tietokanta 
Järjestelmän tietokanta toteutetaan Microsoft MS SQL 2005 -tietokantapalvelimelle. 
Tietokannan suunnittelussa huomioidaan nykyiset standardit ja niiden myötä myös 
järjestelmän siirrettävyys ja sen soveltuvuus muille tietokanta-alustoille, kuten MySQL- 
tai Oracle-tietokantajärjestelmille. 
 
Varausjärjestelmän tietokantaan tallennetaan tietoja asiakkaista, av-laitteista ja 
laitevarauksista. Lisäksi tietokannan avulla ylläpidetään tietoa laitevarauksen ja 
asiakkaan varausoikeuden voimassaolosta. 
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Asiakkaista tietokantaan tallennetaan asiakastunnus, käyttäjätunnus, etunimi, sukunimi, 
rooli (käyttäjä/pääkäyttäjä), käyttöoikeus ja varausnumero. Asiakas voi tehdä varauksen 
yhdestä tai useammasta laitteesta. Asiakkaalla voi olla yksi tai useampi varaus, mutta 
vain yksi voi olla kerrallaan voimassa. Kaikki asiakkaan varaukset säilytetään voi-
massaolon päätyttyä historiatietona tietokannassa. Asiakkaalla voi olla yksi tai useampi 
rooli: käyttäjä, pääkäyttäjä tai ei sallittu. Roolimäärityksellä on voimassaoloaika, jonka 
avulla hallitaan käyttäjän varausoikeutta. 
 
Laitteista tallennetaan laitetunnus, laiteryhmä, laitevalmistaja, laitteen tila ja varaus-
numero. Laite voi esiintyä yhdessä tai useammassa varauksessa. Laiteryhmä ja laite-
valmistaja tallennetaan tietokantaan vain kerran. 
 
Varauksista tietokantaan tallennetaan varaustunnus, voimassaoloaika, varaukseen 
kuuluvat laitteet ja varauksen omistaja eli asiakas. Varauksen voimassaoloajan avulla 
estetään laitteiden päällekkäisvaraus. Varausnumero koostetaan asiakasnumerosta, 
varaustunnisteesta ja luontipäivämäärästä. 
Tietokannan rakenne 
Varausjärjestelmän tietokanta koostuu kahdeksasta taulusta, joista seitsemän on 
varsinaisia tietovarastoja ja yksi on viitetaulu. Viitetaulun avulla luodaan varauksen 
kohteena olevan laitteen ja varauksen välinen yhteys. Tietokannan rakenne kuvataan 
ER-kaaviona, kuva 2. Kaaviossa esitetään varausjärjestelmän tietokannan kohdetyypit 
ja kohteiden väliset suhteet, relaatiot ja relaatioiden viite-eheysvaatimukset. 
(Bowman, Emerson & Darnovsky 2001; Ekonoja, Lahtonen & Mäntylä 2003.) 
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reservation
PK res _id
PK res _created
res _vst
res _vet
res _overdue
device
FK1 cu_number
FK1 cu_user _ id
access _role
PK role_id
role _name
consist _of
PK consist _id
FK2 res _id
FK2 res _created
res _vet
FK1 device
customer
PK cu _number
PK cu _user _id
cu _fname
cu _lname
cu _created
device
PK dev_id
dev _model
FK2 manufacturer
FK1 dev _group _id
device _group
PK dev _group _id
dev _group _name
is _valid
PK valid _id
no_access _vst
no_access _vet
FK2 cu_number
FK2 cu_user _ id
FK1 role _ id
manufacturer
PK manuf _id
manuf _name
 
Kuva 2. Varausjärjestelmän tietokannan rakenne. 
 
Kussakin tietokannan kohdetyyppitaulussa on pääavain, joka on nimetty kuvaavasti 
taulun tietotyypin mukaisesti. Viitetauluissa ei ole pääavainkenttiä. Pääavainten sijasta 
viitetauluissa käytetään viiteavaimia. Taulukossa 1 on ote taulukosta, joka kuvaa 
tietokannan tietotyyppejä, toimintaa ja pää- ja viiteavainkenttiä. Taulukko esitellään 
kokonaisuudessaan liitteessä 1. 
 
Taulukko 1. Tietokannan taulut ja tietotyypit. 
Taulu Kenttä Tietotyyppi Kuvaus 
customer     Asiakkaat 
  cu_number kokonaisluku asiakasnumero, pääavain 
  cu_user_id merkkijono käyttäjätunnus ulkoisesta 
hakemistopalvelusta, 
pääavain 
  cu_fname merkkijono asiakkaan etunimi 
  cu_lname merkkijono asiakkaan sukunimi 
  cu_created päivämäärä/aika aikaleima asiakkaan luonti 
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2.4 Käyttöliittymä ja sovelluslogiikka 
Yleiset vaatimukset 
Järjestelmän käyttöliittymän tulee olla selainkäyttöliittymä ja käytettävissä yleisimmillä 
internetselaimilla, Internet Explorer, Mozilla Firefox tai Safari. Koska Omnian verkko- 
ja laitteistoympäristö on pääosin Microsoft Windows -pohjainen verkkoympäristö, on 
perusteltua toteuttaa Klaus-varausjärjestelmän käyttöliittymä ja sovelluslogiikka 
Microsoft .NET- ja ASP.NET-ohjelmistokehitysympäristöillä ja C#-ohjelmointikielellä 
ja Microsoft-yhteensopivilla menetelmillä ja välineillä. Tällöin Klaus-varausjärjestelmä 
on suoraan liitettävissä muihin Microsoft-pohjaisiin järjestelmiin luotettavasti. 
Käyttöliittymä 
Järjestelmän käyttöliittymä koostetaan ASP.NET-ohjelmoiduista www-sivuista, joissa 
on staattisia ja dynaamisia osioita. Käyttöliittymäsivut koostuvat näkymäpaneeleista, 
joiden näkyvyys ja sisältö luodaan tarvittaessa käyttäjäroolin tai toiminnon perusteella 
dynaamisesti. Lisäksi kussakin paneelissa voi olla toimintojen edellyttämiä dynaamisia 
osioita. Dynaamisuus eri paneelien osissa voidaan toteuttaa ASP.NET- tai AJAX- 
tekniikoin toiminnosta riippuen. Käyttöliittymän ulkoasun, asettelun ja käyttöliittymän 
yhdenmukaisuuden tulee säilyä toiminnosta tai käyttäjäroolista riippumatta. 
Prototyyppivaiheen käyttöliittymän graafiseen ulkoasuun ei kiinnitetä huomiota, vaan 
pääpaino on sovelluksen toiminnallisuuksien toteutuksessa. Prototyyppikäyttöliittymän 
näkymät ovat liitteessä 2. 
 
Käyttöliittymän toimintosivujen näkymäpaneelit ovat seuraavat: 
 
1. Perusnäkymä, otsikkorivi. 
Näytetään käyttäjän kirjautumistiedot, päivämäärä ja aika. 
Mahdolliset valinnat ovat ”uusi varaus” ja ”aktiiviset varaukset” -listaus. 
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2. Uusi laitevaraus, välilehdet laitteille ja varauskori. 
3. Listataan varattavissa olevat laitteet laitetyypin mukaan omille välilehdilleen. 
Mikäli käyttäjällä on aktiivinen lainauskielto, näkymään ei luoda 
laitteistolistauksia. 
4. Varauskori. Listaus käyttäjän valitsemista laitteista, mahdollisuus perua tai 
hyväksyä varaus. 
Sovelluslogiikka ja rajapinnat 
Sovelluslogiikka, tietorakenteet ja käyttöliittymän komponentit tulee erottaa toisistaan 
soveltamalla MVC-mallia (ks. Gamma, Helm, Johnson & Vlissides 1995). Klaus-
varausjärjestelmän kehityksessä MVC-mallia noudatetaan soveltuvin osin, koska 
ASP.NET-ohjelmistokehys ei nykyisessä versiossaan tue MVC-mallin mukaista 
toteutusta. ASP.NET-sovelluksissa sovelluslogiikka sijaitsee tyypillisesti asp-sivun 
code-behind-tiedostossa. Code-behind-tiedosto on lähes yhdenmukainen MVC-mallissa 
määritellyn Controller-komponentin kanssa, sillä erotuksella, että jokaisella asp-sivulla 
on oma code-behind-tiedostonsa. MVC:n mukainen controller on yksittäinen luokka tai 
luokkakokoelma, joka sisältää sovelluksen metodit ja algoritmit, joilla ohjataan 
sovelluksen tai jonkin sovelluksen osan toimintaa. 
 
ASP.NET-sovelluksissa ohjelmakoodia voidaan kirjoittaa myös asp-sivulle HTML-
koodin yhteyteen, kuten JavaScript- tai PHP-kieltä. Varausjärjestelmässä kaikkia 
sovelluksen toimintoja ja operaatioita ei ole välttämätöntä sisällyttää käyttöliittymä-
sivujen code-behind-tiedostoihin, vaan tietorakenteita ja niihin liittyviä 
sovellusalgoritmeja voidaan kirjoittaa erillisiin luokkatiedostoihin, joita käsitellään 
code-behind-tiedostoon ohjelmoidun toiminnon kautta (Reilly 2006; Webb 2003). 
Klaus-varausjärjestelmän tietorakenteet on sijoitettu erilliseen luokkatiedostoon 
tietokantaa ja tallennettuja proseduureja käsittelevien metodien kanssa. 
Active Directory ja Klaus-varausjärjestelmä 
Ulkoisesta järjestelmästä on mahdollista liittyä Active Directoryyn kolmen tekniikan 
avulla. Klaus-järjestelmässä käytetään LDAP-protokollaa hyödyntävää .NET-
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ohjelmistokehyksen sisäänrakennettua hakemistopalvelurajapintaa ja ASP.NET 
Membership -rajapintaa. Muita .NET-ohjelmistokehyksen tukemia menetelmiä Active 
Directory -liityntään ovat The Active Directory Services Interface ADSI ja 
System.DirectoryServices (Microsoft Documentation: .NET Framework Class Library). 
 
LDAP-autentikointirajapinnan avulla toteutetussa kirjautumis- ja autentikointi-
prosessissa asiakassovelluksen autentikointikomponentti tarkistaa käyttäjän 
kirjautumislomakkeelle syöttämät tunnistetiedot, tunnuksen ja salasanan toimialueen 
LDAP-palvelimelle tallennettuja tietoja vastaan. Sovelluksen autentikointikomponentti 
antaa käyttäjälle ilmoituksen, mikäli kirjautumisessa tapahtuu virhe. 
ASP.NET Membership API 
Membership API -rajapinta tarjoaa valmiit komponentit ja toiminnot yhteyden 
muodostamiseen ja kirjautumislomakkeiden toteutukseen. Membership-rajapinta on 
korkeamman abstraktiotason luokkakirjasto kirjautumis- ja autentikointitoteutukseen ja 
hakemistoyhteyden luomiseen (kuva 3). Se toimii täysin itsenäisesti suhteessa alemman 
tason tietojärjestelmään, eikä ohjelmoijan tarvitse kiinnittää huomiota siihen, miten 
yhteys hakemistoon muodostetaan tai miten autentikointiprosessi toteutetaan. 
Rajapintaa hyödyntämällä ohjelmoinnissa voidaan keskittyä hakemiston tietojen 
käsittelyyn ja käyttäjätoimintoihin. (MacDonald & Szpuszta 2007: 885–888.)  
 
Koska ASP.NET Membership -rajapinnan autentikointitoiminto perustuu 
lomakepohjaiseen autentikointimalliin (forms authentication), on tietoturvan kannalta 
tärkeää käyttää salattua yhteyttä kirjautumiseen. Lomakepohjaisessa autentikointi-
toteutuksessa salaamattomalla yhteydellä lähetetyt kirjautumistiedot kulkevat verkossa 
selväkielisinä ja ovat alttiina tietovarkauksille. Verkossa salaamattomana lähetetty tieto 
on aina merkittävä tietoturvariski järjestelmän ja henkilön tietoturvan 
kannalta.(Microsoft Documentation: How to authenticate against Active Directory) 
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Kuva 3. ASP.NET-Membership-rajapinnan arkkitehtuuri (MacDonald & Szpuszta 
2007: 886). 
3 Varausjärjestelmän toteutus 
3.1 Klaus-varausjärjestelmän rakenne 
Klaus-varausjärjestelmä on kerrostettu ASP.NET-sovellus. Järjestelmä rakentuu 
sovelluskerroksesta ja tietokantakerroksesta. Sovelluskerros on järjestelmän 
tietojenkäsittely- ja tietoyhteyskerros, Data Access Layer. Tietokantakerroksessa ovat 
järjestelmän käyttämään tietokantaan ohjelmoidut prosessit ja tietokantapalvelimen 
tarjoamat yhteysrajapinnat (kuva 4). 
 
Sovelluksen tietoyhteyskerrokseen ohjelmoitiin tietokannan käyttöön ja yhteyden 
hallintaan liittyvät komponentit. Lisäksi yhteyskerros sisältää tietomallin, tietokannan 
rakennetta kuvaavat luokat ja niiden väliset yhteydet. Tietomalliin ohjelmoidaan yksi 
luokka kutakin tietokannan taulua ja sen relaatioita vastaavasti. Lisäksi tietomalli voi 
sisältää käsittelymetodeja tietokannan tallennetuille proseduureille. Sovelluksessa 
tietokantaa käyttävä objekti kutsuu aina määrättyä tallennettua proseduuria eli 
tietokantaoperaatiota yhteyskerroksen kautta (MacDonald & Szpuszta 2007: 299–300). 
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Kuva 4. Kerrostetun sovelluksen periaate (MacDonald & Szpuszta 2007: 299). 
 
Tallennettujen proseduurien käyttäminen sovelluksen kaikissa tietokantaoperaatioissa 
mahdollistaa tietokannan kehittämisen ilman, että järjestelmän sovelluskoodi tarvitsee 
merkittäviä muutoksia. Tämän toteutusmallin heikkous on monimutkaisempi 
sovelluskoodi, mutta monimutkaisuuden aiheuttama haitta verrattuna kehitysajan 
lyhenemiseen on tässä järjestelmässä marginaalinen. (MacDonald & Szpuszta 2007: 
547–560.) 
3.2 Tietokanta 
Menetelmät ja työvälineet 
Klaus-varausjärjestelmän tietokanta luotiin suunnittelun apuna käytetyn Microsoft Visio 
for Enterprise Architects -ohjelmiston avulla. Ohjelmalla generoitiin tietokanta-mallista 
DDL-komentotiedosto (liite 3), jonka suorittaminen MS SQL Server -
tietokantapalvelimella luo varausjärjestelmän tietokannan. Palvelimella sijaitsevan 
tietokannan hallintaan käytetyn SQL Server Management Studio -ohjelman avulla 
tietokantakyselyt ja proseduurit ohjelmoitiin Microsoft T-SQL -kielellä. 
Tietokantaoperaatioiden kehitystestausta ja toimintojen verifiointia suoritettiin 
Management Studio -hallintaohjelman avulla ohjelmoinnin edetessä. 
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Tallennetut proseduurit ja transaktiot 
Tietokantaoperaatiot toteutettiin tallennettuina proseduureina, joista osa koostuu 
useammasta sql-lauseesta. Esimerkiksi uuden varauksen luonti, sp_CreateReservation 
(liite 3), on useammasta sql-lauseesta koostuva tallennettu proseduuri. 
 
Järjestelmän ydintoiminnan kannalta merkittävät tietokantatoiminnot muunnettiin 
transaktioiksi. Nämä operaatiot tulee suorittaa keskeytyksettä loppuun tietoeheyden 
varmistamiseksi. Merkittäviä toimintoja Klaus-varausjärjestelmässä ovat esimerkiksi 
uuden varauksen ja uuden käyttäjän lisäys sekä varaus- ja käyttäjätietojen muutokset. 
 
Transaktiopohjainen toteutus mahdollistaa virheiden huomioinnin jo 
tietokantapalvelimessa. Virhetilanteessa voidaan transaktion suoritus keskeyttää 
hallitusti tai peruuttaa kokonaan,.jolloin tietokanta voidaan palauttaa muutosta 
edeltävään tilaan (Bowman, Emerson & Darnovsky 2001; Microsoft SQL Server 2005 
Documentation). Sovelluksen tietoyhteyskerrokseen ohjelmoitiin metodit ja operaatiot, 
joilla kutsutaan tietokantapalvelimella proseduurin suorittavaa tietokantaluokkaa. 
Esimerkki tallennettuun proseduurin toteutetun transaktion virheenkaappauksesta on 
kuvassa 5. 
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Kuva 5. Virheen käsittely transaktiopohjaisessa tallennetussa proseduurissa. 
3.3 Käyttöliittymä ja sovelluslogiikka 
Varausjärjestelmän käyttöliittymä ohjelmoitiin MS Visual Studio 2008 -ohjelmointi-
ympäristössä ASP.NET-sivustoksi. Käyttöliittymän sivut koostuvat paneeleista, joiden 
näkyvyyttä säädellään käyttäjäroolin perusteella. Näkymäpaneelien näkyvyyttä ohjaava 
roolitarkistus tehdään autentikoinnin yhteydessä käyttäjäobjektin roolimääritystä 
vastaan käyttöliittymäsivun Page_Load()-metodissa. Roolitarkistuksessa autentikointi-
komponentista tarkistetaan, onko käyttäjä autentikointu, minkä jälkeen järjestelmän 
käyttäjäobjektista tarkistetaan roolimääritys. Järjestelmää voidaan tulevaisuudessa 
kehittää siten, että roolitarkistus voidaan siirtää kokonaan tehtäväksi vain AD-
käyttäjäobjektista. 
Autentikointi ja käyttäjätunnistus 
Klaus-varausjärjestelmän käyttäjätunnistuksen ja -autentikoinnin toteutuksessa 
hyödynnettiin ASP.NET Membership -rajapintaa ja Active Directoryä. Lisäksi 
toteutuksessa käytettiin sessiomuuttujia varausjärjestelmän tietokantaan tallennetun 
käyttäjätiedon ylläpitämiseksi.  
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ASP.NET Membership -rajapinnan tarjoama autentikointi- tai jäsenyysobjekti sisältää 
käyttäjän tunnistetiedot, jotka on tarkistettu AD:n palvelua vastaan. Membership-objekti 
säilytetään sovelluspalvelimen muistissa session ajan. Onnistuneen autentikoinnin 
jälkeen luodaan varausjärjestelmän käyttäjäobjekti, johon lisätään varausjärjestelmän 
tietokannasta löytyvät asiakastiedot ja autentikointiobjektista saatavat käyttäjätiedot. 
Tämän jälkeen käyttäjäobjekti tallennetaan sovelluksen sessio-muuttujaan, jotta tietoja 
voidaan käyttää varausten yksilöimiseen. Varausjärjestelmän käyttäjäobjekti sisältää 
käyttäjän yksilöimiseen tarvittavia tietoja, kuten käyttäjätunnuksen, nimen ja 
asiakasnumeron. 
 
Mikäli autentikoitua käyttäjää ei löydy varausjärjestelmän tietokannasta, lisätään 
järjestelmän tietokantaan uuden käyttäjän tiedot Active Directory Membership -
rajapinnan käyttäjäobjektin avulla laajennetulla hakemistokomponentilla. (Kuva 6.) 
 
Kuva 6. Klaus-varausjärjestelmän autentikointi ja uuden käyttäjän lisäys laajennetun 
ASP.NET Membership -hakemistokomponentin avulla. 
 
Prototyyppivaiheen automaattinen käyttäjätietojen lisäys jätettiin toteuttamatta ja 
tietojen lisäys korvattiin rekisteröintisivulla. Membership-rajapinnan käyttäjäobjektin 
avulla AD:n käyttäjästä saatavat tiedot ovat varausjärjestelmän näkökulmasta 
puutteelliset. Membership-objektista saadaan käyttäjätunnus ja autentikointitieto, mutta 
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esimerkiksi käyttäjän koko nimeä tai ryhmää ei objektin avulla saa luettua. Tämän 
toteuttamiseksi on ohjelmoitava erillinen hakemistokomponentti, jolla uuden käyttäjän 
tiedot voidaan lukea Active Directory -hakemistosta tietokantaan tallennusta varten. 
Toinen vaihtoehto sovelluksen käyttäjien ja roolien hallintaan on ASP.NET-
sovelluspalvelimen tarjoamat käyttäjähallinnan työkalut, joiden kanssa voidaan myös 
hyödyntää membership-rajapinnan tarjoamia toiminnallisuuksia (.) 
Tietomalli ja tietorakenteen käsittelyoperaatiot 
Klaus-varausjärjestelmässä on MVC-määritelmän mukaista model-komponenttia 
vastaava tietorakenteen luokka kutakin tietokannan taulua vastaavasti. Tietorakenne 
ohjelmoitiin Klaus.dbml-tiedostoon (liite 5). Dbml-tiedosto on XML-tiedosto, joka 
sisältää määrittelyt tietorakenteen tauluista ja tietorakenteen käsittelymetodien 
parametreista luokkien ja tietokantaproseduurien käsittelyyn. Lisäksi tietorakennetta 
vastaavat luokat, käsittelymetodit ja tietokantametodit ohjelmoitiin omaan tiedostoonsa 
Klaus.designer.cs, johon viitataan .dbml-tiedostosta. Nämä tiedostot yhdessä 
muodostavat sovelluksen tietomallin. Visual Studio -ohjelmointiympäristö luo 
tietorakenteen määrittelyyn tarvittavat tiedostot ja sijoittaa ohjelmakoodin oikeisiin 
tiedostoihin automaattisesti. 
 
Klaus-varausjärjestelmän tietomalli (kuva 7) muodostettiin .NET-ohjelmistokehyksen 
versiossa 3.5 julkaistun LINQ-kirjaston ja Visual Studion graafisen editorin avulla. 
Ohjelmoimalla sovelluksen tietokantakyselyt tallennetuiksi proseduureiksi ja 
käyttämällä Visual Studion editoria voitiin nopeuttaa tietomallin ohjelmointia ja luoda 
tietokantaproseduureja käsittelevät metodit automaattisesti. 
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Kuva 7. Klaus-varausjärjestelmän sovellustason dbml-tietomalli. 
Tietorakenteen käsittely 
Varausjärjestelmässä dbml-tietomalli toimii rajapintana sovelluksen ja tietokannan 
välillä. Sovelluksessa tietomallista luodaan objekti-ilmentymä, DataContext. 
DataContext-objekti sisältää tietomallin kaikki tiedot, tietokantayhteyden, 
käsittelymetodit ja funktiot operaatioiden ja proseduurien suorittamiseen sekä 
tietorakenteen. Tietorakenteen luokista luodaan sovellusobjekteja, joiden avulla 
tietokannan tietojen käsittely suoritetaan kutsumalla tietokantaan tallennettuja 
proseduureja DataContext-objektin kautta käsittelymetodien avulla. Kuvassa 8 on uuden 
laiteryhmän lisäämiseen käytettävän käsittelymetodin ohjelmakoodia. 
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Kuva 8. Uuden laiteryhmän lisääminen tietokantaan. 
 
Tietojen muutokset suoritetaan ensin tietomallin tietorakenteeseen, josta muutetut tiedot 
viedään tietokantaan. Tietojen muuttamiseksi tai syöttämiseksi on sovelluksessa luotava 
uusi määrättyä tietokannan riviä ilmentävä tietorakenteen objekti, johon muutettavat tai 
lisättävät tiedot tallennetaan. Tietorakenteen tietojen muutokset suoritetaan kyseisen 
objektin kantaluokan (tietorakenteen taulua vastaava luokka) InsertOnSubmit-metodin 
avulla. Tietorakenteen objektiin tehdyt muutokset voidaan vielä palauttaa ilman, että 
tietokantaan tehdään muutoksia. Muutetut tiedot palautetaan ylikirjoittamalla objektin 
tiedot tietokannasta Refresh-metodin avulla. Muutokset viedään tietokantaan 
SubmitChanges-metodikutsulla, joka kokoaa muutetut ja uudet tietokannan rivejä 
ilmentävät objektit ja suorittaa määrätyt, kantaluokkaan liitetyt tallennetut proseduurit 
järjestelmän tietokannassa. 
 
.NET-ohjelmointikehyksen LINQ-kirjaston sisäänrakennettu malli tunnistaa 
parametrina annetun objektityypin ja valitsee tyypin ja tietomalliin ohjelmoitujen 
määritysten perusteella sopivat käsittelymetodit. Kuvassa 9 on uuden laiteryhmän 
lisäämiseen liittyvien käsittelymetodien ohjelmakoodia. 
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Kuva 9. Käsittelymetodeja uuden laiteryhmän lisäämiseen. 
 
Klaus-varausjärjestelmässä tietokannan ja tietorakenteen käsittelymetodit noudattavat 
samaa ohjelmointimallia ja -rakennetta. Tallennettujen proseduurien käsittelymetodit 
poikkeavat toisistaan parametrien määrän ja tyypin suhteen. 
 
Joitakin varausjärjestelmän toimintoja toteutettiin ilman tallennettuja proseduureja 
hyödyntämällä LINQ-kirjaston tarjoamia komponentteja ja sovelluspalvelimen 
automatiikkaa. Pääkäyttäjän toiminnoissa tietorakenteen käsittelyn toteutus jätettiin 
sovelluspalvelimen hallintaan käyttämällä tietojen syöttöön ohjelmoitujen 
alasvetovalikoiden täyttämiseen LinqDataSource-komponentteja, jolloin 
sovelluspalvelin luo tarvittavat sql-kyselyt dynaamisesti kullekin komponentille 
määritellyn parametrin mukaisesti. Komponentin parametrointi tehtiin Visual Studion 
graafisella käyttöliittymällä, ja järjestelmä täydentää tarvittavan koodin 
käyttöliittymäsivun HTML-koodin yhteyteen. Sovelluspalvelin hallitsee datan 
linkittämisen valikkokomponenttiin ajonaikaisesti. 
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Laitteistolistaukset välilehtivalikoissa ja varausraporteissa muodostetaan tallennettujen 
proseduurien avulla. Välilehtivalikon listaus täytetään aktiivisen välilehden perusteella. 
Kun käyttäjä valitsee määrätyn välilehden, ajetaan tallennettu proseduuri, jossa ohjaus-
parametriksi annetaan välilehden indeksi. Tallennettu proseduuri suoritetaan edellä 
kuvatun tietorakenteen käsittelyperiaatteen mukaisesti Data Context -objektin ja 
käsittelymetodien avulla. Kyselyn tulos palautetaan LINQ-dataobjektiin, josta 
palautuneet rivit tulostetaan ASP.NET DataGrid -komponenttiin käyttöliittymäsivulle. 
Varausraporttien osalta toiminnon periaate on samanlainen, vain listausten tulostus- 
näkymä poikkeaa valikosta. Esimerkki varausjärjestelmän käyttäjäsessiosta (uuden 
varauksen luonti) on liitteessä 6. 
3.4 Järjestelmätestaus 
Klaus-varausjärjestelmän ohjelmistotestaus pyrittiin toteuttamaan rinnakkaisena 
prosessina kehitystyön rinnalla. Testausta suoritettiin yksinkertaistamalla iteratiivista 
tasomallia (kuva 10) ja suorittamalla testausta ohjelmistokehityksen yhteydessä. 
 
Kuva 10. Testaustasot (Kautto 1996). 
 
Testausta yksinkertaistettiin yhdistämällä tasomallin moduuli-, integraatio- ja 
systeemitestausvaiheet rinnakkaisiksi ja osittain yhtäläiseksi toiminnoksi. Järjestelmän 
kehitystestaus rajoitettiin käytännössä ohjelmoitujen toimintojen todentamiseen, 
ohjelmointivirheiden korjaukseen ja mahdollisten käyttäjän aiheuttamien 
virhetilanteiden hallintaan. Prototyyppisovellusta ei optimoitu suorituskyvyn, 
vikatilanteiden hallinnan tai sovelluskomponenttien keskinäisen toiminnan 
näkökulmasta.  
 
  31  
Klaus-varausjärjestelmälle toteutaan erillinen käyttäjätestaus ennen varsinaisen 
esiversion (Release Candidate) julkistamista. Käyttäjätestauksella pyritään todentamaan 
sovellukselle asetettujen vaatimusten täyttyminen ja havaitsemaan mahdolliset viat ja 
puutteet. Käyttäjätestauslomake peruskäyttäjälle on liitteessä 7. 
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4 Yhteenveto 
Klaus-varausjärjestelmän oli lähtökohtaisesti tarkoitus olla rajapinta käyttöliittymineen 
Omnian käytössä olevan Efecte-järjestelmän tietokannan käyttöön av-tuotantokaluston 
osalta. Projektin alkuvaiheessa kuitenkin selvisi, että Efecte-järjestelmän rakenne on 
hyvin monimutkainen eikä siihen tukeutuvan järjestelmän toteutus olisi mahdollinen 
insinöörityöprojektiin varatussa ajassa. Tämän vuoksi määrittelyä ja aiheen rajausta 
muutettiin siten, että varausjärjestelmä toteutettiin kehittämällä järjestelmä, jossa on 
oma tietokanta ja siihen käyttöliittymä. Määrittelyn tarkennuttua projekti aloitettiin 
tietokannan suunnittelulla ja sovelluksen perustoimintojen määrittelyllä. 
 
Projektissa toteutettu tietokanta onnistui mielestäni hyvin Se on rakenteeltaan toimiva, 
ja se on mahdollista siirtää pienin muutoksin myös muihin kuin Microsoft-pohjaisiin 
tietokantajärjestelmiin. Järjestelmän kehityksessä keskityttiin tietokannan ja 
tietokantaoperaatioiden kehitykseen. Sovelluslogiikan ja käyttöliittymätoteutuksen 
osalta prototyypin avulla kokeiltiin käytettyjen tekniikoiden soveltuvuutta varaus-
järjestelmän kaltaiseen toteutukseen. Myös käyttöliittymän graafisen toteutuksen osuus 
jätettiin marginaaliseksi. Järjestelmän kehityksessä käytetyt menetelmät ja tekniikat 
valittiin sekä tuotantoympäristöstä johtuvista syistä että mielenkiinnosta Microsoftin 
kehittämiin tekniikoihin ja ratkaisuihin. Valituilla tekniikoilla saatiin myös melko 
nopeasti ja vaivatta toimintaan jonkinlainen prototyypin esiaste, jonka avulla 
esimerkiksi tietokannan kehitystä voitiin testata ja todentaa. 
 
Projektin edetessä ilmeni myös useita ongelmia, joista merkittävimpiä oli se, että 
järjestelmän suunnittelija ja kehittäjä oli samalla myös järjestelmän tilaaja, tuleva 
käyttäjä ja ylläpitäjä. Tämä aiheutti määrittely- ja toteutusvaiheessa niin sanottua 
lumipalloilmiötä, koska uusia ideota ja toimintoja syntyi sitä mukaa, kuin määrittely ja 
kehitystyö eteni. Tästä oli seurauksena aikataulun venyminen ja teknisten ongelmien 
lisääntyminen. Lisäksi projektin alkuvaiheessa ongelmana oli puutteellinen Active 
Directory -ympäristö, .NET-tekniikan laaja-alaisuus sekä paikoitellen vaikeaselkoinen 
ja pirstoutunut dokumentaatio. Sovelluslogiikan kehityksessä korostui käytetyn 
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teknologian tuntemuksen ja oman, syvemmän ohjelmointikokemuksen puute ja 
osaamistaso. Aikaa kului paljon enemmän ongelmien ratkomiseen ja dokumentaation 
selvittämiseen kuin ohjelmointi- tai toteutustyöhön. Nämä ongelmat ja niiden 
ratkominen osaltaan ohjasivat analysoimaan valittujen menetelmien ja tekniikoiden 
soveltuvuutta tämänkokoisen ja -tyyppisen järjestelmän kehitys- ja toteutusalustaksi 
järjestelmän jatkokehitystarpeen näkökulmasta. 
 
Toteutettu projekti on perustana järjestelmän jatkokehitykselle. Alustava kehitys-
suunnitelma on tehty, ja kehitystä on päätetty jatkaa tavoitteena saada järjestelmä 
tuotantokäyttöön vuoden 2010 alusta alkaen. Järjestelmän kehitystä jatketaan 
kehittämällä käyttöliittymän ulkoasua ja käytettävyyttä sekä tietokannan ja 
tietokantaoperaatioiden ja lisäosia. Jatkossa järjestelmää kehitetään tietokannan käyttöä 
virtaviivaistamalla. Tarpeettomat lausekkeet poistetaan, ja tietokannan käytössä 
sovellettuja lausekkeita tulee yksinkertaistaa ja optimoida. Järjestelmään toteutetaan 
lisäosat, jotka mahdollistavat valmistaja- ja laitetietojen automaattisen tuonnin Efecte-
hallintajärjestelmästä sekä uuden käyttäjän lisäämisen. Lisäksi toteutuksessa käytettyjen 
teknologioiden soveltuvuutta tutkitaan edelleen ja pyritään löytämään järjestelmälle 
sopivin menetelmä ja tekniikka. 
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Liitteet 
Liite 1. Tietokannan tietotyypit, toiminto ja pää- ja viiteavainkentät 
Tietotyypit SQL-92:n mukaan   
    
Taulu Kenttä Tietotyyppi Kuvaus 
customer     asiakkaat 
  cu_number kokonaisluku asiakasnumero, pääavain 
  cu_user_id merkkijono käyttäjätunnus ulkoisesta 
hakemistopalvelusta, 
pääavain 
  cu_fname merkkijono asiakkaan etunimi 
  cu_lname merkkijono asiakkaan sukunimi 
  access_role kokonaisluku asiakkaan käyttäjärooli 
        
        
access_role     
käyttäjä roolit, määrittää 
käyttäjän oikeudet 
järjestelmään 
  role_id kokonaisluku roolitunniste, pääavain 
  role_name merkkijono roolin nimi 
  cu_number kokonaisluku asiakasnumero, määrittää 
roolin tietylle käyttäjälle. 
viiteavain 
customer/cu_number 
        
        
is_valid     lainausoikeuden voimassaolo. 
  valid_id kokonaisluku lainausoikeuden omistaja, 
viiteavain 
customer/cu_number 
  access_vst päivämäärä/aika alkupäivämäärä, määrittää 
lainausoikeuden 
alkamispäivämäärän ja -ajan 
  access_vet päivämäärä/aika päättymispäivämäärä, 
määrittää lainausoikeuden 
päättymispäivämäärän ja –
ajan 
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device_group     laiteryhmät 
  dev_group_id kokonaisluku laiteryhmän pääavain 
  dev_group_name merkkijono laiteryhmän nimi 
        
device     laitteet 
  dev_id kokonaisluku laitteen pääavain 
  device_group kokonaisluku laiteryhmä, määrittää 
laiteryhmän. Viiteavain 
device_group/dev_group_id 
  manufacturer kokonaisluku laitevalmistaja, määrittää 
laitevalmistajan. Viiteavain 
manufacturer/manuf_id 
  device_model merkkijono laitteen mallinimi 
        
manufacturer     laitevalmistaja 
  manuf_id kokonaisluku laitevalmistajan pääavain 
  manuf_name merkkijono laitevalmistajan nimi 
        
consist_of     
varauksen sisältö, määrittää 
mihin varauksen ja laitteen 
suhteen 
  res_id kokonaisluku varaustunniste, viiteavain 
reservation/res_id 
  res_created päivämäärä/aika varauksen luontipäivämäärä, 
viiteavain 
reservation/res_created 
  dev_id kokonaisluku laitetunniste, viiteavain 
device/dev_id 
        
reservation     varaus 
  res_id kokonaisluku varaustunniste, pääavain 
  res_created päivämäärä/aika varauksen luontipäivämäärä, 
pääavain 
  res_vst päivämäärä/aika varauksen alkupäivämäärä ja 
-aika 
  res_vet päivämäärä/aika varauksen 
päättymispäivämäärä ja -aika 
  device kokonaisluku laitetunniste, viiteavain 
device/dev_id 
  cu_number kokonaisluku asiakasnumero, viiteavain 
customer/cu_number 
  cu_user_id merkkijono asiakkaan käyttäjätunnus, 
viiteavain 
customer/cu_user_id 
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Liite 2. Prototyyppikäyttöliittymän näkymäpaneelit 
 
Kuva 11. Kirjautumissivu. 
 
 
Kuva 12. Toimintovalinnat pääkäyttäjälle. Peruskäyttäjälle näytettävät vaihtoehdot 
kuvassa sinisellä. 
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Kuva 13. Uuden varauksen luonnin laitelistaus. 
 
 
Kuva 14. Listaus järjestelmään tehdyistä varauksista. 
  39  
Liite 3. Ote tietokannan luontiin käytetystä DDL-tiedostosta 
/*    This SQL DDL script was generated by Microsoft Visual Studio 
(Release Date: LOCAL BUILD). */ 
 
/*    Driver Used : Microsoft Visual Studio - Microsoft SQL Server 
Driver.                    */ 
 
 
SET QUOTED_IDENTIFIER ON 
 
go 
 
 
/* Create klaus_db database.                                                     
*/ 
use master   
 
go 
 
create database "klaus_db"  
ON PRIMARY 
  ( NAME = klaus_db, FILENAME = 'C:\Documents and 
Settings\labanen\My Documents\inssiTyö\koodi\klaus_db.mdf', SIZE = 3 
MB, MAXSIZE = UNLIMITED, FILEGROWTH = 256 KB )   
 
go 
 
use "klaus_db"   
 
go 
 
/* Create new table "consist_of".                                                
*/ 
/* "consist_of" : Table of consist_of                                            
*/ 
/*  "consist_id" : consist_id identifies consist_of                            
*/ 
/*  "res_id" : res_id is of consist_of                                         
*/ 
/*  "res_created" : res_created is of consist_of                               
*/ 
/*  "dev_id" : dev_id is of consist_of                                         
*/   
create table "consist_of" (  
 "consist_id" int not null, 
 "res_id" int not null, 
 "res_created" datetime not null, 
 "dev_id" int null)   
 
go 
 
alter table "consist_of" 
 add constraint "consist_of_PK" primary key ("consist_id")    
 
go 
 
/* Create new table "is_valid".                                                  
*/ 
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/* "is_valid" : Table of is_valid                                                
*/ 
/*  "valid_id" : valid_id identifies is_valid                                  
*/ 
/*  "access_vst" : access_vst is of is_valid                                   
*/ 
/*  "access_vet" : access_vet is of is_valid                                   
*/ 
/*  "cu_number" : cu_number is of is_valid                                     
*/ 
/*  "cu_user_id" : cu_user_id is of is_valid                                   
*/ 
/*  "role_id" : role_id is of is_valid                                         
*/   
create table "is_valid" (  
 "valid_id" int not null, 
 "access_vst" datetime null, 
 "access_vet" datetime null, 
 "cu_number" int null, 
 "cu_user_id" varchar(10) null, 
 "role_id" int null)   
 
go 
 
alter table "is_valid" 
 add constraint "is_valid_PK" primary key ("valid_id")    
 
go 
 
/* Add foreign key constraints to table "consist_of".                            
*/ 
alter table "consist_of" 
 add constraint "reservation_consist_of_FK1" foreign key ( 
  "res_id", 
  "res_created") 
  references "reservation" ( 
  "res_id", 
  "res_created") on update no action on delete no action   
 
go 
 
alter table "consist_of" 
 add constraint "device_consist_of_FK1" foreign key ( 
  "dev_id") 
  references "device" ( 
  "dev_id") on update no action on delete no action   
 
go 
 
/* Add foreign key constraints to table "is_valid".                              
*/ 
alter table "is_valid" 
 add constraint "customer_is_valid_FK1" foreign key ( 
  "cu_number", 
  "cu_user_id") 
  references "customer" ( 
  "cu_number", 
  "cu_user_id") on update no action on delete no action   
 
go 
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alter table "is_valid" 
 add constraint "access_role_is_valid_FK1" foreign key ( 
  "role_id") 
  references "access_role" ( 
  "role_id") on update no action on delete no action   
 
go 
 
/* This is the end of the Microsoft Visual Studio generated SQL DDL 
script. 
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Liite 4.Tallennetut proseduurit 
CREATE PROCEDURE [dbo].[sp_AllAvailableDevices] 
 
AS 
 
SELECT device_group.dev_group_name, manufacturer.manuf_name, 
device.dev_model, device.dev_id 
FROM device  
INNER JOIN device_group ON device.dev_group_id = 
device_group.dev_group_id 
INNER JOIN manufacturer ON device.manufacturer = 
manufacturer.manuf_id 
 
CREATE PROCEDURE [dbo].[sp_AllCustomers] 
 
AS 
 
SELECT customer.cu_number, customer.cu_user_id, customer.cu_fname, 
customer.cu_lname, customer.created, access_role.role_name, 
is_valid.no_access_vst, is_valid.no_access_vet 
FROM access_role 
INNER JOIN is_valid ON access_role.role_id = 
is_valid.role_id 
INNER JOIN customer ON is_valid.cu_number = 
customer.cu_number 
AND is_valid.cu_user_id = customer.cu_user_id 
 
CREATE PROCEDURE [dbo].[sp_GetManufacturers] 
 
AS 
 
BEGIN 
 
SET NOCOUNT ON; 
 
SELECT manuf_id, manuf_name 
FROM dbo.manufacturer 
 
END 
 
CREATE PROCEDURE [dbo].[sp_GetCustomerByUid] 
 
@Cu_user_id varchar(10) 
 
AS 
 
SELECT customer.cu_number, customer.cu_user_id, customer.cu_fname, 
customer.cu_lname, customer.cu_created, access_role.role_name, 
is_valid.no_access_vst, is_valid.no_access_vet 
FROM access_role INNER JOIN is_valid ON access_role.role_id = 
is_valid.role_id INNER JOIN customer ON is_valid.cu_number = 
customer.cu_number AND is_valid.cu_user_id = customer.cu_user_id 
WHERE customer.cu_user_id = @Cu_user_id 
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CREATE PROCEDURE [dbo].[sp_GetReservationDetails] 
 
@res_id int, 
@cu_number int 
 
AS 
 
SELECT TOP (100) PERCENT dbo.device_group.dev_group_name, 
dbo.manufacturer.manuf_name, dbo.device.dev_model 
FROM dbo.consist_of INNER JOIN dbo.device ON dbo.consist_of.dev_id = 
dbo.device.dev_id INNER JOIN dbo.device_group ON 
dbo.device.dev_group_id = dbo.device_group.dev_group_id 
INNER JOIN dbo.manufacturer ON dbo.device.manufacturer = 
dbo.manufacturer.manuf_id INNER JOIN 
dbo.reservation ON dbo.consist_of.res_id = 
dbo.reservation.res_id AND dbo.consist_of.res_created = 
dbo.reservation.res_created 
WHERE (dbo.reservation.res_id =@res_id) 
AND (dbo.reservation.cu_number = @cu_number) 
 
ORDER BY dbo.device_group.dev_group_name 
 
 
CREATE PROCEDURE [dbo].[sp_GetAvailableDevices] 
 
@res_vst datetime, 
@res_vet datetime 
 
AS 
 
BEGIN 
 
SELECT TOP (100) PERCENT dbo.device_group.dev_group_name AS Tyyppi, 
dbo.manufacturer.manuf_name AS Merkki, dbo.device.dev_model AS 
Malli, dbo.device.dev_id 
FROM dbo.device INNER JOIN 
dbo.device_group ON dbo.device.dev_group_id = 
dbo.device_group.dev_group_id 
INNER JOIN dbo.manufacturer ON dbo.device.manufacturer = 
dbo.manufacturer.manuf_id 
WHERE device.dev_id NOT IN ( 
 SELECT dev_id 
 FROM consist_of 
 WHERE dev_id IN( 
  SELECT res_id 
  FROM consist_of 
  WHERE EXISTS ( 
   SELECT res_id 
   FROM reservation 
   WHERE (res_vst BETWEEN @res_vst AND @res_vet) 
     AND (res_vet BETWEEN @res_vst AND 
@res_vet) 
   ) 
  ) 
) 
ORDER BY Tyyppi, Merkki 
END 
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CREATE PROCEDURE [dbo].[sp_CreateReservation] 
 
 @Parameter1 int = 0, 
 @res_id int = 0 output, 
 @res_vst datetime, 
 @res_vet datetime, 
 @cu_number int, 
 @cu_user_id varchar(10) 
 
AS BEGIN 
 
 DECLARE  
  @ReturnCode int, 
  @ErrorCode int, 
  @RowCount int, 
  @InTrans tinyint, 
  @Message varchar(200) 
 SELECT  
  @ReturnCode = 0, 
  @ErrorCode = 0, 
  @RowCount = 0, 
  @InTrans = 0, 
  @Message = 'sp_CreateReservation: ' 
  
 SET NOCOUNT ON 
  
 /* Verify that required parameters were provided. */ 
 
 IF @Parameter1 < 1 BEGIN 
  SET @ReturnCode = 1 
  SET @Message = @Message + 'Parameter1 must be greater than 
zero.' 
  GOTO ProcError 
END 
 
/* Begin a transaction to wrap operations*/ 
 
 SET TRANSACTION ISOLATION LEVEL REPEATABLE READ 
 BEGIN TRANSACTION 
 SET @InTrans = 1 
  
/* Perform first operation. Create reservation. */ 
 
 INSERT INTO reservation 
 ( 
  res_vst, 
  res_vet, 
  cu_number, 
  cu_user_id 
 ) 
 VALUES 
 ( 
  @res_vst, 
  @res_vet, 
  @cu_number, 
  @cu_user_id 
 ) 
 
 SET @res_id = @@IDENTITY 
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 SELECT @ErrorCode = @@ERROR, @RowCount = @@ROWCOUNT 
 IF @ErrorCode <> 0 OR @RowCount = 0 BEGIN 
  SET @ReturnCode = 101 
  SET @Message = @Message + 'Unable to perform operation.' 
  GOTO ProcError 
 END 
  
/* Perform second operation. Copy reservation data to consist_of.*/ 
 
 INSERT INTO consist_of 
 ( 
  res_id, 
  res_created, 
  res_vet 
 ) 
 
 SELECT res_id,res_created,res_vet 
 FROM reservation  
 WHERE reservation.res_id = @@IDENTITY 
 
 SELECT @ErrorCode = @@ERROR, @RowCount = @@ROWCOUNT 
 IF @ErrorCode <> 0 OR @RowCount = 0 BEGIN 
  SET @ReturnCode = 102 
  SET @Message = @Message + 'Unable to perform operation.' 
 GOTO ProcError 
 END 
  
 /* If you have not found an error, normal control flow drops 
through here. */ 
  
ProcExit: 
 /* Commit or abort the transaction. */ 
 IF @InTrans = 1 BEGIN 
  IF @ReturnCode = 0 BEGIN 
   COMMIT TRANSACTION 
  END ELSE BEGIN 
   ROLLBACK TRANSACTION 
  END 
 END 
 SET TRANSACTION ISOLATION LEVEL READ COMMITTED 
 RETURN (@res_id) 
 RETURN(@ReturnCode) 
 
ProcError: 
 RAISERROR(@Message,16,1) 
 GOTO ProcExit 
END 
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CREATE procedure [dbo].[sp_InsertAccessRole] 
 
@role_id int = 0 output, 
@role_name varchar(10) 
 
AS 
 
BEGIN 
 
INSERT INTO access_role 
( 
 role_name 
) 
 
VALUES 
( 
 @role_name 
) 
 
SET @role_id = @@IDENTITY 
 
RETURN @role_id 
 
END 
 
CREATE procedure [dbo].[sp_InsertDevice] 
 
@dev_id int = 0 output, 
@dev_model varchar (10), 
@manuf_id int, 
@dev_group_id int 
 
AS 
 
BEGIN 
 
INSERT INTO device 
( 
 dev_model, 
 manufacturer, 
 dev_group_id 
) 
 
VALUES 
( 
 @dev_model, 
 @manuf_id, 
 @dev_group_id 
) 
 
SET @dev_id = @@IDENTITY 
 
RETURN @dev_id 
 
END 
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CREATE procedure [dbo].[sp_InsertDeviceGroup] 
 
@dev_group_id int = 0 output, 
@dev_group_name varchar(20) 
 
AS 
 
BEGIN 
 
INSERT INTO device_group 
( 
 dev_group_name 
) 
 
VALUES 
( 
 @dev_group_name 
) 
 
SET @dev_group_id = @@IDENTITY 
 
RETURN @dev_group_id 
 
END 
 
 
CREATE procedure [dbo].[sp_InsertManufacturer] 
 
@manuf_id int = 0 output, 
@manuf_name varchar (20) 
 
AS 
 
BEGIN 
 
INSERT INTO manufacturer 
( 
 manuf_name 
) 
 
VALUES 
( 
 @manuf_name 
) 
 
SET @manuf_id = @@IDENTITY 
 
RETURN @manuf_id 
 
END 
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CREATE procedure [dbo].[sp_InsertConsistOfReservation] 
 
 @consist_of int = 0 output, 
 @res_id int, 
 @dev_id int 
 
AS 
 
BEGIN 
 
DECLARE 
 
 @ReturnCode int, 
 @ErrorCode int, 
 @RowCount int, 
 @InTrans tinyint, 
 @Message varchar(200) 
 
SELECT 
 
 @ReturnCode = 0, 
 @ErrorCode = 0, 
 @RowCount = 0, 
 @InTrans = 0, 
 @Message = 'sp_InsertConsistOfReservation: ' 
 
SET NOCOUNT ON 
 
/* Verify that required parameters were provided. */ 
IF @res_id < 1 BEGIN 
 SET @ReturnCode = 1 
SET @Message = @Message + 'Reservation id missing, id cannot be 
null.' 
 GOTO ProcError 
END 
 
/* Begin a transaction to wrap operations that must be completed 
together */ 
 
SET TRANSACTION ISOLATION LEVEL REPEATABLE READ 
BEGIN TRANSACTION 
 
SET @InTrans = 1 
 
/* Perform first operation. Inser consist of relation */ 
 
INSERT INTO consist_of 
( 
 res_id, 
 res_created, 
 res_vet 
) 
 
SELECT res_id,res_created,res_vet 
FROM reservation 
WHERE res_id = @res_id 
 
SET @consist_of = @@IDENTITY 
  
SELECT @ErrorCode = @@ERROR, @RowCount = @@ROWCOUNT 
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IF @ErrorCode <> 0 OR @RowCount = 0 BEGIN 
 SET @ReturnCode = 101 
 SET @Message = @Message + 'Unable to perform operation.' 
 GOTO ProcError 
END 
 
 
/* Perform second operation. */ 
 
UPDATE consist_of 
SET dev_id = @dev_id 
WHERE consist_of = @@IDENTITY 
 
UPDATE reservation 
SET devices =  
 (SELECT count(res_id) 
  FROM consist_of 
  WHERE res_id = @res_id 
 ) 
WHERE res_id = @res_id 
 
SELECT @ErrorCode = @@ERROR, @RowCount = @@ROWCOUNT 
IF @ErrorCode <> 0 OR @RowCount = 0 BEGIN 
 SET @ReturnCode = 102 
 SET @Message = @Message + 'Unable to perform operation.' 
 GOTO ProcError 
END 
  
/* If you have not found an error, normal control flow drops through 
here. */ 
 
ProcExit: /* Commit or abort the transaction. */ 
IF @InTrans = 1 BEGIN 
 IF @ReturnCode = 0 BEGIN 
  COMMIT TRANSACTION 
 END ELSE BEGIN 
  ROLLBACK TRANSACTION 
 END 
END 
SET TRANSACTION ISOLATION LEVEL READ COMMITTED 
RETURN (@consist_of) 
RETURN(@ReturnCode) 
 
ProcError: 
 RAISERROR(@Message,16,1) 
 GOTO ProcExit 
END 
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CREATE PROCEDURE [dbo].[sp_InsertCustomer] 
 
@cu_number int output, 
@cu_user_id varchar(10), 
@cu_fname varchar(20), 
@cu_lname varchar(20) 
 
AS 
 
INSERT INTO Customer 
( 
 cu_user_id, 
 cu_fname, 
 cu_lname 
) 
 
VALUES 
( 
 @cu_user_id, 
 @cu_fname, 
 @cu_lname 
) 
 
SET @cu_number = @@IDENTITY 
 
INSERT INTO is_valid 
( 
 cu_number,  
 cu_user_id, 
 created 
) 
 
SELECT cu_number,cu_user_id,created 
FROM customer 
WHERE customer.cu_number = @@IDENTITY 
 
 
CREATE PROCEDURE [dbo].[sp_SetAccessRoleToCustomer] 
 
@role_id int, 
@cu_number int, 
@cu_user_id varchar(10) 
 
AS 
 
BEGIN 
 
UPDATE is_valid 
 
SET role_id = @role_id 
 
WHERE (@cu_number = is_valid.cu_number) 
AND (@cu_user_id = is_valid.cu_user_id) 
 
END 
 
 
  51  
CREATE PROCEDURE [dbo].[sp_UpdateCustomer] 
 
@Cu_number int, 
@Cu_user_id varchar(10), 
@Cu_fname varchar(20), 
@Cu_lname varchar(20) 
 
AS 
 
UPDATE Customer 
 
SET cu_user_id = @cu_user_id, cu_fname = @Cu_fname, 
cu_lname = @Cu_lname 
 
WHERE cu_number = @Cu_number 
 
 
CREATE PROCEDURE [dbo].[sp_DeleteCustomer] 
 
@Cu_number int 
 
AS 
 
DELETE FROM Customer WHERE cu_number = @Cu_number 
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Liite 5. Ote Klaus.dbml-tiedostosta 
<?xml version="1.0" encoding="utf-8"?> 
<Database Name="klaus_db" Class="KlausDataContext" 
  xmlns="http://schemas.microsoft.com/linqtosql/dbml/2007"> 
<Connection Mode="WebSettings" ConnectionString="Data 
Source=JUUTAS;Initial Catalog=klaus_db;Integrated Security=True" 
SettingsObjectName="System.Configuration.ConfigurationManager.Connecti
onStrings" SettingsPropertyName="klaus_dbConnectionString" 
Provider="System.Data.SqlClient" /> 
 
  <Table Name="dbo.consist_of" Member="ConsistOfs"> 
    <Type Name="ConsistOf"> 
      <Column Name="res_id" Type="System.Int32" DbType="Int NOT NULL" 
        CanBeNull="false" /> 
      <Column Name="res_created" Type="System.DateTime" 
  DbType="DateTime NOT NULL" CanBeNull="false" /> 
      <Column Name="res_vet" Type="System.DateTime" DbType="DateTime 
  NOT NULL" IsPrimaryKey="true" CanBeNull="false" /> 
      <Column Name="consist_of" Member="consist_of1" 
  Type="System.Int32" DbType="Int NOT NULL IDENTITY" 
  IsPrimaryKey="true" IsDbGenerated="true" CanBeNull="false" /> 
      <Column Name="dev_id" Type="System.Int32" DbType="Int" 
  CanBeNull="true" /> 
      <Association Name="Device_ConsistOf" Member="Device" 
  Storage="_device" ThisKey="dev_id" OtherKey="dev_id" 
  Type="Device" IsForeignKey="true" /> 
      <Association Name="Reservation_ConsistOf" Member="Reservation" 
  Storage="_reservation" ThisKey="res_id,res_created" 
  OtherKey="res_id,res_created" Type="Reservation" 
  IsForeignKey="true" /> 
    </Type> 
    <InsertFunction FunctionId="FunctionId1"> 
      <Argument Parameter="res_id" Member="res_id" /> 
      <Argument Parameter="dev_id" Member="dev_id" /> 
    </InsertFunction> 
  </Table> ... 
 
... <Function Id="FunctionId1" 
Name="dbo.sp_InsertConsistOfReservation" 
Method="sp_InsertConsistOfReservation"> 
    <Parameter Name="consist_of" Type="System.Int32" DbType="Int" 
Direction="InOut" /> 
    <Parameter Name="res_id" Type="System.Int32" DbType="Int" /> 
    <Parameter Name="dev_id" Type="System.Int32" DbType="Int" /> 
    <Return Type="System.Int32" /> 
  </Function> 
... 
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Liite 6. Uuden varauksen luonti 
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Liite 7. Käyttäjätestauslomake peruskäyttäjälle 
Käyttäjätestaus, peruskäyttäjä. 
Varauksen luonti ja raportointitoiminnot 
 
1. Kirjaudu järjestelmään. 
a. Omalla tunnuksella ja salasanalla 
b. Omalla tunnuksella ja väärällä salasanalla 
c. Väärällä tunnuksella ja salasanalla 
 
1. Virheilmoitus 
Kyllä/Ei 
Huomioita 
a)   
b)   
c)   
 
 
2. Luo uusi varaus. 
a. Aseta päivämäärät väärin. 
b. Aseta päivämäärät oikein 
c. Hae laitelistaus 
d. Tee laitevalinta ja hyväksy varaus 
e. Toista hyväksyminen ilman laitevalintaa 
 
2. Virheilmoitus 
Kyllä/Ei 
Huomioita 
a)   
b)   
c)   
d)   
e)   
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3. Luo varausraportti 
a. Luo varausraportti käyttäjälle jolla varauksia 
b. Valitse raportin lisätiedot 
c. Luo varausraportti käyttäjälle jolla ei varauksia 
 
1. Virheilmoitus 
Kyllä/Ei 
Huomioita 
a)   
b)   
c)   
 
 
