This paper examines a new technique for the visualization of and the interaction with trees, objects frequently used to convey hierarchical relationships in biological data. Motivated by the quality of 2D tree interaction, we adapt the planar tree-of-life metaphor to a virtual, semi-immersive 3D environment. A 3D environment extends the utility of this metaphor by allowing the user to view an entire data set in a single screen. Interrogation of the tree is implemented using 3D input devices. This real-time interrogation of the tree itself provides a quick means by which to qualitatively analyse the hierarchical data. In this paper, we describe the techniques underlying the implementation of such an environment. We conclude by considering the utility of tree metaphors as a basis for the representation of highly dimensional data sets. Availability: Arbor3D (source code, a binary executable for SGI IRIX 6.4, Perl parsers, and sample Newick data files) are available via the Internet (http:// xian.tamu.edu/ Arbor3D/ ). Arbor3D can be displayed in 'CAVE simulator' mode on an SGI workstation screen, or as an interactive virtual environment on a projection workbench.
Introduction
Trees are frequently employed as a way of representing hierarchical relationships present in biological data. Current means of rendering such objects use a 2D window for display and frequently do not allow real-time interaction. Without exception, when interaction is addressed, the mouse and keyboard are used. For large data sets the trees are usually much larger than the display window, requiring the user to scroll in order to view the whole data set. * To whom correspondence should be addressed. This, combined with the limited interactions possible with the mouse and keyboard interfaces, make perusal of data an awkward procedure.
In many fields, three-dimensional (3D) immersive environments have been used to increase the intuitive appeal of interfaces. Industrial design, the geosciences, and architecture have developed visual metaphors and simple interaction schemes for the visualization and analysis of data in these virtual worlds.
We are interested in exploring the utility of 3D immersive environments for the visualization and analysis of highly dimensional genomic data. In the present project, we address the problem space of interaction and visualization of trees. Within biology, trees commonly visualize data sets which are characterized by evolutionary relationships, e.g. phylogenetic and taxonomic data. We chose to use taxonomic information as a sample data set in order to provide a concrete example and application of our approach.
Relation to previous work
Current tree-oriented applications fall into two categories:
(1) tree building and drawing, and (2) tree interrogation.
Tree building and drawing applications use data from a file specified by the user. Such programs then organize the data (or some subset of it) into a tree structure and save it to an image (JPEG, PostScript) or other non-graphical data file (Newick). PAUP (Swofford, 1997) and PHYLIP (Felsenstein, 1981) are two tree construction utilities. They use the Newick standard file format (see below) as input, and render phylogenetic trees as static 2D drawings. In most instances, tree rendering is a small part of the functionality of these tool kits. This work focuses on user interaction as well as drawing trees, thus consequently does not address most of the features of these software suites.
Tree interrogation applications, such as Phylodendron (Swofford, 1997) allow the user to interact with a tree. Interrogation refers to the action of using an input device to select a node and view the data associated with it. Current implementations use the mouse and keyboard exclusively as a means of selecting nodes. When limited to a desktop screen display, these are primary interaction devices. This often requires unintuitive combinations of keystrokes and mouse movements. AceDB is a genome database package with tree interrogation that uses the keyboard and mouse for interaction. It graphically renders the tree into a window in dendrogram form (Bruskiewich, 1999) . The dendrogram representation was used initially on ASCII terminals, when subtrees of a node were textually indented by inserting tabs in front of the node name. While this scheme is now a universally accepted means of displaying a tree structure, it uses a significant amount of space beyond the boundaries of the screen. Thus, traversing even moderately sized data sets requires extensive scrolling.
Tree representation within a file is also a topic we address in this project. The Newick file designation is an informal standard designed to store tree relationships (Felsenstein, 1999) . AceDB added specifications to the format explicitly for their package (Bruskiewich, 1999) . One version of this format was specifically designed to represent taxonomic data. We implemented a similar, though functionally more flexible scheme in our research. The format and alterations will be thoroughly examined in the Data structures section.
System and methods
Arbor3D was originally designed for display on a projection workbench (FakeSpace's ImmersaDesk), a semi-immersive display environment. The program can also be displayed on other semi-immersive or immersive display platforms such as the Immersive WorkWall and CAVE (Cruz-Siera et al., 1993) . All these devices share a number of features, allowing graphical programming to be accomplished with the same development libraries (CAVE Libraries). Although different display geometries and the number of graphic pipes must also be considered, numerous similarities allow relative ease in porting between devices.
The ImmersaDesk display is a 67×50-inch, rear projected screen, presented at a 45-degree angle to the ground. A display of this size and orientation fills the user's full field of view at a comfortable angle. The mathematics and depth cues allow the user to experience a 3D virtual environment (Czernuszenko et al., 1997) . The virtual world is rendered according to the primary user's perspective using head tracking equipment for location and orientation information. The user interacts with the world using a tracked wand (essentially a 3D mouse) with three buttons and a joystick. Stereo shutter goggles give different visual cues to each eye separately, creating the illusion that the large 2D screen is actually a window into a 3D world.
CAVES and ImmersaDesks are advanced display devices, and are currently available to a limited audience. However, utilities exist which allow this software to be used by a much broader community. For academic users, the CAVE libraries include a simulator mode, which serves as a run-time environment on SGI computers. Additionally, the CAVE Libraries have recently been made available for Intel Linux. Thus a PC port of Arbor3D requires only remaking of the objects and executable.
Data structures
Arbor3D was conceived as a real-time, 3D interactive tree viewer, specifically intended for the visualization of genomic data exhibiting branching relationships. It was necessary to develop a data structure that permitted graphical representation of the tree in the plane and efficient traversal of the tree data.
Even in their most basic guise, trees are well suited for representing data in which there exists 'branching relationship[s] between nodes' (Knuth, 1997) . The biological community has capitalized on this feature in the organization of phylogenetic, evolutionary, and taxonomic data. Conceptually, trees are used to represent hierarchies, where parent-child or sibling-sibling relationships between nodes are significant. Tree structures algorithmically attempt to emulate these relationships within the computer.
In general, all computational tree representation paradigms are based on the binary tree, a tree structure capable of having a maximum of two branches, and hence, a maximum of two sub trees. Within some scientific areas, this scheme provides all the functionality necessary. However, certain biological applications require trees to have more than two sub trees (e.g. taxonomy, where there are often more than two phyla beneath each kingdom). This need directly demands an extension of the binary tree structure to represent more than two branching relationships per node. Since Arbor3D will be used to visualize biological data (such as taxonomies), it requires this extended functionality. Arbor3D also needed to be able to traverse the tree in the direction of increasing depth (from parent to child) as well as horizontally across a single level (from sibling to sibling) in order to provide searching functionality.
Additionally, since the tree structure contains the relationships that will be graphically rendered as the tree, we wanted a design that translated intuitively from a data structure to a graphical object. Here we will discuss two tree structures that significantly contributed to the design finally implemented in Arbor3D. It should be noted that the original tree is not a tree structure, rather the tree as we would picture it in non-digital reality. Since we are trying to capture the attributes of a real tree, the Original Tree, by definition, has all the desired attributes. It follows, therefore, that the ideal tree structure is the one which is most similar to the original tree.
We initially considered the Circular Node tree structure, developed and first implemented by Joseph Felsenstein in PHYLIP. In order to continue using the binary tree structure, while allowing more than two branches from each node, this scheme creates rings of nodes off of which subtrees will grow (see Figure 2) . Each ring represents a single branching point on the tree. Since each node in the ring has two branches, at each point along the ring one subtree can be connected. Therefore, for every sub tree that must branch off from the same point in the tree, one more data node is added to the ring.
This tree structure was used in the implementation of DrawTree, which calculates the graphical location of nodes in the tree and was reused in Arbor3D. This tree graphing algorithm has not been formally published, but can be found in the source code for PHYLIP.
The other tree structure we considered was the threaded binary tree, which is thoroughly examined by Knuth (Knuth, 1997) . Although this structure lacks the symmetry inherent in many other tree structures, the inner organization of the nodes closely corresponds to the organization of a graphical tree. This permits direct rendering (and re-rendering) of the tree for user interrogation. A drawback of this threading structure, however, is that it does not represent all sibling relationships as siblings. Where there are more than two siblings (hence more than two subtrees), siblings become subtrees of their own siblings. While this may be acceptable within some applications, parent-child-sibling relationships are important features of biologically motivated trees. In order to preserve the parent-child-sibling relationships, we modified the threaded tree structure in order to suit more specific hierarchical functions. We replaced the binary tree with a tertiary tree structure, having branches parent, child, and sibling. The parent branch connects the node to its parent; the child to the node's child; and the sibling to the node's next sibling. Because of this emphasis on inter-nodal relationships, we call this design the Parent-Child-Sibling (PCS) tree structure. In contrast to the Circular Node tree structure and the threaded tree structure, this approach allows traversal from one nodal level to another in a single, known, step. Using taxonomy again as an example, this flexibility would enable movement from a phylum to its kingdom or to its sibling phylum in a single step. This organization facilitates efficient determination of a node's lineage and pedigree as well as a clear correlation between the tree structure and the graphical tree.
For the storage of tree data, we used a modified version of the Newick format. The Newick specification states that nodes are delineated by either parenthesis or a node name. Consider the data underlying the trees in Figure 2 . In the Newick format, this would be stored as: Note that there is no implicit way of designating names for different nodal levels (kingdom, phylum, species, etc.) . This information is fundamental to the functionality of Arbor3D. In order to store this information, we added the following constraints to the Newick format: every Newick name consists of a node name and a level name, separated by an '=' sign. Using this designation, which we call Newick++, the data file for the trees in Figure 2 would appear as follows: ( ( ( 'Felis=genus', 'Lynx=genus' ) 'Felidae=family' , 'Rodentia=family', ( 'Canis=genus' , 'Vulpes=genus' ) 'Canidae=family' ) 'Carnivora=order' ) 'Mammalia=class';
The Newick++ extension is independent of the underlying data. It can be used to name node levels regardless of data type. Taxon levels are just as applicable as protein classifications or phylogenetic categories.
Implementation
Arbor3D was developed on an SGI Onyx2 (IRIX 6.4), using an ImmersaDesk display. All routines and algorithms were implemented in C++. SGI Performer and EVL's CAVE Libraries facilitated the design of the immersive graphics.
Upon initialization, Arbor3D loads the tree data from a Newick file into a PCS data structure. This data structure is then compiled into a Performer node. This translation from data structure to spatially oriented tree uses a version of the DrawTree algorithm that was adapted for the PCS tree structure. This algorithm determines a planar (x, y) position for each branch of the tree such that the tree is not self-intersecting. Using these coordinates, the tree structure is recursively read into a Performer graphical node which is then added to the live scene graph. Once added to the scene graph, the object can be viewed and intersected. The ImmersaDesk, because of its size and 3D perspective, is able to display the entire tree to the user on a single screen.
Interrogation, our primary area of interest, is built from object intersections. Physically, the user holds a wand. Within the virtual space, this is represented as a long ray. As the user moves the wand or changes its orientation, the virtual ray moves accordingly. An intersection occurs when the virtual ray is brought into a position where it passes through the tree. Different buttons on the wand allow the user to interrogate the tree in different ways.
The most fundamental form of interrogation is a nodal query. When the user depresses ('clicks') a button, Ar-bor3D finds the point of intersection between the graphical tree object and the Wand. If an intersection exists, the tree structure is traversed to find the node closest to the intersection point. The PCS structure is then traversed backwards to construct the node's pedigree. This information, along with the identity of the node, is displayed in a graphical window situated in the virtual environment. Because the Newick++ format contains both node and level names at each branching point, the pedigree contains a list naming the ancestor nodes and their levels in the hierarchy.
Spanning is the second form of interaction with the world. It allows the user to isolate parts of the tree for closer inspection. It is analogous to breaking off a branch for closer observation. The process requires that a node be selected as the root of the new tree. This node and all of its subtrees (children) are then spanned-a new tree object is generated with the selected node as the root. This is an entirely recursive process allowing the same spanning and nodal querying functions to be performed at any spanned level. This form of interrogation is particularly useful on very large data sets. For example, within a taxonomic tree with species resolution, it is practically impossible to interrogate nodes below the genus level because of the tree density. Spanning on a class level, Canis, however, would create a new tree containing only those nodes which have Canis as their class level ancestor. This tree has fewer nodes and, therefore, permits interrogation of lower taxon levels (i.e. genus and species). 
Results and discussion
Arbor3D initializes using a configuration file (∼/.arborrc in UNIX). This file contains a pointer to the tree file, as well as other customizable aspects of the interface. The options defined for that file are summarized in Table 2 . The Arbor3D interface consists of a graphical space for the display of the graphical tree, and a graphical window for the display of underlying textual data. Users interact with Arbor3D by using the hand-held wand. The wand has a joystick, which is used to rotate the tree about its root. Nodal queries are performed by intersecting nodes in the tree with the wand and clicking the left button. The node is then highlighted and its pedigree is compiled and displayed in the graphical window.
In instances where the tree branching is excessively dense, subtrees of the main tree may be spanned. Once a node has been selected (with the left button), the right button will span that node and it's children.
We find that interrogation of the tree (to display underlying taxonomic information) using the wand/buttons/joystick is intuitive. While navigating the tree, a user untrained in evolutionary biology could quickly conceptualize and recognize taxonomic relationships. In addition, such interactivity allows the user an additional degree of freedom when orienting the tree for static 2D representation (e.g. for a screen shot or photograph).
Beyond its use as a hierarchical tree browser, Arbor3D can also provide a visual framework onto which other data types can be mapped and displayed. Since trees are displayed in the x-y plane of visual space, additional data types can be rendered in the 3rd dimension. To this end, we are currently extending Arbor3D into a more complete Virtual Genome Environment (VGE), in which additional data types are mapped onto Arbor3D taxonomic tree (Ruths et al., 2000) . The results of sequence similarity searches (e.g. BLAST 'hits') may be parsed and categorized according to both similarity score and taxon of the organism. Such results can then be mapped onto the taxonomic tree of Arbor3D, using the 3rd dimension to convey information about the type, quality, and distribution of the individual 'hits'. Such metaphors provide the user with a revealing, qualitative view of the search results as well as a visually and conceptually abstract perspective of the raw data (i.e. the BLAST report per se).
Because of the data independent nature of Newick++ and Arbor3D, additional examples of this approach are envisioned for trees modeling protein functional families and other biologically important data sets.
Summary
We have presented the adaptation of a common 2D metaphor (a taxonomic tree) to a 3D virtual environment. In such a space, the tree benefits from simplicity of interaction, ease of manipulation, and relaxation of space constraints such as window size and display geometry. Issues regarding interaction required the extension of the Newick format, to create Newick++, and the design of a new tree structure, the parent-child-sibling data structure. Using these innovations as well as tree orientation code from PHYLIP's DrawTree, we developed a prototype 3D environment, Arbor3D, in which the tree interrogation occurs graphically.
Future uses for Arbor3D most likely will concern its use as a graphical base for the visualization of highly dimensional data containing hierarchical relationships. In our continuing research, we are devising biologically meaningful ways of mapping multi-dimensional sequence similarity results onto the Arbor3D tree metaphor.
