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Los robots manipuladores tradicionales poseen tı´picamente seis grados de libertad articular, los
cuales les permiten alcanzar las tres posibles posiciones y orientaciones dentro de su espacio de
trabajo. Sin embargo, cuando el espacio de trabajo presenta restricciones, estos robots ven reducida
su capacidad de movimiento y se requiere robots con ma´s grados de libertad, llamados redundantes,
los cuales imitan el brazo humano. Ma´s au´n, en este proceso de imitacio´n surgen los llamados
robots humanoides, los cuales imitan cinema´ticamente la estructura de un humano y, por tanto, son
altamente redundantes.
Debido a la redundancia, estos robots requieren un tratamiento especial para la generacio´n de mo-
vimiento: las te´cnicas de control utilizadas para robots manipuladores tradicionales tienen que ser
extendidas para aprovechar la estructura cinema´tica de manera adecuada. Ma´s au´n, estos robots
poseen una base flotante debido a lo cual se debe adema´s generar movimiento para todo el cuerpo;
es decir, el robot debe coordinar el movimiento de todas sus articulaciones en simulta´neo, y no
funcionar como cuatro manipuladores separados. El problema consiste en la generacio´n y coordi-
nacio´n adecuada de movimiento que no este´ enfocada en un solo robot, sino que pueda ser aplicada
a diferentes robots redundantes con diferentes estructuras, siendo los robots manipuladores un caso
particular.
El control adecuado de robots humanoides es un tema complicado tanto a nivel algorı´tmico como a
nivel tecnolo´gico. Por este motivo, los sistemas de control y generacio´n de movimiento se encuen-
tran generalmente orientados hacia robots especı´ficos. Algunos sistemas son de co´digo cerrado y
esta´n restringidos al laboratorio donde fueron desarrollados. Otros sistemas son de co´digo abierto
pero esta´n basados en estructuras complejas de software desarrolladas para un robot en particular o
para el uso propio del laboratorio de investigacio´n. Debido a esto, dichos middlewares normalmente
no se encuentran debidamente documentados y es complicado su uso.
En esta tesis se desarrollara´ un sistema gene´rico e independiente de generacio´n de movimiento
cinema´tico para robots humanoides. El sistema base no dependera´ de estructuras complejas de
software y podra´ controlar cualquier robot humanoide y, por extensio´n, cualquier manipulador re-
dundante o no, cuyo modelo matema´tico este´ disponible. El sistema sera´ verificado y probado con
diversos modelos de robots humanoides y redundantes.
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Resumen
Recientemente los robots humanoides, y en general los robots redundantes con base flotante, se han
incrementado en universidades y labobratorios de investigacio´n alrededor del mundo debido a las
capacidades potenciales que presentan. Sin embargo, el control de movimiento de estos sistemas es
diferente al control que se realiza para robots manipuladores debido a la gran cantidad de grados
de libertad (motores) que poseen, los cuales requieren coordinacio´n para alcanzar un movimiento
adecuado. En esta tesis se presenta el desarrollo de un sistema cinema´tico de generacio´n de movi-
miento para este tipo de robots, desde el disen˜o del sistema hasta la implementacio´n del mismo y
la aplicacio´n en diversos modelos simulados.
El disen˜o del sistema se basa en el uso de tareas cinema´ticas, las cuales a su vez toman como refe-
rencia conceptos de cinema´tica diferencial. Tradicionalmente la cinema´tica diferencial es aplicada
a robots manipuladores con base fija, pero esto no es suficiente para el control de robots humanoi-
des. En esta tesis se muestra paso a paso co´mo pasar de un esquema tradicional a un esquema que
considera el movimiento de la base flotante del robot. Esta descripcio´n teo´rica se basa en el uso de
coordenadas Cartesianas para la posicio´n, y de cuaterniones para la orientacio´n, con el fin de evitar
singularidades de la configuracio´n. Se aprovecha, adema´s, la redundancia del sistema usando es-
quemas de control cinema´tico basados en ponderacio´n y en jerarquı´a de tareas, los cuales permiten
realizar varias tareas al mismo tiempo.
La implementacio´n del sistema se realiza en C++ utilizando clases y conceptos de polimorfismo, y
se basa en la lectura de un modelo URDF que especifica las caracterı´sticas fı´sicas de un robot. Este
sistema es independiente de middlewares y solo depende de algunas librerı´as de co´digo abierto.
El sistema desarrollado es adema´s de co´digo abierto. Se emplea una interface con Python para
poder describir el movimiento usando Python, debido a que es mucho ma´s sencillo realizarlo ası´.
El sistema es luego validado mediante una interfaz con ROS (Robot Operating System) para poder
visualizar los resultados, usando modelos de robots manipuladores, de un robot arbitrario disen˜ado,
y de dos robots humanoides. Ası´, se demuestra la aplicabilidad del sistema para cualquier tipo de
robot con extremidades y con base fija o flotante, asumiendo que cada robot dispone de un control
de bajo nivel de los motores, que es, en la pra´ctica, un caso usual.
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Abstract
Recently, humanoid robots and, in general, redundant robots with a floating base, have increased
in universities and research labs around the world due to the potential capabilities that they have.
However, their motion control is different from the control that is usually performed on robot ma-
nipulators due to the large number of degrees of freedom (motors) that they have, which require
coordination to achieve proper motion. This thesis presents the development of a kinematic system
for motion generation applied to this type of robots, ranging from the design of the system to its
implementation and application in different simulated models.
The system design is based on kinematic tasks, which in turn use the concepts of differential kine-
matics. Traditionally, differential kinematics is applied to robot manipulators with a fixed base, but
this is not enough for the control of humanoid robots. This thesis shows step by step how to extend
the traditional scheme to a scheme that considers the motion of the floating base. This theoretical
description is based on the use of Cartesian cooridnates for position, and quaternions for orientation,
in order to avoid configuration singularities. The redundancy of the system is also considered using
kinematic control schemes based on tasl weighting and hierarchy, which allow the achievement of
several tasks at the same time
The implementation of the proposed system is done in C++ using classes and concepts of poly-
morphism, and is based on the parsing of a URDF model that specifies the physical characteristics
of a robot. This system is independent of middlewares and it does only depend on some open source
libraries. The developped system is also open source. An interface with Python was also developed
since it is easier to describe motion using a script language. The system is then validated through
an interface with ROS (Robot Operating System) to visualize the results, using models of robot
manipulators, of an arbitrarily designed robot, and humanoid robots. Thus, the aplicability of the
system to any type of robot with limbs and fixed or floating base is shown, assuming that each robot
has a low level motor control, which is in practice a usual case.
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En este capı´tulo se presentara´, describira´ y justificara´ el problema que busca resolver la presente
tesis, indicando adema´s los antecedentes, los objetivos y los alcances de la misma. De igual modo,
se dara´ a conocer de manera general el enfoque utilizado para solucionar el problema, mostrando
los aportes de la tesis y puntualizando la estructura del trabajo por capı´tulos.
1.1. Descripcio´n del Problema
Los robots manipuladores utilizados para tareas industriales altamente automatizadas poseen tı´pi-
camente seis grados de libertad articular. Estos grados de libertad les permiten alcanzar las tres
posibles posiciones y orientaciones dentro de su espacio de trabajo. Sin embargo, cuando el espacio
de trabajo presenta ciertas restricciones, como por ejemplo obsta´culos, estos robots ven reducida su
capacidad de movimiento. Por este motivo, se desarrollaron robots manipuladores de siete grados de
libertad, donde el grado adicional brinda redundancia espacial. Estos manipuladores redundantes, a
veces denominados antropomo´rficos, se inspiran en el movimiento redundante del brazo humano.
Al imitar no solo el brazo sino toda la estructura antropomo´rfica, se llega a los llamados robots
humanoides, que fueron desarrollados como robots de servicio para ayudar a las personas en am-
bientes cotidianos. Estos robots poseen un aproximado de treinta grados de libertad, lo cual los
convierte en robots altamente redundantes en el espacio tridimensional.
Los robots redundantes requieren un tratamiento especial para la generacio´n de movimiento: las
te´cnicas de control utilizadas para robots manipuladores tradicionales tienen que ser extendidas pa-
ra aprovechar la estructura cinema´tica de manera adecuada. Ma´s au´n, los robots humanoides poseen
una base flotante debido a lo cual, adema´s de resolver la redundancia, se debe generar movimiento
de cuerpo completo. Esto es, el robot debe coordinar el movimiento de todas sus articulaciones
en simulta´neo, y no funcionar como cuatro manipuladores separados (por ejemplo, para desplazar
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su centro de masa). El problema aquı´ consiste en la generacio´n y coordinacio´n adecuada de mo-
vimiento que no este´ enfocada en un solo robot, sino que pueda ser aplicada a diferentes robots
redundantes con diferentes estructuras, siendo los robots manipuladores un caso particular.
En esta tesis se desarrollara´ un sistema gene´rico e independiente de generacio´n de movimiento
cinema´tico para robots humanoides. El sistema base no dependera´ de estructuras complejas de
software y podra´ controlar cualquier robot humanoide y, por extensio´n, cualquier manipulador re-
dundante o no, cuyo modelo matema´tico este´ disponible. El sistema sera´ verificado y probado con
diversos modelos de robots humanoides y redundantes.
1.2. Justificacio´n
El control adecuado de robots humanoides es un tema complicado de investigacio´n actual tanto
a nivel algorı´tmico como a nivel tecnolo´gico. La estructura cinema´tica y dina´mica de cada robot
depende de cada fabricante, universidad o laboratorio de investigacio´n que lo desarrolla. Por este
motivo, los sistemas de control y generacio´n de movimiento se encuentran generalmente orientados
hacia robots especı´ficos. Algunos sistemas son de co´digo cerrado y esta´n restringidos al laboratorio
donde fueron desarrollados. Otros sistemas son de co´digo abierto pero esta´n basados en estructuras
complejas de software (“middlewares”) que fueron desarrolladas para un robot en particular o para
el uso propio del laboratorio de investigacio´n. Debido a esto, dichos middlewares normalmente
no se encuentran debidamente documentados y para comprender su funcionamiento se requiere
bastante dedicacio´n (para la ingenierı´a inversa) y conocimiento bastante avanzado del lenguaje de
programacio´n utilizado.
La dependencia de los sistemas de generacio´n de movimiento existentes de estructuras mucho ma´s
complejas hace que, incluso para utilizar una parte pequen˜a del sistema, se requiera instalar todo
el “framework”. Ası´, la utilizacio´n requiere la comprensio´n del framework, algo que no constituye
parte esencial del sistema de control. Esto complica, por ejemplo, el desarrollo, implementacio´n,
comparacio´n o prueba de diversas te´cnicas de generacio´n de movimiento. Ma´s au´n, limita el uso
en sistemas embebidos donde el espacio de memoria suele ser crı´tico, y hasta el uso educacional y
acade´mico. Adema´s de esto, el soporte a robots para los cuales no fueron disen˜ados resulta bastante
engorroso por el problema de la falta de documentacio´n y estructura compleja.
Actualmente no existe un sistema de generacio´n de movimiento para robots humanoides (y por
extensio´n, redundantes) que sea gene´rico a cualquier robot y que sea independiente de sistemas
complejos innecesarios. Debido a este problema, el aporte de esta tesis es el desarrollo de un sistema
completo autocontenido que soporta la generacio´n de movimiento para cualquier robot humanoide
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(o manipulador) y es independiente de middlewares externos. El sistema sera´ adema´s de co´digo
abierto para facilitar la adaptacio´n, extensio´n, colaboracio´n, benchmarking y hasta educacio´n.
1.3. Antecedentes
La generacio´n de movimiento para robots humanoides es un actual a´rea de investigacio´n activa en
robo´tica. En el Peru´ no existen antecedentes oficiales de ningu´n sistema que haya sido desarrollado
para controlar robots humanoides. Tampoco existen antecedentes de sistemas de control gene´ricos
para robots redundantes con base fija. A nivel nacional, algunas tesis de pregrado y posgrado pre-
sentan el desarrollo de prototipos de brazos robo´ticos manipuladores (o alguna parte especı´fica de
los mismos), pero estos prototipos son de cinco grados de libertad o menos [1–4], muy por debajo
de los grados de libertad necesarios para un robot redundante. Los me´todos de control cinema´tico
o dina´mico de estos trabajos se basan en ana´lisis exhaustivo ad-hoc al sistema desarrollado. Sin
embargo, cada sistema es incompatible con el otro; el desarrollo de un trabajo no puede ser aprove-
chado por otro debido a la especificidad de la metodologı´a y a la falta de una descripcio´n unificada
del modelo matema´tico del robot.
Sistemas gene´ricos de generacio´n de movimiento pueden ser encontrados en trabajos de investiga-
cio´n de universidades y laboratorios principalmente de Estados Unidos, Francia, Alemania, Italia,
Espan˜a, Corea y Japo´n. Muchos de estos sistemas esta´n restringidos al propio laboratorio de in-
vestigacio´n y solo se conoce de su existencia por sus resultados en publicaciones cientı´ficas o
por informacio´n personal de quienes trabajan allı´. Algunos de los sistemas disponibles libremente
(open source) ma´s conocidos que permiten la generacio´n de movimiento para robots humanoides
son: Stack of Tasks, desarrollado en el LAAS-CNRS (Francia), OpenSOT, desarrollado en el IIT
(Italia), Drake, desarrollado en el MIT, Stanford Whole-body Control Framework, desarrollado en
la Universidad de Stanford, ControlIt, desarrollado en la Universidad de Texas, Klampt, desarrolla-
do en Duke University, OpenRAVE, entre otros. Sin embargo, como se menciono´ anteriormente,
estos sistemas son dependientes de una estructura computacional (framework) bastante grande, lo
cual complica su uso ası´ como el desarrollo de nuevos esquemas de control.
1.4. Hipo´tesis
1.4.1. Hipo´tesis Principal
El sistema de generacio´n de movimiento para robots humanoides y redundantes de base fija permi-




El control basado principalmente en tareas y en cinema´tica inversa puede generar movimiento
de cuerpo completo para robots humanoides.
Un sistema de generacio´n de movimiento no necesita depender de estructuras complejas de
software para poder generar movimiento.
Es posible utilizar el sistema desarrollado con diversos robots redundantes, sean de base fija
o de base flotante, ası´ como con manipuladores tradicionales.
Es suficiente la descripcio´n matema´tica de un robot en formato URDF (Unified Robot Des-
cription Framework) para poder ser utilizado con el sistema propuesto.
1.5. Objetivos
1.5.1. Objetivo General
Desarrollar e implementar un sistema de generacio´n de movimiento basado en tareas para robots
humanoides y robots redundantes, incluyendo aquellos con base fija.
1.5.2. Objetivos Especı´ficos
Disen˜ar un sistema de control cinema´tico basado en tareas.
Implementar esquemas de control cinema´tico basados tanto en ponderacio´n de tareas como
en prioridad de tareas.
Realizar la integracio´n del sistema desarrollado con ROS (Robot Operating System) que ac-
tualmente el casi esta´ndar de facto en robo´tica.
Probar el sistema desarrollado con modelos de diversos robots humanoides y redundantes.
Realizar movimientos diversos utilizando el sistema de control desarrollado.
1.6. Alcances
Esta tesis busca el desarrollo de un sistema que permita generar movimiento para robots huma-
noides, comprendiendo tambie´n a manipuladores tradicionales y redundantes, utilizando principal-
mente control cinema´tico. Esta forma de control en robo´tica tiene como salida final la configuracio´n
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articular, la velocidad articular o la aceleracio´n articular del robot y por tanto asume la existencia
de algu´n tipo de servomecanismo de bajo nivel que controla directamente los motores.
En particular, se utilizara´ como sen˜al de salida la configuracio´n articular y se asumira´ que cada
motor del robot se comporta como un servomotor que controla directamente la posicio´n articular.
Ası´, la sen˜al de salida podra´ ser aplicada directamente a cualquier robot controlado en posicio´n, lo
cual no es una mayor limitacio´n ya que la gran mayorı´a de robots industriales y robots humanoides
son controlados en posicio´n. Sin embargo, no se podra´ controlar robots cuyo control sea el torque
del motor, dado que para dicho caso se requerirı´a alguna forma de control dina´mico. De igual modo,
el control directo de fuerza e interacciones no sera´ considerado.
1.7. Estructura de la Tesis
Esta tesis esta´ conformada por los siguientes capı´tulos.
Capı´tulo 1: Introduccio´n. En este capı´tulo se brinda una introduccio´n al problema a tratar
dando a conocer la descripcio´n del mismo ası´ como la justificacio´n y los antecedentes de
la tesis. De igual manera, se presenta los objetivos de la presente tesis y los alcances de la
misma.
Capı´tulo 2: Fundamentos para la Generacio´n del Movimiento. En este capı´tulo se da a cono-
cer los conceptos fundamentales y los me´todos existentes de generacio´n de movimiento para
robots altamente redundantes, con e´nfasis en robots humanoides, desde un punto de vista
cinema´tico.
Capı´tulo 3: Disen˜o del Sistema Cinema´tico de Control. En este capı´tulo se presenta la es-
tructura cinema´tica utilizada para el sistema desarrollado, desde un punto de vista teo´rico ası´
como de aplicacio´n. Ası´, se introducen los fundamentos teo´ricos y metodolo´gicos sobre los
cuales se basan los siguientes capı´tulos de esta tesis.
Capı´tulo 4: Implementacio´n del Sistema de Generacio´n de Movimiento. Este capı´tulo presen-
ta los detalles de implementacio´n del sistema propuesto en la presente tesis desde el punto
de vista operativo; es decir, se muestra el detalle del software utilizado y de la estructura
desarrollada. Esta implementacio´n esta´ basada en las bases teo´ricas del capı´tulo 3.
Capı´tulo 5: Pruebas y Resultados. Este capı´tulo presenta los experimentos realizados de
generacio´n de movimiento a nivel de simulacio´n cinema´tica y dina´mica usando el sistema
cinema´tico propuesto. Estos experimentos de desarrollan utilizando ROS (Robot Operating
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System) por conveniencia, pero el nu´cleo del sistema desarrollado puede ser utilizado con
cualquier middleware de robo´tica.
Capı´tulo 6: Conclusiones y Recomendaciones. En este capı´tulo se presenta las principales




Fundamentos para la Generacio´n de
Movimiento
En este capı´tulo se presentara´ de manera sucinta los conceptos ba´sicos relacionados con la cinema´ti-
ca de robots manipuladores y su extensio´n a robots redundantes. De igual manera, se describira´
algunas te´cnicas actualmente utilizadas para el control cinema´tico de este tipo de robots.
2.1. Representacio´n Espacial de Cuerpos Rı´gidos
La estructura meca´nica de cualquier robot esta´ constituida principalmente por eslabones unidos a
trave´s de articulaciones. Cada eslabo´n puede ser modelado como un cuerpo rı´gido y, por tanto,
para poder especificar algu´n objetivo de control ligado a dicho cuerpo rı´gido es necesario poder
representar su posicio´n y orientacio´n en el espacio. La excepcio´n se da en la denominada robo´tica
blanda (soft robotics) dado que dichos sistemas cuentan con eslabones flexibles; sin embargo, esta
tesis considera solamente robots con eslabones rı´gidos. Para fines de control cinema´tico se ignora
adema´s el efecto de los sistemas de transmisio´n de movimiento.
2.1.1. Posicio´n de Cuerpos Rı´gidos
La posicio´n de un cuerpo rı´gido esta´ representada por coordenadas Cartesianas, cilı´ndricas o esfe´ri-
cas. La representacio´n ma´s usual consiste en el uso de coordenadas Cartesianas tridimensionales









donde x, y, z ∈ R son las coordenadas Cartesianas del punto en cuestio´n. Dicho punto se mueve de
manera solidaria con el cuerpo rı´gido y describe completamente su posicio´n con respecto a algu´n
sistema de referencia.
2.1.2. Orientacio´n de Cuerpos Rı´gidos
Para representar la orientacio´n, es necesario asociar un sistema de coordenadas (tambie´n llamado
sistema de referencia) al cuerpo rı´gido. De esta forma, la orientacio´n consiste en describir este
sistema de coordenadas con respecto a un sistema de coordenadas de referencia. Esta descripcio´n
se realiza de manera natural a trave´s de una matriz de rotacio´nR ∈ SO(3), donde SO(3) denota el
grupo de Lie ortogonal especial de dimensio´n 3 (las siglas provienen del ingle´s Special Orthogonal
[5]). Formalmente, este grupo se define como
SO(3) = {R |RRT = I y det(R) = +1} (2.2)
donde I es la matriz identidad de 3× 3 y det representa al determinante.
Conside´rese un sistema de referencia {C} asociado al cuerpo rı´gido, y conside´rese un sistema de
referencia fijo o inercial {F}. La orientacio´n del sistema {C} se describe con respecto al sistema










donde cada columna de la matriz representa a los ejes unitarios del sistema {C} expresados en el
sistema {F} (los subı´ndices denotan el sistema actual y los superı´ndices el sistema de referencia).
La obtencio´n matema´tica de esta matriz se basa en proyecciones ortogonales de los ejes y puede
encontrarse en [6], [7].
Rotaciones Cano´nicas. Las matrices de rotacio´n de un a´ngulo φ alrededor de los ejes x, y, o z


















donde cφ y sφ representan el coseno y seno del a´ngulo φ, respectivamente. Usando combinaciones
de estas matrices de rotacio´n se puede obtener cualquier rotacio´n.
Un problema con el uso de matrices de rotacio´n para representar orientacio´n consiste en que se uti-
liza 9 elementos a pesar de que solamente existen 3 grados de libertad para la orientacio´n. Debido
a la ortonormalidad de sus columnas y filas, existen 6 elementos que brindan informacio´n redun-
dante. Por este motivo, su utilizacio´n computacional no es eficiente. Adema´s, la distancia entre dos
matrices de rotacio´n no se encuentra adecuadamente definida, dificultando la definicio´n de un error
de orientacio´n [6].
Debido a los motivos anteriores, resulta ma´s conveniente utilizar parametrizaciones de la rotacio´n,
las cuales utilizan menos elementos para representar la orientacio´n. Algunas de estas parametriza-
ciones se describen a continuacio´n.
A´ngulos de Roll, Pitch, Yaw. Estos a´ngulos son denominados en espan˜ol como alabeo, cabeceo y
guin˜ada, pero el uso de los te´rminos roll, pitch, yaw es bastante comu´n en robo´tica. Existen diversas
convenciones de a´ngulos de roll, pitch, yaw. La normalmente utilizada en robo´tica humanoide es la
siguiente:
R(φr, φp, φy) = Rz(φy)Ry(φp)Rx(φr) (2.5)
donde φr es el a´ngulo de roll, φp el a´ngulo de pitch y φy el a´ngulo de yaw. Realizando los productos
matriciales, usando (2.4), la matriz de rotacio´n equivalente es
R(φr, φp, φy) =

cφpcφy sφrsφpcφy − cφrsφy sφrsφy + cφrsφpcφy
cφpsφy sφrsφpsφy + cφrcφy cφrsφpsφy − sφrcφy
−sφp sφrcφp cφrcφp
 (2.6)
donde c y s representan las funciones coseno y seno, respectivamente. De manera inversa, si se da
una matriz de rotacio´nR con componentes rij , estos a´ngulos esta´n dados por








, φy = atan2(r21, r11) (2.7)
donde la funcio´n atan2 es el arco tangente que considera los a´ngulos en los cuatro cuadrantes. Con
esta definicio´n se tiene los siguientes rangos: φr ∈ [−pi, pi], φp ∈ [−pi2 , pi2 ] y φy ∈ [−pi, pi]. Se debe
notar que (2.7) solo es va´lido cuando φp 6= {−pi2 , pi2 } debido a que si es igual a dichos valores se
tendra´ cφp = 0 y por tanto φr y φy no estara´n definidos (a lo que se conoce como singularidad
de representacio´n). En estos casos solo se puede recuperar φr + φy o φr − φy. Analizando cada
caso singular en (2.6), se puede demostrar que una alternativa es asignar φy = 0, y usar φr =
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atan2(r12, r22) si φp = pi2 , o φr = −atan2(r12, r22) si φp = −pi2 . Los a´ngulos de roll, pitch, yaw, a
pesar de ser a´ngulos bastante intuitivos presentan el problema de singularidades de configuracio´n;
es decir, existen tanto saltos como configuraciones que no se encuentran bien definidas [6].
Representacio´n Eje/a´ngulo. La rotacio´n de un a´ngulo φ alrededor de un eje unitario u esta´ dada
por la llamada fo´rmula de Rodrigues la cual se expresa como [5]:
R(φ,u) = euˆθ = I + uˆ sin θ + uˆ2(1− cos θ) (2.8)












De igual manera, una notacio´n equivalente es u∧ = uˆ. Esta matriz antisime´trica tiene un rol im-
portante en robo´tica. Si se representa la velocidad angular como ω (que no es necesariamente un
vector unitario) y su matriz antisime´trica asociada como ωˆ, la relacio´n entre la velocidad angular y
la matriz de rotacio´n esta´ dada por
ωˆ = R˙RT (2.10)
donde R˙ es la derivada de la matriz de rotacio´n [5]. Una de las ventajas principales que presenta la
representacio´n eje/a´ngulo es que permite describir de manera directa cualquier orientacio´n.
El problema inverso consiste en obtener el eje y a´ngulo dada una matriz de rotacio´nR con compo-
nentes rij . En este caso, el a´ngulo equivalente es
θ = atan2
(√
















Estas expresiones se obtienen del ana´lisis de cada te´rmino de (2.8); los detalles se pueden encontrar
en [5], [8]. Se debe adema´s considerar que u no esta´ bien definida cuando θ = 0, dado que sin θ =
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r11 − r22 − r33 + 1
sgn(r13 − r31)
√
r22 − r33 − r11 + 1
sgn(r21 − r12)
√
r33 − r11 − r22 + 1
 (2.13)
Cuaterniones. La rotacio´n de un a´ngulo φ alrededor de un eje unitario r puede parametrizarse
mediante 4 elementos denominados tambie´n para´metros de Euler [9], los cuales forman un cuater-














donde el primer elemento (w) es denominado parte escalar, y los tres restantes  = (x, y, z) son
llamados parte vectorial del cuaternio´n [6]. Formalmente, se tiene Q ∈ H, donde H representa el
espacio Hamiltoniano de los cuaterniones. Se puede demostrar que la matriz de rotacio´n equivalente
a un cuaternio´n esta´ dada por:
R(w, ) =

2(w2 + 2x)− 1 2(xy − wz) 2(xz + wy)
2(xy + wz) 2(w
2 + 2y)− 1 2(yz − wx)
2(xz − wy) 2(yz + wx) 2(w2 + 2z)− 1
 . (2.15)












r11 − r22 − r33 + 1
sgn(r13 − r31)
√
r22 − r33 − r11 + 1
sgn(r21 − r12)
√
r33 − r11 − r22 + 1
 (2.16)
donde sgn(x) representa la funcio´n signo cuyo valor es 1 cuando x ≥ 0, y −1 cuando x < 0. Los
cuaterniones sera´n utilizados exhaustivamente en esta tesis debido a que no presentan configuracio-
nes singulares; es decir, las rotaciones quedan siempre bien definidas. Debido a esta importancia,
el Ape´ndice A resume el a´lgebra de cuaterniones y algunas de sus propiedades principales.
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2.1.3. Posicio´n y Orientacio´n
Es comu´n representar la posicio´n y la orientacio´n por separados utilizando algunas de las repre-
sentaciones descritas anteriormente. Una representacio´n compacta esta´ dada por las matrices de
transformacio´n homoge´nea T que contienen la matriz de rotacio´n R asociada a un cuerpo rı´gido y





Formalmente, la representacio´n de posicio´n y orientacio´n de un cuerpo rı´gido pertenece al grupo de
Lie SE(3), denominado grupo Euclideano especial (en ingle´s Special Euclidean) y definido como
[5]:
SE(3) = {(R,p) |R ∈ SO(3),p ∈ R3} = SO(3)× R3. (2.18)
La desventaja del uso de las matrices de transformacio´n homoge´nea consiste en la redundancia
de las matrices de rotacio´n que la componen, y por este motivo se suele utilizar orientaciones
parametrizadas.
2.1.4. Velocidad de Cuerpos Rı´gidos
La velocidad total de los cuerpos rı´gidos que conforman un robot tiene un componente lineal v ∈
R3 y un componente angular ω ∈ R3. En robo´tica es frecuente, adema´s, representar el componente
de velocidad angular por la matriz antisime´trica equivalente ωˆ ∈ so(3) donde so(3) se define como
[5]:
so(3) = {ωˆ ∈ R3×3 | ωˆ + ωˆT = 0}. (2.19)
Matema´ticamente, a so(3) se le denomina a´lgebra de Lie de SO(3) y representa el espacio tangente
a la identidad del grupo matricial SO(3).
Para referirse tanto a la velocidad lineal como a la angular a la vez, es comu´n utilizar el te´rmino
velocidad espacial [10] o twist [5] ξ = (v,ω) ∈ se(3) donde
se(3) = {(ωˆ,v) | ωˆ ∈ se(3),v ∈ R3}. (2.20)
A se(3) se denomina el a´lgebra de Lie del grupo matricial SE(3) y representa el espacio tangente
a la identidad de SE(3). El uso de velocidades espaciales, en lugar de utilizar cada velocidad por
separado, ha cobrado auge recientemente en robo´tica debido a la mayor eficiencia computacional
comparada con los enfoques cla´sicos [11]. La teorı´a asociada a las velocidades espaciales puede
encontrarse en [10].
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2.2. Representacio´n de un Robot Humanoide
Una de las diferencias principales entre un robot humanoide y un robot manipulador es que el
primero se puede mover libremente en su entorno mientras que el u´ltimo se encuentra fijo en el en-
torno. Esta habilidad de moverse libremente tambie´n genera un gran reto de control conocido como
sub-actuacio´n: el movimiento en el entorno no puede ser controlado directamente sino de manera
indirecta a trave´s del movimiento adecuado de las articulaciones [12]. Por este motivo, la repre-
sentacio´n de un robot humanoide debe considerar esta sub-actuacio´n adema´s de las coordenadas
articulares.
2.2.1. Representacio´n Mediante Coordenadas Generalizadas
Las coordenadas generalizadas son una generalizacio´n de las coordenadas articulares que incluyen,
adema´s de las articulaciones actuadas, la representacio´n de la base flotante que no posee actuacio´n
directa.
Articulaciones actuadas. Las articulaciones actuadas de un robot esta´n normalmente compuestas
por dos elementos: articulaciones de revolucio´n y articulaciones prisma´ticas [7]. Otros tipos de
articulaciones actuadas no son comunes en robo´tica.
1. Una articulacio´n de revolucio´n es aquella que gira alrededor de un eje definido, y toma
valores en S1, donde S1 es la variedad correspondiente al cı´rculo unitario (esfera de dimensio´n
1). Un conjunto de r articulaciones de revolucio´n toma valores en un toroide de dimensio´n r
en Tr definido como Tr = S1 × · · · × S1 (r veces).
2. Una articulacio´n prisma´tica es aquella que se desplaza sobre un determinado eje de mo-
vimiento, y toman valores en R a lo largo de dicho eje. Un conjunto de p articulaciones
prisma´ticas genera el espacio Rp.
Un robot con n = r + p grados de libertad, de las cuales r son articulaciones de revolucio´n y p
articulaciones prisma´ticas, posee un espacio articular descrito por una variedad n dimensionalQ tal
queQ = Tr×Rp. A dicha variedadQ se denomina el espacio articular o espacio de configuracio´n,
y contiene todos los posibles valores que puede tomar la variable articular actuada qa.
Base Flotante. La posicio´n y orientacio´n de un robot en su entorno se encuentra asociada con
la posicio´n y orientacio´n de alguna parte rı´gida del robot, la cual es denominada base flotante o
raiz (es tambie´n comu´n el te´rmino root, en ingle´s). Para un robot humanoide, este cuerpo rı´gido es
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 ∈ SE(3) (2.21)
donde pb es la posicio´n de la base, usualmente dada por coordenadas Cartesianas (pb ∈ R3), y ob es
la orientacio´n dada por alguna parametrizacio´n de SO(3). En general, xb es una parametrizacio´n
del grupo SE(3) y presenta 6 grados de libertad en el espacio, pero puede contener ma´s de 6





 ∈ se(3) (2.22)
donde vb, ωb son las velocidades lineal y angular, respectivamente. Resulta comu´n encontrar estos
valores mediante mediciones obtenidas de la unidad de medida inercial IMU (Inertial Measurement
Unit) que se encuentra usualmente en la base flotante del robot o cerca a la misma (en cuyo caso
se debe realizar algunas transformaciones rı´gidas simples). Sin embargo, estas mediciones no son
directas y se debe usar algu´n estimador, siendo comu´n el uso del filtro de Kalman para la estimacio´n
[14].
Coordenadas Generalizadas. Las coordenadas generalizadas q representan el estado completo
del robot y contienen tanto la base sub-actuada como las articulaciones actuadas [13]. Estas coor-








con cada te´rmino definido anteriormente. Se denomina espacio articular generalizado al espacio
que contiene a q y que esta´ compuesto por un componente de SE(3) y un componente de Q. Este
espacio representa por completo la configuracio´n de un robot humanoide, o en general, de un robot
con base flotante.
Se debe notar que q˙ en (2.23) contiene al vector x˙b y por tanto es dependiente de la representacio´n
que se utilice para xb. Para evitar esta dependencia, en algunos casos resulta conveniente utilizar el






La ventaja de esta representacio´n con respecto a la anterior es que el twist ξb es independiente de
la parametrizacio´n de SE(3).
Matriz de Seleccio´n. La configuracio´n articular actuada qa puede ser recuperada a partir de las
coordenadas generalizadas q utilizando la denominada matriz de seleccio´n S que selecciona sola-
mente la parte actuada [15]. Para un robot con una representacio´n b-dimensional de su base flotante





tal que qa = Sq (2.25)
donde 0¯ ∈ Rn×b es una matriz de ceros y I ∈ Rn×n es la matriz identidad. La matriz de seleccio´n
es tambie´n importante para el mapeo de torques generalizados τ que actu´an en las articulaciones





donde 0 corresponde a la sub-actuacio´n del sistema, y se origina del hecho que la base xb no puede
ser controlada. Esta expresio´n para el torque es particularmente u´til al analizar el modelo dina´mico
de un robot humanoide, pero no sera´ usada en esta tesis, dado que el modelo utilizado aquı´ es
puramente cinema´tico.
2.2.2. Representacio´n en el Espacio Operacional
El espacio operacional [16], tambie´n denominado espacio de la tarea [17], es una variedad ma-
tema´tica que define el espacio en el que se realiza una determinada tarea y puede entenderse como
una generalizacio´n del espacio Cartesiano dependiente del objetivo de control. Por ejemplo, el
vector que contiene la posicio´n y orientacio´n del efector final de un manipulador robo´tico, esta´ re-
presentado en el espacio operacional. De igual forma, si el robot posee una ca´mara en la cabeza y
se desea que e´sta enfoque un punto especı´fico, las coordenadas de los pı´xeles de la ca´mara forman
parte del espacio operacional.
Para robots humanoides no se utiliza el te´rmino “efector final”, dado que e´ste usualmente se refiere
al final de la cadena cinema´tica que se desea mover (mano del manipulador), pero en el caso de
un humanoide, existen ma´s partes con movimiento posible. En su lugar se utiliza el te´rmino Punto
Operacional, el cual es una designacio´n ma´s gene´rica de cualquier parte del cuerpo del robot cuya
posicio´n y/o orientacio´n se desea controlar. Algunos ejemplos de estos puntos operacionales son:
las mun˜ecas o las manos del robot, los tobillos o pies del robot, el pecho del robot, la cintura, la
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cabeza, etc. Al referirse a puntos operacionales, es comu´n interecambiar los te´rminos mun˜eca con
mano, y tobillo con pie, siempre que el significado este´ claro. De igual manera, diversos puntos
operacionales pueden ser definidos para otros tipos de robots con base flotante.
2.3. Cinema´tica de Robots
En robo´tica, el te´rmino cinema´tica hace referencia al estudio de la posicio´n, orientacio´n, velocidad
y aceleracio´n de los componentes que conforman el robot sin considerar las fuerzas o torques in-
volucrados en el movimiento ni las propiedades dina´micas, como la masa o inercia, de los cuerpos
que componen el sistema. El estudio cinema´tico comprende la cinema´tica directa e inversa, que
se encargan solamente de la posicio´n y orientacio´n (algunos prefieren denominarla geometrı´a del
robot); y la cinema´tica diferencial, que se encarga de las velocidades y en menor medida de las
aceleraciones.
2.3.1. Cinema´tica Directa
Consiste en encontrar la posicio´n y orientacio´n x ∈ SE(3) de algu´n punto operacional dada una
determinada configuracio´n articular q ∈ Q del robot. Matema´ticamente se describe mediante el
mapa no lineal
f : Q → SE(3) tal que x = f(q), (2.27)
el cual siempre se encuentra bien definido; es decir, para todo q ∈ Q siempre habra´ un u´nico
x ∈ SE(3). Los me´todos ma´s usados para obtener y representar la cinema´tica directa en robots de
cadena abierta son los para´metros de Denavit-Hartenberg y el me´todo geome´trico [6].
Me´todo de Denavit-Hartenberg. Los para´metros esta´ndar de Denavit-Hartenberg (DH) fueron
introducidos en [18] y son ampliamente utilizados para modelar cinema´ticamente robots manipu-
ladores. El me´todo consiste en primero asignar sistemas de referencia a cada eslabo´n del robot, y
luego calcular 4 para´metros por cada grado de libertad usando las relaciones entre los sistemas asig-
nados. Estas asignaciones se basan en una serie de reglas (que pueden ser encontradas, por ejemplo,
en [6, 7, 18]) y solamente existe libertad para escoger el sistema de base y el sistema del efector
final. Una vez obtenidos los para´metros, se asocia una matriz de transformacio´n homoge´nea i−1T i
a cada grupo de 4 para´metros, la cual relaciona un eslabo´n i con el eslabo´n anterior i − 1. Para un








T 3 · · · n−1T n . (2.28)
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Se debe notar que existe una variacio´n de estos para´metros, llamada para´metros DH modificados,
la cual fue introducida en [19] y es seguida por algunos autores. A grandes rasgos, la diferencia
consiste en asignar el sistema de referencia al final del eslabo´n en lugar de al principio. A pesar de
ser muy parecidos, ambos me´todos no son compatibles y se debe tener claro cua´l se esta´ utilizando.
Me´todo Geome´trico. Consiste en asignar arbitrariamente los sistemas de referencia a cada es-
labo´n del robot. Dicha asignacio´n se basa usualmente en conveniencia o facilidad matema´tica para
la representacio´n. La convencio´n suele ser asignar el eje z a lo largo del eje de rotacio´n. Una vez
que se tiene los sistemas asignados, se obtiene la matriz de transformacio´n homoge´nea que rela-
ciona cada sistema con el anterior i−1T i y luego se realiza el mismo producto mostrado en (2.28).
Alternativamente, aunque menos usado en la pra´ctica, se puede utilizar teorı´a de twists basados en
a´lgebra de Lie para representar la cadena cinema´tica [5, 11].
Cinema´tica Directa en Robots Humanoides. Los robots redundantes con base flotante, como
los robots humanoides, presentan cadenas cinema´ticas en forma de a´rbol en donde no es muy comu´n
el uso de los para´metros DH. Uno de los principales motivos consiste en que el me´todo DH se enfo-
ca principalmente en el efector final, asignando sistemas de referencia no intuitivos a los eslabones
intermedios. Sin embargo, en robots humanoides resulta importante tambie´n tener sistemas de re-
ferencia intuitivos (por ejemplo, con el eje x apuntando hacia adelante y el eje z hacia arriba)
en eslabones intermedios, como las rodillas o los codos, debido a que tambie´n se controla el mo-
vimiento de estas partes. Por estos motivos, es pra´ctica comu´n utilizar el me´todo geome´trico y
realizar transformaciones homoge´neas especı´ficas entre eslabones contiguos [13]. Ası´, se describe
cada cadena cinema´tica, como brazos o piernas, con respecto al sistema de la base flotante de forma
independiente. Luego, se realiza transformaciones para que todo quede expresado en un sistema de
referencia inercial, como se detalla en el Capı´tulo 3.
2.3.2. Cinema´tica Inversa
Consiste en encontrar la configuracio´n articular q ∈ Q necesaria para poder alcanzar una posicio´n
y orientacio´n x ∈ SE(3) de un determinado punto operacional. En algunos casos especı´ficos puede
ser representada por el mapa inverso
f−1 : SE(3)→ Q tal que q = f−1(x). (2.29)
Debido a la redundancia y alta no linealidad del sistema, en general, f−1(x) suele no ser u´nico
y podrı´a presentar infinitas soluciones. Adema´s, para configuraciones x que el robot no puede
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alcanzar, f−1 no esta´ definido. Debido a estos problemas, la cinema´tica inversa es ma´s complicada
de calcular que la cinema´tica directa.
Me´todos Analı´ticos. Para cadenas cinema´ticas simples, la cinema´tica inversa puede ser resuelta
de manera analı´tica mediante los siguientes me´todos cla´sicos:
a. Me´todos geome´tricos. Consisten en analizar de manera geome´trica la estructura cinema´tica del
robot para encontrar relaciones entre los a´ngulos y las posiciones u orientaciones del efector fi-
nal. Son me´todos, en general, ad-hoc a cada problema y difı´ciles de generalizar. Algunas simpli-
ficaciones son el desacoplo de articulaciones cuando los u´ltimos tres ejes se intersectan, llamado
desacoplo de Peiper [20], o los subproblemas de Paden-Kahan que se basan en el producto de
exponenciales.
b. Me´todos algebraicos. Consisten en la obtencio´n de las variables articulares a partir de la transfor-
macio´n homoge´nea resultante de la cinema´tica directa (2.28) usando a´lgebra. Algunos me´todos
realizan transformaciones inversas o eliminaciones dialı´ticas para derivar polinomios que puedan
ser resueltos [21]. Otros me´todos analizan directamente cada ecuacio´n o realizan multiplicacio-
nes por transformaciones homoge´neas a la derecha o a la izquierda para obtener ecuaciones ma´s
fa´cilmente resolubles.
Me´todos Nume´ricos Iterativos. Para cadenas cinema´ticas complejas, como robots humanoides,
las soluciones analı´ticas se vuelven tediosas, irresolubles, o de mu´ltiples soluciones debido a la
redundancia del sistema y a los te´rminos fuertemente no lineales de la cinema´tica directa. En estos
casos se prefiere enfoques nume´ricos o el uso de cinema´tica diferencial [6]. Los enfoques nume´ricos
principalmente utilizados son los siguientes.
a. Me´todo de Newton. Consiste en reformular el problema como F(q) = xd − f(q) = 0, donde
xd es la posicio´n/orientacio´n deseada, y calcular los ceros de F(q) usando el me´todo de Newton
multivariable. Esta solucio´n iterativa es:
qk+1 = qk + J
−1(qk)(xd − f(qk)) (2.30)
donde J(qk) =
∂f(qk)
∂q , y qk representa la configuracio´n articular generalizada q para la ite-
racio´n k-e´sima. El criterio de te´rmino puede ser un error Cartesiano pequen˜o o un incremento
articular pequen˜o. La ventaja del me´todo es la rapidez de convergencia, que es de tipo cuadra´tico.
En caso que la inversa J−1 no este´ definida, se utiliza la pseudo-inversa, pero cerca a configura-
ciones singulares, donde J pierde rango, se puede usar la pseudo-inversa amortiguada [22].
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b. Me´todo del gradiente. Formula la cinema´tica inversa como un problema de optimizacio´n que
busca minimizar la funcio´n g(q) = 12(xd−f(q))T (xd−f(q)) utilizando el me´todo de descenso
del gradiente. La solucio´n iterativa, en este caso, es:
qk+1 = qk + αJ
T (qk)(xd − f(qk)) (2.31)
donde α es una constante arbitraria que determina el taman˜o del paso en direccio´n del gradiente.
Este me´todo no presenta problemas cerca a singularidades, cuando J pierde rango, ya que usa
la transpuesta, pero posee una convergencia ma´s lenta.
A pesar de que las soluciones de ambos me´todos lucen bastante semejantes, se debe tener en cuenta
que ambas formulaciones son conceptualmente diferentes y se obtienen de distinta manera. Al
utilizar me´todos nume´ricos, es pra´ctica comu´n iniciar con el me´todo del descenso del gradiente
para evitar problemas cerca a valores donde J pierde rango, y luego de unas iteraciones cambiar al
me´todo de Newton debido a la ra´pida convergencia de este u´ltimo.
La principal desventaja del ca´lculo de cinema´tica inversa usando me´todos analı´ticos o nume´ricos
consiste en la dificultad de satisfacer restricciones adicionales como los lı´mites articulares, por lo
que se debe realizar verificaciones posteriores que pueden afectar la configuracio´n hallada. Una
forma de resolver estos problemas es mediante la cinema´tica inversa, que se basa en el uso del
Jacobiano.
2.3.3. El Jacobiano
El Jacobiano tiene un rol bastante importante en robo´tica. Debido a que la cinema´tica directa es
fuertemente no lineal, es pra´ctica comu´n linealizarla localmente utilizando el Jacobiano. A trave´s
de enfoques basados en el Jacobiano se puede adema´s formular restricciones a la cinema´tica. Por
otro lado, es tambie´n utilizado para mapear fuerzas externas en fuerzas articulares cuando se analiza
la dina´mica del robot. Existen dos tipos de Jacobianos en robo´tica, el analı´tico y el geome´trico [6].
Jacobiano Analı´tico. Es la matriz Jacobiana J(q) de derivadas parciales asociada a la funcio´n





Al Jacobiano analı´tico tambie´n se le conoce como el Jacobiano de la tarea. Por ejemplo, si la ci-
nema´tica directa f(q) de un robot de n grados de libertad esta´ representada mediante posicio´n
Cartesiana (x, y, z) y orientacio´n dada por los a´ngulos de roll, pitch yaw (φr, φp, φy), tal que
19
f(q) = [x y z φr φp φy]





























· · · ∂φy∂qn

(2.33)
donde qi representa la articulacio´n i-e´sima. El ca´lculo puede realizarse de manera analı´tica a trave´s
de las derivadas parciales de cada elemento. Alternativamente, y debido a la complejidad usual de
f(q), se puede utilizar diferencias finitas para el ca´lculo de las derivadas. En este caso, la derivada
parcial respecto al a´ngulo qi sera´
∂f
∂qi
≈ f(q1, · · · , qi + ∆qi, · · · , qn)− f(q1, · · · , qi, · · · , qn)
∆qi
(2.34)
donde ∆qi es un valor bastante pequen˜o. Se debe notar que el Jacobiano analı´tico depende de la
representacio´n que se utilice para la posicio´n y para la orientacio´n.
Jacobiano Geome´trico. Considerando el twist ξ, que contiene la velocidad lineal y angular de
algu´n punto operacional, y la velocidad del vector de configuracio´n q˙, este Jacobiano JG se define
como
ξ = JG(q) q˙. (2.35)
donde JG: Tq(Q) → se(3) es una aplicacio´n tangente y Tq(Q) representa el espacio tangente a Q
en q El Jacobiano geome´trico es tambie´n denominado Jacobiano ba´sico [16] o, en algunos casos,
simplemente Jacobiano. Su estructura esta´ dada por
JG(q) =
Jv1(q) Jv2(q) · · · Jvn(q)





donde Jvi corresponde al efecto que tiene la articulacio´n qi en la velocidad lineal, y Jωi al efecto
en la velocidad angular. Para robots sin base flotante, utilizando consideraciones de propagacio´n de
velocidad, se puede demostrar que para una articulacio´n prisma´tica Jvi = zi, Jωi = 0, con zi repre-
sentando el eje de movimiento de la articulacio´n. Por otro lado, para una articulacio´n de revolucio´n
se tiene Jωi = zi, Jvi = zi × (pN − pi) donde pN , pi representan la posicio´n del efector final y
del eslabo´n i, respectivamente. Todos los vectores deben estar expresados con relacio´n al sistema
de referencia base. Una explicacio´n ma´s detallada puede encontrarse en [6, 7]. La generalizacio´n al
caso de robots con base flotante, como robots humanoides, se encuentra en la seccio´n 3.2.
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Debido a que este Jacobiano esta´ relacionado con la velocidad lineal y angular, es independiente
de la representacio´n que se utilice para la cinema´tica directa y siempre sera´ el mismo para una
configuracio´n dada de cada punto operacional.
Cambio de Sistema de Referencia. Cuando es evidente el sistema de referencia con respecto al
cual se expresa el Jacobiano, se obvia su indicacio´n. En otros casos, o como aclaracio´n, pueden ser
incluidos. Conside´rese el Jacobiano geome´trico AJG con respecto al sistema de referencia {A}. La









donde BRA es la matriz de rotacio´n que relaciona al sistema {A} con el sistema {B}. Al analizar
te´rmino a te´rmino se puede observar que la transformacio´n consiste ba´sicamente en multiplicar
cada parte del Jacobiano con la matriz de rotacio´n.
2.3.4. Cinema´tica Diferencial
En robo´tica, la cinema´tica diferencial o cinema´tica instanta´nea hace referencia al estudio de la
velocidad y aceleracio´n de los componentes que conforman el robot sin considerar las fuerzas o
torques que generan el movimiento.
Cinema´tica Diferencial Directa. Consiste en encontrar el twist ξ ∈ se(3) de un punto opera-
cional que es producido a causa de las variaciones articulares q˙ ∈ Tq(Q). Esta relacio´n se expresa
mediante (2.35) y usa el Jacobiano geome´trico JG(q). Alternativamente, la cinema´tica diferencial
directa puede ser formulada encontrando las variaciones de primer orden x˙ que son producidas por
q˙, lo cual es expresado como
x˙ = J(q)q˙ (2.38)
donde J(q) definido en (2.32) es un mapa diferencial denominado Jacobiano analı´tico o de la
tarea. La cinema´tica diferencial directa se puede considerar como una linealizacio´n instanta´nea de
la cinema´tica directa en el punto q. Debido a la relacio´n lineal que la define, permite aprovechar
los me´todos de a´lgebra lineal, y las implementaciones algorı´tmicas eficientes y nume´ricamente
estables, para relacionar las velocidades del efector final con las velocidades articulares e incluso
para calcular la cinema´tica inversa.
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Relacio´n entre los Jacobianos. La relacio´n entre las variaciones de primer orden del espacio











donde p˙(q) es la derivada de la representacio´n de posicio´n y o˙(q) es la derivada de la representacio´n
de orientacio´n. La matriz Ep(p) relaciona las partes correspondientes a la posicio´n y velocidad
lineal, mientras que Eo(o) las partes correspondientes a la orientacio´n y velocidad angular. Si se
usa coordenadas Cartesianas para representar la posicio´n, como es usual, se tiene Ep = I , donde I
es la matriz identidad. Para obtener Eo se puede proceder como sigue [6, 23]: (i) calcular la matriz
de rotacio´n equivalente a la representacio´n de orientacio´n o; (ii) encontrar ωˆ = R˙RT y obtener
los componentes de la velocidad angular ω a partir del ωˆ resultante; (iii) reordenar los te´rminos y
operar algebraicamente para obtener x˙o = Eo(o)ω.
Utilizando (2.39) y las definiciones de los Jacobianos, se obtiene que la relacio´n entre el Jacobiano
analı´tico y el Jacobiano geome´trico esta´ dada por [6]:
J(q) = E(x)JG(q) (2.40)








donde Jp y Jo son la parte correspondiente a la posicio´n y orientacio´n del Jacobiano analı´tico, y Jv
y Jω son la parte correspondiente a la velocidad lineal y angular del Jacobiano geome´trico.
Cinema´tica Diferencial Inversa. Consiste en encontrar las variaciones articulares q˙ que produ-
cen una variacio´n de un punto operacional. Dado que (2.38) es una relacio´n lineal, se realiza una
inversio´n del Jacobiano, si e´ste es cuadrado y no singular. En caso que J sea singular o no sea
cuadrado, se usa la inversa generalizada J# como:
q˙ = J#x˙. (2.42)
Normalmente J# es la pseudo-inversa de Moore-Penrose, pero tambie´n es comu´n la pseudo-inversa
amortiguada en los casos donde J pierde rango. Se debe notar que la inversa generalizada es igual a
la inversa cuando J es invertible. Una discusio´n exhaustiva sobre las diversas inversas generalizadas
se puede encontrar en [24, 25].
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La cinema´tica diferencial inversa puede ser utilizada para calcular de manera iterativa la cinema´tica
inversa o para generar lo que se denomina control cinema´tico. El control cinema´tico, introduci-
do inicialmente en [26] como resolved motion-rate control, consiste en encontrar los incrementos
δq adecuados que se usen para actualizar iterativamente el vector articular qk = qk−1 + δq, par-
tiendo de una configuracio´n inicial q0, con el fin de alcanzar un valor xd deseado. Evidentemente
el proceso se repite hasta que x(q) sea lo suficientemente cercano a xd. Algunos de los me´to-
dos variacionales cla´sicos utilizados en robots manipuladores son la transpuesta del Jacobiano, la
pseudo-inversa, la descomposicio´n por valores singulares, el me´todo de mı´nimos cuadrados amorti-
guados y sus variantes. Una descripcio´n exhaustiva de estos me´todos se puede encontrar en [22]. En
el caso de robots humanoides se debe adema´s considerar la redundancia existente, lo cual complica
la resolucio´n del problema.
2.4. Redundancia en Robo´tica
Una de las principales diferencias entre robots manipuladores tradicionales y robots articulados
mo´viles o robots humanoides es el nu´mero de articulaciones. Los robots manipuladores tradicio-
nales poseen seis o menos articulaciones debido a que el espacio tridimensional posee u´nicamente
seis grados de libertad espaciales (tres para la posicio´n y tres para la orientacio´n). Por otro la-
do, los robots redundantes poseen ma´s de seis articulaciones y por ende pueden llegar a diversas
configuraciones espaciales de infinitas maneras. Por ejemplo, los robots humanoides poseen apro-
ximadamente 30 articulaciones, sin contar las articulaciones de los dedos. Esta redundancia es uno
de los motivos de la complejidad de la generacio´n de movimiento.
2.4.1. Redundancia Cinema´tica
En general, la redundancia en robo´tica esta´ dividida en redundancia de actuacio´n y redundancia
cinema´tica [23]. La redundancia de actuacio´n solo se presenta en mecanismos que poseen cadena
cinema´tica cerrada, y por tanto no es de intere´s en la presente tesis ya que se aborda u´nicamente
robots que poseen cadenas cinema´ticas abiertas (a pesar de que el contacto con el entorno podrı´a
generar cadenas cinema´ticas cerradas, pero estas nuevas cadenas no generarı´an redundancia de
actuacio´n). Por este motivo, esta seccio´n se enfocara´ u´nicamente en la redundancia cinema´tica.
La redundancia cinema´tica se presenta cuando el robot posee ma´s grados de libertad que el mı´nimo
nu´mero requerido para ejecutar una tarea. Esto significa que la configuracio´n articular del robot
puede ser modificada manteniendo la misma posicio´n y/o orientacio´n del efector final. Ası´, la re-
dundancia cinema´tica esta´ relacionada con la tarea especı´fica que se realizara´: un robot puede ser
redundante con respecto a algunas tareas y no redundante con respecto a otras tareas.
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De manera ma´s formal, conside´rese una tarea i que implique mi grados de libertad. Un robot de
n grados de libertad articular se dice que es cinema´ticamente redundante con respecto a la tarea
i si n > mi, y el grado de redundancia con respecto a la tarea i es n − mi [23]. Si existen k
tareas simulta´neas, cada una con mi grados de libertad, el sistema robo´tico es au´n cinema´ticamente
redundante si n >
∑k
i=1mi.
A pesar de que la redundancia cinema´tica le otorga mayor destreza y versatilidad al robot (como
mayor rango articular, posibilidad de evitar obsta´culos o singularidades, movimiento compliante
[27] o minimizacio´n del consumo de energı´a), incrementa la complejidad de la cinema´tica inversa
debido a que existe ma´s de una solucio´n, o soluciones infinitas, en el espacio articular para una
posicio´n y orientacio´n deseadas en el espacio operacional. Es comu´n que exista un intere´s especial
en una solucio´n particular que satisface tanto la tarea principal como algunas otras tareas comple-
mentarias de manera tan cercana como sea posible. Un ejemplo de este tipo de comportamiento es
un manipulador que debe alcanzar una posicio´n determinada evitando colisiones y con una cierta
cantidad de objetos en su entorno. En este caso, no todas las soluciones matema´ticas son plausibles
fı´siscamente, y algunas restricciones deben ser consideradas.
2.4.2. Cinema´tica Diferencial con Redundancia
La ecuacio´n que describe la cinema´tica diferencial (2.38) puede ser caracterizada en te´rminos del
espacio de columnas y del espacio nulo del Jacobiano J [6].
El espacio de columnas o rango de J se define como C(J) = {x˙ | J(q)q˙ = x˙} y representa
las velocidades del espacio operacional x˙ que pueden ser generadas mediante las velocidades
articulares q˙ en una configuracio´n dada del robot q. La dimensio´n del espacio de las columnas
se denomina el rango del Jacobiano J y se representa como: ρ(J) = dim{C(J)}.
El espacio nulo de J se define como N(J) = {q˙ | J(q)q˙ = 0} y representa las velocidades
articulares q˙ que no producen velocidad alguna en el punto operacional x˙, para la configura-
cio´n articular q. La dimensio´n del espacio nulo se denomina nulidad y se representa como:
ν(J) = dim{N(J)}.
La importancia del espacio de columnas y del espacio nulo consiste en caracterizar los posibles
movimientos que puede realizar un robot. De todas las posibles velocidades x˙, solamente algunas
pueden ser fı´sicamente realizables usando q˙ y esta´n caracterizadas por C(J), como se esquemati-
za en la Figura 2.1. Adema´s, los movimientos tales que q˙ ∈ N(J) implican x˙ = 0 para la tarea
asociada con J y por tanto no generan movimiento para el punto operacional x. Esto significa que
para robots con redundancia cinema´tica, las configuraciones q˙ ∈ N(J) pueden ser utilizadas para
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FIGURA 2.1: Relaciones entre los espacios nulo y de columnas de J (adaptado de [6]).
realizar movimientos sin interferir con un movimiento principal. Ası´, la existencia de un subespacio
N(J) permite la determinacio´n de te´cnicas que se usan para manejar los grados de libertad redun-
dantes. Considerando la redundancia, la solucio´n general de la ecuacio´n de cinema´tica diferencial
esta´ dada por
q˙ = J#x˙+ (I − J#J)z (2.43)
donde J# es una inversa generalizada de J , P = (I − J#J) es un proyector en N(J), y z es
un vector arbitrario de dimensiones adecuadas. Es importante notar que Pz ∈ N(J) y, por tanto,
z no tiene efecto en la velocidad para el espacio operacional de x˙, debido a la definicio´n misma
del espacio nulo. La funcio´n de este vector z es la de proporcionar libertad adicional para satis-
facer restricciones adicionales como posturas diferentes o para satisfacer tareas con caracterı´sticas
especı´ficas.
2.4.3. Redundancia en Robots con Base Flotante
Los robots con base flotante son aquellos que no se encuentran fijos a ninguna parte de su entorno y
pueden desplazarse libremente en el mismo, como los robots humanoides, cuadru´pedos, hexa´podos,
etc. La principal ventaja que poseen es que pueden desplazarse sin tener la restriccio´n de mantenerse
en una sola localizacio´n espacial, pudiendo alcanzar diferentes puntos en un entorno determinado.
Sin embargo, el problema que presentan es la complejidad que involucra la coordinacio´n de su
movimiento.
En el caso de robots con base flotante, adicionalmente a la redundancia tradicional, existen fuerzas
en el suelo que deben ser consideradas, principalmente para un ana´lisis dina´mico. Ma´s au´n, estos
robots son por lo general altamente redundantes debido a que superan por mucho los 6 grados de
libertad articular. Por otro lado, la base flotante por sı´ misma ya posee seis grados de libertad, pero
sub-actuados, ya que no es posible modificarlos directamente sino a trave´s de la coordinacio´n del
movimiento [15].
Para el caso de robots humanoides, la redundancia es inherente. Por ejemplo, un robot humanoide
puede desear mover la cabeza, los brazos, el centro de masa y sus piernas, todo al mismo tiempo.
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Ma´s au´n, hay infinitas formas de realizar una tarea para un robot humanoide. Para ver esto, un robot
humanoide puede tener la mano en un lugar, y al mismo tiempo puede colocar la otra mano en
infinitas posiciones diferentes (dado que el espacio Cartesiano es continuo). Los diversos esquemas
de generacio´n de movimiento solucionan este problema a nivel cinema´tico o dina´mico pero siempre
considerando la redundancia y aprovecha´ndola, aunque no es trivial determinar cua´l es la mejor
configuracio´n para el caso redundante.
2.5. Generacio´n de Movimiento
Un robot es un sistema electro-meca´nico actuado por los torques que producen los motores. Sin
embargo, es posible considerar un control cinema´tico (usualmente velocidad) como sen˜al de entrada
al sistema, debido a la presencia de control realimentado de bajo nivel en las articulaciones del
robot que permiten establecer velocidades de referencia o posiciones de referencia. Estos lazos de
control de bajo nivel, realimentados internamente, se encuentran presentes en robots industriales
con arquitectura de control cerrada, donde los usuarios pueden solamente especificar los comandos
de referencia de tipo cinema´tico. De esta forma, el rendimiento puede ser satisfactorio siempre que
el movimiento deseado no sea muy ra´pido y no se requiera grandes aceleraciones. De requerirse
esto, se tendrı´a que modelar los motores del robot y realizar de alguna forma un control indirecto
de los mismos.
2.5.1. Control Cinema´tico de Robots Humanoides.
A pesar de que la redundancia cinema´tica ofrece mayor dexteridad y versatilidad a los robots huma-
noides, como poder evitar singularidades u obsta´culos, realizar movimientos compliantes, o mini-
mizar el consumo de energı´a, tambie´n incrementa la complejidad del problema cinema´tico inverso
[27]. En un robot humanoide, para una tarea determinada existen infinitas soluciones en el espacio
articular; por tanto, soluciones analı´ticas no son en general posibles. Ma´s au´n, usualmente se desea
soluciones que satisfagan a la vez la tarea principal y alguna otra tarea complementaria de forma
tan cercana como sea posible. Por ejemplo, se puede desear mover el brazo derecho hacia un lu-
gar determinado y al mismo tiempo mover el brazo izquierdo evitando colisiones con objetos del
ambiente, ası´ como girar el torso y la cabeza.
En estos casos complejos se prefiere el uso de me´todos nume´ricos para la resolucio´n de la ci-
nema´tica. Los me´todos nume´ricos tratan el problema de cinema´tica inversa como un problema de
optimizacio´n y es posible an˜adir algunas restricciones adicionales, lo cual incrementa la aplicabili-
dad de la solucio´n. Normalmente el ca´lculo implica hallar un cambio o´ptimo δq para un pequen˜o
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cambio δx, de donde la trayectoria en el espacio articular q(t) se obtiene integrando δq en tiempo
real.
Los principales esquemas de control cinema´tico se basan en esquemas ponderacio´n de tareas o en
una jerarquı´a de tareas. Los esquemas basados en ponderacio´n asocian un peso wi a cada tarea,
correspondiendo el peso ma´s alto a la tarea ma´s importante. Algunos ejemplos de este esquema se
encuentran en [28], donde se utiliza un me´todo extendido del Jacobiano, o [29] donde se utiliza
una variacio´n continua de pesos. Debido a la naturaleza de estos esquemas, existen problemas
cuando se presentan tareas conflictivas dado que en esos casos ninguna de las tareas puede ser
completamente satisfecha. Los me´todos basados en prioridad de tareas resuelven estos conflictos
debido a la jerarquı´a que tienen las tareas: las de menos prioridad se realizan solo en la medida que
no interfieran con las de mayor prioridad. Algunos ejemplos de este esquema se encuentran en [30],
[31] y las formas usuales consisten en proyecciones sucesivas en el espacio nulo de la tarea anterior
o en el uso de programacio´n cuadra´tica [32].
Control de posicio´n. El control cinema´tico brinda como salida una trayectoria temporal de ve-
locidad q˙(t) la cual podrı´a ser directamente utilizada para controlar un robot cuyo control de bajo
nivel de los motores sea de velocidad. Sin embargo, la mayorı´a de robots humanoides, ası´ como
robots manipuladores redundantes (y robots manipuladores tradicionales), son controlados en po-
sicio´n; esto es, los motores tienen un lazo de control de posicio´n (tı´picamente un controlador PID,
o alguna variacio´n) y se comportan como servomotores. Ası´, para poder controlar estos robots se
requiere una configuracio´n articular q(t). Por este motivo, la sen˜al de control obtenida del siste-
ma de generacio´n de movimiento cinema´tico se convierte en posicio´n mediante alguna forma de
integracio´n, siendo la ma´s comu´n la integracio´n de Euler qk+1 = qk + q˙k∆T , donde ∆T es el
perı´odo de control. Es posible utilizar me´todos ma´s precisos de integracio´n, pero dado que ∆T es
normalmente bastante pequen˜o (tı´picamente entre 1 a 10 ms), el error acumulado no es grande, y el
esquema es suficientemente preciso en la pra´ctica.
2.5.2. Otras Formas de Generacio´n de Movimiento en Robo´tica
Alternativamente, las otras formas de generar movimiento para robots manipuladores o robots re-
dundantes con o sin base flotante se basan en enfoques dina´micos, en planificacio´n del movimiento,
y en control o´ptimo, tambie´n denominado optimizacio´n de trayectoria en robo´tica debido a su na-
turaleza nume´rica.
Control Dina´mico. El denominado control dina´mico, es una forma de control en robo´tica que
usualmente realiza una realimentacio´n linealizante conocida como dina´mica inversa con el objetivo
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de tener un modelo lineal local, aunque esto requiere un modelo dina´mico teo´rico muy pro´ximo
al modelo real [11]. Para el control por dina´mica inversa se tiene los mismos enfoques que para
el control cinema´tico: esquemas basados en ponderacio´n de tareas, o esquemas basados en jerar-
quı´a de tareas [33]. El control dina´mico es ventajoso para controlar directamente la fuerza que es
aplicada al entorno o para controlar la fuerza y el movimiento de manera simulta´nea, a lo que se
conoce como control hı´brido. Para robots humanoides toma en cuenta, adema´s, toda la dina´mica del
cuerpo y puede prevenir movimientos residuales involuntarios, principalmente debidos al momento
angular de todo el cuerpo al realizar movimientos ra´pidos. Sin embargo, el problema tecnolo´gico
existente es que requieren controlar directamente el torque del robot, lo cual no es usualmente po-
sible con robots industriales o cuyos controladores de bajo nivel son cerrados. En estos casos, se
utiliza la aceleracio´n (del modelo dina´mico), la cual es integrada dos veces para obtener posicio´n,
conllevando errores de ruido inherentes al proceso de integracio´n nume´rica real.
Planificacio´n del Movimiento. Otra modalidad popular para generar el movimiento de un robot
se denomina planificacio´n del movimiento (motion planning, en ingle´s) y consiste en encontrar de
manera automa´tica un camino o trayectoria para ir de una configuracio´n inicial a una configuracio´n
final satisfaciendo ciertas restricciones. Por ejemplo, se puede calcular la trayectoria que mueve la
mano de su posicio´n inicial a la final evitando colisiones con algu´n objeto en el entorno o colisiones
con el robot mismo (autocolisiones). Para esto, es necesario mapear todo el espacio operacional
al espacio de configuracio´n, realizando todo el planeamiento en dicho espacio [34]. Los me´todos
usuales en este caso se pueden clasificar en hojas de ruta (roadmaps) que incluyen gra´ficos de vi-
sibilidad, diagramas de Voronoi, etc., algoritmos basados en descomposicio´n de celdas, campos
potenciales, o algoritmos basados en muestreo, como RRT[35], BiRRT y modificaciones. Usual-
mente estos me´todos solamente utilizan la cinema´tica del robot y dependen completamente del
controlador interno de bajo nivel.
Control O´ptimo. Otra forma de generacio´n de movimiento en robo´tica es el control o´ptimo, tam-
bie´n conocido como optimizacio´n de trayectoria. Consiste en encontrar una trayectoria y su ley de
control asociada que satisface ciertos criterios de optimalidad. En te´rminos matema´ticos, concierne
las propiedades de las funciones de control, las cuales al ser insertadas en una ecuacio´n diferencial
dan soluciones que minimizan una medida de costo. La ventaja en robo´tica es que se puede gene-
rar movimientos muy potentes de forma casi automa´tica pero el problema es que son actualmen-
te computacionalmente muy costosos. Algunos ejemplos de control o´ptimo que se aplican junto
con planificacio´n de movimiento son CHOMP (Covariant Hamiltonian Optimization for Motion
Planning) [36], STOMP (Stochastic Trajectory Optimization for Motion Planing), [37] e ITOMP
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(Incremental Trajectory Optimization for Real-Time Replanning in Dynamic Environments) [38].
Me´todos de control o´ptimo emergentes se basan en DDP (differential dynamic programming) e
iLQR (iterative LQR) para la optimizacio´n de trayectorias pero suelen considerar modelos dina´mi-




Disen˜o del Sistema Cinema´tico de
Control
El sistema de generacio´n de movimiento desarrollado en esta tesis se denomina OSCR, las cua-
les son siglas que provienen del ingle´s Operational Space Control for redundant Robots (que
en espan˜ol serı´a control en el espacio operacional para robots redundantes), debido a que im-
plementa estrategias de control cinema´tico para robots redundantes, siendo los robots humanoi-
des un caso especial. El sistema desarrollado se encuentra disponible de forma open source en
https://github.com/oeramosp/oscr. Este capı´tulo presenta los fundamentos teo´ricos utiliza-
dos en este sistema, siendo el principal aporte la descripcio´n completa de la metodologı´a empleada,
con suficiente detalle como para poder replicarla en alguna otra aplicacio´n. Este aporte se debe a
que actualmente no existen libros sobre robots redundantes de base flotante, y la informacio´n se
encuentra solo en artı´culos cientı´ficos. Ası´, en la actual literatura de robo´tica muchos de estos con-
ceptos se dan por sobreentendidos, y quienes intentan desarrollar algoritmos de control cinema´tico
se encuentran con el problema de no disponer de fuentes que expliquen co´mo se obtienen estos
resultados, co´mo se aplican, o co´mo pueden ser extendidos.
3.1. Funcio´n de Tarea
El formalismo de la funcio´n de tarea [17] es un esquema que describe las tareas a ser realizadas en
te´rminos de funciones de salida especı´ficas escogidas para facilitar la observacio´n y control de la
tarea a realizar. Esta metodologı´a tambie´n es conocida como el enfoque del Espacio Operacional
[16] y consiste en generar movimiento con base en diversas tareas cuyas leyes de control esta´n
expresadas en un subespacio de dimensio´n ma´s pequen˜a que el espacio de estados completo del
robot. Estas leyes de control son luego proyectadas de vuelta al espacio original.
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Por ejemplo, si el brazo de un robot humanoide se encuentra dirigido hacia el suelo y la tarea
consiste en levantar el brazo, la ley de control puede ser definida en te´rminos de las posiciones
y orientaciones espaciales inicial y final de alguna parte del brazo (como la mano), en lugar de
ser definido en te´rminos de todo el espacio de configuracio´n. Ası´, la ventaja consiste en reducir la
complejidad del control, hacerlo ma´s intuitivo, y desacoplar las diferentes partes del movimiento
con una clara separacio´n de los objetivos.
Sea n el nu´mero total de grados de libertad del robot, Q la variedad de dimensio´n n que representa
el espacio articular generalizado,M la variedad de dimensio´n m que representa el espacio opera-
cional o espacio de la tarea, y U la variedad de dimensio´n p que representa el espacio de control.
Para especificar una tarea cinema´tica de forma completa, los siguientes tres elementos deben ser
definidos [39]:
1. La funcio´n de tarea e : Q →M, la cual describe la tarea.
2. El comportamiento de referencia e∗ ∈ R que es un comportamiento deseado para alcanzar
adecuadamente la tarea. En general, R es una variedad de dimensio´n m relacionada aM, y
en cinema´tica es la velocidad deseada para la tarea.
3. El mapa J : U → R, el cual relaciona a la tarea, en un cierto campo vectorial e˙ ∈ R, con
la entrada de control u ∈ U como e˙ = Ju. Este mapa esta´ dado por el Jacobiano de la tarea
J(q) = ∂e∂q ∈ Rm×n, y el control esta´ dado directamente por las velocidades articulares tal
que U = Tp(Q) o, equivalentemente, u = q˙.
En el caso cinema´tico, la funcio´n de tarea esta´ representada por algu´n tipo de error definido en el
espacio operacional, como por ejemplo la diferencia entre la posicio´n actual y la posicio´n deseada.
El comportamiento de referencia, en este caso, es definido buscando que el error tienda a cero, a
modo de un problema de regulacio´n, y la sen˜al de control en cinema´tica es la velocidad articular.
3.2. Jacobiano de un Robot Humanoide
Una caracterı´stica distintiva de un robot humanoide, o en general de un robot mo´vil articulado, es
el poseer una base flotante que se puede desplazar libremente en el espacio tridimensional. Como
se menciono´ en la seccio´n 2.2.1, la posicio´n y orientacio´n de esta base flotante con respecto a un
sistema inercial esta´n dadas por (2.21). En esta tesis se representa la posicio´n de la base mediante
coordenadas Cartesianas pb ∈ R3 y la orientacio´n de la base mediante un cuaternio´n Qb ∈ H. De
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con respecto a un sistema inercial {I}. Normalmente el sistema inercial es un punto fijo que ini-
cialmente esta´ entre ambos pies del robot. Para representar la orientacio´n se utilizo´ un cuaternio´n
debido a que los cuaterniones no presentan singularidades de configuracio´n; es decir, se encuentran
siempre bien definidos para cualquier orientacio´n.
La libertad espacial que ofrece la base flotante debido a su movimiento libre puede ser modelada
como una articulacio´n de 6 grados de libertad en el espacio; es decir, una articulacio´n que no
posee restricciones de movimiento. Como cualquier otra articulacio´n, el movimiento de esta nueva
articulacio´n (de la base) contribuye al movimiento total del robot, y por ende al movimiento de
cada uno de los estabones constituyentes. Ası´, el twist de la base flotante afectara´ al twist de cada
eslabo´n. Como consecuencia, el Jacobiano tradicional de un manipulador, que se obtiene con base
con respecto a un sistema de referencia fijo, debera´ poseer un te´rmino adicional que represente
dicho efecto.
3.2.1. Efecto del Twist de la Base Flotante




donde vb y ωb son la velocidad
lineal y angular de la base flotante, respectivamente, como se menciono´ en la seccio´n 2.2.1. El
movimiento de la base flotante genera un movimiento en cada uno de los eslabones del robot.
Conside´rese el eslabo´n i-e´simo cuya posicio´n, con respecto a un sistema de referencia inercial, esta´
dada por pi ∈ R3, y cuya velocidad lineal debida al movimiento de la base flotante es vi ∈ R3.
Utilizando relaciones ba´sicas de velocidad [10] y suponiendo que ningu´n otro eslabo´n del robot
tiene movimiento, la velocidad del eslabo´n i estara´ dada por
vi = vb + ωb × (pi − pb)
= vb + (pb − pi)× ωb
= vb + (pb − pi)∧ ωb (3.2)
donde se ha utilizado la siguiente propiedad elemental del producto vectorial: a × b = −b × a,
con a, b ∈ R3. Notar que la notacio´n .∧ representa la matriz antisime´trica asociada con un vector,
y definida en (2.9), cuya relacio´n con el producto vectorial es: a × b = aˆb = (a∧) b. De igual
manera, suponiendo que ningu´n otro eslabo´n tiene movimiento, la velocidad angular ωi del eslabo´n
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i debida u´nicamente a la velocidad de la base estara´ dada por
ωi = ωb (3.3)
debido a que todos los puntos de un mismo cuerpo rı´gido presentan la misma velocidad angular
[7]. En este caso el sistema es equivalente a un gran cuerpo rı´gido dado que ningu´n otro eslabo´n o
articulacio´n posee movimiento. Utilizando ambas expresiones anteriores, el efecto del twist de la






I (pb − pi)∧
0 I
 ξb (3.4)
donde I es la matriz identidad de 3× 3. Un resultado similar se muestra en [40].
3.2.2. Relacio´n entre Velocidades de la Base Flotante
Una forma de representar la velocidad de la base flotante es mediante la razo´n de cambio de su po-
sicio´n y orientacio´n. Dado que en esta tesis se representa la orientacio´n de la base flotante mediante





La sen˜al de control en un esquema de control cinema´tico es q˙ = (x˙b, q˙a), como se describe en
la seccio´n 3.3.2, y por tanto, x˙b es obtenido de forma directa usando este esquema. Sin embargo,
el efecto del movimiento de la base en el movimiento de cada eslabo´n se obtuvo en funcio´n de ξb
en (3.4) y, por tanto, es necesario relacionar x˙b con ξb. Una forma de dicha relacio´n esta´ dada por
(2.39) para una orientacio´n gene´rica. La relacio´n opuesta se obtiene usando la inversa de E(xb)
como ξb = E(xb)








donde T (Qb) = Eo(Qb)
−1, y Ep(pb)−1 = Ep(pb) = I debido a que se representa la posicio´n
utilizando coordenadas Cartesianas. Notar que la matriz T relaciona la velocidad angular con la
derivada del cuaternio´n como ωb = T (Qb)Q˙b. Por tanto, esta´ ı´ntimamente ligada a la estructura
del cuaternio´n.
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Ca´lculo de T para cuaterniones. Se puede obtener la matriz T a partir del ana´lisis de la orien-
tacio´n, que en este caso es representada mediante un cuaternio´n. Conside´rese que el cuaternio´n
unitarioQ esta´ dado porQ = (w, ) = (w, x, y, z), donde w es la parte escalar y  = (x, y, z)
es la parte vectorial. Utilizando las transformaciones entre representaciones de orientacio´n, dado
un cuaternio´n cualquiera es posible encontrar una matriz de rotacio´n que represente exactamente la
misma orientacio´n. Esta matriz de rotacio´n se expresa en funcio´n del cuaternio´n como R(w, ) y
su expresio´n te´rmino a te´rmino esta´ dada por (2.15).
Haciendo uso de la regla de la cadena, la derivada temporal de esta matriz de rotacio´n, en funcio´n


























Utilizando (2.15) se puede obtener la expresio´n analı´tica de cada uno de los te´rminos anteriores.
Por otro lado, la relacio´n entre la matriz de rotacio´n y la velocidad angular esta´ dada por (2.10) y
es ωˆ = R˙RT . Por lo tanto, se debe calcular el producto de la derivada de la matriz de rotacio´n con
su transpuesta. Para simplificar este producto, las dos siguientes propiedades relacionadas con los
elementos del cuaternio´n son u´tiles:




z = 1 (3.9)
ww˙ + x˙x + y ˙y + z ˙z = 0. (3.10)
La primera propiedad se desprende del hecho que el cuaternio´n es unitario, y la segunda propiedad
es simplemente la derivada temporal de la primera. Simplificando la expresio´n de R˙RT , a trave´s
del uso de propiedades trigonome´tricas y estas dos propiedades adicionales, se llega a
ωˆ = 2

0 w˙z + ˙xy − ˙yx − ˙zw −w˙y + ˙xz + ˙yw − ˙zx
−w˙z − ˙xy + ˙yx + ˙zw 0 w˙x − ˙xw + ˙yz − ˙zy
w˙y − ˙xz − ˙yw + ˙zx −w˙x + ˙xw − ˙yz + ˙zy 0

Se puede observar que esta matriz es antisime´trica (ωˆ = −ωˆT ), y adema´s cada uno de sus te´rminos
representa un componente de velocidad angular. Usando la definicio´n (2.9), se iguala los elementos
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de la matriz antisime´trica correspondientes a la velocidad angular llegando a
ωx = 2(−w˙x + ˙xw − ˙yz + ˙zy) (3.11)
ωy = 2(−w˙y + ˙xz + ˙yw − ˙zx) (3.12)
ωz = 2(−w˙z − ˙xy + ˙yx + ˙zw). (3.13)
Finalmente, es posible reordenar los te´rminos de la expresio´n anterior para escribirla de forma
matricial como
ω = T (Q)Q˙ (3.14)
con ω = (ωx, ωy, ωz) y Q˙ = (w˙, ˙x, ˙y, ˙z), donde
T (Q) = 2

−x w −z y
−y z w −x
−z −y x w
 . (3.15)
Ası´, la velocidad angular y la derivada del cuaternio´n de la base de un robot humanoide quedan
relacionadas mediante (3.15), siempre que se utilice el cuaternio´n de la base Qb como argumento
de T . Un resultado similar a (3.15), pero sin demostracio´n, se puede encontrar en [41].
3.2.3. Jacobiano Geome´trico de un Robot Humanoide
El efecto de la velocidad de la base flotante del robot, expresada como la razo´n de cambio de la
posicio´n y orientacio´n de la base, sobre la velocidad lineal y angular de algu´n eslabo´n del robot se
obtiene reemplazando ξb de (3.6) en (3.4) y es igual a [42]:
ξi =





Jacobiano de la base. El te´rmino x˙b = (p˙b, Q˙b) es parte de la razo´n de cambio del vector de
configuracio´n articular generalizada q˙ = (x˙b, q˙a) y por tanto la expresio´n anterior relaciona la
derivada de parte de la configuracio´n articular x˙b con el twist ξi. Se puede ver que esta relacio´n es
semejante a la definicio´n del Jacobiano geome´trico dada en (2.35). Dado que la expresio´n anterior
solo considera la velocidad correspondiente a la base del robot, se utiliza para definir al Jacobiano
geome´trico de la base flotante del robot, Jb, como




I (pb − pi)∧ T (Qb)
0 T (Qb)
 . (3.18)
Cada uno de los elementos de Jb esta´ expresado con respecto a un sistema inercial {I}.
Jacobiano geome´trico completo. Las coordenadas generalizadas de un robot humanoide esta´n
dadas por (2.23), y en esta tesis la orientacio´n de la base se representa mediante un cuaternio´n. Ası´,

















con respecto al sistema de la base del robot {B}, el cual se asocia solamente con las coordenadas
articulares actuadas qa. Usando (3.18), para un robot humanoide, la relacio´n del twist del eslabo´n i
con la razo´n de cambio de las coordenadas generalizadas (3.19), esta´ dada por
ξi = JG(q) q˙ (3.20)
donde
JG(q) =
I (pb − pi)∧ T (Qb) Rb(Qb) bJv(qa)






es el Jacobiano geome´trico completo del robot humanoide, y Rb es la matriz de rotacio´n que rela-
ciona la base del robot {B} con el sistema inercial {I}. Dicha matriz de rotacio´n es necesaria dado
que los Jacobianos correspondientes a los valores actuados se expresan con respecto a la base del
robot. La expresio´n (3.21) es va´lida, en general, para cualquier robot articulado con base flotante.
3.3. Generacio´n Cinema´tica de Movimiento
El movimiento de un robot, con configuracio´n articular generalizada q y con n grados de libertad,
puede ser especificado mediante un conjunto de tareas, las cuales quedan definidas por funciones
de tareas [17] como se describio´ en la seccio´n 3.1. El objetivo del control cinema´tico consiste en
obtener la velocidad articular q˙ necesaria para satisfacer una tarea o un conjunto de tareas.
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3.3.1. Componentes Cinema´ticos
Como se describio´ en la seccio´n 3.1, una tarea cinema´tica esta´ completamente definida por la fun-
cio´n de tarea, el comportamiento de referencia, y el mapa equivalente al Jacobiano. En esta seccio´n
se brinda ma´s detalles sobre estos componentes.
Funcio´n de Tarea. De manera concreta una funcio´n de tarea e, a veces denominada simplemente
tarea, se define como la diferencia entre la configuracio´n actual s y la configuracio´n deseada sd:
e = s− sd (3.22)
donde s y sd pertenecen a un mismo espacio operacional. Dicho de otro modo, una funcio´n de tarea
e se define como un error en el espacio operacional [39]. Por ejemplo, s puede representar una
posicio´n en el espacio: s = x ∈ R3. Casos especı´ficos de funciones de tarea se presentan en la
seccio´n 3.5. La derivada temporal de la funcio´n de tarea queda representada de manera gene´rica
como e˙ = s˙− s˙d. Sin embargo, es usual que el comportamiento de referencia sea constante, de tal
modo que la expresio´n anterior se simplifica a
e˙ = s˙. (3.23)
En el caso de realizar seguimiento de trayectoria, la referencia no es constante; sin embargo, en la
pra´ctica esta aparente limitacio´n no genera restricciones importantes debido a que la actualizacio´n
del ciclo de control se realiza a intervalos muy pequen˜os, tı´picamente entre 1 ms a 10 ms.
Jacobiano de la Funcio´n de Tarea. Debido a que s representa una configuracio´n en un espacio
operacional, la relacio´n existente entre s˙ y q˙ esta´ dada por el Jacobiano de la tarea J , tambie´n deno-
minado Jacobiano analı´tico. Como se menciono´ anteriormente, al asumir una referencia constante
se tiene e˙ = s˙ y por tanto
e˙ = J(q) q˙ (3.24)
donde q˙ es la velocidad temporal de la configuracio´n articular del robot. Por tanto, el Jacobiano
articular es el Jacobiano que se utiliza para la razo´n de cambia del error de la tarea.
Comportamiento de Referencia. Al generar movimiento cinema´tico se desea reducir la funcio´n
de error, de tal manera que la configuracio´n actual alcance la configuracio´n deseada. Esto es equi-
valente a un problema de regulacio´n, donde se desea que el error tienda a cero: e→ 0. Una forma
de resolver el problema de regulacio´n en el caso cinema´tico consiste en elegir el comportamiento
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de referencia como
e˙∗ = −λe (3.25)
donde e esta´ definida en (3.22), y λ > 0, llamada ganancia cinema´tica, garantiza estabilidad
asinto´tica y, en particular, una convergencia exponencial a cero [43]. Esto se puede demostrar resol-
viendo la ecuacio´n diferencial (3.25) ya que la solucio´n temporal, considerando la condicio´n inicial
e(0), tiene la forma e(t) = e(0)e−λt, la cual contiene una exponencial que tiende a cero cuando
t tiende a infinito, si λ > 0. Este comportamiento se representa en la Figura 3.1 para diferentes
valores de λ. Si la ganancia λ se incrementa, la tarea sera´ alcanzada con mayor rapidez, como se
observa en la figura, pero las restricciones meca´nicas del robot impiden el uso de ganancias muy
altas, ya que se podrı´a generar saturaciones indeseadas.
tiempo t [s]


















FIGURA 3.1: Solucio´n de (3.25) para varios valores de λ (elaboracio´n propia). A medida que λ (la
ganancia cinema´tica) se incrementa, el error tiende ma´s ra´pido a cero.
La ganancia cinema´tica en (3.25) puede ser constante o puede variar con el error. Si es constante,
al haber un error pequen˜o, la accio´n de control sera´ tambie´n muy pequen˜a y la convergencia sera´
lenta. Si la ganancia varı´a con el error se puede elegir de tal modo que se incremente cuando el
error es menor. Ası´, la ganancia se puede definir como
λ = (λmax − λmin)e−k‖s−sd‖ + λmin (3.26)
donde k > 0 es la razo´n de descenso de la ganancia, λmax es la ganancia ma´xima y λmin es la ga-
nancia mı´nima. En este caso, la ganancia se incrementa a medida que el error decrece, alcanzando
una convergencia ma´s ra´pida. Este efecto se muestra en la Figura 3.2, donde se uso´ λmax = 0.7,
λmin = 0.1 y 4 diferentes ganancias con valores k = {2, 5, 10, 20}. En la figura se observa cla-
ramente los valores ma´ximos y mı´nimos de ganancia, y que a medida que el error disminuye, la
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ganancia aumenta. Esta ganancia variable evita adema´s el uso de valores muy altos al inicio cuando
el error es grande, de tal modo que el movimiento sea ma´s suave.
error (||s-s d||)

















FIGURA 3.2: Ejemplo de variacio´n de la ganancia con el error, segu´n (3.26) (elaboracio´n propia).
A medida que el error disminuye, el valor de la ganancia cinema´tica aumenta, y a medida que el
para´metro k disminuye, se tiene una variacio´n de λ ma´s suave.
3.3.2. Control Cinema´tico
El control cinema´tico consiste en generar movimiento para el robot a partir de consideraciones
puramente cinema´ticas, sin considerar ni la dina´mica del robot ni la dina´mica de los actuadores
(motores) del robot. Este control asume que cada actuador tiene un lazo de control de bajo nivel
independiente que lo convierte en un servomotor capaz de realizar desplazamientos angulares de
manera precisa. La mayorı´a de robots industriales y de investigacio´n funcionan bajo este principio y
reciben posiciones articulares como entradas al sistema. Bajo esta suposicio´n, el control cinema´tico
genera configuraciones articulares variantes en el tiempo qa(t) que son enviadas al robot.
Con una tarea. A partir de la inversio´n de (3.24), utilizando (3.25) como comportamiento de
referencia para e˙, se puede obtener el valor de aceleracio´n articular q˙. Esta inversio´n, para una sola
tarea, es
q˙ = J(q)# e˙∗ (3.27)
donde e˙∗ es el comportamiento de referencia, y J(q)# representa una pseudo-inversa o inversa
generalizada de J(q), y puede verificarse en [24]. Este resultado puede obtenerse analı´ticamente a
partir de la solucio´n de un problema de optimizacio´n que minimiza la norma ‖e˙ − J q˙‖Q . Cuando
Q = 2, se tiene la norma L-2 y la solucio´n es la pseudoinversa de Moore-Penrose. La norma L-2
es ampliamente utilizada en robo´tica y sera´ la u´nica que se considerara´ en esta tesis.
39
Con dos tareas. Cuando existen ma´s grados de libertad que los necesarios para satisfacer una
tarea, como en el caso de un robot redundante, se puede realizar por lo menos una tarea ma´s de
manera simulta´nea. En este caso, para satisfacer la segunda tarea, se puede aprovechar el espacio
nulo del Jacobiano como se muestra en (2.43). Ası´, se tiene la solucio´n ma´s gene´rica siguiente
q˙∗ = J(q)#e˙∗ + PJ q˙ (3.28)
donde PJ = I − J#J es un proyector en el espacio nulo de J(q), y q˙ es un vector arbitrario
[27]. Debido a que q˙ es proyectado en el espacio nulo de J(q), puede ser utilizado para realizar la
segunda tarea sin interferir con la tarea actual e. Este esquema de proyeccio´n en el espacio nulo de
la pseudo-inversa del Jacobiano no es el u´nico existente, pero brinda una idea clara de que existe
au´n la posibilidad de ejecutar una tarea ma´s adema´s de la primera tarea.
Con ma´s tareas. Si existen ma´s de dos tareas, y los grados de libertad suficientes para alcanzarlas,
se puede extender el concepto de proyecciones sobre los espacios nulos de las tareas precedentes,
como se mostro´ para dos tareas. Sin embargo, es posible desarrollar otros esquemas de obtencio´n
del vector de velocidad articular q˙ final, como se muestra en la seccio´n 3.4. Estos esquemas para
ma´s de dos tareas constituyen una parte central de esta tesis.
Esquema General de Control Cinema´tico. Sea que exista una tarea o varias tareas, lo que el
control cinema´tico obtiene de manera directa es el vector de velocidad articular q˙. Sin embargo, pa-
ra un robot controlado en posicio´n se requiere el vector articular q, por lo que es necesario integrar
q˙. La forma en la que se realiza esta integracio´n se describe con ma´s detalle en la seccio´n 3.3.3.
Considerando esta integracio´n, el sistema de control por cinema´tica inversa en el espacio operacio-




















FIGURA 3.3: Esquema general del sistema de control cinema´tico implementado en esta tesis, a nivel concep-
tual (elaboracio´n propia).
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Se puede observar que el sistema acepta como entradas varias tareas cinema´ticas, para las cuales
se define el valor de referencia x∗i . Cada tarea brinda el comportamiento de referencia e˙
∗
i y el
Jacobiano de la tarea Ji al sistema de control cinema´tico utilizado (ver seccio´n 3.3.3 para ma´s
detalles), el cual calcula el vector de velocidades articulares generalizadas q˙∗ que es la sen˜al de
control. Esta velocidad luego es integrada para obtener el comando q∗a que sera´ ingresado al robot
controlado en posicio´n. Si el robot es controlado en velocidad, entonces no existe la necesidad de
integrar. El vector articular sensado q˜, que se obtiene de un robot real o de un robot simulado, luego
se utiliza para determinar el valor actual del espacio operacional de cada tarea y ası´ actualizar cada
tarea, repitie´ndose el ciclo de control.
En la Figura 3.3, aparece un u´nico bloque de cinema´tica directa en la realimentacio´n del sistema
u´nicamente con fines ilustrativos. En la implementacio´n real desarrollada en esta tesis, no existe un
u´nico el bloque de cinema´tica directa, sino que este bloque se encuentra embebido en cada tarea.
La razo´n es que cada tarea especifica un punto operacional diferente (por ejemplo, mano derecha
o mano izquierda), y por tanto requiere una cinema´tica diferente. No serı´a eficiente calcular la
cinema´tica para todos los puntos operacionales, cuando algunas tareas solo utilizan algunos de
estos puntos.
3.3.3. Integracio´n de la Velocidad Articular Generalizada
Como se ha mencionado, es necesario integrar la velocidad articular generalizada q˙, dada por (2.23),
para obtener q y de allı´ el vector de configuracio´n articular qa que es enviado como sen˜al de
comando al robot. Esta integracio´n tiene dos partes: por un lado se integra la velocidad articular
q˙a, y por otro lado se integra la velocidad de la base flotante x˙b. El motivo para esta separacio´n
es que la velocidad de la base flotante, dada por (3.5), contiene la razo´n de cambio del cuaternio´n
de la base Q˙b, y se debe tener especial cuidado al integrar cuaterniones ya que siempre deben ser
unitarios para ser descriptores va´lidos de rotacio´n.
Integracio´n de la Velocidad Articular. La velocidad articular q˙a puede ser integrada directa-
mente para obtener qa utilizando la integracio´n de Euler como
qa[k + 1] = qa[k] + ∆T q˙a[k] (3.29)
donde qa[k] representa el valor de qa en el instante k, y ∆T es el tiempo de control. Este tiempo
tı´picamente va de 1 ms a 10 ms, y por tanto es suficientemente pequen˜o como para que esta forma
simple de integracio´n no presente notables desviaciones del valor adecuado. La salida obtenida con
(3.29) es directamente enviada a las articulaciones del robot controlado en posicio´n.
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Integracio´n de la Base Flotante. La parte correspondiente a la posicio´n de la base flotante puede
ser integrada utilizando un esquema semejante al mostrado en (3.29) reemplazando qa por xb, y
q˙a por x˙b. Sin embargo, este esquema de integracio´n no se puede aplicar directamente al cuater-
nio´n de la base, dado que si se aplica una simple integracio´n de Euler, el elemento resultante muy
probablemente no sera´ un cuaternio´n unitario y por tanto no representara´ una orientacio´n va´lida.
Una alternativa de solucio´n consiste en utilizar la representacio´n eje/a´ngulo como paso intermedio.
Para determinar esta representacio´n, la derivada temporal del cuaternio´n Q˙b se convierte primero
en un vector de velocidad angular ω utilizando (3.14) como
ω = T (Qb) Q˙b (3.30)
donde T (Qb) esta´ dado por (3.15). Con base en [6], el vector de velocidad angular obtenido puede
utilizarse para calcular la representacio´n eje/a´ngulo. El eje de giro u queda ası´ determinado por la
direccio´n unitaria que describe ω y el a´ngulo ∆θ por la magnitud de la velocidad angular; es decir:
∆θ = ‖ω‖ y u = ω‖ω‖ . (3.31)
La representacio´n eje/a´ngulo ası´ obtenida se utiliza para generar un nuevo cuaternio´n ∆Q que














donde ∆T es el tiempo de control. Utilizando este cuaternio´n de incremento, el cuaternio´n final
sera´
Q[k + 1] = ∆Q[k]Q[k] (3.33)
donde Q[k] representa la orientacio´n en el tiempo k, y el producto de ∆Q[k] es por la izquierda
debido a que la variacio´n de la rotacio´n (derivada del cuaternio´n) se da con respecto al sistema
inercial o fijo.
3.4. Esquemas de Control Cinema´tico
Los esquemas que se utilizan para dar solucio´n al problema de cinema´tica inversa se denominan
en general resolutores (en ingle´s, solvers) y generan movimiento basados en el formalismo de las
tareas cinema´ticas, las cuales determinan los diversos objetivos de movimiento. En esta seccio´n se
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presenta los esquemas de solucio´n que son integrados en esta tesis, el primero basado en pondera-
cio´n de tareas, y los siguientes dos basados en prioridad de tareas.
3.4.1. Solucio´n usando Ponderacio´n de Tareas
El resolutor basado en ponderacio´n de tareas encuentra la velocidad articular generalizada q˙ asig-
nando pesos a cada una de las tareas, siendo aquellas tareas que tienen un peso mayor las tareas
ma´s importantes [43]. Conside´rese un sistema compuesto por nt tareas que definen el movimiento
deseado, y supo´ngase que la tarea i-e´sima esta´ definida por ei, Ji, y tiene un peso wi, donde wi ≥ 0
(si wi = 0 la tarea n o se considera). El esquema ponderado de solucio´n consiste en resolver el









En este esquema, las tareas con mayor peso sera´n satisfechas de manera ma´s cercana, pero si existen
tareas con conflictos mutuos (que no puedan ser satisfechas a la vez) puede ocurrir que ninguna tarea
sea completamente satisfecha sino que exista un compromiso entre ellas [43]. El problema con este
esquema es que los valores de q˙ pueden ser grandes, lo cual es no deseable. Debido a esto, se an˜ade










donde λq es un escalar que se utiliza para determinar la importancia del factor de regularizacio´n.
El te´rmino de regularizacio´n minimiza la norma de q˙ y permite obtener el valor ma´s pequen˜o de

























































Es importante notar que W es una matriz mientras que p es un vector. Adema´s, el te´rmino wie˙Ti e˙i
en la expansio´n de (3.35) ha sido descartado dado que es independiente de q˙, que es la variable a ser
optimizada, y solo actu´a como constante (bias) sin alterar la solucio´n o´ptima. En la implementacio´n
de esta tesis, el valor de λq es por defecto la unidad pero el valor puede ser modificado.
Consideracio´n de Lı´mites Articulares. Para que el movimiento sea reproducible por un robot
real, los lı´mites articulares no deben ser excedidos y por tanto el esquema debe considerarlos. Sean
q, q los lı´mites articulares inferior y superior, respectivamente, y sean q˙, q˙ los lı´mites de velocidad
inferior y superior de cada articulacio´n. Estos lı´mites deben ser expresados con respecto a la variable
de optimizacio´n que es q˙ [39]. Con este fin, se puede utilizar la expansio´n de Taylor
q(t+ ∆T ) = q(t) + q˙(t)∆T +O(∆T 2) (3.39)
donde t es el tiempo, ∆T es un incremento, y O(∆T 2) representa los te´rminos de orden superior.
Resolviendo para q˙(t), la expresio´n anterior puede ser escrita como
q˙(t) =
q(t+ ∆T )− q(t)
∆T
. (3.40)
Dado que se desea que el valor articular en t + ∆T satisfaga los lı´mites articulares, se utilizara´
los valores inferior o superior q y q para este valor en dicho instante de tiempo. Para el lı´mite
inferior se utiliza el lı´mite ma´s restrictivo, es decir, el ma´ximo del lı´mite articular q y del lı´mite de
velocidad q˙; de igual manera, se toma el lı´mite ma´s restrictivo para el lı´mite superior. El problema
de optimizacio´n dado en (3.37), considerando los lı´mites articulares, puede ser escrito en forma del





















donde ∆T es el tiempo de control entre cada sen˜al de control. Las restricciones de mı´nimo y
ma´ximo en (3.41) son tomadas elemento a elemento y aseguran que tanto los lı´mites articulares
como los de velocidades sean satisfechos.
3.4.2. Solucio´n Proyectando en el Espacio Nulo
Esta solucio´n, a diferencia de la anterior, brinda una solucio´n jera´rquica; es decir, la solucio´n a
la tarea con mayor jerarquı´a se obtiene primero y luego se obtiene soluciones para las siguientes
tareas, las cuales se ejecutan de la manera ma´s cercana posible pero sin interferir con las de mayor
jerarquı´a [27]. A cada tarea se le asocia una prioridad i ∈ N+, donde un valor bajo de i indica una
mayor prioridad. A continuacio´n se realizara´ una descripcio´n detallada de este enfoque.
Con una tarea. Considerando una u´nica tarea definida por e1, con referencia deseada e˙∗1, se
requiere obtener una solucio´n que satisfaga el sistema e˙∗1 = J1q˙. Este problema se puede plantear
como mı´nq˙ ‖e˙∗1 − J1q˙‖2, cuya solucio´n es
q˙∗ = J#1 e˙
∗
1 + P1z2 (3.42)
donde J#1 es la pseudo-inversa de Moore-Penrose de J1, y P1 = I − J#1 J1 es un proyector en el
espacio nulo de J1. El valor de z2 es arbitrario y la adecuada satisfaccio´n’de la tarea dado que esta´
proyectada en el espacio nulo de J1. Sin embargo, z2 provee el espacio necesario para desarrollar
otras tareas. Para una posterior generalizacio´n, resulta conveniente representar la expresio´n anterior
como
q˙∗ = q˙∗1 + P1z2 (3.43)




1 es la solucio´n a la primera tarea.
Con dos tareas. Si existen dos tareas definidas mediante e1, e2, donde e1 es la tarea de mayor
prioridad, el valor anterior de z2 puede ser utilizado para encontrar una solucio´n a la segunda tarea.
Considerar que la segunda tarea esta´ especificada como
e˙∗2 = J2q˙. (3.44)
El valor de q˙ que satisface esta segunda tarea debe a su vez ser una solucio´n para la primera tarea, y
por tanto se reemplaza la expresio´n de q˙ obtenida en (3.43) para el caso de una tarea. Ası´ se tiene:
e˙∗2 = J2 (q˙
∗
1 + P1z2) = J2q˙
∗
1 + J2P1z2. (3.45)
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Ahora se observa que el valor de q˙∗1 es constante y no se puede modificar, y la u´nica forma de
encontrar la solucio´n para la segunda tarea es escogiendo adecuadamente el valor de z2. Despejando
z2 de la expresio´n anterior, haciendo uso de la pseudo-inversa, se tiene
z2 = (J2P1)
#(e˙∗2 − J2q˙∗1) + P˜2z3 (3.46)
donde P˜2 = I − (J2P1)#(J2P1) es una matriz que realiza la proyeccio´n al espacio nulo de J2P1,
y z3 es un vector arbitrario que no interfiere con la solucio´n obtenida para la segunda tarea debido
a la proyeccio´n. Al reemplazar z2 en (3.43) se llega a
q˙∗ = q˙∗1 + P1(J2P1)
#(e˙∗2 − J2q˙∗1) + P1P˜2z3. (3.47)
Existe una propiedad de la pseudo-inversa de Moore-Penrose que establece la siguiente igualdad:
A(BA)# = (BA)# para matrices A y B de taman˜os adecuados. Utilizando esta propiedad, se
puede simplificar la expresio´n anterior como
q˙∗ = q˙∗1 + (J2P1)
#(e˙∗2 − J2q˙∗1) + P1P˜2z3
= q˙∗1 + q˙
∗
2 + P2z3
= q˙∗1,2 + P2z3 (3.48)
donde se ha utilizado las siguientes igualdades por conveniencia: q˙∗2 = (J2P1)#(e˙
∗
2 − J2q˙∗1),




2. Se puede observar que con estas sustituciones, la solucio´n obtenida
para dos tareas (3.48) tiene una forma similar a la solucio´n obtenida anteriormente para una tarea
(3.43).
Con tres tareas. En este caso se considera que existe una tercera tarea e3 descrita por e˙∗3 =
J3q˙3 y que tiene que ser satisfecha de manera tan cercana como sea posible, pero sin interferir ni
con la segunda tarea, ni con la primera, ya que las dos primeras tareas tienen mayor prioridad. El
procedimiento de solucio´n es similar al utilizado para el caso de dos tareas, pero en este caso se
aprovecha el vector z3 que se obtuvo en (3.48) ya que este vector esta´ proyectado en el espacio
nulo de las dos primeras tareas mediante P2. Al igual que en el caso anterior, se puede demostrar
que este vector estara´ dado por
z3 = (J3P2)
#(e˙∗3 − J3q˙∗1,2) + P˜3z4. (3.49)
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Reemplazando esta expresio´n en (3.48) se llega a
q˙∗ = q˙∗1,2 + (J3P2)
#(e˙∗3 − J3q˙∗1,2) + P2P˜3z4
= q˙∗1,2 + q˙
∗
3 + P3z4
= q˙∗1,2,3 + P3z4 (3.50)
donde se ha realizado las siguientes sustituciones: q˙∗3 = (J3P2)#(e˙
∗





3, y P˜3 = I − (J3P2)#(J3P2) es una matriz que proyecta al espacio nulo de
J3P2. Ası´, la configuracio´n articular q˙ que da la solucio´n para la tercera tarea sin interferir con las
anteriores esta´ dada por (3.50).
Con n tareas. Se puede observar que las soluciones dadas en (3.43) para una tarea, en (3.48)
para dos tareas, y en (3.50) para 3 tareas, son similares y guardan el mismo formato, el cual puede
generalizarse a ma´s tareas. Para un nu´mero arbitrario de nt tareas, las expresiones anteriores pueden
generalizarse siguiendo el mismo procedimiento descrito. Ası´, para nt tareas, la solucio´n jera´rquica
q˙ basada en proyecciones sobre el espacio nulo anterior es
















P0 = I (3.54)
q˙∗0 = 0. (3.55)
Una expresio´n similar se obtiene en [43]. Los valores iniciales mostrados en las dos u´ltimas filas
se utilizan u´nicamente para que el algoritmo de control cinema´tico mostrado sea general, pero no
tienen significado fı´sico aunque, dado que P0 = I , el espacio nulo de la tarea cero es todo el espacio
de la tarea y la primera tarea puede ser ejecutada sin restriccio´n.
Consideracio´n de Lı´mites Articulares. Los lı´mites articulares son tareas de desigualdad que
tienen que ser consideradas para poder ejecutarse en un robot real. Este enfoque no considera por
defecto este tipo de tareas ya que las proyecciones en el espacio nulo son por defecto igualdades.
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Sin embargo es posible utilizar igualdades para incorporar desigualdades. Esto se realiza mediante
funciones potenciales fp(q) las cuales actu´an como campos de atraccio´n o repulsio´n haciendo que






La desventaja de utilizar funciones potenciales es que imponen restricciones suaves en lugar de
restricciones duras; es decir, son satisfechas en la medida de lo posible pero no se puede garantizar









(qi − qi)(qi − qi)
)
(3.57)
dando un valor mı´nimo en 12(qi + qi) y un potencial alto cuando las articulaciones se acercan al
valor lı´mite. La tarea resultante es
q =
[









(qi − qi)2(qi − qi)
− 1
(qi − qi)(qi − qi)2
)
(3.59)
El esquema de prioridad basado en el espacio nulo y dada en (3.51) es a veces denominado esquema
de prioridad directo, debido a que la solucio´n comienza con la tarea de ma´s alta prioridad y va
haciea la tarea de ma´s baja prioridad. Recientemente, otro esquema denominado prioridad reversa
fue planteado [46], pero no es muy utilizado y no esta´n claras las ventajas que esta metodologı´a
presenta. Por este motivo, no ha sido considerada su implementacio´n en esta tesis.
3.4.3. Solucio´n con Jerarquı´a de QPs
Esta solucio´n consiste en encontrar el control cinema´tico para un orden jera´rquico de tareas a trave´s
del uso de una cascada de QPs (programas cuadra´ticos) [44]. Debido a esta jerarquı´a, a este tipo de
solucio´n tambie´n se denomina HQP (Hierarchical Quadratic Program). Debido a que un problema
de optimizacio´n cuadra´tica (QP) considera por defecto desigualdades, este esquema toma en con-
sideracio´n las tareas de desigualdad de manera natural. Ası´, para una tarea ei es necesario indicar
sus lı´mites de referencia superior e inferior e˙∗ y e˙∗, respectivamente. Para una tarea de igualdad se
tendra´ que ambos lı´mites de la inecuacio´n son iguales; es decir, e˙ = e˙. En este caso, el problema es
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equivalente a una proyeccio´n en el espacio nulo. Por este motivo, este enfoque basado en una cas-
cada de QPs puede ser considerado como una generalizacio´n de las proyecciones sobre el espacio
nulo donde se incluye desigualdades.
A continuacio´n se brinda los detalles paso a paso de esta implementacio´n. Se asume que existen
nt = k niveles de tareas donde la tarea con nivel 1 tiene mayor prioridad que la tarea 2, y ası´
sucesivamente.
Tarea 1. Conside´rese la primera tarea e1 de mayor prioridad y dimensio´n m1, definida mediante
vectores de referencia superior e inferior e˙∗1 y e˙
∗
1 respectivamente, y con Jacobiano J1. La solucio´n
a esta tarea se obtiene resolviendo el siguiente problema de minimizacio´n, formulado en te´rminos





e˙1 ≤ J1q˙ +w1 ≤ e˙1
donde w1 es una variable de holgura, la cual brinda una medicio´n de cua´n buena es la solucio´n
obtenida. Con mayor detalle, este problema ser escrito de la siguiente manera para hacer explı´cito


















donde J1 ∈ Rm1×n y los subı´ndices indican el taman˜o de las matrices, para mayor claridad. Notar
que la dimensio´n de la variable de holgura es la misma que la dimensio´n de la tarea; es decir,
m1 para este caso. El vector de optimizacio´n contiene tanto a w1 como a q˙ debido a que dichas





Tarea 2. La segunda tarea e2 de dimensio´n m2 y menor prioridad que la tarea 1, se define consi-
derando vectores de referencia superior e inferior e˙∗2 y e˙
∗
2 respectivamente, y con Jacobiano J2. La
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e˙2 ≤ J2q˙ +w2 ≤ e˙2
e˙1 ≤ J1q˙ +w∗1 ≤ e˙1
donde w2 es una variable de holgura que se desea optimizar, y w∗1 es la solucio´n obtenida en el
nivel 1 (tarea 1). No´tese que la restriccio´n que hace referencia a la tarea uno (segunda fila de las
restricciones) contiene la variable de holguraw∗1 que ha sido obtenida anteriormente. Esto garantiza
que la solucio´n actual sera´ tan buena con respecto a la tarea 1 como lo fue la solucio´n cuando solo
existı´a la tarea 1. Este problema puede ser escrito de la siguiente manera para hacer explı´cito el






















donde J2 ∈ Rm2×n y la dimensio´n de w2 es m2, igual que la dimensio´n de la tarea 2. La solu-





. Notar que en esta
formulacio´n, el problema para la tarea 2 incrementa en uno el nu´mero de restricciones que tenı´a el
problema cuando solo habı´a una tarea.
Tarea 3. Considerar ahora que existe una tercera tarea e3 de dimensio´nm3 cuyo comportamiento
de referencia se define mediante el comportamiento de referencia superior e inferior e˙∗3 y e˙
∗
3 res-
pectivamente, y cuyo Jacobiano esta´ dado por J2. Esta tercera tarea tiene menor prioridad que la
tarea 2 y que la tarea 1, y su satisfaccio´n no debe interferir con estas otras dos tareas. El problema
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e˙3 ≤ J3q˙ +w3 ≤ e˙3
e˙2 ≤ J2q˙ +w∗2 ≤ e˙2
e˙1 ≤ J1q˙ +w∗1 ≤ e˙1
donde w3 es la variable de holgura, w∗2 es la solucio´n obtenida en el nivel 2 (tarea 2), y w∗1 es la
solucio´n obtenida en el nivel 1 (tarea 1). Para hacer explı´cito el hecho que se utiliza un problema


































que contiene tanto el valor mı´nimo de la variable de holgura, como el valor de velocidad articular
necesario. Esta solucio´n sera´ tal que no interferira´ con las tareas 2 y 1 debido a que las restricciones
de la segunda y tercera fila utilizan las variables de holgura solucionadas en las etapas anteriores.
Formulacio´n Gene´rica. Se puede notar que el enfoque tiene un patro´n determinado y puede
generalizarse para nt = k tareas. En general, usando este enfoque, la funcio´n de optimizacio´n en el





e˙k ≤ Jkq˙ +wk ≤ e˙k
e˙
s
k−1 ≤ Jsk−1q˙ +ws∗k−1 ≤ e˙sk−1
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donde e˙k, e˙k son los lı´mites inferior y superior de la tarea k-e´sima, ywk es una variable de holgura
(en ingle´s denominada slack) en el nivel k-e´simo. La prioridad queda considerada utilizando los
lı´mites apilados de las tareas previas e˙sk−1, los Jacobianos apilados Jsk−1 y las variables de holgura
























Ma´s especı´ficamente, w∗i representa la solucio´n obtenida en los pasos previos de optimizacio´n.
El problema de optimizacio´n (3.66) se resuelve primero para la tarea 1 obteniendo w∗1. Luego, se
soluciona para la tarea 2 usandow∗1 como una restriccio´n estricta (hard) para la tarea 1. Incluyendo
w∗1, la solucio´n de la tarea 2 tambie´n sera´ o´ptima con respecto a la tarea 1 alcanzando prioridad
entre tareas. De la misma manera se prosigue para todas las tareas.
3.5. Tareas Cinema´ticas
En el enfoque basado en tareas, las tareas cinema´ticas son fundamentales para describir el movi-
miento deseado de un robot al considerar u´nicamente la cinema´tica. Siguiendo los componentes
descritos en la seccio´n 3.1, es necesario especificar la funcio´n de tarea, el comportamiento de refe-
rencia y el mapa para una tarea determinada. El detalle cinema´tico de estos componentes se descri-
bio´ en la seccio´n 3.3.1. En esta seccio´n se presentara´ los componentes para las tareas utilizadas en
esta tesis. Algunas de estas tareas, pero para el caso dina´mico, se encuentran descritas en [39].
3.5.1. Tarea de Posicio´n
El objetivo de esta tarea consiste en mover algu´n punto operacional del robot de la posicio´n actual
a una posicio´n deseada. En este caso no se considera la orientacio´n y, por tanto, se puede llegar a
la posicio´n deseada con cualquier orientacio´n. La representacio´n escogida es la Cartesiana debido
a que es la ma´s utilizada y debido a que no existe, para el caso gene´rico, ventaja en la utilizacio´n de
otra representacio´n.
Definicio´n del error. Sea x(q) = (x(q), y(q), z(q)) ∈ R3 la posicio´n actual de algu´n punto
operacional, y sea xd = (xd, yd, zd) ∈ R3 la posicio´n deseada. Se define el error de posicio´n como
e = xd − x(q). (3.67)
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Es importante notar que x(q) depende de la configuracio´n actual del sistema y se obtiene a trave´s
del ca´lculo de la cinema´tica directa. Adema´s, se realizara´ la suposicio´n que xd es constante y por
tanto no tiene dependencia del tiempo, como se observa.
En el caso de tener u´nicamente la cinema´tica directa con respecto a la base fija del robot bx(qa),
donde b indica el sistema de referencia de la base del robot, se puede formular la cinema´tica directa
completa como
x(q) = pb +Rb(Qb)
bx(qa) (3.68)
donde Rb(Qb) es la matriz de rotacio´n que representa la orientacio´n de la base del robot en el
sistema de referencia inercial, y depende del cuaternio´n de la base Qb. Adema´s, pb es la posicio´n
de la base del robot en el mismo sistema inercial. Se puede observar que x es una funcio´n de q a
diferencia de bx que solo depende de qa dado que depende adema´s de la base del robot.
Jacobiano de Posicio´n. Para una tarea de posicio´n, el Jacobiano de la tarea, tambie´n llamado
analı´tico, es igual al Jacobiano de velocidad lineal dado por la primera fila de (3.21) si se utiliza
coordenadas Cartesianas. Como se menciono´ anteriormente, en esta tesis se utiliza u´nicamente
coordenadas Cartesianas para representar la posicio´n. Ası´, el Jacobiano de posicio´n es
J(q) = Jv(q) =
[
I (pb − pi)∧ T (Qb) Rb(Qb) bJv(qa)
]
(3.69)
donde pi = x(q) es la posicio´n del punto operacional que se quiere controlar y Jv es el jacobiano
de posicio´n del punto operacional en el sistema de la base del robot considerando solamente las
articulaciones actuadas.
3.5.2. Tarea de Orientacio´n
El objetivo de esta tarea consiste en girar algu´n punto operacional del robot de tal modo que alcance
una orientacio´n deseada. En este caso no se considera la posicio´n y por tanto e´sta puede cambiar; lo
u´nico importante es la orientacio´n con respecto a un sistema de referencia dado. Como se menciono´
anteriormente, la representacio´n que se utiliza en esta tesis para la orientacio´n es el cuaternio´n, ya
que no presenta singularidades de representacio´n.
Definicio´n del error. Sea Q = (w, ) el cuaternio´n que representa la orientacio´n actual de algu´n
punto operacional, y sea Qd = (wd, d) el cuaternio´n que representa la orientacio´n deseada. Para
definir el error de orientacio´n deQ aQd se puede definir el cuaternio´nQe = QdQ
−1 que describe
el error entre ambos cuaterniones. Si ambos fuesen iguales, se tendrı´a la identidadQe = (1, 0, 0, 0).
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Por tanto, el error se define con relacio´n a la identidad. El producto que origina Qe, usando la
definicio´n de producto de cuaterniones, es
Qe = (wd, d)(w,−)
= (wdw + 
T
d ,−wd+ wd − d × )
= (we, e). (3.70)






donde se hace explı´cita la diferencia entre Qe y la identidad para cuaterniones. En caso de tener la
cinema´tica directa con respecto a la base fija del robot, se obtiene el cuaternio´n de orientacio´n con




dondeQb es el cuaternio´n que describe la orientacio´n de la base del robot en el sistema de referencia
inercial.
Jacobiano de Orientacio´n. Para una tarea de orientacio´n basada en cuaterniones, el Jacobiano
analı´tico describe la relacio´n entre la razo´n de cambio del cuaternio´n y la velocidad articular. Para
calcularlo se puede utilizar la expresio´n (2.40) que relaciona este Jacobiano Jo(q) con la parte de
orientacio´n del Jacobiano geome´trico Jω(q) como Jo(q) = Eo(o)Jω(q). En adelante se utilizara´ J
en lugar de Jo para simplificar la notacio´n. Cuando la orientacio´n o se representa por un cuaternio´n,
o = Q, esta expresio´n se puede expresar como
J(q) = T (Q)#Jω(q) (3.73)
donde T (Q)# = Eo(Q) es la pseudo-inversa de T (Q), y T (Q) esta´ dada por (3.15). Se debe notar
que se ha utilizado la pseudo-inversa y no simplemente la inversa debido a que (3.15) no es una
matriz cuadrada y por tanto no es invertible. Es posible demostrar que T (Q) es de rango completo
por filas, de tal modo que T (Q)T (Q)T es no singular y la pseudoinversa es T# = T T (TT T )−1,
54










Por otro lado, como se muestra en (3.21) el Jacobiano geome´trico del robot humanoide o con base
flotante esta´ dado por
Jω(q) =
[




Utilizando las expresiones anteriores, el Jacobiano analı´tico para la tarea de orientacio´n queda dado
por (3.73).
3.5.3. Tarea de Posicio´n y Orientacio´n
Esta tarea consiste en controlar a la vez tanto la posicio´n como la orientacio´n de algu´n punto ope-
racional del robot.
Definicio´n del error. En este caso, el error de posicio´n y orientacio´n (llamados pose en ingle´s) se
puede representar matema´ticamente de manera gene´rica como
e = M∗ M (3.76)
donde M ∈ SE(3) es alguna representacio´n de la posicio´n y orientacio´n, M∗ es su valor deseado,
y  es un operador de diferencia en SE(3). En esta tesis la posicio´n se representa mediante coor-
denadas Cartesianas, y la orientacio´n mediante cuaterniones, y por tanto el error queda dado por
(3.67) y (3.71).
Jacobiano de Posicio´n y Orientacio´n. En este caso se considera un Jacobiano de siete filas,
donde las tres primeras esta´n compuestas por la parte correspondiente a la posicio´n y las cuatro





donde Jpos esta´ dado por (3.69) y Jor por (3.73).
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3.5.4. Tarea de Postura
Una postura es una configuracio´n especı´fica para algunas articulaciones. Ası´, esta tarea busca que
las articulaciones alcancen una postura especı´fica. Sera´ posible especificar una postura para todas
las articulaciones o solamente para algunas de ellas.
Definicio´n del error. Sea q˜ un subconjunto arbitrario del vector de configuracio´n actual tal que
q˜ = {qi, qj , · · · , qk}, y sea q˜d el vector de postura deseado para las articulaciones anteriores tal
que q˜d = {qid , qjd , · · · , qkd}. El error se define como
e = q˜d − q˜ (3.78)
y su taman˜o dependera´ de la cantidad de articulaciones que se utilice. Se puede observar que en
realidad se trata de una tarea en el espacio de configuracio´n, pero tambie´n se nota que el espacio
operacional contiene, en cierta forma, al espacio de configuracio´n.
Jacobiano de Postura. Este Jacobiano contendra´ ceros en todos los lugares excepto en aquellos
relacionados con las articulaciones a controlar, debido a que se desea el movimiento de las mismas.






donde 0ff es una matriz de ceros correspondiente a la parte que contiene la base flotante, y Jq es
una matriz que contiene ceros excepto en las posiciones correspondientes a las articulaciones a ser
controladas, donde contiene unos. Para el caso descrito en la definicio´n del error, las posiciones con
unos serı´an (1, i+ 7), (2, j + 7), · · · , (n, k + 7), donde se asume que los ı´ndices comienzan de 1.
El nu´mero 7 anterior se debe a que las columnas incluyen adema´s la base flotante.
3.5.5. Otras Tareas de Desigualdad
En algunos casos las tareas de igualdad no son suficientes. Por ejemplo, cuando se requiere que un
punto tridimensional se encuentre dentro del campo visual de una ca´mara localizada en la cabeza
del robot, dicha especificacio´n no puede ser representada como igualdad. En estos casos se requiere
desigualdades. Una tarea de desigualdad se representa como
e ≤ e ≤ e
donde e y e son los limites inferior y superior, respectivamente, de la tarea. En el caso cinema´tico,
dicha desigualdad debe ser expresada en funcio´n de la velocidad (dado que la cinema´tica se basa en
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velocidades) para lo cual es usual utilizar la aproximacio´n de primer orden de Taylor. Estas tareas
de desigualdad solo pueden ser utilizadas en esquemas que hacen uso de QPs, como el esquema
ponderado y el esquema jera´rquico, pero no en esquemas basados en proyecciones sobre el espacio
nulo. Para hacer uso de tareas de desigualdad en este u´ltimo caso se requerirı´a transformarlas en
funciones potenciales, pero esto queda ma´s alla´ de los alcances de esta tesis. En esta tesis no se
utilizara´ tareas de desigualdad ma´s alla´ de la validacio´n de los lı´mites articulares que se encuentran
en la misma definicio´n de los sistemas de control cinema´ticos.
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Capı´tulo 4
Implementacio´n del Sistema de
Generacio´n de Movimiento
Los fundamentos teo´ricos gene´ricos presentados en el capı´tulo 2 relacionados con la representacio´n
de cuerpos rı´gidos y la cinema´tica de robots manipuladores, ası´ como el disen˜o teo´rico especı´fico
del sistema de generacio´n cinema´tica del movimiento presentado en el capı´tulo 3 necesitan ser
implementados para poder ser utilizados. Este capı´tulo presenta en detalle la organizacio´n y las
partes del sistema implementado, ası´ como las herramientas utilizadas para la implementacio´n. Una
de las caracterı´sticas principales de esta implementacio´n es el ser independiente de middlewares,
dependiendo solamente de algunas librerı´as elementales libres e independientes de la plataforma,
ası´ como el hecho de ser Open Source. El co´digo de todo el sistema desarrollado se encuentra
disponible como co´digo abierto en https://github.com/oeramosp/oscr.
4.1. Herramientas utilizadas en el Sistema
Para implementar el sistema propuesto es necesario el uso de algunas herramientas computacio-
nales y de algunos lenguajes de programacio´n. Existen varias alternativas como MATLAB, por
ejemplo, pero el objetivo es hacer los ca´lculos de la manera ma´s ra´pida y eficiente posible ya que
los periodos de control pueden ser tan cortos como 1 ms. Por este motivo se implemento´ la base
del sistema en C++, ya que el co´digo es compilado en binario y puede ser ejecutado de manera
eficiente. Para mayor facilidad se realizo´ adema´s una interface que permite utilizar las librerı´as im-
plementadas en C++ desde Python. Si bien es posible implementar todos los algoritmos desde cero,
se opto´ por hacer uso de algunas librerı´as de propo´sito general que permiten el manejo de matrices
y algunas operaciones cinema´ticas ba´sicas. La razo´n es que el objetivo principal de la tesis es la im-
plementacio´n de esquemas de generacio´n de movimiento cinema´tico y no el desarrollo de aspectos
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ma´s elementales desde el punto de vista computacional. Adema´s, existen librerı´as de co´digo abierto
altamente especializadas y eficientes, cuya velocidad se quiso aprovechar. Esta seccio´n presenta las
herramientas open source utilizadas como base para implementar cada uno de los componentes del
sistema de generacio´n de movimiento propuesto en esta tesis.
4.1.1. Manejo de A´lgebra Lineal
La implementacio´n de cualquier algoritmo en robo´tica necesita el uso de vectores, matrices y diver-
sas operaciones de a´lgebra lineal. Algunos lenguajes de programacio´n de tipo script como Matlab,
Octave, Scilab, o Python (usando la librerı´a NumPy) poseen herramientas inherentes para el ma-
nejo de a´lgebra lineal; es decir, para realizar operaciones sobre vectores y matrices. Sin embar-
go, ni C ni C++ poseen dentro de sus diversos esta´ndares (incluyendo el ma´s reciente C++17)
herramientas para este manejo, por lo que es necesario el uso de librerı´as adicionales. Para el
lenguaje C existen librerı´as como LAPACK (http://www.netlib.org/lapack) o BLAS (http:
//www.netlib.org/blas), ambas escritas en Fortran pero con interfaz para C, que permiten el
uso de operaciones matriciales. Sin embargo, dado que la implementacio´n de esta tesis se realiza
utilizando C++, se prefirio´ mantener coherencia con este lenguaje, y su formato, y no utilizar li-
brerı´as desarrolladas para C. En su lugar, se utilizo´ una librerı´a para C++, escrita tambie´n en C++,
denominada Eigen.
Eigen. Es una librerı´a de C++ basada en plantillas (templates) para a´lgebra lineal: matrices, vecto-
res, resolutores nume´ricos y algoritmos relacionados [47]. Esta librerı´a se origino´ como un proyecto
local en un laboratorio de investigacio´n de INRIA, en Francia, pero es actualmente desarrollada y
soportada por una comunidad cada vez ma´s grande a nivel internacional. La librerı´a es distribuida
como software libre y esta´ siendo utilizada en diversas aplicaciones que requieren el manejo de
a´lgebra lineal. La caracterı´stica de esta librerı´a es que esta´ escrita usando el paradigma conocido
como meta-programacio´n con base en plantillas de C++ y no requiere de librerı´as adicionales sino
solamente las esta´ndares de C++98. Adema´s, esta´ optimizada para diferentes SIMD (Single Ins-
truction Multiple Data) de arquitecturas INTEL, ARM, IBM Power, entre otras, lo cual le permite
ser bastate eficiente.
En esta tesis se utiliza Eigen para realizar el manejo de matrices y vectores, ası´ como diversas
operaciones ba´sicas sobre ellos, operaciones por filas y columnas, descomposicio´n de matrices (por
ejemplo, SVD), inversas, producto punto, producto cruz, etc. Para mayor informacio´n sobre Eigen
y para una introduccio´n a su uso se puede consultar el tutorial provisto por la comunidad de Eigen
en: http://eigen.tuxfamily.org/dox
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4.1.2. Modelamiento del Robot
Para poder obtener informacio´n cinema´tica o dina´mica de un robot es necesario conocer los para´me-
tros que describen su modelo, como las longitudes, masas, momentos de inercia, ejes de giro, unio-
nes eslabo´n-articulacio´n, etc. Los manipuladores industriales suelen tener su propio formato, el cual
o se encuentra en formato binario propietario o solamente es compatible con los programas desa-
rrollados por el propio fabricante. Igualmente los laboratorios de investigacio´n suelen utilizar sus
propios formatos, normalmente incompatibles unos con otros. Debido a estos problemas de incom-
patibilidad que complican el uso de diversos modelos de robots, alrededor del an˜o 2010 surgio´ un
nuevo formato, denominado URDF, que de alguna manera trata de dar solucio´n a esta gran variedad
de formatos. En esta tesis, los robots esta´n descritos utilizando este formato.
URDF. Este formato, con siglas provenientes del ingle´s Unified Robot Description Format, es
un formato basado en XML que se utiliza para describir todos los elementos de un robot (http:
//wiki.ros.org/urdf). Contiene informacio´n sobre la estructura cinema´tica, para´metros dina´mi-
cos como masa y momento de inercia de cada eslabo´n, tipos de articulaciones, estructuras para
colisiones, apariencia visual, para´metros para simulacio´n, etc. Este formato se origino´ como un pro-
yecto en la Universidad de Stanford, en Estados Unidos, pero poco a poco su uso fue extendie´ndose,
y actualmente gran parte de universidades y laboratorios de investigacio´n con enfoque en robo´ti-
ca lo utilizan o lo soportan. Ma´s au´n, varios fabricantes de robots industriales, como Kuka, ABB,
Fanuc, Motoman, Sta¨ubli, entre otros, han empezado a utilizarlo y actualmente es posible encon-
trar manipuladores industriales con este formato. Normalmente, los robots descritos mediante urdf
pueden ser encontrados en repositorios git o mercurial provistos por el propio fabricante o por labo-
ratorios asociados. Igualmente, cualquier robot, sea manipulador, mo´vil, humanoide, quadru´pedo,
ae´reo, etc. puede ser descrito utilizando este formato. El tutorial oficial, que puede ser usado como
punto de partida con este formato, se encuentra en: http://wiki.ros.org/urdf/Tutorials.
El sistema desarrollado en esta tesis usa como entrada robots descritos mediante URDF, sean estos
robots existentes, o robots arbitrariamente creados por el usuario. La lectura o parsing de un modelo
URDF puede ser realizado mediante las funciones de C++ provistas para este fin, normalmente con
la librerı´a urdfdom. Sin embargo, en esta tesis por facilidad se utiliza dos sistemas externos (RBDL
y Pinocchio), descritos en la seccio´n 4.1.3 para la extraccio´n de informacio´n ba´sica del modelo
URDF. Un ejemplo de URDF que describe un robot cuadru´pedo arbitrariamente sintetizado se
muestra en el ape´ndice B.
60
4.1.3. Cinema´tica Ba´sica del Robot
Una vez que se conoce tanto los para´metros que describen a un robot, como la configuracio´n que
e´ste tiene, es posible obtener su modelo cinema´tico. Como se menciono´ en la seccio´n 2.3.1 se
puede emplear el me´todo de Denavit-Hartenberg o algu´n otro me´todo geome´trico para calcular
la cinema´tica directa. Si bien estos me´todos son generales en su procedimiento y aplicacio´n, de
forma pra´ctica implican una gran labor manual de modelamiento, la cual varı´a mucho de robot a
robot. Para automatizar este proceso, es posible el uso sistema´tico de la informacio´n cinema´tica
contenida en el modelo URDF del robot, la cual brinda relaciones entre eslabones, dimensiones,
posiciones de los ejes articulares y organizacio´n de la cadena cinema´tica. Esto se logra a trave´s del
parsing adecuado del modelo y del uso de matrices de transformacio´n homoge´nea. Una vez que
se tiene el modelo cinema´tico se puede realizar de manera sistema´tica el ca´lculo de los Jacobianos
geome´tricos, como se menciona brevemente en la seccio´n 2.3.4, para cada punto operacional.
El ca´lculo de la cinema´tica directa y de los Jacobianos geome´tricos es un problema ampliamente
conocido en robo´tica y su solucio´n no aporta algo realmente novedoso. Sin embargo, desde el
punto de vista de ingenierı´a es necesario su obtencio´n para cada robot con el que se trabaja, debido
a la informacio´n que proveen y a su uso para control cinema´tico. Por este motivo, y dado que su
ca´lculo no es un objetivo de la tesis, se prefirio´ utilizar algunas herramientas open source existentes
y eficientes, las cuales son RBDL y Pinocchio, y se describira´n a continuacio´n. Ambas librerı´as
extraen informacio´n del modelo URDF del robot y brindan funciones elementales de cinema´tica
directa y diferencial, entre otras cosas, pero no proveen elementos de control ni a nivel cinema´tico
ni a nivel dina´mico, lo cual es el objetivo de la tesis.
RBDL. Son las siglas en ingle´s de Rigid Body Dynamics Library y es una librerı´a altamente efi-
ciente para C++ que contiene algunos algoritmos esenciales de dina´mica de cuerpos rı´gidos como el
algoritmo de cuerpos articulados (ABA) para dina´mica directa, el algoritmo recursivo de Newton-
Euler (RNEA) para dina´mica inversa, y el algoritmo de cuerpos rı´gidos compuestos (CRBA) para
el ca´lculo eficiente de la matriz de inercia. Esta librerı´a, desarrollada por el grupo de investiga-
cio´n en “Optimizacio´n en Robo´tica y Biomeca´nica” de la Universidad de Heidelberg en Alemania,
puede ser obtenida en la pa´gina https://rbdl.bitbucket.io/. La librerı´a esta´ disen˜ada para ser
utilizada principalmente en Linux, aunque existe forma de compilarla en otros sistemas operativos.
Pinocchio. Es una librerı´a open source de C++ para ca´lculos eficientes de dina´mica de cuerpos
rı´gidos, y fue desarrollada en el grupo de investigacio´n de Sistemas Antropomo´rficos del laboratorio
de investigacio´n LAAS-CNRS, en Toulouse, Francia (https://github.com/stack-of-tasks/
61
pinocchio). Implementa algoritmos eficientes relacionados con el movimiento de cuerpos rı´gidos
para sistemas poliarticulados basado en el estado del arte de esta a´rea. Esta implementacio´n se
fundamenta en Eigen para el manejo de a´lgebra lineal, y en FCL para la deteccio´n de Colisiones
y utiliza meta-programacio´n basada en plantillas de C++, lo que le permite efectuar ca´lculos de
manera eficiente y optimizada. Esta´ disen˜ada para ser utilizada principalmente en Linux aunque
puede ser empleada en otros sistemas operativos.
4.1.4. Resolucio´n de QPs
La solucio´n de algunos de los esquemas de control cinema´tico mostrados en la seccio´n 3.4, en
particular del me´todo basado en ponderacio´n de tareas y del me´todo de jerarquı´a de QPs, requiere
la solucio´n de un problema de optimizacio´n cuadra´tico. Estos problemas, en el caso general, no
tienen una solucio´n analı´tica simple, sino algorı´tmica. Es posible la implementacio´n manual de
estas soluciones pero para que sean eficientes, como se requiere en este caso, se requiere el uso
diversas te´cnicas nume´ricas. Debido a que el objetivo de esta tesis no es la resolucio´n eficiente de
QPs, se utilizo´ la librerı´a llamada QPOases [48] que resuelve este tipo de problemas eficientemente.
QPOases. Es una librerı´a open source para C++ que resuelve problemas de optimizacio´n cuadra´ti-
ca (QPs) a trave´s de la implementacio´n de la estrategia de conjuntos activos o active sets (https:
//projects.coin-or.org/qpOASES). Su forma de implementacio´n y los fundamentos teo´ricos
sobre los que se basa lo hacen particularmente adecuado para resolver sistemas que impliquen apli-
caciones de control predictivo basado en modelo (MPC). Esta´, adema´s, implementado de manera
nume´ricamente robusta para poder lidiar con casos de QPs semi-definidos, mal condicionados o de-
generados, los cuales necesitan un tratamiento especial. Esta librerı´a fue desarrollada por el grupo
de “Optimizacio´n en Ingenierı´a” de la Universidad Cato´lica de Leuven (KU Leuven) en Be´lgica, y
actualmente es soportada por investigadores de la universidad de Heidelberg, en Alemania, y por el
Centro de Investigacio´n Corporativa de ABB, en Suiza.
4.2. Estructura General del Sistema
El sistema desarrollado en esta tesis integra la cinema´tica de robots humanoides y robots con
base flotante altamente redundantes, con diversos esquemas de control cinema´tico en el espacio
operacional descritos en la seccio´n 3.4, ası´ como todas las herramientas subyacentes, en una li-
brerı´a unificada de tipo open source. Esta librerı´a se denomina OSCR que son siglas en ingle´s
de Operational Space Control for redundant Robots, ya que el objetivo principal es el control
en el espacio operacional de robots redundantes, de los cuales un robot humanoide es un caso
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FIGURA 4.1: Captura de pantalla del repositorio en github del paquete implementado (oscr), que
se encuentra en https://github.com/oeramosp/oscr (elaboracio´n propia).
especial. Todo el co´digo desarrollado se encuentra como repositorio pu´blico de git en https:
//github.com/oeramosp/oscr, y puede ser clonado a partir de allı´ (utilizando comandos ba´si-
cos de git), o inspeccionado en lı´nea. Una captura de pantalla del repositorio se muestra en la
Figura 4.1. Adema´s, el repositorio cuenta con integracio´n a travis (https://travis-ci.org/), un
servicio de integracio´n continua que lo compila y ejecuta sobre Linux recie´n instalado para verificar
dependencias y la funcionalidad general. El sistema ha sido enteramente implementado utilizando
C++ pero con interfaces para Python, debido a que para prototipar movimiento es ma´s sencillo y
ra´pido usar un lenguaje de tipo script.
El sistema propuesto esta´ disen˜ado para funcionar sobre Linux. No se utilizo´ MacOS ni ninguna
versio´n de Windows como plataformas objetivo debido a que las principales aplicaciones en robo´ti-
ca corren en entornos Linux. Incluso tarjetas embebidas de bajo costo como Raspberry Pi, Jetson,
BeagleBone, etc., corren Linux, y pueden ser utilizadas para el desarrollo de prototipos en robo´tica.
De igual manera, las diversas herramientas usadas y descritas en la seccio´n 4.1 tienen como plata-
forma objetivo principal a Linux. Adema´s, el sistema desarrollado es completamente independiente
de middlewares. Sin embargo, por facilidad para la interaccio´n con modelos gra´ficos tambie´n se
desarrollo´ una interface con ROS (Robot Operating System), como se detalla en la seccio´n 4.5.
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Contenido del Repositorio (oscr). El repositorio implementado, el cual se encuentra disponi-
ble online y cuya pa´gina principal se observa en la Figura 4.1 contiene las siguientes carpetas y
archivos, los cuales han sido escritos de cero para esta tesis.
cmake: contiene el archivo FindQPOASES.cmake que se utiliza para encontrar el lugar donde
QPOases ha sido instalado.
doc: contiene los archivos llamados Doxyfile.in, Mainpage.dox, footer.html y el ar-
chivo treeview.dox que determinan la configuracio´n de co´mo se generara´ la documentacio´n
con Doxygen. El archivo Mainpage.dox contiene el texto de la pa´gina principal de la docu-
mentacio´n (Figura 4.2).
examples: contiene las siguientes carpetas que contienen ejemplos de uso
• c++: contiene archivos ejecutables de C++ que brindan ejemplos de la lectura y extrac-
cio´n de informacio´n del modelo del robot ff6dof-model.cpp y de control cinema´tico
simple ff6dof-kine-control.cpp, junto con un archivo CMakeLists.txt que indica
co´mo compilar dichos archivos
• models: contiene los siguientes modelos de robots, los cuales esta´n escritos en formato
URDF: humanoid example.urdf, ff6dof.urdf, sampleHumanoid.urdf.
• python: contiene scripts de Python que ejemplifican el uso de la interfaz de Python
para leer el modelo del robot ff6dof model.py, y para realizar control cinema´tico
ff6dof kine control.py.
include/oscr: contiene las cabeceras de las clases utilizadas organizadas como:
• model: contiene las cabeceras de las clases que son utilizadas para la lectura del modelo
del robot y la extraccio´n ba´sica de cinema´tica. Estos archivos son robot-model.hpp,
robot-model-pin.hpp, robot-model-rbdl.hpp, robot-model-ff6dof-hpp.
• ik: contiene las cabeceras de las clases que esta´n directamente relacionadas con el
control cinema´tico del robot. Los archivos incluidos son las tareas kine-task.hpp,
kine-task-pose.hpp, kine-task-posture.hpp, y los esquemas de control cinema´ti-
co, que son osik-solver.hpp, osik-solver-HQP.hpp, osik-solver-NS.hpp y el
osik-solver-WQP.hpp, donde cada uno sera´ descrito en la seccio´n 4.3.
• tools: contiene las cabeceras de herramientas adicionales que sirven como apoyo a todo
el sistema: math-utils.hpp, vector-utils.hpp, vector-logger.hpp.
Todas estas cabeceras se pueden incluir con el archivo oscr.hpp
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modules: contiene un archivo CMakeLists.txt para la compilacio´n de la interface de Pyt-
hon, un archivo oscr.i que especifica los archivos que sera´n pasados a swig para su uso en
Python, swig-eigen que es una carpeta con la interface entre Eigen y Python, y una carpeta
llamada oscr.
• oscr: contiene los siguientes archivos escritos en Python que son utilizados para facili-
tar el uso desde Python ya que realizan varias de las conexiones del sistema de manera
automa´tica: robot base.py, utils.py. Adema´s, contiene archivos que facilitan la in-
terface con ROS: ros robot.py, ros kine tasks.py, ros kine sim.py. Tambie´n
contiene archivos para facilitar la publicacio´n de to´picos en ROS (ros pubs.py), para
realizar logs (ros logs.py, y para mostrar marcadores en RViz (ros markers).
src: contiene los archivos que contienen el co´digo fuente de las clases implementadas. Los
archivos de ayuda son: math-utils.cpp, model-utils.cpp, vector-logger.cpp, los
archivos que implementan la cinema´tica ba´sica del robot son: robot-model.cpp, que es
una clase abstracta, robot-model-pin.cpp, robot-model-rbdl.cpp, y para el caso del
robot de ejemplo: robot-model-ff6dof.cpp. Para las tareas se tiene: kine-task.cpp,
kine-task-pose.cpp, kine-task-posture.cpp. Finalmente para los esquemas de control
cinema´tico se tiene: osik-solver.cpp, osik-solver-WQP.cpp, osik-solver-NS.cpp,
osik-solver-HQP.cpp. Tambie´n esta carpeta contiene el archivo CMakeLists.txt que in-
dica co´mo compilar para generar la librerı´a.
unitTests: contiene archivos que permiten probar partes unitarias del sistema implementa-
do: testRobotModelRbdl.py, testRobotModelPin.py, testMathUtils.py.
.gitignore: es un archivo que le indica a git las extensiones que debe ignorar al momento de
almacenar los archivos del repositorio.
.travis.yml: es un archivo de configuracio´n que indica al servidor de travis co´mo realizar la
integracio´n continua del sistema, para verificar si existe algu´n problema de compilacio´n o de
dependencias externas.
CMakeLists.txt: es el archivo de configuracio´n de CMake que indica de manera global co´mo
compilar el sistema.
INSTALL.md: contiene una guı´a paso a paso sobre co´mo realizar la instalacio´n, en el caso
que no se tenga mucho conocimiento del uso de Linux.
LICENSE: contiene el contenido de la licencia open source asociada con el sistema imple-
mentado, que en este caso es de tipo GNU General Public License v3.0.
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README.md: es un archivo que contiene la informacio´n general sobre el sistema, ası´ como
una guı´a ra´pida de la instalacio´n (sin mucho detalle).
oscr.pc.make: contiene la configuracio´n ba´sica que sera´ utilizada por pkg-config al momento
de establecer do´nde se instalara´ este paquete.
Utilizando el comando git ls-files | xargs cat | wc -l en el repositorio del sistema se
obtiene que el sistema implementado contiene 17585 lı´neas de co´digo en total. Debe tenerse en
cuenta que este nu´mero de lı´neas solo aplica a este repositorio. Los repositorios adicionales, que
fueron utilizados para obtener los resultados, an˜aden varias lı´neas ma´s de co´digo escrito.
4.2.1. Generalidades de la Implementacio´n en C++
El sistema de generacio´n cinema´tica de movimiento desarrollado en esta tesis se encuentra ı´nte-
gramente implementado utilizando el lenguaje de programacio´n C++ debido a que este lenguaje
permite la elaboracio´n de aplicaciones que pueden correr en tiempo real. Esto es importante dado
que el sistema debe ser capaz de funcionar en tiempo real para poder controlar robots reales, los
cuales presentan intervalos de control bastante pequen˜os, que tı´picamente van de 1 ms a 10 ms. Por
este motivo se requiere evitar las complicaciones, lentitudes y sobre-cargas innecesarias que presen-
tan los lenguajes script como Matlab o Python. Por otro lado, el uso de C++ para la implementacio´n
de algoritmos en robo´tica es casi esta´ndar en la gran mayorı´a de universidades y laboratorios de in-
vestigacio´n en esta a´rea debido a su rapidez de ejecucio´n, y es realizado en los propios sistemas
embebidos del robot, los cuales usualmente corren alguna versio´n reciente de Linux. En la base
misma del sistema desarrollado se hace uso extensivo de la biblioteca STL (Standard Template
Library) de C++, ası´ como de Eigen para el manejo de a´lgebra lineal (seccio´n 4.1.1).
Compilacio´n. Dado que el sistema propuesto es de tipo open source y su plataforma objetivo es
Linux, se hace uso de CMake (https://cmake.org), el cual es una herramienta que permite la
configuracio´n del proyecto a trave´s de un archivo llamado CMakeLists.txt y genera de manera
automa´tica un archivo de tipo Makefile con base en esta configuracio´n. Es este archivo Makefile
el que luego es utilizado de forma directa para la compilacio´n, haciendo uso de algu´n compilador.
Como compilador se utiliza g++, que es el compilador GNU de C++, y su uso no requiere de
ninguna licencia. Ası´, en un terminal de Linux, para clonar y compilar el sistema se debe utilizar
los siguientes comandos (donde se usa CMake):
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Listado 4.1: Comandos para clonar y compilar el co´digo implementado en esta tesis
$ git clone https://github.com/oeramosp/oscr
$ cd oscr; mkdir build; cd build; cmake ..
$ make
Para mayor informacio´n sobre la compilacio´n e instalacio´n del paquete, ası´ como el detalle del
archivo CMakeLists.txt que se usa para la configuracio´n de CMake, se puede revisar el repositorio
de github. Los archivos README.md, y INSTALL.md proveen informacio´n detallada de compilacio´n
e instalacio´n. La compilacio´n y el funcionamiento con otros sistemas operativos como Windows o
MacOS no ha sido comprobado dado que esta´ fuera del alcance de esta tesis. Sin embargo, debido
a que CMake es multi-plataforma, la adaptacio´n a estos sistemas operativos requiere u´nicamente
pequen˜as modificaciones en los archivos de configuracio´n CMakeLists.txt.
Manejo de Paquetes. En el sistema implementado se realiza el manejo de paquetes a trave´s
de PkgConfig (http://pkg-config.freedesktop.org/), el cual es un programa que recolecta
informacio´n sobre las librerı´as instaladas en un sistema y realiza enlaces con estas librerı´as. Ası´, se
tiene un archivo llamado oscr.pc.cmake que al instalarse se convierte en oscr.pc, y al an˜adir su
camino a la variable de entorno PKG CONFIG PATH, el programa PkgConfig puede encontrar todas
las dependencias. El contenido del archivo oscr.pc.cmake se muestra a continuacio´n:
Listado 4.2: Contenido del archivo oscr.pc.cmake que contiene la configuracio´n de pkg-config que




Name: Operational Space Control for Redundant Robots (OSCR)
Description: Whole-body Motion Generation
URL: github.com/oeramosp-oscr
Version: @PROJECT_VERSION@
Requires: eigen3, rbdl, pinocchio, qpoases
Conflicts:




Puede observarse que el lugar donde se va a instalar la librerı´a y los archivos de cabecera (includes)
se encuentran dados por variables de CMake y son automa´ticamente generados una vez que se
instala el sistema. Adema´s, este archivo contiene las dependencias que se tiene, que en este caso
son: eigen3, rbdl, pinocchio y qpoases.
Dependencias Externas. El detalle de cada una de las dependencias externas se describe en
la seccio´n 4.1. Dichas dependencias pueden ser descargadas o clonadas directamente desde las
pa´ginas o repositorios de sus respectivos proyectos, y luego instaladas una por una. Este pro-
ceso requiere cierta familiaridad con el manejo de paquetes en Linux y no es complicado pa-
ra personas habituadas a este entorno. Sin embargo, para personas sin experiencia podrı´a no ser
tan directo. Por este motivo se provee un paquete llamado oscr-deps en el repositorio https:
//github.com/oeramosp/oscr-deps, que contiene los principales componentes de estas depen-
dencias y permite su fa´cil compilacio´n y enlace. La instalacio´n de este paquete de dependencias
externas se realiza mediante un script escrito para tal fin, cuyo uso se especifica en un archivo
README.md del repositorio.
Implementacio´n en C++. La implementacio´n del sistema de generacio´n de movimiento para
robots redundantes se basa en clases de C++, utilizando el concepto de polimorfismo para la
creacio´n de una interface homoge´nea. Toda la base del sistema utiliza el namespace oscr, que
a su vez es el nombre de la librerı´a, con el fin de evitar conflictos de nombres en las funcio-
nes y como una buena pra´ctica en C++. Otra buena pra´ctica consiste en declarar explı´citamen-
te miembros tipo const cuando no van a modificarse las variables internas, y de usar variables
privadas o protegidas dentro de las clases para el manejo de datos que sean utilizados conti-
nuamente durante toda la ejecucio´n, y ası´ evitar declaraciones on-the-fly que ralentizan la eje-
cucio´n. En general, el estilo del co´digo sigue muchos de los lineamientos dados en [49] para
co´digo C++ efectivo, ası´ como las diversas recomendaciones del estilo de codificacio´n de Goo-
gle (https://google.github.io/styleguide/cppguide.html). El detalle de cada una de las
clases creadas se muestra en la seccio´n 4.3.
Documentacio´n. Debido a que el sistema propuesto ha sido implementado utilizando diversas
funciones, clases, y estructuras en C++, serı´a impra´ctico realizar y, sobretodo, actualizar manual-
mente la documentacio´n de cada una de las funciones o me´todos de las clases desarrolladas. Es
por ello que con el fin de automatizar este proceso, se utilizo´ la herramienta llamada Doxygen
(http://www.doxygen.nl), que es un generador de documentacio´n para diversos lenguajes de
programacio´n, entre ellos C++. Se escogio´ Doxygen debido a que presenta una integracio´n natural
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FIGURA 4.2: Pa´gina principal de la documentacio´n del sistema implementado, generada automa´ti-
camente de las cabeceras usando Doxygen (elaboracio´n propia).
con C++ y genera documentacio´n en formato html con hipervı´nculos entre funciones y al co´digo
mismo. La Figura 4.2 muestra la interfaz principal de la documentacio´n creada con Doxygen. Como
se observa, se dispone de algunos ejemplos y a la izquierda se puede ver cada una de las clases im-
plementadas. Al hacer click en alguna de estas clases, el panel derecho mostrara´ la documentacio´n
asociada con esta clase.
Otra ventaja del uso de Doxygen es que permite la escritura de ecuaciones utilizando LaTeX, y ac-
tualiza las definiciones de las funciones cuando e´stas cambian ya que la documentacio´n es extraı´da
directamente del co´digo. Esto permite contar siempre con documentacio´n actualizada. Un ejemplo
de documentacio´n de una funcio´n llamada angularJacobian, que es parte de RobotModel (como
se detalla en la seccio´n 4.3.1), se muestra en la Figura 4.3. Se puede observar que la descripcio´n
de la funcio´n utiliza variables matema´ticas que han sido definidas usando LaTeX. Adema´s, dado
que esta es una funcio´n puramente virtual, Doxygen automa´ticamente enlaza a las instancias que
implementan la funcio´n y a las funciones que hacen referencia a la misma.
4.2.2. Generalidades de la Interfaz con Python
Como se ha mencionado, la base del sistema de generacio´n de movimiento implementado en esta
tesis usa C++. Ası´, el uso natural de estas funciones y clases implementadas puede ser realizado a
trave´s de ejecutables escritos en el mismo lenguaje. Sin embargo, la desventaja consiste en que C++
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FIGURA 4.3: Ejemplo de documentacio´n de una funcio´n (llamada angularJacobian, que calcula
la parte angular del Jacobiano) usando Doxygen (elaboracio´n propia).
no permite una interaccio´n fa´cil con los resultados, es decir una experimentacio´n o inspeccio´n de los
valores obtenidos de manera interactiva. Adema´s, para cada modificacio´n, como por ejemplo una
posicio´n objetivo diferente, se debe recompilar todo el programa y ejecutarlo nuevamente, lo cual
puede no ser muy pra´ctico. Es posible desarrollar GUIs adicionales en C++ usando por ejemplo
Qt, pero una interfaz gra´fica no es el propo´sito de esta tesis. Alternativamente, se puede disen˜ar
una interfaz con otro lenguaje que no tenga las limitaciones mencionadas. En esta tesis se opto´ por
realizar una interfaz con Python.
La ventaja de Python es la interactividad que ofrece y el hecho que no necesita compilacio´n cuando
se realiza algu´n cambio dado que es un lenguaje tipo script que no se compila sino se interpreta.
En particular, para la generacio´n de movimiento en robo´tica donde tı´picamente se requiere la satis-
faccio´n de diferentes tareas cada una con diferentes especificaciones (cuyo objetivo muchas veces
depende del estado actual del robot) es recomendable un lenguaje script que sea fa´cil de modificar,
prototipar, y con el cual sea fa´cil interactuar. Adema´s, Python es open source, y por tanto no se
requiere la adquisicio´n de licencias para su uso, lo cual es ventajoso a nivel de estudiantes y hasta
de investigadores. La interfaz con Python fue desarrollada utilizando swig, y el procesamiento de
matrices y vectores hace uso de numpy.
Swig. La interfaz del sistema desarrollado con Python fue implementada utilizando la herramienta
llamada Swig (Simplified Wrapper and Interface Generator), disponible en http://www.swig.org,
que es un compilador que conecta programas escritos en C y C++ con lenguajes de tipo script como
Python. Swig usa las declaraciones que se encuentran en las cabeceras de C++ para automa´ticamen-
te crear wrappers para el lenguaje destino, en este caso Python. Se utilizo´ Swig debido a la facilidad
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de implementacio´n, aunque otra alternativa pudo haber sido el soporte de Python que Boost ofrece.
Para utilizar Swig es necesario crear un archivo con extensio´n .i, el cual especifica la configuracio´n
necesaria. En este caso se creo´ el archivo oscr.i, que se encuentra en modules del repositorio de
github. Sin embargo, por defecto SWIG no soporta Eigen para el manejo de matrices, por lo cual se
adapto´ un archivo eigen.i (de A. Barre´. The Biomechanical Toolkit) que expone las matrices Eigen
de C++ a matrices NumPy en Python.
Numpy. Es una librerı´a para Python que an˜ade soporte para el manejo de grandes arreglos y
matrices multi-dimensionales, ası´ como una larga coleccio´n de funciones matema´ticas, incluyendo
operaciones de a´lgebra lineal, para operar con dichas matrices (http://www.numpy.org). En la
interfaz con Python desarrollada se utilizo´ Numpy para manejar vectores y matrices, ya que su uso
es fundamental en las especificaciones de las tareas cinema´ticas descritas en esta tesis. Una de las
ventajas de usar Numpy es que es casi la librerı´a esta´ndar de Python para este tipo de operaciones
y existe una amplia documentacio´n y tutoriales que explican su funcionamiento y uso.
4.2.3. Caracterı´sticas Principales del Sistema Desarrollado
Algunas de las caracterı´sticas que presenta la implementacio´n realizada en esta tesis del sistema
de generacio´n de movimiento para robots redundantes y humanoides basado en control cinema´tico
son las siguientes.
Distribucio´n como Software Libre. Todo el co´digo fuente desarrollado se encuentra disponi-
ble en un repositorio de github (https://github.com/oeramosp/oscr) y puede ser accedido por
cualquier persona en cualquier lugar. El co´digo se distribuye bajo la licencia permisiva GNU Gene-
ral Public License v3 que cumple con los esta´ndares de la Free Software Foundation.
Generalidad. El sistema desarrollado puede ser aplicado a cualquier tipo de robot poli-articulado
compuesto por eslabones rı´gidos, siempre que las caracterı´sticas del robot este´n especificadas en
un archivo con formato URDF. El sistema esta´ orientado principalmente a robots humanoides, sin
importar su complejidad o el nu´mero de grados de libertad, pero puede ser utilizado por otros tipos
de robots redundantes con base flotante, como robots cuadru´pedos. Adema´s, es tambie´n posible su
uso con robots manipuladores de base fija, sean estos redundantes o no.
Independencia del Middleware. El sistema desarrollado no depende de ningu´n middleware es-
pecı´fico y puede ser fa´cilmente integrado en cualquier arquitectura robo´tica compleja. Depende
u´nicamente de algunas librerı´as independientes y open source (detalladas en la seccio´n 4.1) que
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implementan algoritmos del estado del arte en cinema´tica ba´sica y resolucio´n de problemas de
optimizacio´n nume´rica. La actual arquitectura tambie´n permite el fa´cil desarrollo de plugins para
otras librerı´as robo´ticas ya que el co´digo se compila utilizando CMake, una herramienta comu´n en
entorno Linux pero extensible tambie´n a otras plataformas.
Extensibilidad. La forma modular en la que esta´ implementado el sistema de control cinema´tico
permite su fa´cil extensio´n a trave´s del desarrollo de nuevos mo´dulos. Por ejemplo, se puede desa-
rrollar nuevas tareas que sera´n inmediatamente compatibles con el sistema. De igual manera, se
puede incrementar los me´todos de solucio´n cinema´tica para probar nuevos algoritmos. Adema´s de
esto, es posible la extensio´n a control dina´mico utilizando la misma estructura, aunque esto no es
ya parte de la presente tesis.
Documentacio´n del Co´digo. Cada una de las clases y de los me´todos utilizados se encuentran
debidamente documentados utilizando Doxygen, una herramienta ampliamente utilizada para la ge-
neracio´n de documentacio´n en formato HTMl. Ası´, una vez compilado el co´digo fuente, es posible
generar automa´ticamente la documentacio´n y tener una idea clara de que´ es lo que hace exactamente
cada parte del sistema.
Facilidad de Uso. Toda la librerı´a desarrollada esta´ implementada en C++, y por tanto su uso
puede ser a trave´s de programas escritos en C++ (se provee ejemplos en el co´digo). Para facilitar
ma´s el uso, se desarrollo´ una interfaz para Python, un lenguaje script ampliamente utilizado en
robo´tica y en otras a´reas como aprendizaje de ma´quina o tratamiento de grandes cantidades de
datos. La ventaja de Python es que no se requiere compilar el programa para ver el resultado, y se
puede trabajar de manera interactiva, logrando una mejor comprensio´n y prototipado de cada etapa.
Eficiencia Computacional. El sistema se basa en librerı´as altamente eficientes y nume´ricamente
estables implementadas en C++. Adema´s, el desarrollo mismo del las funciones y clases que im-
plementan el sistema se encuentra escrito en C++, siguiendo criterios eficaces de implementacio´n
computacional, lo cual permite ejecutar ciclos de control menores a 10 ms en pruebas experimen-
tales.
4.3. Estructura Detallada del Sistema
El esquema general del sistema de control cinema´tico a nivel principalmente conceptual se muestra
en la Figura 3.3, donde se puede observar de manera gra´fica co´mo la generacio´n de movimiento se
basa en las diferentes tareas que son especificadas como entradas al sistema de control cinema´tico.
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Por claridad dicho esquema se concentra en la parte fundamental y omite algunos detalles de la
implementacio´n. Esta seccio´n presenta dichos detalles, ası´ como la relacio´n con cada una de las
librerı´as externas utilizadas y descritas en la seccio´n 4.1.
4.3.1. Modelo del Robot y Cinema´tica Ba´sica.
La descripcio´n de los para´metros fı´sicos del robot esta´ dada mediante el formato URDF, como se
menciono´ en la seccio´n 4.1.2. Ası´, cada robot tiene un archivo *.urdf asociado que lo describe
por completo. Este archivo es leı´do por las librerı´as RBDL o Pinocchio, las cuales a su vez hacen
uso de la librerı´a urdfdom, como se muestra esquema´ticamente en la Figura 4.4. Es posible utilizar
cualquiera de estas dos librerı´as, y el uso de ambas se debe al hecho de poder verificar los resultados
de una librerı´a con la otra al momento de la implementacio´n. En la pra´ctica, con el sistema funcio-
nando adecuadamente, resulta exactamente igual utilizar cualquiera de las dos. Estas librerı´as leen
el modelo URDF y adema´s requieren como entrada la configuracio´n articular del robot correspon-
diente a las articulaciones actuadas qa. Luego, con base en la configuracio´n actual qa, estas librerı´as
realizan el ca´lculo de la cinema´tica directa de algu´n punto operacional con respecto a la base fija
del robot, y retornan tanto su orientacio´n y/o posicio´n bx como el Jacobiano geome´trico bJ . En esta
notacio´n, el superı´ndice a la izquierda b indica que estos valores se calculan con respecto a la base,











FIGURA 4.4: Esquema utilizado para la obtencio´n de la cinema´tica directa y del Jacobiano, a partir del modelo
URDF del robot usando RBDL y Pinocchio (elaboracio´n propia).
Luego, la clase RobotModel (en realidad, sus clases derivadas) convierten estos elementos que se
encuentran en el sistema de la base, al sistema inercial de referencia inercial utilizando la posicio´n
de la base pb y la orientacio´n de la base dada por un cuaternio´n Qb. Ası´, la salida final es el valor
de la cinema´tica directa de un punto operacional x y del Jacobiano geome´trico asociado con dicho
punto JG con respecto al sistema inercial, considerando la posicio´n y orientacio´n de la base flotante.
Esto es fundamental para generar movimiento para robots con base flotante. A continuacio´n se
presenta los detalles de la implementacio´n de esta clase y de sus clases derivadas.
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a. Clase base RobotModel
Esta clase encapsula el ca´lculo de la cinema´tica directa y del Jacobiano del robot dado su modelo
URDF como entrada y la configuracio´n articular actual q, que incluye la parte actuada qa y la
parte subactuada correspondiente a la base del robot xb. De manera conceptual, encapsula todo el
diagrama mostrado en la Figura 4.4. Debido a que la implementacio´n de la cinema´tica con respecto
a la base del robot se realiza mediante dos diferentes librerı´as, se decidio´ implementar una clase
base para uniformizar la interfaz que se utilizara´, de tal modo que el uso de una u otra librerı´a como
backend sea transparente al momento de generar movimiento. Ma´s au´n, las clases que implementan
las tareas y los esquemas de control cinema´tico utilizara´n las funciones miembro de la clase base
sin distinguir si se usa una librerı´a o la otra, facilitando la generalidad de la implementacio´n.
La clase RobotModel sirve de base para 2 clases derivadas principales de propo´sito general, deno-
minadas RobotModelRbdl y RobotModelPin, las cuales utilizan las librerı´as RBDL y Pinocchio,
respectivamente. Adema´s, existe una tercera clase derivada llamada RobotModelff6dof, la cual cal-
cula de manera analı´tica el modelo de un robot de seis grados de libertad de base flotante. Esta
u´ltima clase solo se utiliza como prueba o verificacio´n de los ca´lculos analı´ticos con los ca´lculos
nume´ricos (se brinda mayor informacio´n de este modelo en la seccio´n 5.2). La Figura 4.5 muestra
un diagrama de la clase base con sus derivadas y fue generada usando Doxygen.
FIGURA 4.5: Diagrama de herencia para el modelo del robot y la cinema´tica directa, los cuales se
implementan en la clase RobotModel y sus derivadas (elaboracio´n propia).
El co´digo completo correspondiente a la declaracio´n de esta clase base puede verse en el ape´ndi-
ce C.1, y en el repositorio de github mencionado anteriormente se encuentra con el nombre de
include/oscr/model/robot-model.hpp (la implementacio´n de la clase se realiza en el archivo
src/robot-model.cpp). Como se puede observar en el co´digo, esta clase contiene varias funcio-
nes miembro virtuales, las cuales son implementadas en las clases derivadas. La declaracio´n de
algunas funciones miembro importantes se muestra en el Listado 4.3. Las tres funciones mostradas
son puramente virtuales y por tanto su implementacio´n se encuentra en cada clase derivada y no en
la clase base. La funcio´n loadURDF toma como entrada una cadena de caracteres que especifica la
ubicacio´n del archivo que contiene el modelo urdf del robot, ası´ como una indicacio´n de si el robot
posee una base flotante o no. De este modo, el sistema desarrollado permite tambie´n la generacio´n
de movimiento para robots manipuladores. La funcio´n updateJointConfig permite actualizar la
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variable privada interna a la clase que contiene el valor articular del robot q, el cual consta de la
parte actuada y de la base flotante. Las funciones linkPose y geometricJacobian permiten ob-
tener el valor de la cinema´tica directa x y del Jacobiano geome´trico JG para un punto operacional
especificado mediante el nombre del eslabo´n o mediante su nu´mero de identificacio´n. El para´metro
local pos es un vector que se usa para especificar cierto offset en la posicio´n del punto deseado
con respecto a la posicio´n del eslabo´n, pero generalmente es considerado como cero. Existen ma´s
funciones que permiten obtener solo parte de la informacio´n anterior, es decir, solo la posicio´n, o la
orientacio´n, o la parte correspondiente a la velocidad lineal o angular del Jacobiano.
Listado 4.3. Algunas funciones miembro de la clase RobotModel, las cuales cargan el modelo del
robot y brindan informacio´n de su cinema´tica (elaboracio´n propia).
virtual bool loadURDF(const std::string& model_name,
const bool& has_floating_base = true,
const bool& verbose = false) = 0;
virtual void updateJointConfig(const Eigen::VectorXd& q) = 0;
virtual Eigen::VectorXd linkPose(const std::string& link_name,
const Eigen::Vector3d& local_pos =
Eigen::Vector3d::Zero()) const = 0;
virtual Eigen::MatrixXd geometricJacobian(const unsigned int& link_number,
const Eigen::Vector3d& local_pos =
Eigen::Vector3d::Zero()) const = 0;
Esta clase tambie´n almacena informacio´n adicional del modelo del robot, como los lı´mites mı´nimos
y ma´ximos de posicio´n para cada una de las articulaciones, los cuales no deben ser sobrepasados.
Adema´s, se almacena informacio´n sobre los lı´mites de velocidad de cada articulacio´n, los nombres
de las articulaciones y de los eslabones, ası´ como sus identificadores nume´ricos (IDs).
b. Clase derivada RobotModelRbdl
Esta clase deriva de manera pu´blica de RobotModel e internamente utiliza la librerı´a RBDL para el
ca´lculo de la cinema´tica con respecto a una base que se asume fija. La clase se encuentra definida
en el archivo llamado include/oscr/model/robot-model-rbdl.hpp y su implementacio´n en el
archivo src/robot-model-rbdl.cpp. Internamente utiliza una instancia de tipo Model, propia de
RBDL, para almacenar la informacio´n concerniente al modelo del robot. Esta instancia, que en
realidad es un puntero, se denomina rmodel , es privada a la clase, y su definicio´n se realiza como:
RigidBodyDynamics::Model* rmodel . Al momento de utilizar la funcio´n loadURDF se realiza
la lectura de los elementos del modelo URDF, los cuales son almacenados en rmodel . El detalle
de la implementacio´n de esta funcio´n no se incluyo´ aquı´ debido a que es altamente dependiente de
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la forma como funciona RBDL y no aporta mayor intere´s desde el punto de vista de esta tesis. Sin
embargo, puede ser encontrado en el repositorio de github del sistema.
Luego de tener el modelo del robot, la librerı´a RBDL proporciona la posicio´n y orientacio´n bx
con respecto a la base del robot, que se asume fija hasta este momento, y esta clase las convierte
al sistema inercial o global agregando el efecto de la base flotante xb haciendo uso de (3.68) y
(3.72). La funcio´n miembro que implementa esta conversio´n, y que permite obtener x en el sistema
inercial, se denomina linkPose, y en este caso depende de algunas funciones brindadas por RBDL.
La implementacio´n de esta funcio´n se muestra en el Listado 4.4 a continuacio´n.
Listado 4.4. Funcio´n linkPose, implementada en esta tesis para el ca´lculo de la posicio´n y la orien-
tacio´n de un eslabo´n del robot (elaboracio´n propia)
Eigen::VectorXd RobotModelRbdl::linkPose(const unsigned int& link_number,







lpose.head(3) = CalcBodyToBaseCoordinates(*rmodel_, q_.tail(ndofActuated()),
link_number, local_pos, true);









lpose.head(3) = CalcBodyToBaseCoordinates(*rmodel_, q_, link_number, local_pos, true);





En el co´digo anterior, la funcio´n quaternionToRotation ha sido implementada usando (2.15),
y la funcio´n´ rotationToQuaternion usando (2.16), como se muestra en el ape´ndice C.4. Puede
notarse adema´s, el uso exhaustivo que se hace de Eigen para el manejo de matrices y vectores. Se
dispone adema´s de funciones miembro que retornan solo la posicio´n o solo la orientacio´n de un
punto operacional, normalmente asociado a un eslabo´n del robot, y su implementacio´n es solo una
fraccio´n de la funcio´n mostrada. Estas funciones son u´tiles cuando la tarea consiste en solamente
controlar la posicio´n o la orientacio´n, de tal manera que se evita realizar ca´lculos innecesarios.
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Por otro lado, la librerı´a RBDL provee el Jacobiano geome´trico bJ con respecto a la base del robot,
que hasta este momento se asume fija, usando solo valores de las articulaciones actuadas. El sistema
de referencia es luego cambiado con respecto al sistema inercial utilizando (2.37). Adema´s del cam-
bio de referencia, se an˜ade el efecto del movimiento de la base flotante sobre el punto operacional
en cuestio´n utilizando (3.21). Ası´, se obtiene finalmente el Jacobiano geome´trico JG(q), y el si-
guiente fragmento de co´digo muestra la funcio´n geometricJacobian que realiza el procedimiento
descrito.
Listado 4.5. Funcio´n implementada para el ca´lculo del Jacobiano (elaboracio´n propia)
Eigen::MatrixXd RobotModelRbdl::geometricJacobian(const unsigned int& link_number,




Eigen::Vector3d xlink; Eigen::Matrix3d Rbase, Rlink; Eigen::MatrixXd T;
Rbase = quaternionToRotation(q_.segment(3,4));
xlink = CalcBodyToBaseCoordinates(*rmodel_, q_.tail(this->ndofActuated()),
link_number, local_pos, true);
xlink = Rbase*xlink + q_.head(3);
T.resize(3,4);
T <<
-2.0*q_(4), 2.0*q_(3), -2.0*q_(6), 2.0*q_(5),
-2.0*q_(5), 2.0*q_(6), 2.0*q_(3), -2.0*q_(4),
-2.0*q_(6), -2.0*q_(5), 2.0*q_(4), 2.0*q_(3);
Jtmp.resize(6, this->ndofActuated()); Jtmp.setZero();










J.resize(6, this->ndof()); Jtmp.resize(6, this->ndof()); Jtmp.setZero();








Existen, adema´s, funciones que permiten obtener la parte correspondiente solamente a la velocidad
angular y solamente a la velocidad lineal, y son u´tiles para no realizar ca´lculos innecesarios en el
control cinema´tico. Para facilidad de uso tambie´n se almacena la cantidad de articulaciones que
tiene el robot.
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c. Clase derivada RobotModelPin
Esta clase tambie´n hereda RobotModel de manera pu´blica, pero internamente utiliza la librerı´a Pi-
nocchio para realizar el ca´lculo de la cinema´tica ba´sica. La definicio´n de esta clase se encuentra en
la cabecera include/oscr/model/robot-model-pin.hpp, y su respectiva definicio´n en el archivo
src/robot-model-pin.cpp. Internamente utiliza dos estructuras de datos llamadas Model y Data,
que se encuentran dentro del namespace llamado se3 y que son declaradas como: se3::Model*
pmodel , y se3::Data* data . Estas estructuras contendra´n el modelo del robot y los datos aso-
ciados con su cinema´tica directa y Jacobiano, luego de llamar a la funcio´n loadURDF que lee los
para´metros del robot a partir del modelo URDF. Se debe notar que al momento de cargar el modelo,
se le indica a Pinocchio si se tiene una base flotante o no, dado que esta librerı´a sı´ considera la base
flotante (aunque con un sistema de referencia diferente).
Luego de tener el modelo del robot en formato de Pinocchio, la funcio´n linkPose permite el ca´lcu-
lo de la cinema´tica directa; es decir, de la posicio´n y orientacio´n de algu´n punto operacional a partir
de la configuracio´n articular. Esta funcio´n es de tipo const debido a que no modifica ningu´n miem-
bro interno de la clase y solo retorna el valor calculado sin almacenarlo. La traslacio´n se obtiene
directamente de la librerı´a y, por su parte, la rotacio´n se convierte de matriz de rotacio´n a cuaternio´n.
Listado 4.6. Funcio´n para obtener la posicio´n y orientacio´n (elaboracio´n propia)
Eigen::VectorXd oscr::RobotModelPin::linkPose(const unsigned int& link_number,







Para el ca´lculo del Jacobiano geome´trico, se debe tener en cuenta que el Jacobiano retornado por
la librerı´a Pinocchio se encuentra expresado con respecto al sistema mismo del eslabo´n y debe ser














a la base, que {W} representa el sistema inercial y que {L} representa el sistema del eslabo´n
(link). Los valores A,B,C,D,E solo se muestran como conveniencia de notacio´n. Para expresarlo
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 (4.2)
donde T es la matriz (3.15) obtenida a partir del cuaternio´n de la base flotante, y convierte la razo´n
de cambio de este cuaternio´n en velocidad lineal y angular. El co´digo que implementa lo anterior
es el siguiente:
Listado 4.7. Implementacio´n de la funcio´n para el ca´lculo del Jacobiano geome´trico del robot que
posee una base flotante (elaboracio´n propia).
Eigen::MatrixXd oscr::RobotModelPin::geometricJacobian(const unsigned int& link_number,
const Eigen::Vector3d& local_pos) const
{
se3::Data::Matrix6x J(6, pmodel_->nv); J.fill(0);
se3::getJacobian<se3::LOCAL>(*pmodel_, *data_, link_number, J);
if (has_floating_base_)
{
Eigen::MatrixXd Jg; Jg.resize(6, this->ndof()); Jg.setZero();









-2.0*q_(4), 2.0*q_(3), -2.0*q_(6), 2.0*q_(5),
-2.0*q_(5), 2.0*q_(6), 2.0*q_(3), -2.0*q_(4),













4.3.2. Arquitectura de Tareas
Las tareas constituyen los bloques de construccio´n para el movimiento debido a que especifican
los objetivos en el espacio operacional o espacio de la tarea. La Figura 4.6 muestra la arquitectura
de una tarea cinema´tica gene´rica. Las entradas son tango la configuracio´n deseada de la tarea xd,
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como la configuracio´n articular actual completa q˜ medida por el robot. Esta configuracio´n articular
medida ingresa al bloque denominado RobotModel, que es el objeto descrito en la seccio´n 4.3.1, y
que en realidad contiene todo lo mostrado en la Figura 4.4. Usando este bloque de cinema´tica se
obtiene la configuracio´n actual de la tarea, x, y el Jacobiano geome´trico JG , ambos considerando










FIGURA 4.6: Arquitectura de una tarea cinema´tica gene´rica, donde la entrada es el valor deseado y la confi-
guracio´n actual del robot, y la salida es el comportamiento de referencia en velocidad, y el Jacobiano de la
tarea (elaboracio´n propia).
El valor actual de la tarea x junto con el valor deseado xd se utilizan luego para calcular el error e
que define la tarea. Este error puede ser una simple resta o puede ser una operacio´n ma´s compleja,
por ejemplo para el error de orientacio´n, y se describe con mayor detalle en la seccio´n 3.5. Este
error ingresa a un bloque que lo utiliza para generar la referencia deseada e˙∗ segu´n la ley dada en
(3.25). Es posible escoger la ganancia λ dentro de este bloque como constante o como una ganancia
variable, segu´n (3.26). Por otro lado, el Jacobiano de la tarea J , que tambie´n es salida de la tarea,
es obtenido a partir de JG de acuerdo con la seccio´n 3.5. El valor de la matriz E, la cual depende
del cuaternio´n de la base, es u´til para esta relacio´n en el caso de algunas tareas. A continuacio´n se
presenta el detalle de la clase base que lo implementa y sus clases derivadas.
a. Clase base KineTask
A nivel de implementacio´n en C++, la estructura mostrada en la Figura 4.6 se encuentra encapsulada
en una clase base llamada KineTask, debido a que se trata de tareas cinema´ticas. Algunos miembros
de esta clase son puramente virtuales mientras que otros no, ya que son comunes a todas las tareas.
Esta clase sirve de base para las clases derivadas llamadas KineTaskPose, que es utilizada para
las tareas de posicio´n y/o orientacio´n; KineTaskPosture, que se usa para las tareas de postura; y
KineTaskCoM, que implementa tareas de control del centro de masa de un robot con base flotante.
La Figura 4.7 muestra un diagrama de herencia de estas clases.
Si se desease an˜adir una nueva tarea cinema´tica para controlar algo especı´fico, esta tarea debe
heredar la clase base KineTask. Ası´, heredando de la clase base, es sencillo crear nuevas tareas
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FIGURA 4.7: Diagrama de herencia para las clases que implementan tareas cinema´ticas, basadas
en KineTask y sus derivadas (elaboracio´n propia).
que expandan la funcionalidad del sistema implementado, manteniendo toda la interfaz, siem-
pre que se defina el error especı´fico de la nueva tarea y su Jacobiano asociado. La definicio´n
completa de la clase se muestra en el ape´ndice C.2 y todo el co´digo se encuentra disponible en
include/oscr/ik/kine-task.hpp del repositorio de github. Algunas funciones importantes se
muestran en el Listado 4.8.
Listado 4.8. Algunas funciones miembro importantes de KineTask (elaboracio´n propia).
virtual void getSensedValue(Eigen::VectorXd& xsensed) const = 0;
virtual void getTaskJacobian(Eigen::MatrixXd& Jacobian) const = 0;
virtual void getDerivError(Eigen::VectorXd& de) = 0;
void updateJointConfig(const Eigen::VectorXd& q);
Estas funciones se utilizan para obtener el valor sensado de la tarea (que podrı´a usar cinema´tica
directa o alguna otra forma de ca´lculo), el Jacobiano de la tarea, y la derivada del error, respec-
tivamente. La u´ltima funcio´n miembro se utiliza para actualizar la configuracio´n articular interna
de la clase. Adema´s de las funciones mostradas, tambie´n se tiene funciones miembro para asignar
y leer el nombre de la tarea, establecer la ganancia constante o adaptativa, de acuerdo con (3.26),
establecer el valor deseado, obtener el valor deseado, establecer el peso de la tarea (u´til cuando las
tareas tienen ponderacio´n), entre otras.
b. Clase derivada KineTaskPose
Esta clase deriva de KineTask y contiene la definicio´n de una tarea de posicio´n, de orientacio´n, o de
ambas a la vez. Se implementa en src/kine-task-pose.cpp del repositorio de github del sistema
implementado en esta tesis. Para seleccionar cada opcio´n con facilidad, se creo´ una enumeracio´n,
llamada PoseType que las define de manera clara como se muestra en el Listado 4.9.





Utilizando PoseType se puede determinar exactamente el tipo de tarea que se desea ejecutar. La
implementacio´n de la funcio´n que obtiene el valor sensado de la tarea, y que se basa en las clases
derivadas de RobotModel, llamada getSensedValue se muestra en el Listado 4.10.
Listado 4.10. Implementacio´n de la funcio´n, dentro de la clase KinePose, para obtener el valor
sensado de posicio´n y/o orientacio´n (elaboracio´n propia)
void KineTaskPose::getSensedValue(Eigen::VectorXd& xsensed) const
{
// Tarea de posicion
if (type_ == POSITION)
{
Eigen::VectorXd position = rmodel_->linkPosition(linkNum_, localpos_);
xsensed.resize(selectedIndices_.size());
for(unsigned int i=0; i<selectedIndices_.size(); ++i)
xsensed(i) = position(selectedIndices_.at(i));
}
// Tarea de orientacion
if (type_ == ORIENTATION)
xsensed = rmodel_->linkOrientation(linkNum_);
// Tarea de posicion y orientacion
if (type_ == FULLPOSE)
xsensed = rmodel_->linkPose(linkNum_, localpos_);
}
Se puede observar que segu´n el tipo de tarea se extrae la posicio´n, orientacio´n, o ambas del modelo
del robot, contenido en rmodel , el cual es de tipo RobotModel. Ası´, la tarea es independiente de
si el modelo usa RBDL o Pinocchio, y esa es una ventaja de usar el polimorfismo en este caso.
Adema´s, se puede notar que para la tarea de posicio´n se puede escoger algunos de los ejes de
movimiento de forma flexible.
La implementacio´n de la funcio´n miembro que calcula la derivada del error, llamada getDerivError
se muestra en el Listado 4.11. Esta funcio´n es importante para la determinacio´n del comportamien-
to de referencia, disen˜ado para seguir una exponencial decreciente, el cual sera´ utilizado luego por
el controlador cinema´tico para generar la referencia deseada. Esta referencia sera´ la entrada al ro-
bot controlado en posicio´n o en velocidad. Se puede nuevamente observar que la implementacio´n
depende del tipo de tarea que se haya escogido: posicio´n, orientacio´n, o ambas a la vez. En esta
funcio´n se implementa (3.25) como comportamiento de referencia usando ganancias adecuadas, y
el error se calcula como se muestra en (3.67) para la posicio´n, y como se muestra en (3.71) pa-
ra la orientacio´n. Debe notarse adema´s, que la llamada a getGain puede devolver una ganancia
constante o variable segu´n como se haya definido e´sta.
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Listado 4.11. Implementacio´n de la funcio´n getDerivError que calcula el comportamiento de refe-





// Tarea de posicion





// Tarea de orientacion
else if (type_ == ORIENTATION)
{
error_(0) = xdes_(0)*xsensed(0) + xdes_.tail(3).transpose()*xsensed.tail(3) - 1.0;




// Tarea de posicion y de orientacion





error_(3) = xdes_(3)*xsensed(3) + xdes_.tail(3).transpose()*xsensed.tail(3) - 1.0;





El ca´lculo del Jacobiano de la tarea de posicio´n y orientacio´n implica convertir el Jacobiano geome´tri-
co en un Jacobiano de la tarea, a trave´s del uso de la transformacio´n lineal adecuada. Una alternativa
podrı´a ser la derivacio´n nume´rica, pero en esta implementacio´n se prefiere el enfoque analı´tico. El
co´digo implementado para esta funcio´n, llamada getTaskJacobian se muestra en el Listado 4.12.
Para el caso de la posicio´n, dado que se usa coordenadas Cartesianas, la transformacio´n es simple-
mente la identidad. Para el caso de la orientacio´n, es necesario implementar (3.73), que implica el
ca´lculo de la matriz T asociada a la orientacio´n de la base del robot. Se puede observar adema´s,
que para el caso de posicio´n y orientacio´n se realiza la implementacio´n de ambas partes a la vez.
Se realizo´ la separacio´n de los 3 casos mostrados para tener ma´s eficiencia computacional evitando
ca´lculos innecesarios.
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Listado 4.12. Implementacio´n de la funcio´n getTaskJacobian, la cual calcula el Jacobiano de la tarea
de posicio´n y/o orientacio´n (elaboracio´n propia).
void KineTaskPose::getTaskJacobian(Eigen::MatrixXd& Jacobian) const
{
if (type_ == POSITION) {
Eigen::MatrixXd J = rmodel_->linearJacobian(linkNum_, localpos_);
Jacobian.resize(selectedIndices_.size(), this->ndof_);
for(unsigned int i=0; i<selectedIndices_.size(); ++i)
Jacobian.row(i) = J.row(selectedIndices_.at(i));
}











else if (type_ == FULLPOSE) {
Eigen::MatrixXd Jg;
Jg = rmodel_->geometricJacobian(linkNum_, localpos_);
Eigen::VectorXd pose; getSensedValue(pose);
Eigen::MatrixXd Tinv; Tinv.resize(4,3);









c. Clase derivada KineTaskPosture
Esta clase implementa la tarea de postura y deriva de la clase base KineTask explicada anterior-
mente. Su definicio´n se encuentra en include/oscr/ik/kine-task-posture.hpp y su imple-
mentacio´n en src/kine-task-posture.cpp. Ambos archivos se pueden ver en su totalidad en el
repositorio de github del sistema desarrollado en esta tesis.
En esta clase es importante poder escoger el nu´mero de la articulacio´n que sera´ controlada. Con
este fin se tiene las dos funciones miembro llamadas seJointNumbers y getJointNumbers, las
cuales permiten escoger los nu´meros de ı´ndices y obtener los ı´ndices actualmente seleccionados.
Estas funciones se muestran en el Listado 4.13. De igual manera, el valor sensado de las articula-
ciones se obtiene directamente del vector de configuracio´n articular, seleccionando solo aquellas
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articulaciones de intere´s, con la funcio´n getSensedValue. El ca´lculo del error en la derivada del
error se realiza de manera directa en este caso ya que ambas variables forman un espacio Eu-
clideano, y por tanto, una simple sustraccio´n es suficiente. La implementacio´n de esta funcio´n,
llamada getDerivError se muestra en el Listado 4.13.
Listado 4.13. Implementacio´n de algunas funciones miembro de la clase KineTaskPosture, impor-
tantes para el sistema de control cinema´tico (elaboracio´n propia).








Eigen::VectorXd q = rmodel_->getJointConfig();
xsensed.resize(jointIndices_.size());






















El ca´lculo del Jacobiano de la tarea implementa lo descrito en la seccio´n 3.5.4, y ba´sicamente
consiste en una matriz que contiene mayormente ceros, y solamente unos en las articulaciones




Como se describe en la seccio´n anterior, las salidas principales de cada tarea i-e´sima son la trayec-
toria de referencia e˙∗i y el Jacobiano de la tarea Ji. Estas sen˜ales, provenientes de cada una de las
tareas que se especifique, ingresan al bloque de generacio´n de movimiento basado en cinema´tica,
como se muestra en la Figura 4.8. Dentro de todo este esquema, el bloque de control cinema´tico
recibe estas entradas, adema´s de la configuracio´n articular actual q˜ para implementar cada uno de
los esquemas presentados en la seccio´n 3.4. En el diagrama se hace evidente el uso de la librerı´a
QPOases para la solucio´n a los programas cuadra´ticos necesarios para algunos esquemas de con-
trol. Este controlador cinema´tico luego genera la trayectoria de referencia de la velocidad articular












FIGURA 4.8: Diagrama de la generacio´n cinema´tica de movimiento basada en tareas, donde las entradas son
las referencias de velocidad de las n tareas, junto con sus Jacobianos, y la salida es la configuracio´n articular
q∗ que se envı´a al robot (o a la simulacio´n), asumiendo un robot controlado en posicio´n (elaboracio´n propia).
Sin embargo, debido a que los robots considerados en esta tesis son controlados en posicio´n, la
referencia de velocidad articular es integrada, como se muestra en la seccio´n 3.3.3, para generar
una trayectoria articular de referencia q∗. Este vector de configuracio´n variante en el tiempo es
luego ingresado como sen˜al de control a un robot real o a un robot simulado. Dicha sen˜al debe
ser obtenida cada periodo de control, el cual tı´picamente varı´a de 1 ms a 10 ms, y por tanto el
ca´lculo debe ser bastante eficiente. Los valores articulares sensados q˜ del robot real o del robot
simulado dina´micamente son luego utilizados para el siguiente paso del controlador cinema´tico y
para actualizar la configuracio´n actual de la tarea. El detalle de la implementacio´n de la clase base
y de los esquemas de control cinema´tico se muestra a continuacio´n.
a. Clase base OSIKSolver
La implementacio´n de la Figura 4.8 en C++ se realiza principalmente a trave´s de la interfaz pro-
vista por una clase base denominada OSIKSolver (OSIK=Operational Space Inverse Kinematics),
la cual define las funciones ba´sicas y gene´ricas del resolutor (solver). Luego, cada resolutor de la
seccio´n 3.4 es implementado en una clase que hereda a OSIKSolver y sus respectivos nombres son
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OSIKSolverWQP, para el resolutor basado en ponderacio´n de pesos, OSIKSolverNS, para el reso-
lutor basado en proyecciones sobre los espacios nulos, y OSIKSolverHQP, para el enfoque basado
en una jerarquı´a de QPs. La figura 4.9 muestra el diagrama de herencia de estas clases.
FIGURA 4.9: Diagrama de herencia para las clases del control cinema´tico, implementadas usando
OSIKSolver y sus derivadas (elaboracio´n propia).
Al igual que sucede con las clase base anteriores, en este caso tambie´n es posible la creacio´n de
nuevos algoritmos de solucio´n heredando la clase base. La ventaja del uso de una clase base y de
polimorfismo es que la interfaz no varı´a de resolutor a resolutor y resulta ma´s fa´cil cambiar de uno a
otro, o incluso implementar alguno diferente con el fin de realizar comparaciones. La definicio´n de
la clase base se encuentra en el archivo include/osik/ik/osik-solver.hpp, el cual se encuentra
en el repositorio de github y tambie´n en el anexo C.3. La implementacio´n de la clase se encuentra en
src/osik-solver.cpp. Algunas de las definiciones de las funciones ma´s importantes se muestran
a continuacio´n
Listado 4.14. Algunas funciones miembro de OSIKSolver (elaboracio´n propia).
void pushTask(KineTask* task);
void popTask();
void removeTask(const std::string& taskName);
virtual void getPositionControl(const Eigen::VectorXd& q,
Eigen::VectorXd& qdes) = 0;
Las funciones pushTask, popTask y removeTask se utilizan para an˜adir una tarea, remover la u´lti-
ma tarea, y remover una tarea arbitraria dado su nombre, respectivamente. Se puede observar que
se hace referencia a las tareas solamente como un puntero a la clase base KineTask, sin especifi-
car el tipo de tarea, motivo por el cual se puede utilizar cualquier tipo de tarea derivada, siempre
que se use polimorfismo. La funcio´n getPositionControl permite obtener el vector de control
cinema´tico que servira´ como referencia para el robot controlado en posicio´n.
b. Clase derivada OSIKSolverWQP
Esta clase deriva de la clase base OSIKSolver e implementa el esquema de control basado en
ponderacio´n de tareas descrito en la seccio´n 3.4.1. Debido a la extensio´n del co´digo que im-
plementa la funcio´n getPositionControl para este caso, e´ste se muestra en su totalidad en el
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ape´ndice C.3. En el repositorio del sistema implementado, la definicio´n se encuentra en la cabecera
include/osik/ik/osik-solver-wqp.hpp, y la implementacio´n en src/osik-solver-wqp.cpp.
En el co´digo de esta funcio´n se puede observar que se implementa ba´sicamente la ecuacio´n des-
crita por (3.41), respetando los lı´mites articulares y usando la librerı´a QPOases para resolver el
problema de optimizacio´n cuadra´tica. La cantidad de lı´neas de co´digo se debe a que los datos se
deben convertir al formato que utiliza QPOases, pero una vez realizado este proceso, la respuesta
es obtenida de manera bastante ra´pida, como se verificara´ en el siguiente capı´tulo. Esta eficiencia
es crucial para aplicaciones en tiempo real que corran en menos de 10 ms.
La resolucio´n del problema de QP utiliza los lı´mites articulares. Estos valores son dados a la clase
utilizando la funcio´n miembro llamada setJointLimits, la cual siempre debe ser llamada antes
de realizar cualquier operacio´n. Estos valores pueden ser obtenidos directamente del modelo del
robot; es decir, de alguna de las clases derivadas de RobotModel. Debido a que se esta´ tomando en
cuenta los lı´mites articulares de posicio´n y velocidad, este esquema de control puede ser aplicado
en un robot real, ya que no se enviara´ referencias que este´n fuera de las especificaciones de disen˜o
del robot, garantizando su seguridad.
Por otro lado, dado que este esquema utiliza ponderacio´n, se aprovecha el valor de peso que tiene
cada una de las tareas. Como se menciono´ en la seccio´n 3.4.1, estos pesos indican la importancia
relativa de cada una de las tareas en el resolutor, pero en este caso no son concluyentes; es decir,
puede existir conflicto de tareas y se encuentra un punto medio entre e´stas, sin llegar a satisfacer
ninguna de las tareas por completo. Adema´s, este esquema implementa un factor de regularizacio´n
para obtener incrementos ma´s pequen˜os y un movimiento ma´s suave.
c. Clase derivada OSIKSolverNS
Esta clase deriva de la clase base OSIKSolver e implementa un resolutor basado en proyecciones
sobre el espacio nulo de cada una de las tareas anteriores, las cuales se asume que tenı´an mayor prio-
ridad. Este esquema es descrito con detalle en la seccio´n 3.4.2. Ası´, es un esquema jera´rquico donde
una tarea de menor prioridad no interfiere con una tarea de mayor prioridad. La definicio´n de la cla-
se se encuentra en el repositorio github de esta tesis, en include/osik/ik/osik-solver-ns.hpp,
y la implementacio´n de la clase en src/osik-solver-ns.cpp. El co´digo de la funcio´n llamada
getPositionControl, que es la funcio´n ma´s importante de esta clase ya que retorna el valor de
referencia de la configuracio´n articular, la cual sera´ enviada como comando al robot, se muestra en
el Listado 4.15.
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Listado 4.15. Control cinema´tico basado en proyecciones sobre el espacio nulo (elaboracio´n propia).
De manera similar se puede usar los otros esquemas de control cinema´tico.
void OSIKSolverNS::getPositionControl(const Eigen::VectorXd& q, Eigen::VectorXd& qcmd)
{
if (taskStack_.size()==0) {
qcmd = q; return;
}
Eigen::MatrixXd J, pinvJ, P; Eigen::VectorXd dq, de;
P = Eigen::MatrixXd::Identity(ndof_, ndof_);
dq = Eigen::VectorXd::Zero(ndof_);
Eigen::MatrixXd A1, A1p, A2, Pt;








A2 = de - J*dq;
Pt = Eigen::MatrixXd::Identity(A1p.rows(), A1p.rows()) - A1p*A1;







qdes_.head(3) = qdes_.head(3) + dt_*dq.head(3);
Eigen::Vector3d omega;
Eigen::MatrixXd T; T.resize(3,4);
T << -2.0*qdes_(4), 2.0*qdes_(3), -2.0*qdes_(6), 2.0*qdes_(5),
-2.0*qdes_(5), 2.0*qdes_(6), 2.0*qdes_(3), -2.0*qdes_(4),
-2.0*qdes_(6), -2.0*qdes_(5), 2.0*qdes_(4), 2.0*qdes_(3);
omega = T*dq.segment(3,4);
double angle = dt_*omega.norm()/2.0;
Eigen::Vector3d k; k.setZero();
if (omega.norm() > 1.0e-8)
k = omega/omega.norm();
else if (fabs(angle) > 1.0e-8)
std::cout << "WARNING: axis for floating base orientation increment is zero" << std::endl;
else {}
Eigen::Vector4d dQ, Qf;
dQ << cos(angle), k(0)*sin(angle), k(1)*sin(angle), k(2)*sin(angle);
Qf = quaternionMult(dQ, qdes_.segment(3,4));










A pesar que se realiza una integracio´n de Euler de la velocidad obtenida, no se incurre en errores
considerables debido a que el tiempo de control es bastante pequen˜o. Se podrı´a realizar otro tipo de
integracio´n (como Runge-Kutta), pero en la pra´ctica esto no representa una diferencia significativa.
En el co´digo se puede observar que se hace uso de cada una de las tareas an˜adidas a la pila de
tareas (stack), de tal modo que la an˜adida en primer lugar es la ma´s importante, y las siguientes
van decreciendo en importancia. Esto implica implementar (3.51) de manera recursiva para cada
una de las tareas, lo cual es realizado dentro de un bucle for que aplica esta ecuacio´n. Nuevamente
se puede observar que no interesa el tipo de tarea dado que se utiliza polimorfismo y por tanto solo
se trabaja con la clase base. En este caso, dado que no hay un problema de optimizacio´n a resolver,
no se hace uso de QPOases ni ningu´n otro paquete que brinde soluciones nume´ricas.
Es importante observar que existe una seccio´n dedicada a la integracio´n de la base flotante, tal
como se define en la seccio´n 3.3.3. Esta integracio´n es importante para la correcta actualizacio´n
de la parte de orientacio´n de la base flotante, y para poder ser bien especificada cuando se realiza
simulacio´n. Para un robot real, su ca´lculo es necesario para poder tener una adecuada referencia
interna de do´nde se encuentra la base del robot, aunque esto podrı´a ser reemplazado por un IMU,
del cual se podrı´a obtener la posicio´n y orientacio´n de la base. Por otro lado, la solucio´n encontrada
es la ma´s cercana a la configuracio´n actual. Este me´todo es el ma´s ra´pido de los implementados,
pero por sı´ mismo no puede restringir los lı´mites articulares debido a que no posee condiciones de
desigualdad. Sin embargo, es posible introducir los lı´mites utilizando una tarea de igualdad que se
defina en te´rminos de funciones potenciales repulsivas. Esto genera que el robot tienda a alejarse
de configuraciones que se encuentran en el lı´mite de lo permitido.
d. Clase derivada OSIKSolverHQP
Esta clase deriva de la clase base OSIKSolver e implementa un resolutor basado en programa-
cio´n cuadra´tica jerarquizada, como se describe en la seccio´n 3.4.3. La principal funcio´n de es-
ta clase (getPositionControl) no se coloco´ aquı´ debido a su complejidad, pero puede encon-
trarse en el ape´ndice C.3. En el repositorio de github, la definicio´n se encuentra en la cabecera
include/osik/ik/osik-solver-hqp.hpp y la implementacio´n en src/osik-solver-hqp.cpp.
En este caso la implementacio´n hace uso de QPOases dado que se tiene el problema formulado co-
mo una serie de problemas de optimizacio´n cuadra´tica. Debido a ello, los lı´mites articulares pueden
ser tomados en cuenta de manera directa como una restriccio´n en el problema de optimizacio´n, y el
movimiento es siempre viable en un robot real. Esta clase, y la funcio´n en cuestio´n, tambie´n realiza
la integracio´n de la base flotante del robot.
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4.3.4. Funciones de Ayuda.
Adema´s de las clases mencionadas, se realizo´ la implementacio´n de funciones para el manejo de
operaciones relacionadas con rotaciones en 3D de cuerpos rı´gidos, descritos en la seccio´n 2.1. Es-
tas funciones se implementaron en el archivo src/math-utils.cpp, y su respectiva cabecera en
include/oscr/tools/math-utils.hpp. Todo el co´digo utilizado para estas funciones se mues-
tra en el ape´ndice C.4. Se puede notar que se hace uso exhaustivo de la librerı´a Eigen para el
manejo de matrices y vectores. Se implementa operaciones para realizar transformaciones entre
representaciones de eje/a´ngulo, matriz de rotacio´n y cuaterniones, adema´s de algunas operaciones
con cuaterniones. Como en los casos anteriores, se usa el namespace oscr para evitar conflictos en
los nombres de las funciones.
4.4. Interfaces de Uso
Como se muestra en la seccio´n anterior, el sistema cinema´tico de generacio´n de movimiento se
implementa completamente en C++ para poder alcanzar eficiencia computacional. Por este motivo,
la interfaz natural para el uso del sistema con cualquier robot es a trave´s de programas escritos en
este lenguaje. Existe adema´s una interfaz para el uso de este sistema desde Python, por lo cual se
puede aprovechar la facilidad de prototipaje de este lenguaje de tipo script. Esta seccio´n abarca
algunos ejemplos que muestran la forma de usar las interfaces desarrolladas. Debe notarse que
la salida del sistema es una trayectoria de posicio´n, que se envı´a luego a un robot o simulador de
robot, pero un visualizador nativo del modelo, que podrı´a ser realizado usando por ejemplo openGL
o unity, esta´ fuera del alcance de esta tesis. Sin embargo, para visualizar se puede usar algu´n sistema
externo como ROS, lo cual se muestra en la seccio´n 4.5.
4.4.1. Interfaz con C++
El uso nativo de las funciones implementadas se puede realizar con ejecutables escritos en este
lenguaje. Sin embargo, la desventaja de utilizar el sistema propuesto desde aplicaciones netamente
escritas en C++ es el hecho que C++ no permite interactuar con los resultados de manera natural.
Adema´s, cada vez que se desea modificar alguna posicio´n objetivo o postura deseada, es necesario
recompilar todo el programa y ejecutarlo, lo cual puede no ser muy pra´ctico en algunos casos debido
al tiempo de compilacio´n, incluso si los cambios son muy pequen˜os.
Lectura del Modelo y Cinema´tica. Para leer el modelo de un robot y extraer tanto informacio´n
ba´sica del modelo, como la cinema´tica directa y el Jacobiano que incluye el efecto de la base
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flotante, se utiliza lo descrito en la seccio´n 4.3.1. La instanciacio´n de la clase que utiliza la librerı´a
Pinocchio como backend se realiza de la siguiente manera:
Listado 4.16. Lectura del modelo en el sistema implementado (elaboracio´n propia).
bool floating_base = true;
std::string urdf_model_name = "../models/ff6dof.urdf";
oscr::RobotModel *robot = new oscr::RobotModelPin(urdf_model_name, floating_base);
Se puede observar que es necesario proveer la ruta al archivo que contiene el modelo urdf, e indicar
si el robot cuenta con una base flotante o no. En el ejemplo mostrado aquı´, el modelo del robot se
llama ff6dof.urdf, el cual ha sido disen˜ado solo para verificacio´n, y cuenta con un brazo y una
pierna, cada uno de 3 grados de libertad como se describira´ con ma´s detalle en la seccio´n 5.2.1. La
inicializacio´n usando rbdl se realizarı´a de la siguiente manera
oscr::RobotModel *robot = new oscr::RobotModelRbdl(urdf_model_name, floating_base);
Como se ve, la estructura de declaracio´n es similar, pero todas las funciones sera´n las mismas
debido a que el puntero es de tipo RobotModel. Un ejemplo de salida de los datos de este modelo
se muestran en la Figura 4.10, que se muestra en un terminal de Linux usando Ubuntu 16.04.
FIGURA 4.10: Salida de la lectura con C++ del modelo del robot llamado ff6dof, el cual posee 6
grados de libertad y base flotante, y su cinema´tica (elaboracio´n propia).
Los valores obtenidos en la cinema´tica y en el Jacobiano sera´n luego verificados en la seccio´n 5.2.2,
donde se realizara´ el modelamiento de este robot de manera analı´tica solo a modo de verificacio´n
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y validacio´n. El co´digo en C++ que genera la salida mostrada en la figura anterior, se muestra a
continuacio´n, en el Listado 4.17.




int main(int argc, char *argv[])
{
bool fbase = true;
std::string modelname = "../models/ff6dof.urdf";
oscr::RobotModel *robot = new oscr::RobotModelPin(modelname, fbase);
unsigned int ndof, ndof_actuated; bool has_floating_base;
std::string floating_link; Eigen::VectorXd qmin, qmax, dqmax;
std::vector<std::string> jnames;
std::map<std::string, unsigned int> linkID;
// Datos obtenidos de la lectura del modelo
ndof = robot->ndof(); ndof_actuated = robot->ndofActuated();
has_floating_base = robot->hasFloatingBase(); floating_link = robot->floatingLink();




// Informacion del modelo
std::cout << "Total ndof: " << ndof << std::endl;
std::cout << "Total ndof actuated: " << ndof_actuated << std::endl;
std::cout << "Has floating base: " << has_floating_base << std::endl;
std::cout << "Floating link: " << floating_link << std::endl;
oscr::printJointLimits(jnames, qmin, qmax, dqmax);
oscr::printLinkIDshort(linkID);
// Configuracion articular con todos los valores en cero
Eigen::VectorXd q(ndof), qcurrent(ndof); q.setZero();
if (has_floating_base), q[3]=1.0; // Cuaternion de la base
robot->updateJointConfig(q);
// Valores de cinematica y Jacobianos





std::cout << "\nCurrent joint config: " << qcurrent.transpose() << std::endl;
std::cout << "Pose of larm3: " << poselarm.transpose() << std::endl;
std::cout << "Pose of lleg3: " << poselleg.transpose() << std::endl;




Una vez declarado el puntero *robot, se extrae de e´l toda la informacio´n relevante que contiene el
modelo urdf usando las funciones descritas en la seccio´n 4.3.1, cuya declaracio´n se puede ver con
ma´s detalle en el ape´ndice C.1. De igual manera, se define un vector de configuracio´n inicial que
en este caso es inicializado a cero (considerando un cuaternio´n unitario identidad, dado que se usa
una base flotante). Esta configuracio´n inicial se aplica al robot y a partir de ella se extrae la posicio´n
y orientacio´n del extremo de la mano y de la pierna del modelo, ası´ como el Jacobiano geome´trico
del brazo.
Control Cinema´tico. Para realizar control cinema´tico desde la interface de C++ es necesario de-
finir las tareas usando instancias de KineTask, o sus derivadas como se describe en la seccio´n 4.3.2,
y definir un controlador cinema´tico usando alguna clase derivada de OSIKSolver como se describe
en la seccio´n 4.3.3. Debido a que la implementacio´n del sistema no cuenta con un visualizador por
defecto, la salida del control cinema´tico se mostrara´ solo como valores y se justificara´ usando gra´fi-
cas del error. Un ejemplo, en un terminal de Linux (Ubuntu 16.04), se muestra en la Figura 4.11.
FIGURA 4.11: Salida del control cinema´tico con C++ para un robot de base flotante (elaboracio´n
propia). Se muestra que la norma del error disminuye con el tiempo.
A pesar de no haber un visualizador del modelo, se puede observar que el error de las tareas se
reduce con el nu´mero de iteraciones y se detiene luego de 550 iteraciones debido a que el error
es menor a la tolerancia arbitrariamente establecida en el programa. En este caso, el programa que
genera esta salida mantiene en su lugar la parte terminal del brazo del robot (correspondiente a lo
que serı´a el efector final) y mueve el extremo de la pierna del mismo usando todas las articulaciones
y sacando ventaja del modelo con base flotante. El co´digo de C++ utilizado para obtener esta salida
se muestra en el Listado 4.18.
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int main(int argc, char *argv[])
{
bool fbase = true;
std::string modelname = "../models/ff6dof.urdf";
oscr::RobotModel *robot = new oscr::RobotModelPin(modelname, fbase);
std::map<std::string, unsigned int> linkID;
linkID = robot->mapLinkNamesIDs();
// Configuracion articular: todos los valores a cero y cuaternion identidad
Eigen::VectorXd q(robot->ndof()); q.setZero(); q[3]=1.0;
robot->updateJointConfig(q); q = robot->getJointConfig();
// Definicion de una tarea para el brazo y una para la pierna
oscr::KineTask *taskarm = new oscr::KineTaskPose(robot, linkID["larm3"], "position");
oscr::KineTask *taskleg = new oscr::KineTaskPose(robot, linkID["lleg3"], "position");
taskarm->setGain(1.0); taskleg->setGain(1.0);
Eigen::VectorXd xarm, xleg, qdes, error;
// Valor deseado para el brazo (mantenerlo sin movimiento)
taskarm->getSensedValue(xarm);
taskarm->setDesiredValue(xarm);
// Valor deseado para la pierna (moverla 10 cm en x, y, z)
taskleg->getSensedValue(xleg);
xleg(0) = xleg(0) + 0.1; xleg(1) = xleg(1) + 0.1; xleg(2) = xleg(2) + 0.1;
taskleg->setDesiredValue(xleg);
// Solver: usando proyecciones en el espacio nulo
double dt = 0.010;



















La Figura 4.12 muestra la posicio´n del pie (parte final de la pierna) alcanzada (1 cm en x, y, z) ası´
como el movimiento de todas las articulaciones para conseguir este efecto.
tiempo [s]













































FIGURA 4.12: Posicio´n alcanzada (izquierda) y articulaciones usadas (derecha) para un movi-
miento a modo de ejemplo (elaboracio´n propia). Se puede observar la convergencia de los valores
de posicio´n al valor deseado (no mostrado en la imagen).
4.4.2. Interfaz con Python
A pesar de que es natural implementar programas usando C++ ya que todo el sistema esta´ escrito
en este lenguaje, a veces no es muy co´modo debido al tiempo de compilacio´n que toma una simple
modificacio´n, y debido a que no es fa´cil la inspeccio´n interactiva de las variables. Por estos motivos
se implemento´ una interfaz con Python, a trave´s de SWIG, como se describio´ en la seccio´n 4.2.2.
En esta seccio´n solo se mostrara´ ejemplos que brindan los mismos resultados que los mostrados en
la seccio´n anterior de C++.
Lectura del Modelo y Cinema´tica. Un ejemplo de co´mo realizar la lectura del modelo de un
robot, especificado mediante URDF, y de co´mo obtener datos ba´sicos de cinema´tica considerando
la base flotante del robot, se muestra en el Listado 4.19. Si se compara este programa de Python
con el programa de la seccio´n anterior, hecho en C++, se puede observar que es pra´cticamente el
mismo. Los nombres de las funciones son las mismas a excepcio´n de algunos utilitarios utilizados
para mostrar algunos valores en pantalla (como printLinkNameIDShort o printJointLimits),
los cuales fueron escritos en Python mismo. Ası´, desde Python se utiliza las funciones de C++
sin realizar mayores cambios en las mismas, pero con las ventajas que un lenguaje script ofrece.
En el ejemplo anterior se utilizo´ la librerı´a Pinocchio. Para utilizar RBDL, se debe usar la clase
RobotModelRbdl, como se describio´ anteriormente.
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Listado 4.19. Ejemplo en Python de la lectura del modelo del robot ff6dof, en el archivo
ff6dof model.py (elaboracio´n propia)
import numpy as np
from oscr.oscr import RobotModelPin, RobotModelRbdl
from oscr.utils import dictLink, printJointLimits, printLinkNameIDShort
if __name__ == '__main__':
fbase = True
modelname = "../models/ff6dof.urdf"
robot = RobotModelPin(modelname, fbase)
ndof = robot.ndof(); ndof_actuated = robot.ndofActuated()
has_floating_base = robot.hasFloatingBase(); floating_link = robot.floatingLink()




# Datos obtenidos de la lectura del modelo
print 'Total ndof: ', ndof
print 'Total ndof actuated: ', ndof_actuated
print 'Has floating base: ', has_floating_base
print 'FloatingLink: ', floating_link, '\n'
printJointLimits(jnames, qmin, qmax, dqmax)
printLinkNameIDShort(linkID)
# Configuracion articular con todos los valores en cero
q = np.zeros(ndof)
if (has_floating_base):
q[3]=1.0 # Cuaternion de la base (identidad)
robot.updateJointConfig(q)
qcurrent = robot.getJointConfig()




print "Current joint config: ", qcurrent.T
print "Pose of larm3: ", poselarm.T
print "Pose of lleg3: ", poselleg.T
print "Geometric Jacobian of larm3:\n ", Jlarm
En general, el co´digo escrito en Python es ma´s fa´cil de ser utilizado que el co´digo en C++, lo cual
permite realizar scripts y modificarlos con mayor facilidad. Adema´s, al no necesitar compilar, es
sencillo experimentar con las distintas opciones existentes.
La Figura 4.13 muestra la salida del programa anterior, en un terminal de Linux (Ubuntu 16.04). Se
observa que la salida de la Figura 4.13 es similar a la mostrada en la Figura 4.10, donde se utilizo´
C++. La u´nica diferencia es el formato de los vectores, dado que en este caso son de tipo NumPy, y
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FIGURA 4.13: Salida de la lectura con Python del modelo del robot ff6dof y su cinema´tica (elabo-
racio´n propia). Este robot posee 6 grados de libertad y una base flotante.
adema´s en Python se muestra que los valores son de tipo flotante con un punto despue´s del nu´mero,
ası´ sea cero. Aparte de estos valores, todo lo dema´s es similar.
Control Cinema´tico. Para generar movimiento utilizando control cinema´tico, es igualmente re-
comendable utilizar Python. Las mismas funciones que fueron usadas con C++ esta´n disponibles
en Python gracias a la interfaz provista. Ası´, el siguiente programa muestra co´mo realizar un es-
quema ba´sico de control cinema´tico en Python. La cinema´tica usa la clase RobotModelPin, pero
e´sta podrı´a ser cambiada por RobotModelRbdl sin ningu´n problema y los mismos resultados serı´an
obtenidos.
El programa mostrado en el listado 4.20, implementado en Python, realiza lo mismo que el progra-
ma equivalente de C++ mostrado anteriormente. Se puede observar que la estructura y las funciones
son las mismas. Al igual que en ese caso, se utiliza la proyeccio´n en el espacio nulo para poder
realizar las dos tareas previstas. Igualmente se podrı´a usar los otros dos esquemas reemplazando
OSIKSolverNS por OSIKSolverWQP o OSIKSolverHQP obteniendo resultados similares. La salida
del programa es similar a la obtenida utilizando el co´digo de C++, mostrado en la Figura 4.11, y por
este motivo no se repite aquı´. El uso de Python permite, por ejemplo, cambiar la referencia deseada
de 10 cm a 5 cm e inmediatamente correr el programa sin necesidad de volver a compilar. Tambie´n
permite examinar paso a paso lo que sucede, cuando se ejecuta con ipython -i. Ma´s au´n, se puede
hacer uso de interfaces como Jupyter que integran todo el co´digo de manera amigable.
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Listado 4.20. Ejemplo de control cinema´tico en Python (elaboracio´n propia)
% ff6dof\_kine\_control.py}
import numpy as np
from oscr.oscr import RobotModelPin, RobotModelRbdl, KineTaskPose, OSIKSolverNS
from oscr.utils import dictLink, printJointLimits, printLinkNameIDShort
if __name__ == '__main__':
fbase = True
modelname = "../models/ff6dof.urdf"
robot = RobotModelPin(modelname, fbase)
linkID = dictLink(robot.mapLinkNamesIDs())





# Definicion de una tarea para el brazo y para una pierna
taskarm = KineTaskPose(robot, linkID["larm3"], "position")
taskleg = KineTaskPose(robot, linkID["lleg3"], "position")
taskarm.setGain(1.0); taskleg.setGain(1.0)
# Valor deseado para el brazo (mantenerlo sin movimiento)
xarm = np.zeros((taskarm.getTaskDim(), 1))
taskarm.getSensedValue(xarm); taskarm.setDesiredValue(xarm)
# Valor deseado para la pierna (moverla 10 cm en x, y, z)
xleg = np.zeros((taskleg.getTaskDim(), 1))
taskleg.getSensedValue(xleg)
xleg[0] = xleg[0]+0.1; xleg[1] = xleg[1]+0.1; xleg[2] = xleg[2]+0.1
taskleg.setDesiredValue(xleg)
# Solver: usando proyecciones en el espacio nulo
dt = 0.010; solver = OSIKSolverNS(robot, q, dt)
# Tareas usadas
solver.pushTask(taskarm); solver.pushTask(taskleg)
qdes = np.copy(q); error = np.zeros((taskleg.getTaskDim(), 1))
taskleg.getDerivError(error); error = taskleg.getError()






if (i %50==0): print i, " - error norm: ", np.linalg.norm(error)
i = i+1
Herramientas Desarrolladas en Python. Adema´s del uso directo de las funciones de C++ en
Python a trave´s del uso de SWIG, en esta tesis se desarrollo´ algunas clases especializadas que faci-
litan el uso, pero que divergen un poco de la forma en la que se usa en C++. Se crearon clases que
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internamente hacen llamado a las funciones de C++ pero que externamente tienen un funcionamien-
to ma´s transparente para quienes vayan a utilizar el sistema desarrollado. Los detalles completos
de las clases creadas puede verse en el repositorio github https://github.com/oeramosp/oscr,
especı´ficamente en robot base.py y en utils.py que se encuentran en oscr/modules/oscr. De-
bido a que esta implementacio´n es ba´sicamente a nivel de Python y no aporta nada novedoso en
la generacio´n de movimiento ma´s que funciones que encapsulan otras funciones, no se dara´ ma´s
detalles aquı´.
4.5. Integracio´n con ROS (Robot Operating System)
El sistema desarrollado en esta tesis por sı´ mismo no posee ningu´n visualizador o simulador, ya
que ello no forma parte del objetivo de la tesis, el cual se enfoca principalmente en algoritmos de
control cinema´tico para la generacio´n de movimiento. Sin embargo, resulta importante visualizar el
movimiento generado usando renderizacio´n de los modelos de los diferentes robots, y no solamente
gra´ficos que muestren que el error tiende a cero. Con este fin se utiliza ROS (Robot Operating
System): para poder visualizar los resultados y para poder simular robots reales. Adema´s, ROS se ha
convertido casi en un middleware esta´ndar en robo´tica, y puede ser usado desde pequen˜os proyectos
de robo´tica, hasta robots humanoides completos desarrollados con presupuestos millonarios.
4.5.1. Generalidades de ROS
ROS significa Robot Operating System y es una plataforma de desarrollo de aplicaciones en robo´ti-
ca que provee caracterı´sticas como comunicacio´n de mensajes, computacio´n distribuida, reuso de
co´digo, entre otras. El objetivo es servir de plataforma que permita elaborar programas versa´tiles
que puedan, a su vez, funcionar con diferentes robots realizando solo cambios menores al co´digo.
El proyecto ROS comenzo´ en el 2007 como parte del Stanford AI Robot Project del laboratorio de
Inteligencia Artificial de la Universidad de Stanford. En el 2008 su desarrollo paso´ a Willow Gara-
ge, un instituto e incubadora de investigacio´n en robo´tica, pero con ayuda continua de reconocidas
instituciones (de investigacio´n e industriales) a nivel internacional. Desde el an˜o 2013 hasta la ac-
tualidad, ROS es mantenido permanentemente por la OSRF cuyas siglas en ingle´s significan Open
Source Robotics Foundation.
La comunidad de ROS ha experimentado un crecimiento muy ra´pido y actualmente cuenta con una
gran cantidad de usuarios y desarrolladores a nivel mundial. La mayorı´a de las compan˜ı´as y labora-
torios de investigacio´n en robo´tica esta´n ahora portando su software a ROS. Esta tendencia tambie´n
es visible en robots industriales, donde compan˜ı´as esta´n paulatinamente migrando de aplicaciones
propietarias a ROS. El movimiento llamado ROS Industrial se ha incrementado en estos u´ltimos
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an˜os y su objetivo, ba´sicamente, consiste en extender las capacidades avanzadas de ROS a la ma-
nufactura. Las aplicaciones cada vez mayores de ROS pueden generar muchas oportunidades en
esta a´rea. Ma´s au´n, de acuerdo con las tendencias, el conocimiento de ROS se hace cada vez ma´s
importante en el a´rea de robo´tica tanto en investigacio´n como en industria.
Filosofı´a de ROS. En sentido general, ROS sigue la filosofı´a de Linux/GNU de desarrollo de soft-
ware. Esto hace que ROS sea “natural” para desarrolladores familiarizados con Linux. La filosofı´a
bajo la cual fue creado se basa en los siguientes aspectos.
Peer to peer. Los sistemas en ROS esta´n formados por pequen˜os programas (nodos) interco-
nectados unos con otros a trave´s del intercambio continuo de mensajes.
Multilenguaje. Los lenguajes soportados por defecto en ROS son C++ y Python. Sin embargo,
existen interfaces con LISP, Java, JavaScript, MATLAB, Ruby, Haskell, R, Julia, entre otros.
Los mo´dulos de ROS pueden correr y comunicarse entre sı´ independientemente del lenguaje
en el que hayan sido escritos.
Modularidad. Las convenciones de ROS motivan a crear librerı´as independientes y realizar
wrappings para estas librerı´as de tal modo que puedan enviar y recibir mensaje a trave´s de
mo´dulos de ROS. Esto permite mayor reusabilidad del software.
Open Source. ROS se encuentra bajo la licencia BSD que permite uso comercial y no comer-
cial. El paso de datos entre mo´dulos usa comunicacio´n interproceso (ICP), de tal modo que
los sistemas pueden tener libertad sobre varios componentes.
Caracterı´sticas Adicionales de ROS. Algunas de las caracterı´sticas que hacen que recientemente
exista preferencia por ROS sobre el uso de otras plataformas tradicionalmente usadas en robo´tica,
como YARP, Orocos, son las siguientes:
Paquetes especializados. Existen muchos paquetes en ROS fa´cilmente integrables con cual-
quier robot y con diversas funcionalidades (visualizacio´n, simulacio´n, etc.).
Soporte para sensores y actuadores. ROS viene con drivers y paquetes de interface para
varios sensores y actuadores comunmente usados en robo´tica como lidars, esca´neres la´ser,
Kinect, servos Dynamixel, etc. Adema´s, se puede realizar la interfaz de componentes con
ROS de manera sencilla.
Manejo de recursos concurrentes. El manejo de recursos de hardware por ma´s de un proceso
es normalmente un problema y se puede hacer complicado. La forma en la que ROS funciona,
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a trave´s de nodos, reduce la complejidad computacional y se incrementa la mantenibilidad
del sistema.
Visualizacio´n y Simulacio´n en ROS. En ROS existe un visualizador por defecto, llamado RViz,
el cual muestra el modelo URDF del robot pero no realiza simulacio´n. Es decir, solamente muestra
los eslabones en la posicio´n que se indica que deben estar, independientemente de las caracterı´sticas
dina´micas de los mismos. Para realizar simulacio´n se utiliza un programa llamado Gazebo, el cual
es un simulador dina´mico que se basa en ODE (Open Dynamics Engine) y en Bullet, los cuales son
a su vez librerı´as para el manejo de caracterı´sticas dina´micas de los objetos. Ası´, usando Gazebo
con para´metros adecuados se puede tener respuestas muy similares a las obtenidas con un robot
real, adema´s de poder simular controladores de posicio´n, velocidad, torque, entre otros.
4.5.2. Generacio´n de Movimiento en ROS
En esta tesis se decidio´ realizar una interfaz con ROS debido a la importancia que actualmente tiene
esta plataforma en robo´tica, y debido a que muchos robots actualmente utilizan este recurso. Ma´s
au´n, bajo la suposicio´n que hace esta tesis, en la cual se trabaja solamente con robots controlados en
posicio´n, ROS permite realizar la simulacio´n encarga´ndose de los controladores de bajo nivel (PIDs
de los motores) y brindando una interfaz de ma´s alto nivel, tal como se realiza en un robot real. Ası´,
lo importante del uso de ROS es principalmente la visualizacio´n usando RViz y la simulacio´n usando
Gazebo. Alternativamente se podrı´a usar otros simuladores en ROS (como VREP) pero se decidio´
usar Gazebo dado que es el simulador por defecto de ROS. El siguiente capı´tulo muestra resultados
usando este visualizador y este simulador, para algunos robots.
Debido a que la integracio´n con ROS es un problema principalmente a nivel del uso mismo de la
estructura de ROS (to´picos, servicios, nodos) y de la implementacio´n de funciones y elementos que
puedan interactuar adecuadamente con esta estructura, no se proveera´ aquı´ ma´s detalles. Esta inte-
gracio´n es importante desde el punto de vista funcional, pero carece de importancia desde el punto
de vista del propio sistema de control cinema´tico ya que no an˜ade funcionalidades importantes sino
solo interfaces. Es decir, encapsula funciones de tal modo que puedan ser fa´cilmente utilizadas
desde ROS. Las principales clases e interfaces desarrolladas para ROS se encuentran en el reposi-
torio de github https://github.com/oeramosp/oscr, especı´ficamente en oscr/modules/oscr.
En particular, los archivos implicados son ros robot.py, ros kine sim.py, ros kine tasks,
ros pubs.py, y ros markers.py. El lector interesado en estos detalles de implementacio´n pue-




Como se ha mencionado en capı´tulos anteriores, el sistema desarrollado en la presente tesis no
depende de complicados middlewares sino u´nicamente de algunas librerı´as de co´digo abierto. Ası´,
las pruebas pueden ser realizadas utilizando u´nicamente el sistema per-se. Sin embargo, debido a
que el sistema no tiene embebido un visualizador, las pruebas sin elementos externos se restringirı´an
a valores de salida en un terminal o al registro temporal de valores en un archivo (para su posterior
gra´fica). Sin embargo, un visualizador no es necesario cuando un sistema es ejecutado on-board,
ası´ que esta carencia no restringe la funcionalidad principal.
Debido a la falta de un visualizador embebido, resulta conveniente utilizar el sistema con algu´n
middleware que sı´ lo posea. Por su independencia, el sistema puede ser fa´cilmente integrado en
diversos middlewares o frameworks de robo´tica. En este capı´tulo se realizara´ la integracio´n con
ROS (Robot Operating System), como se describio´ en la seccio´n 4.5, debido a que es un framework
cada vez ma´s utilizado en robo´tica, tanto que se ha convertido en el esta´ndar de facto en robo´tica
actualmente. La versio´n utilizada en esta tesis es ROS Kinetic y la distribucio´n de Linux usada es
Ubuntu 16.04. Sin embargo, el sistema es compatible con otras versiones ya que no hace uso de as-
pectos especı´ficos de ninguna versio´n. Se iniciara´ mostrando la utilidad para robots manipuladores
de base fija y luego se mostrara´ resultados para robots humanoides de base flotante.
5.1. Movimiento para Robots Manipuladores
Esta seccio´n presenta el control cinema´tico de algunos robots manipuladores de base fija. Primero
se mostrara´ el movimiento de un robot manipulador tradicional de seis grados de libertad, y luego
de un robot de siete grados de libertad, donde se podra´ apreciar la ventaja del enfoque de cinema´tica
diferencial para el tratamiento de la redundancia.
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5.1.1. Robot KUKA KR-5 (seis grados de libertad)
Los robots manipuladores tradicionales utilizados en la industria poseen seis o menos grados de
libertad. En esta seccio´n se realizara´ la generacio´n de movimiento para el robot industrial KR-5
de KUKA, el cual posee 6 grados de libertad. Todo el co´digo usado para esta seccio´n se encuentra
disponible en https://github.com/oeramosp/kr5 oscr.
Modelo del Robot. Es un robot industrial de seis grados de libertad producido por el fabricante
alema´n de robots KUKA, y es tı´picamente utilizado en procesos de manufactura altamente auto-
matizados. El modelo URDF de este robot puede ser recuperado a partir del siguiente reposito-
rio git, el cual es provisto por el propio fabricante en https://github.com/ros-industrial/
kuka experimental. La Figura 5.1 muestra este robot en el mundo real ası´ como la visualizacio´n
de su modelo utilizando el visualizador RViz en ROS. El modelo mostrado en la derecha es obtenido
a partir del modelo URDF del robot y no presenta un efector final.
FIGURA 5.1: Robot KR-5 de KUKA. Izquierda: robot real (fuente: KUKA); derecha: robot en
ROS (elaboracio´n propia usando el modelo provisto por el fabricante).
Haciendo uso del sistema desarrollado en esta tesis se puede obtener de manera automa´tica infor-
macio´n importante de este robot. Como ejemplo, la Figura 5.2 muestra la salida en un terminal
de Linux donde se muestra esta informacio´n utilizando la interface de Python. En dicha figura se
puede observar el nu´mero de grados de libertad (ndof), el nu´mero de grados de libertad articulados,
que en este caso es igual que el nu´mero anterior, la indicacio´n que el robot no posee base flotante,
el nombre de las articulaciones junto con sus lı´mites articulares y de velocidad, ası´ como el nombre
de los eslabones junto con sus respectivos nu´meros.
Los mensajes mostrados son arbitrarios y pueden ser modificados. Se utilizo´ el ingle´s ya que esto
es comu´n en robo´tica, pero sin problemas se podrı´a cambiar los mensajes informativos a espan˜ol,
excepto los nombres de eslabones o articulaciones ya que estos son provistos en ingle´s por el propio
modelo URDF.
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FIGURA 5.2: Salida del programa que lee el modelo del robot, mostrando algunas caracterı´sticas
del robot KR-5 de KUKA (elaboracio´n propia).
Control de Posicio´n y Orientacio´n. Para mostrar el funcionamiento de la tarea que controla la
posicio´n y orientacio´n se comenzo´ con el robot en una configuracio´n articular dada por q(0) =
(0,−0.7, 1.5, 0, 0, 0), lo cual equivale a que el efector final se encuentra en la posicio´n x(q) =
(1.16, 0, 0.43) m con una orientacio´n dada por el cuaternio´nQ(q) = (0.66,−0.27,−0.27, 0.66).
El objetivo del movimiento consiste en alcanzar la posicio´n final xd = (0.66, 0.50, 0.93) incre-
mentando en la orientacio´n inicial 70 grados alrededor del eje y, lo cual equivale al cuaternio´n final
Qd = (0.67,−0.59, 0.16, 0.38). La Figura 5.3 muestra el resultado de posicio´n y orientacio´n en
funcio´n del tiempo.
FIGURA 5.3: Posicio´n cartesiana (izquierda) y orientacio´n dada por el cuaternio´n (derecha) del
efector final (elaboracio´n propia). Las lı´neas punteadas son los valores deseados
Las lı´neas punteadas muestran los valores deseado para cada uno de los componentes. Se puede ob-
servar que se alcanza tanto la posicio´n Cartesiana deseada, como la orientacio´n deseada, y el tiempo
de establecimiento es de aproximadamente 5 segundos utilizando el valor de ganancia λ = 1.0 en
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(3.25). El tiempo de respuesta se puede mejorar incrementando el valor de ganancia (como se mos-
trara´ ma´s adelante); sin embargo, en este caso solo es de intere´s el hecho de llegar al valor deseado.
Se debe considerar adema´s que cada uno de los componentes del cuaternio´n mostrados satisfacen
en todo momento la restriccio´n que el mo´dulo del cuaternio´n es unitario. La figura 5.4 muestra la
evolucio´n temporal de cada una de las seis articulaciones de este robot para el movimiento descrito.
Se puede observar un comportamiento temporal suave y sin saltos. Adema´s, ninguna articulacio´n
sobrepasa los lı´mites articulares.
FIGURA 5.4: Valores articulares en funcio´n del tiempo para el movimiento que consiste en obtener
una posicio´n y orientacio´n deseados del Robot KR-5 (elaboracio´n propia).
La Figura 5.5 (izquierda) muestra la trayectoria cartesiana seguida por el efector final, ası´ como el
punto de inicio y el punto final, que es el punto deseado. Se puede observar que se describe casi
una lı´nea en el espacio Cartesiano, excepto por el inicio, donde hay una pequen˜a curva generada
automa´ticamente para que el robot consiga una configuracio´n apropiada. La figura de la derecha
muestra la misma trayectoria (en verde) sobre el robot. Las coordenadas de la base del robot, que
se utilizan como referencia, tambie´n se muestran. Como es convencio´n en robo´tica, el eje x esta´
representado por el color rojo, el eje y por el color verde y el eje z por el color azul (esta convencio´n
viene del agrupamiento de colores RGB). Tambie´n se muestra el sistema de referencia en el efector
final del robot. Las trayectorias en ambas figuras son equivalentes, siendo el a´ngulo de vista la u´nica
variacio´n.
La Figura 5.6 muestra el tiempo de ca´lculo que consume el algoritmo de generacio´n de movimiento
en cada una de las iteraciones utilizadas. El resolutor utilizado en este caso es el de jerarquı´a de
QPs (HQPs). Se observa que el tiempo de ejecucio´n es en promedio alrededor de 0.2 ms con al-
gunos picos eventuales que llegan a aproximadamente 0.4 ms. Este tiempo de ca´lculo permite una
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FIGURA 5.5: Trayectoria cartesiana para el movimiento que consiste en ir de la posicio´n inicial
a la final: gra´fico 3D de la trayectoria (izquierda), movimiento del robot (derecha) donde la lı´nea
verde muestra la trayectoria seguida (elaboracio´n propia).
aplicacio´n en tiempo real ya que los robots industriales tienen ciclos de control de entre 5 ms a 10
ms, y el tiempo obtenido es muy inferior a dichos valores. El tiempo de ca´lculo obtenido con los
otros dos resolutores (proyeccio´n en el espacio nulo y ponderacio´n de pesos) es similar al mostra-
do en la Figura 5.6, variaciones significativas, por lo que se omite su gra´fico aquı´. Las diferencias
temporales son ma´s notorias en casos ma´s complejos.
FIGURA 5.6: Tiempo de ca´lculo experimental para el robot KR-5, en funcio´n del nu´mero de itera-
ciones (tiempo discreto) usando el esquema HQP (elaboracio´n propia).
Seguimiento de Trayectoria Lineal. A diferencia del caso presentado anteriormente donde se
brindaba la posicio´n y orientacio´n finales, en este caso se brinda la trayectoria completa que tiene
que ser seguida por el efector final, manteniendo su orientacio´n. La trayectoria deseada es lineal
comenzando en el punto xo = (1, 0.5, 0.4) y desplaza´ndose 1 m en la direccio´n del eje y negativo;
es decir, terminando en el punto final xf = (1,−0.5, 0.4). Los puntos dentro de esta trayectoria
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lineal esta´n descritos mediante
x = xo + t (xf − xo)
donde t = [0, 1]. La Figura 5.7 muestra el resultado Cartesiano de esta trayectoria lineal, a la
izquierda, y el resultado con el robot manipulador, a la derecha. La figura del robot muestra la
posicio´n final y la trayectoria seguida (en verde) por el efector final desde la configuracio´n inicial
hasta la final. Esto se realizo´ utilizando RViz y publicando cada uno de los puntos medidos del
efector final en un to´pico de camino (path).
FIGURA 5.7: Movimiento de seguimiento de trayectoria lineal. Izquierda: gra´fico 3D de la trayec-
toria seguida por el efector final del robot; derecha: robot en su posicio´n final mostrando en verde
la trayectoria seguida (elaboracio´n propia).
FIGURA 5.8: Posicio´n cartesiana (izquierda) y orientacio´n dada por un cuaternio´n (derecha) del
efector final para el seguimiento de una trayectoria lineal, donde la lı´nea punteada muestra la
trayectoria de referencia (elaboracio´n propia).
La Figura 5.8 muestra la evolucio´n de la posicio´n y de la orientacio´n (mediante un cuaternio´n).
Como se menciono´, en este caso la orientacio´n se mantiene, por lo que el gra´fico de la derecha
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no muestra variaciones sino valores constantes para cada uno de los componentes del cuaternio´n.
El gra´fico de la izquierda muestra que los componentes x y z se mantienen constantes, como se
desea, y es solamente el componente en y el que varı´a de 0.5 a -0.5. La lı´nea punteada muestra la
trayectoria deseada, y se observa que existe retardo en el seguimiento de dicha trayectoria. Esto es
debido a la ganancia que se utilizo´, la cual es λ = 1. Evidentemente al incrementar la ganancia se
podra´ seguir la trayectoria de manera ma´s cercana; dicho ana´lisis se mostrara´ posteriormente.
FIGURA 5.9: Valores articulares en funcio´n del tiempo para el Robot KR-5 cuando realiza el
seguimiento de una trayectoria lineal (elaboracio´n propia).
La trayectoria articular para este tipo de movimiento se muestra en la Figura 5.9. Esta trayectoria
se obtiene de manera automa´tica utilizando el resolutor basado en jerarquı´a de QPs y se satisface
los lı´mites articulares. Se puede adema´s observar que esta evolucio´n articular no es evidente ya que
algunas articulaciones se incrementan continuamente, otras permanecen casi constantes, y otras se
incrementan y luego decrementan, de una manera que serı´a difı´cil de controlar manualmente.
En este ejemplo, la trayectoria de intere´s se da u´nicamente en el eje y y como se vio en la Figura 5.8,
para una ganancia unitaria, si bien se logra seguir la trayectoria deseada, existe un desfase temporal.
La Figura 5.10 muestra la respuesta temporal en el eje y para distintos valores de ganancia λ en
(3.25). La lı´nea punteada muestra la trayectoria de referencia. Evidentemente, a medida que la
ganancia se incrementa, el efecto es de seguir de manera ma´s cercana la trayectoria de referencia.
Para valores mayores a λ = 5 el error se hace bastante pequen˜o.
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FIGURA 5.10: Coordenada y del efector final cuando se realiza el seguimiento de una trayectoria
lineal en el espacio con distintos valores de ganancia λ (elaboracio´n propia). La lı´nea punteada
muestra la trayectoria de referencia.
Seguimiento de Trayectoria Circular. En este caso se busca que el robot mantenga su orienta-
cio´n constante y siga una trayectoria circular definida parame´tricamente como
x(t) = x0
y(t) = y0 + r cos(θ(t))− r
z(t) = z0 + r sin(θ(t))
con θ ∈ [0, 2pi], donde r es una constante, y (x0, y0, z0) es la posicio´n inicial del efector final. Por
disen˜o, la trayectoria circular empezara´ en la parte derecha y se movera´ de manera antihoraria. Esto
no representa limitacio´n alguna y es solo un ejemplo de trayectoria. La evolucio´n de la posicio´n y
orientacio´n se muestra en la figura 5.11, donde se observa que la orientacio´n es constante, como se
desea, y las componentes x, y siguen muy de cerca la referencia (mostrada en lı´nea punteada).
Dicho seguimiento cercano de la trayectoria se debe a que se utilizo´ una ganancia λ = 10 en (3.25),
y como se vio en la Figura 5.10, dicha ganancia mantiene un seguimiento de trayectoria adecuado.
La Figura 5.12 muestra la evolucio´n articular para esta trayectoria. Se observa que los valores
articulares tienen un comportamiento ondulante debido a que de alguna forma esta´n afectados por
la forma sinusoidal de la trayectoria. Sin embargo, no es evidente determinar exactamente la funcio´n
que describe cada articulacio´n, pero esto no es necesario ya que su valor en el tiempo se obtiene de
manera automa´tica con el esquema de control cinema´tico.
La Figura 5.13 muestra la trayectoria en el plano Cartesiano, tanto en una gra´fica que muestra la
curva deseada y la curva seguida (en este caso no se nota la diferencia ya que el seguimiento es muy
110
FIGURA 5.11: Posicio´n cartesiana (izquierda) y orientacio´n (derecha) del efector final del robot
KR-5 para el seguimiento de una trayectoria circular que mantiene la orientacio´n constante (elabo-
racio´n propia).
FIGURA 5.12: Valores articulares de KR-5 para el movimiento que consiste en el seguimiento de
una trayectoria circular (elaboracio´n propia).
cercano), como la curva obtenida con el efector final del robot. En ambos casos se observa que se
obtiene una trayectoria circular.
5.1.2. Robot Sawyer (siete grados de libertad)
El robot Sawyer es fabricado por Rethink Robotics, una empresa Estadounidense, y es un ejemplo
de robot colaborativo para aplicaciones industriales. El hecho que sea un robot colaborativo implica
que esta´ disen˜ado para poder desarrollar tareas en colaboracio´n con humanos. Por este motivo tiene
las esquinas redondeadas, como se observa en la Figura 5.14, para no causar lesiones, y en caso de
detectar una obstruccio´n, el robot se detiene (ya que los sensores de corriente en las articulaciones
detectan un pico inusual).
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FIGURA 5.13: Trayectoria Circular obtenida en el espacio 3D (izquierda), y robot en su posicio´n
final (derecha) mostrando en verde la trayectoria seguida (elaboracio´n propia).
FIGURA 5.14: Robot Sawyer. Izquierda: robot real (obtenido de Rethink Robotics); derecha: robot
en RViz usando el modelo provisto por el fabricante (elaboracio´n propia).
El modelo URDF del robot, mostrado en RViz en la Figura 5.14, se encuentra en el paquete
sawyer description del repositorio https://github.com/RethinkRobotics/sawyer robot, el
cual es provisto por el fabricante con todas las caracterı´sticas del mismo. En esta seccio´n se utiliza
este robot para mostrar la generalidad de la solucio´n propuesta en otro robot manipulador, pero con
siete grados de libertad, lo cual hace que este robot sea redundante. En este caso, el robot tiene un
efector final y es capaz de coger un objeto y desplazarlo, tal como serı´a realizado en actividades in-
dustriales. Todo el co´digo para hacer el enlace entre el sistema implementado en esta tesis y el robot
Sawyer, ası´ como los scripts para la generacio´n de movimiento de esta seccio´n, se puede encontrar
en el repositorio https://github.com/oeramosp/sawyer oscr.
Uso del Espacio Nulo. Una de las ventajas del me´todo propuesto e implementado en esta tesis
con respecto a me´todos tradicionales de robots manipuladores consiste en poder realizar ma´s de
una tarea en simulta´neo. Cuando se cuenta con un robot redundante, como Sawyer, estas dos tareas
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FIGURA 5.15: Movimiento del codo manteniendo la posicio´n y orientacio´n del efector final (ela-
boracio´n propia). La secuencia es de arriba a abajo, y de derecha a izquierda.
corresponden al movimiento del efector final y al movimiento del codo; es decir, el codo constituye
el espacio nulo del robot. Para verificar esto, la tarea que se dara´ al robot consiste en mantener
el efector final en una posicio´n fija mientras se comanda un movimiento al codo del robot de su
posicio´n actual hacia una posicio´n deseada. La Figura 5.15 (de arriba a abajo y de izquierda a
derecha) muestra este movimiento: se puede observar que el efector final no presenta movimiento,
pero el codo del robot sı´ se desplaza. En este caso dado que el efector final no se mueve, la u´nica
forma en la que el codo puede moverse es girando. La esfera verde representa la posicio´n deseada
del codo, y al te´rmino del movimiento se observa una esfera roja (la posicio´n actual del codo)
cerca de la esfera verde (la posicio´n deseada). No es posible llegar a la posicio´n deseada dado que
fı´sicamente el robot no puede hacerlo mientras mantenga la posicio´n fija del efector final, la cual es
la tarea ma´s importante. Esto muestra que la tarea secundaria (el codo) se satisface en la medida de
lo posible sin alterar la tarea primaria (el efector final). De manera ma´s especı´fica, en el movimiento
anterior la tarea principal consiste en mantener el efector final en la posicio´n fija (0.27, 0.16, 0.94),
con orientacio´n hacia arriba, y la tarea secundaria consiste en mover el codo desde su posicio´n actual
(0.45, 0.15, 0.48) hasta (0.03, 0.42, 0.58). La Figura 5.16 (izquierda) muestra la trayectoria del
codo desde dicha posicio´n inicial hasta la posicio´n final. Como se menciono´, no se alcanza la
posicio´n deseada debido a restricciones fı´sicas, y por esto existe cierto error de estado estacionario.
Sin embargo, como se muestra a la derecha, el efector final conserva en todo momento su misma
posicio´n y orientacio´n.
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FIGURA 5.16: Posicio´n del codo (izquierda), y del efector final (derecha) para el movimiento del
codo que mantiene fijo al efector final (elaboracio´n propia). El codo no llega exactamente a la
posicio´n deseada debido a restricciones impuestas por el efector final.
Debido a que se mantiene el efector final fijo, el movimiento realizado implica la coordinacio´n de
todas las articulaciones. Como se observa en la Figura 5.17, todas las 7 articulaciones del robot
tienen movimiento que es automa´ticamente generado por el sistema propuesto, y que serı´a compli-
cado de obtener de otro modo. En este caso no existe un valor de referencia en el espacio de las
articulaciones dado que las referencias (para el efector final y el codo) se dan en el espacio Carte-
siano, pero se observa que existe una convergencia hacia el final. Cabe resaltar que existen algunos
aparentes sobre-impulsos, como el que se observa en la articulacio´n q5 entre los tiempos t = 1 y
t = 2, pero que en realidad no constituyen un sobre-impulso. El motivo es que estos movimientos
son automa´ticamente generados para alcanzar las especificaciones de movimiento tanto del efector
final como del codo, no existiendo una referencia directa para los mismos.

































FIGURA 5.17: Evolucio´n temporal de cada articulacio´n del robot Sawyer cuando mueve el codo
manteniendo fijo el efector final (elaboracio´n propia).
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La Figura 5.18 muestra la trayectoria Cartesiana que sigue el codo del robot desde su posicio´n
inicial hasta su posicio´n final. El punto al final representa el punto de llegada deseado. La trayectoria


























Trayectoria Cartesiana del codo
FIGURA 5.18: Trayectoria 3D seguida por el codo del robot mientras mantiene el efector final fijo
(elaboracio´n propia).
Es posible generar ma´s movimiento de este tipo, donde se aproveche el espacio nulo en un robot
manipulador redundante. No se muestran ma´s ejemplos de esto debido a que el ejemplo anterior
ilustra por completo esta idea, y otros movimientos tendrı´an un comportamiento similar.
Desplazamiento de Objetos en Gazebo. En esta seccio´n se mostrara´ el uso del sistema desarro-
llado en esta tesis para generar movimiento del robot Sawyer en un simulador dina´mico llamado
Gazebo, el cual permite la interaccio´n del robot con objetos de su entorno a trave´s del uso de su
efector final, como se muestra en la Figura 5.19.
La tarea consiste en desplazar tres cubos de diferentes colores, cada uno desde un punto inicial hasta
un punto final. Esta tarea se muestra en la Figura 5.19, donde se puede observar que los bloques
rojo, azul y verde son trasladados hacia la izquierda (desde el punto de vista de un observador que
se encuentra delante del robot) manteniendo entre ellos sus posiciones relativas. El procedimiento
para agarrar cada uno de los objetos consiste en: a) un movimiento hacia encima del bloque, b) un
movimiento vertical hacia abajo hasta poner la garra a la altura del bloque seguido de un cierre de la
garra, c) movimiento vertical hacia arriba, d) desplazamiento hacia la izquierda hasta quedar sobre
la posicio´n final, e) movimiento vertical hacia abajo hasta dejar el objeto sobre la mesa y abrir la
garra, f) movimiento hacia el otro objeto. Esta secuencia se realiza para cada uno de los objetos
y es especificada de forma manual. Una especificacio´n automa´tica podrı´a ser realizada utilizando
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FIGURA 5.19: Robot Sawyer en el simulador dina´mico Gazebo (derecha a izquierda, arriba a
abajo) desplazando los tres cubos hacia la izquierda (elaboracio´n propia).
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te´cnicas de planificacio´n de movimiento o de optimizacio´n de trayectorias, pero el uso de estos
me´todos que forman una especia de capa superior esta´ fuera de los alcances de esta tesis.
La trayectoria de cada una de las articulaciones en estos movimientos no es obvia y no puede espe-
cificarse de forma manual sino que es obtenida de manera automa´tica usando el me´todo propuesto.
Esta trayectoria se observa en la Figura 5.20 para cada una de las 7 articulaciones. Se puede observar
que su evolucio´n temporal es suave.































FIGURA 5.20: Trayectoria de cada articulacio´n para el movimiento del robot Sawyer en el simu-
lador dina´mico Gazebo (elaboracio´n propia).
Por otro lado, la Figura 5.21 muestra la evolucio´n temporal del eje x, y, z del efector final del
robot. Debido a que todos los bloques se encuentran al mismo nivel, el eje x (en azul) permanece
constante. Para el eje z (en rojo) se puede observar que existe un movimiento repetitivo hacia abajo
y hacia arriba, que se da para agarrar, trasladar y soltar el bloque. El movimiento del eje y (en
verde) muestra claramente las posiciones iniciales de cada bloque y sus posiciones finales luego
de haber sido trasladados. Las lı´neas punteadas muestran los valores de referencia, y las lı´neas
so´lidas los valores medidos de las articulaciones. Se puede observar que el sistema no presenta
sobre-impulsos sino un comportamiento sobre-amortiguado debido a la eleccio´n que se hizo para
el comportamiento del error, dado en (3.25).
5.2. Robot Simple de Base Flotante
Los resultados mostrados en la seccio´n anterior demuestran que el sistema implementado puede ser
utilizado para diversos robots manipuladores de manera adecuada. En esta seccio´n se mostrara´ el
uso del sistema para un robot con base flotante de solo 6 grados de libertad. Este robot fue creado
desde cero para esta tesis, comenzando por la especificacio´n de sus dimensiones y articulaciones,
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FIGURA 5.21: Trayectoria en x, y, z para el movimiento que consiste en desplazar los objetos
en el simulador dina´mico Gazebo (elaboracio´n propia). Las lı´neas punteadas muestran los valores
deseados para cada coordenada.
siguiendo con el ca´lculo analı´tico de su cinema´tica, y su implementacio´n en un modelo URDF. El
propo´sito de este robot es el de mostrar y validar el movimiento generado con el sistema propuesto
en un robot arbitrario. El modelo del robot, ası´ como todos los archivos completos que generan
los movimientos presentados en esta seccio´n se encuentran en el repositorio de github llamado:
https://github.com/oeramosp/oscr rosexample.
5.2.1. Especificaciones del robot
El robot desarrollado en esta seccio´n tiene 6 grados de libertad articular: 3 grados en cada extremi-
dad. Por facilidad a una extremidad se le denominara´ brazo y a la otra pierna (aunque podrı´a da´rsele
cualquier otro nombre sin pe´rdida de generalidad). La Figura 5.22 (izquierda) muestra el disen˜o de
este robot y la localizacio´n del sistema de referencia de la base flotante {B}, que es el centro de la
base, la cual tiene como dimensiones lx, ly, lz . Se muestra adema´s las dimensiones de cada eslabo´n
(l1 a l6), ası´ como el nu´mero de cada una de las articulaciones, donde las 3 primeras corresponden
al brazo y las 3 u´ltimas a la pierna.
Este modelo de robot fue implementado utilizando URDF (seccio´n 4.1.2) y la especificacio´n com-
pleta se encuentra en el ape´ndice B. La parte derecha de la Figura 5.22 muestra el modelo URDF en
el visualizador RViz de ROS. Se puede ver que tanto el modelo previsto como el realmente imple-
mentado con URDF son similares. Ası´, cualquier modelo de robot puede ser descrito mediante este
formato. Las dimensiones especı´ficas que se utilizo´ para este robot son: l1 = l2 = l4 = l5 = 0.2m,
l3 = l6 = 0.05m, y para el torso ly = lz = 0.2m, lx = 0.05m. Todas las articulaciones de este















FIGURA 5.22: Modelo del robot de 6 gdl de base flotante: modelo disen˜ado (izquierda), modelo
implementado con URDF y mostrado en RViz (derecha). Elaboracio´n propia.
5.2.2. Ana´lisis Cinema´tico Analı´tico
Para realizar el ana´lisis cinema´tico de este robot se opto´ por un me´todo geome´trico que consiste en
asignar arbitrariamente los sistemas de referencia al robot (alternativamente se pudo haber utiliza-
do el me´todo de Denavit-Hartenberg). Esta asignacio´n de sistemas de referencia se muestra en la
Figura 5.23 donde los ejes x se asumen perpendiculares y saliendo del plano de la hoja, ya que se
sigue la regla de la mano derecha. No se muestra las dimensiones ya que estas se encuentran en la
Figura 5.22. Los valores articulares van de q1 a q6 y especifican a´ngulos que van desde la direccio´n






















FIGURA 5.23: Asignacio´n de coordenadas para el robot de 6 grados de libertad con base flotante,
que se usara´ para su modelamiento cinema´tico (elaboracio´n propia).
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La posicio´n y orientacio´n del primer sistema de referencia, con respecto al sistema de la base {B}
























donde para el cuaternio´n, el primer elemento es el componente escalar y los tres u´ltimos elemen-
tos son el componente vectorial. Estos valores son obtenidos por inspeccio´n a partir del modelo
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Se puede notar en la descripcio´n anterior que no se uso´ matrices de transformacio´n homoge´nea
debido a que en esta tesis se preferencia el uso de cuaterniones al uso de matrices de rotacio´n. Sin
embargo, a partir de la descripcio´n anterior, y usando las conversiones entre parametrizaciones de
la rotacio´n, se podrı´a llegar a la descripcio´n con matrices de rotacio´n. Por otro lado, la posicio´n y
orientacio´n de cada eslabo´n ha sido calculada con respecto a la base flotante del robot. Para an˜adir el
efecto del movimiento de la base flotante, se tendra´ que realizar las transformaciones mencionadas
en la seccio´n 3.68 para la posicio´n, y en la seccio´n 3.72 para la orientacio´n.
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Los Jacobianos geome´tricos para este robot se pueden obtener por diferenciacio´n de la parte corres-
pondiente a la posicio´n (ya que se utiliza coordenadas Cartesianas), y por inspeccio´n del eje de giro
para la parte correspondiente a la velocidad angular, como se muestra en cualquier libro ba´sico de
robo´tica como [6, 7]. Los Jacobianos geome´tricos para las dos primeras articulaciones con respecto
al sistema de la base son:
bJ1 =

0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0
1 0 0 0 0 0
0 0 0 0 0 0




0 0 0 0 0 0
−l1 sin q1 0 0 0 0 0
l1 cos q1 0 0 0 0 0
1 1 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0

El Jacobiano geome´trico del tercer eslabo´n (u´ltimo eslabo´n del brazo) es:
bJ3 =

0 0 0 0 0 0
−l1 sin q1 − l2 sin(q1 + q2) −l2 sin(q1 + q2) 0 0 0 0
l1 cos q1 + l2 sin(q1 + q2) l2 cos(q1 + q2) 0 0 0 0
1 1 1 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0

Para los dos primeros eslabones de la pierna del robot se tiene:
bJ4 =

0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 1 0 0
0 0 0 0 0 0




0 0 0 0 0 0
0 0 0 −l4 sin q4 0 0
0 0 0 l4 cos q4 0 0
0 0 0 1 1 0
0 0 0 0 0 0
0 0 0 0 0 0

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Finalmente, el Jacobiano geome´trico del u´ltimo eslabo´n de la pierna es:
bJ6 =

0 0 0 0 0 0
0 0 0 −l4 sin q4 − l5 sin(q4 + q5) −l5 sin(q4 + q5) 0
0 0 0 l4 cos q4 + l5 sin(q4 + q5) l5 cos(q4 + q5) 0
0 0 0 1 1 1
0 0 0 0 0 0
0 0 0 0 0 0

Nuevamente en el caso de los Jacobianos geome´tricos no se incluye el efecto de la base flotante.
Para an˜adir este efecto se puede an˜adir la parte correspondiente como se muestra en (3.21). Un
reemplazo nume´rico de diferentes valores para cada una de las articulaciones (q1 a q6) brinda el
modelo cinema´tico directo obtenido de manera analı´tica. Usando las ecuaciones de esta seccio´n es
posible verificar analı´ticamente que los valores del modelo, mostrados en la seccio´n 4.4.1 y en la
seccio´n 4.4.2, los cuales fueron obtenidos usando la librerı´a Rbdl y Pinocchio, son correctos. Como
se menciono´ anteriormente, este modelo analı´tico es ampliamente conocido en robo´tica y no brinda
mayor novedad. Solo se realizo´ en esta seccio´n para tener un modelo hecho desde cero y analizado
analı´ticamente.
5.2.3. Generacio´n de Movimiento
Lo que se desea mostrar en esta seccio´n es la generacio´n de movimiento usando el sistema propuesto
para este robot de 6 grados de libertad con base flotante. Si se considerase la base como fija y se
tratase a cada extremidad como solamente un manipulador, la posibilidad de movimiento serı´a
reducida. Sin embargo, considerando la base como flotante se podra´ brindar ma´s movimiento al
robot. Se debe tener en cuenta que este robot es completamente arbitrario (ficticio) y por tanto el
movimiento generado solo servira´ como una prueba de concepto.
El movimiento escogido consiste en mantener la posicio´n de una extremidad fija y desplazar la
otra hacia una posicio´n y orientacio´n deseadas. A la extremidad que se desplaza se le denominara´
extremidad 1 y a la que mantiene su posicio´n fija se le llamara´ extremidad 2. Para conseguir este
movimiento se define 2 tareas, una asociada con cada extremidad. La tarea de la extremidad 1
considera tanto la posicio´n como la orientacio´n, como se describe en la seccio´n 3.5.3, y la tarea
de la extremidad 2 solamente considera la posicio´n, como se describe en la seccio´n 3.5.1. Ambas
tareas son an˜adidas al sistema de control cinema´tico, especificando la extremidad 2 como primera
tarea, y a la extremidad 1 como segunda tarea; es decir, la tarea de mantener fija la extremidad 2
tiene mayor prioridad que la de desplazar la otra extremidad. En este caso se utilizara´ un esquema
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FIGURA 5.24: Movimiento del robot con base flotante para alcanzar la esfera verde del extremo
superior izquierdo (elaboracio´n propia). La base se mueve libremente.
de proyecciones sobre el espacio nulo (seccio´n 3.4.2), pero se obtiene resultados similares con
cualquiera de los otros me´todos mencionados.
La Figura 5.24 muestra capturas de pantalla (de izquierda a derecha, y de arriba a abajo) del mo-
vimiento obtenido usando RViz en ROS. La extremidad de la derecha es la que se mantiene fija y
la de la izquierda es la que se desplaza. El punto objetivo se muestra mediante una esfera verde a
la izquierda. Se observa que el robot comienza abajo y poco a poco la extremidad izquierda sube
aproxima´ndose a la posicio´n y orientacio´n deseadas, pero manteniendo siempre posicio´n de la ex-
tremidad derecha fija. Se puede observar adema´s, que la base del robot (cuadrado azul) se desplaza
libremente permitiendo el movimiento. Es este movimiento de la base flotante el que permite que el
robot pueda realizar las tareas especificadas. Se puede observar adema´s que tanto la posicio´n como
la orientacio´n de la base flotante cambian en el tiempo.
La posicio´n deseada (mostrada como la posicio´n de la esfera verde) en este movimiento es (0.97,−
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0.03, 1.06) m, y el cuaternio´n deseado es (0.04, 0.93, 0.24, − 0.29), cuya equivalencia en eje
a´ngulo podrı´a ser obtenida usando (2.14). La Figura 5.25 muestra la trayectoria obtenida para la ex-
tremidad 1 (la extremidad de la izquierda, la cual tiene movimiento), y las lı´neas punteadas muestran
los valores deseados. Se puede observar que hay una convergencia desde los valores iniciales hasta
los valores deseados, lo cual se observa tambie´n en la Fig 5.24. Adicionalmente puede verificarse
que los cuaterniones obtenidos para la orientacio´n son siempre unitarios.












































FIGURA 5.25: Posicio´n y orientacio´n de la extremidad izquierda, la cual se desplaza en el movi-
miento de ejemplo implementado (elaboracio´n propia).
La extremidad derecha (la cual se mantiene fija) no varı´a su posicio´n, como se muestra en la
Fig 5.26. Se observa que x, y, z se mantienen constantes, tal como se desea. Sin embargo sı´ existe
una variacio´n en la orientacio´n, debido a que la tarea solo mantiene fija la posicio´n pero brinda
libertad a la orientacio´n. En este caso la orientacio´n no se controla explı´citamente, y los valores
obtenidos son los que el sistema genera automa´ticamente para alcanzar las especificaciones del
movimiento. Incluso si no se controla la orientacio´n, se puede observar que no hay picos sino que
el comportamiento es sobre-amortiguado.
El movimiento de la extremidad derecha (fija) podrı´a implementarse en un sistema real si se contase
con motores que tuviesen suficiente torque para soportar el peso de todo el resto del cuerpo, ya
que el movimiento es similar al agarrarse con una mano de un pasamanos e intentar mover la otra
mano hacia otro pasamanos, considerando que ambos pasamanos esta´n a una distancia considerable.
Dado que esta tesis se limita a la generacio´n de trayectorias y asume la existencia de servomotores
controlados en posicio´n, no se realiza el ana´lisis dina´mico ni las implicancias que esto podrı´a tener,
suponiendo que los motores tendra´n siempre suficiente torque (lo cual es normalmente el caso en
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FIGURA 5.26: Posicio´n y orientacio´n de la extremidad derecha, cuya posicio´n se mantiene fija a
lo largo del movimiento, pero no la orientacio´n (elaboracio´n propia).
robots industriales y en robots que pueden hacer este movimiento, como RoboSimian, desarrollado
por NASA-JPL).
Por otro lado, a pesar de que no existe un control directo sobre la posicio´n y orientacio´n de la base
flotante, e´sta se mueve para que la extremidad con movimiento alcance su posicio´n y orientacio´n
deseadas. La Figura 5.27 muestra la evolucio´n temporal de la posicio´n y de la orientacio´n de esta
base flotante. Se observa un movimiento suave y generado de forma automa´tica al considerar la
base flotante en el desarrollo del sistema de control cinema´tico en esta tesis.
Finalmente, la Figura 5.28 muestra la variacio´n de las 6 articulaciones en el tiempo para alcanzar
el movimiento deseado. Como se ve en la Figura, las trayectorias articulares son suaves, sin picos
y sin grandes variaciones, y podrı´an ser ingresadas como referencia a un robot controlado en posi-
cio´n, si este robot existiese. Adema´s, serı´a casi imposible generar estas trayectorias articulares de
forma manual para satisfacer los objetivos de este movimiento, siendo necesario el uso del sistema
propuesto.
El co´digo completo de este movimiento se encuentra en la carpeta scripts del repositorio https:
//github.com/oeramosp/oscr rosexample. Usando este repositorio, es posible generar diferen-
tes movimientos para este robot creado, pero no se mostrara´ ma´s ejemplos aquı´ debido a que los
resultados son similares a los mostrados.
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FIGURA 5.27: Posicio´n y orientacio´n de la base flotante para lograr el movimiento deseado, a
pesar de que no existe un control directo sobre esta base (elaboracio´n propia).
































FIGURA 5.28: Configuracio´n articular en funcio´n del tiempo para el movimiento mostrado (ela-
boracio´n propia). Se observa la suavidad de la trayectoria generada.
5.3. Movimiento para Robots Humanoides
En esta seccio´n se presentara´ la aplicacio´n del sistema de generacio´n de movimiento propuesto en
esta tesis a dos ejemplos concretos de robots humanoides: el robot NAO y el robot Atlas. Se utilizo´
estos dos robots debido a que, desde un punto de vista cinema´tico, ambos tienen una estructura
cinema´tica similar (una cabeza, dos brazos, dos piernas), siendo la principal diferencia el taman˜o
de los mismos: NAO es un robot pequen˜o, y Atlas es un robot grande. Adema´s, Atlas posee algunos
grados de libertad adicional que no posee NAO. Fı´sicamente, esta diferencia de taman˜os tambie´n
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se ve reflejada en el tipo de motores que usan ambos robots, y las capacidades fı´sicas de carga de
los mismos. Sin embargo, en esta tesis se asume que cada robot tiene su sistema de control interno
de motores y que e´stos son capaces de seguir la referencia de posicio´n indicada, lo cual se cumple
para ambos robots. Es decir, el movimiento generado en esta seccio´n, podrı´a ser directamente en-
viado como referencia a alguno de estos robots de forma real. La versatilidad del sistema de control
cinema´tico permite un esquema de control similar para ambos robots. En general, el sistema pro-
puesto se podrı´a aplicar a cualquier otro robot humanoide, siempre que se cuente con su modelo
URDF.
5.3.1. Robot NAO
El robot NAO es un robot desarrollado por la compan˜ı´a de origen france´s, y ahora de capitales
principalmente japonenes, llamada SoftBank Robotics (e inicialmente llamada Aldebaran Robotics).
NAO es un robot humanoide pequen˜o, de 58 centı´metros de alto, que tiene 26 grados de libertad y
es controlado en posicio´n; es decir, cada uno de sus motores tiene un lazo de control de posicio´n
interno que le permiten comportarse como un servomotor. Los grados de libertad de este robot se
encuentran distribuidos de la siguiente manera: 6 por cada pierna, 5 en cada brazo, 2 en la cabeza,
y 2 en cada mano (para abrir y cerrar la mano). La Figura 5.29 muestra al robot real (izquierda) y
al robot en RViz de ROS (derecha).
FIGURA 5.29: Robot NAO de SoftBank Robotics: real (izquierda, tomado de SoftBank Robotics),
y en el visualizador RViz de ROS (derecha, elaboracio´n propia).
Todos los scripts utilizados para el movimiento del robot NAO mostrados en esta seccio´n se en-
cuentran en el repositorio de git https://github.com/oeramosp/nao oscr.
Movimiento de Ambos Brazos. Para mostrar la real efectividad del sistema implementado en
esta tesis se comandara´ dos acciones simulta´neas al robot NAO manteniendo ambos pies fijos sobre
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el terreno. Estas acciones consistira´n en mover tanto la mano derecha como la mano izquierda hacia
una posicio´n y orientacio´n predeterminadas y elegidas arbitrariamente. De este modo se tiene una
tarea para cada una de las manos. Adema´s, se tendra´ dos tareas adicionales para los pies, las cuales
consisten en mantener tanto la posicio´n como la orientacio´n de cada pie; es decir, no mover el pie.
Estas tareas de los pies se deben a que al no controlar alguna parte del cuerpo de manera explı´cita,
esta parte tiene libertad para moverse de cualquier manera en favor del movimiento deseado (con-
trolado). Ası´, si no se controlase los pies, e´stos podrı´an presentar algu´n tipo de movimiento lo cual
podrı´a llevar al robot real a perder contacto con el piso, y el robot podrı´a caer (una vez que el robot
cae, el movimiento ya carece de sentido). Por este motivo, las tareas de ambos pies son las que
tienen la mayor prioridad, y luego, en prioridad, vienen las tareas de las manos.
FIGURA 5.30: Movimiento de ambos brazos del robot humanoide NAO considerando una base
flotante (elaboracio´n propia). Notar el movimiento de todo el cuerpo del robot.
El movimiento generado se observa en la Figura 5.30 donde los sistemas de referencia (flechas roja,
verde y azul) indican la posicio´n y orientacio´n actual de las manos y su valor deseado. Se obser-
va que el robot comienza con ambas manos y piernas colocadas de manera sime´trica, y conforme
avanza el movimiento, ambas manos alcanzan sus valores deseados y adema´s el cuerpo del robot
tambie´n realiza algunos movimientos que ayudan a alcanzar este objetivo. Por ejemplo, se puede
observar que las piernas presentan cierta inclinacio´n hacia la derecha (desde el punto de vista del
observador), y que el torso tambie´n presenta cierto movimiento. Este movimiento, llamado de cuer-
po completo tiene la ventaja que permite alcanzar algunas configuraciones que de otro modo no
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serı´a posible alcanzar, en especial para NAO ya que solo posee 5 grados de libertad por cada brazo;
es decir, uno menos que los necesarios, considerando que el espacio tridimensional tiene 6 grados
de libertad (3 de posicio´n y 3 de orientacio´n). El movimiento de cuerpo completo se puede verificar
con la trayectoria de las articulaciones, mostradas en la Figura 5.31, donde se observa que todas las
articulaciones varı´an con el tiempo, pero convergen a un valor especificado indirectamente por los
objetivos de las tareas.























Evolución articular en el tiempo
FIGURA 5.31: Trayectoria de las 26 articulaciones del robot NAO en funcio´n del tiempo (elabora-
cio´n propia). Se observa una trayectoria suave para cada articulacio´n.
La verificacio´n de que las tareas asignadas a la mano derecha e izquierda se alcanzan de manera
adecuada se muestra en la Figura 5.32 para la mano derecha, y en la Figura 5.33 para la mano
izquierda. Se puede observar el comportamiento exponencial del sistema debido a la trayectoria de
referencia especificada en (3.25).
Es importante adema´s observar que, debido a que se genera movimiento considerando la base del
robot como flotante, dicha base (en este caso el torso del robot) no permanece fija sino que se mueve
para ayudar al alcance de la tarea especificada. Este movimiento se presenta en la Figura 5.34, donde
se muestra que la base del robot se mueve ligeramente hacia el costado (y) y hacia atra´s (x) pero
mantiene su altura (z). La orientacio´n tambie´n presenta pequen˜as variaciones obtenidas de manera
automa´tica.
Por otro lado, la Figura 5.35 muestra el tiempo de ca´lculo del algoritmo para cada una de las
iteraciones realizadas, en una computadora con 8Gb de RAM y un procesador Intel Core i7. Para el
robot NAO, el control de posicio´n debe ser enviado cada 10 ms para un adecuado funcionamiento,
y los resultados muestran que el ca´lculo toma en promedio 1.5 ms, lo cual permite aplicar este
sistema de control cinema´tico en tiempo real. Existen algunos picos, debido a que el Kernel en el
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FIGURA 5.32: Posicio´n y orientacio´n de la mano derecha del robot NAO (elaboracio´n propia). Las
lı´neas punteadas muestran los valores de referencia.














































FIGURA 5.33: Posicio´n y orientacio´n de la mano izquierda del robot NAO (elaboracio´n propia).
Las lı´neas punteadas muestran los valores de referencia.
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FIGURA 5.34: Posicio´n y orientacio´n de la base del robot, la cual presenta cierto movimiento para
ayudar al objetivo principal (elaboracio´n propia).
que se probo´ el sistema no es de tiempo real y por tanto no se esta´ controlando directamente las
actividades y prioridades del procesador, pero nunca superan los 3 ms. Evidentemente, el uso y
control de un Kernel de tiempo real, como Xenomai, RTLinux, o algu´n otro, brindarı´a menos jitter.
pero debido a que el tiempo obtenido con un Kernel tradicional de Linux (Ubuntu 16.04, en este
caso) es menor a los 10 ms, dicha implementacio´n esta´ fuera de los alcances de esta tesis.

















FIGURA 5.35: Tiempo de computacio´n (en ms) para la generacio´n de cada ciclo de control en el
movimiento de ambos brazos (elaboracio´n propia).
Como se menciono´, todo el co´digo utilizado para generar el movimiento mostrado se encuentra en
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el repositorio de github. Por facilidad, y para mostrar lo ra´pido del prototipaje en Python, el co´digo
se muestra en el Listado 5.1.
Listado 5.1. Programa en Python, usando el sistema implementado en esta tesis, para el movimiento
de ambos brazos mostrado en las figuras anteriores (elaboracio´n propia).
import numpy as np
import rospy
from oscr.ros_kine_sim import RosKineSim
from oscr.utils import incPosition, incPoseLocal
if __name__ == '__main__':
# Frecuencia de actualizacion (100 Hz = 10 ms)
f = 100.0
# Instancia de simulacion del robot
sim = RosKineSim('naoMotion', 'nao_oscr', '/urdf/naoV40red.urdf', f, True, 'pin')
# Configuracion articular
q = np.array([[0.0, 0.0, 0.33046, 1.0, 0.0, 0.0, 0.0, 0.0, 0.0,
0.0, 0.0, -0.1, 0.3, -0.2, 0.0, 1.15, 0.10, -1.4, -0.79, 0.0, 0.0,
0.0, 0.0, -0.1, 0.3, -0.2, 0.0, 1.15, -0.10, 1.4, 0.79, 0.0, 0.0]]).T
# Enviar la configuracion articular al robot
sim.update(q)







# Mantener los pies sin movimiento
sim.task['LAnkle'].keep(10.0); sim.task['RAnkle'].keep(10.0)
# Posicion y orientacion deseados para la mano derecha
currentRHand = sim.task['RHand'].getSensedValue()
desiredRHand = incPoseLocal(currentRHand, (-0.05, -0.05, 0.08), (-50., (1., 0., 0.)))
sim.task['RHand'].setDesiredValue(desiredRHand)
# Posicion y orientacion deseados para la mano izquierda
currentLHand = sim.task['LHand'].getSensedValue()
desiredLHand = incPoseLocal(currentLHand, (0.05, 0.05, 0.08), (50., (1., 0., 0.)))
sim.task['LHand'].setDesiredValue(desiredLHand)











Puede observarse que se define primero la frecuencia (100 Hz en este caso) y luego la clase
RosKineSim, la cual esta´ escrita puramente en Python y contiene a su vez las clases RobotModel,
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KineTask y OSIKSolver descritas en el capı´tulo anterior. Luego se inicializa una configuracio´n ar-
ticular inicial, se inicializa el sistema de control cinema´tico, el cual en este caso usara´ el esquema
HQP. Luego se crea las 4 tareas, para las manos y para los pies, haciendo referencia a los eslabones
respectivos del modelo URDF del robot. Se indica luego que los pies no se movera´n, y luego se
brinda una posicio´n y orientacio´n incremental de referencia tanto para la mano derecha, como para
la mano izquierda. Finalmente se an˜ade las tareas al sistema de control cinema´tico y se realiza el
bucle principal que genera las trayectorias deseadas.
Otros Ejemplos de Movimiento. Aprovechando la versatilidad del sistema de generacio´n de mo-
vimiento, se mostrara´ algunos ejemplos de movimientos adicionales. En la Figura 5.36a se muestra
un movimiento en el cual la mano derecha del robot debe moverse hacia abajo manteniendo la orien-
tacio´n de la cabeza constante y manteniendo ambos pies sobre el piso. La esfera verde muestra la
posicio´n deseada para la mano.
a) Movimiento de la mano derecha manteniendo la orientacio´n de la cabeza
b) Movimiento de la mano derecha manteniendo fija la mano izquierda
FIGURA 5.36: Dos movimientos diferentes del robot NAO manteniendo fijas la posicio´n y orien-
tacio´n de los pies para no perder contacto con el piso (elaboracio´n propia).
Como se observa, el robot se agacha para poder alcanzar dicha posicio´n ya que de otro modo no
serı´a posible. Este es un claro ejemplo de la ventaja que tiene el uso de la base flotante, la cual
permite, en este caso, alcanzar lo deseado. Se debe adema´s notar que el movimiento de agacharse
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FIGURA 5.37: Movimiento simulta´neo de la base del robot NAO hacia la izquierda y de ambos
brazos hacia arriba (elaboracio´n propia). Notar que no existe una articulacio´n especı´fica que mueva
la base, sino una coordinacio´n de ambas piernas.
se genera de manera automa´tica: no existe ningu´n comando que diga explı´citamente que el robot
debe hacer eso. Sin embargo, el sistema de generacio´n de movimiento coordina adecuadamente la
trayectoria de todas las articulaciones para alcanzar el objetivo deseado. Se puede, adema´s, notar
que la mano izquierda no tiene ninguna tarea asociada, y su movimiento se puede considerar como
residual, producto de las otras tareas.
La Figura 5.36b muestra un movimiento similar para la mano derecha, pero en este caso no existe
ninguna tarea para la cabeza sino una tarea adicional para la mano izquierda, la cual debe mantener
su posicio´n y orientacio´n fijas. Se puede observar que debido a esto la cabeza se mueve libremente y
al final termina con cierta inclinacio´n, mientras que la mano izquierda permanece con una posicio´n
y orientacio´n constantes a lo largo de todo el movimiento. Estas mu´ltiples tareas se pueden alcanzar
debido a la redundancia que posee el robot NAO, al igual que cualquier robot humanoide.
Otro ejemplo de movimiento se muestra en la Figura 5.37. Aquı´ se tiene 5 tareas: una para la base
flotante, una para cada mano del robot, y una para cada pie. Las tareas del pie tienen la ma´s alta
prioridad y los mantienen fijos sobre el piso. La tarea del movimiento de la base flotante tiene la
siguiente prioridad y desplaza la base o la cadera del robot hacia la derecha y hacia abajo. Al mis-
mo tiempo, ambas manos se desplazan hacia una posicio´n determinada. Este es un claro ejemplo
de la riqueza de movimiento que se puede obtener con el sistema implementado. Nuevamente se
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puede observar que el movimiento de las piernas y de las dema´s articulaciones del robot es gene-
rado de manera automa´tica. No se muestra las trayectorias articulares ni Cartesianas debido a que
son similares a las mostradas para el primer movimiento del robot NAO y no agregarı´an mayor
informacio´n.
Tareas Conflictivas. Los diferentes esquemas de control cinema´tico presentados en la seccio´n 3.4
tienen, en general, comportamientos similares. La principal diferencia entre los esquemas con prio-
rizacio´n y los esquemas con ponderacio´n de tareas ocurre cuando existen tareas conflictivas. La
Figura 5.38a muestra dos tareas, una para cada mano: la esfera verde es la posicio´n deseada y la
esfera roja es la posicio´n actual (se muestra al robot con una cierta transparencia para hacer ma´s
visible el error entre lo actual y lo deseado). Por separado, cada tarea puede ser adecuadamente
alcanzada por el robot usando el movimiento de la base flotante.
a) Movimiento independiente de la mano derecha y de la mano derecha
b) Ambas manos no pueden alcanzar el objetivo a la vez: WQP (izq.), HQP (der.)
FIGURA 5.38: Movimiento de ambos brazos con tareas conflictivas usando el esquema de control
cinema´tico ponderado WQP, y el jera´rquico HQP (elaboracio´n propia).
Sin embargo, ambas tareas no pueden ser alcanzadas a la vez debido a restricciones fı´sicas del
robot. La Figura 5.38b muestra este caso. En la figura de la izquierda se uso´ un esquema basado
en ponderacio´n de tareas (WQP: weighted QP): se puede observar que existe un compromiso entre
ambas tareas y ninguna se alcanza de manera completa; es decir, ninguna mano llega a su posicio´n
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deseada sino a una posicio´n intermedia entre ambas tareas. Por otro lado, la figura de la derecha
utiliza un esquema basado en priorizacio´n de tareas (HQP: hierarchical QP), donde la tarea de
la mano izquierda del robot tiene mayor prioridad que la tarea de la mano derecha. En este caso
se observa que efectivamente la mano izquierda alcanza su posicio´n deseada y la mano derecha
trata de alcanzar la suya de la mejor manera posible, a pesar de que nunca podra´ hacerlo debido a
restricciones fı´sicas.
El resultado mostrado es tı´pico de ambos esquemas de control cinema´tico. En el caso del uso
de proyecciones sobre el espacio nulo, el resultado es similar al obtenido con HQP debido a que
tambie´n es un esquema que tiene prioridad. Los tiempos de computacio´n en todos los casos son
similares y, debido a que se asemejan al presentado en la Figura 5.35, no se presentara´n nuevamente
aquı´. El uso de uno u otro esquema de control dependera´ de la aplicacio´n especı´fica y del resultado
que se espera, no existiendo una diferencia considerable a menos que se tenga especificaciones de
objetivos conflictivos para las tareas, como se presento´ en este caso. Debido a que la mayorı´a de
tareas no son conflictivas, no se hara´ ma´s hincapie´ en la diferencia existente entre estos esquemas
de control cinema´ticos.
Movimiento Acroba´tico. Una de las ventajas del sistema implementado con respecto a sistemas
de control cinema´tico tradicionales de brazos manipuladores, y donde realmente se puede apreciar
la capacidad de generacio´n de movimiento, es el poder mover varias partes del robot de manera
simulta´nea. Ası´, es posible generar movimiento coordinado de todo el cuerpo, moviendo todas las
articulaciones, mediante la especificacio´n de diferentes tareas relativamente simples para cada una
de las partes tı´picamente en el espacio Cartesiano. Para ejemplificar esta posibilidad de generacio´n
de movimiento para un robot humanoide, se realizara´ una secuencia de movimiento acroba´tico. Esta
secuencia se muestra en la Figura 5.39 de izquierda a derecha y de arriba a abajo. Como se observa
en la figura, este movimiento consiste en las siguientes partes:
Desplazar la cadera del robot hacia la derecha con el fin de no perder el equilibrio esta´tico en
movimientos posteriores.
Manteniendo la posicio´n horizontal (en x, y) de la cadera, levantar el pie izquierdo. Se requie-
re mantener la posicio´n horizontal con el fin de garantizar que el robot no caera´ al levantar el
pie.
Estirar ambas manos hacia adelante y el pie izquierdo hacia atra´s, siempre manteniendo la
cadera sobre el pie de apoyo.
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FIGURA 5.39: Movimiento acroba´tico del robot NAO: el robot se inclina hacia la derecha (sobre
el pie derecho), levanta la pierna izquierda, y luego mueve ambos brazos hacia adelante mientras
que el pie se mueve hacia atra´s (elaboracio´n propia).
El movimiento culmina con el robot sostenido solo por su pie derecho, pero con las extremi-
dades estiradas.
Luego de realizar este movimiento, el robot regresa a su posicio´n inicial describiendo un movimien-
to exactamente opuesto al mostrado. Debido a que el movimiento de regreso al inicio es en esencia
similar al descrito, pero en sentido opuesto, no se muestra en la figura. De esta manera se puede
verificar visualmente los postulados del sistema de generacio´n de movimiento: permitir mover las
diversas partes del robot de manera simulta´nea. Se debe notar que, dado que se utiliza una base
flotante, la base del robot puede comandarse como cualquier otra parte del cuerpo, a pesar de que
no existe una articulacio´n especı´fica que desplace la base.
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La secuencia especı´fica de tareas para alcanzar el movimiento mostrado se especifica en la Figu-
ra 5.40. La parte superior muestra las tareas ma´s importantes y la parte inferior las tareas menos
importantes, en orden jera´rquico. El eje horizontal representa el tiempo: lo que se encuentra a la
izquierda sucede primero, y la secuencia termina con lo que se encuentra a la derecha. Cada fila
representa la tarea de un punto operacional, y los cuadros blancos indican que durante ese inter-
valo dicha tarea no existe (ha sido removida del sistema de control cinema´tico). Para mantener el
esquema jera´rquico se utilizo´ el sistema basado en HQPs.
FIGURA 5.40: Secuencia de tareas para el movimiento acroba´tico de NAO (elaboracio´n propia).
El eje horizontal representa el tiempo en el que se realiza cada movimiento.
Como se observa en la Figura 5.40, las tareas con ma´s importancia son las de contacto del pie con
el suelo. Dicho contacto es importante debido a que de otra manera la base flotante se desplazarı´a
de manera irreal. El contacto del pie derecho con el piso permanece durante todo el movimiento,
pero el contacto del pie izquierdo solo al inicio y al final del movimiento. Puede observarse que
en algunos casos hay hasta cinco tareas que suceden en simulta´neo, como hacia el centro del dia-
grama, donde se tiene todas las tareas excepto la del contacto del pie izquierdo. Esto significa que
simulta´neamente se controla ambos pies, la base, y ambas manos.
5.3.2. Robot Valkyrie
El robot Valkyrie, tambie´n llamado R5, es un robot desarrollado por el Johnson Space Center (JSC)
de la NASA (https://www.nasa.gov/feature/r5). Tiene una altura de 1.88 m, un peso total de
136 Kg, y posee en total 44 grados de libertad, pero si no se considera los grados de libertad de
sus manos, dispone solamente de 32 grados de libertad. Este robot se muestra en la Figura 5.41 a la
izquierda, y en la parte derecha se muestra la visualizacio´n de su modelo URDF en RViz de ROS.
En esta seccio´n se mostrara´ algunos ejemplos de movimiento generado para el robot Valkyrie. Los
casos mostrados son similares a los desarrollados para el robot NAO con el fin de mostrar que el
sistema propuesto es gene´rico y aplicable a cualquier tipo de robot humanoide, sea grade o pequen˜o,
y es independiente del nu´mero de grados de libertad y de la configuracio´n del robot. El modelo
URDF del robot se encuentra disponible en el repositorio de NASA Robotics llamado: https://
138
FIGURA 5.41: Robot Valkyrie de NASA-JSC: real (izquierda, tomado de NASA-JSC), en el vi-
sualizador RViz de ROS (derecha, elaboracio´n propia).
gitlab.com/nasa-jsc-robotics/val description. Todo lo desarrollado en esta seccio´n utiliza
dicho modelo URDF, y el co´digo especı´fico usado para el movimiento de esta seccio´n se encuentra
disponible en el repositorio de github: https://github.com/oeramosp/valkyrie oscr.
Ejemplos de Movimientos. La Figura 5.42 muestra tres diferentes ejemplos de movimiento para
el robot Valkyrie, en los cuales el robot mantiene en todo momento contacto con el piso a trave´s de
sus dos pies; es decir, en todo momento las tareas de mayor prioridad son aquellas que mantienen
la posicio´n y orientacio´n de los pies fijas.
En la Figura 5.42.a, la mun˜eca derecha del robot debe alcanzar la esfera verde que se en-
cuentra ma´s abajo del alcance ma´ximo del brazo cuando el robot esta´ completamente de pie.
Adema´s, se desea mantener la orientacio´n de la cabeza (hacia adelante). Como se observa en
la secuencia, para poder el robot llegar a la tarea de la mano derecha, de manera automa´ti-
ca genera un movimiento que hace que se flexione las rodillas (como lo harı´a una persona)
mientras mantiene la cabeza hacia adelante. Se observa que hacia el final del movimiento el
torso gira un poco, pero esto es para ayudar al movimiento, y debido a que no existe ninguna
restriccio´n impuesta sobre el torso.
En la Figura 5.42.b el robot debe alcanzar la esfera verde con la mano derecha sin mover la
mano izquierda; es decir, la posicio´n y orientacio´n de la mano izquierda deben permanecer
constantes durante todo el movimiento. En la secuencia se puede observar que esto es lo que
pasa, y en este caso para que la mano derecha pueda llegar a su posicio´n deseada, en lugar de
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a) Movimiento de la mano derecha manteniendo la orientacio´n de la cabeza
b) Movimiento de la mano derecha manteniendo fija la mano izquierda
c) Movimiento de la pelvis y de ambas manos
FIGURA 5.42: Movimiento del robot manteniendo fijas la posicio´n y orientacio´n de los pies para
no perder contacto con el piso (elaboracio´n propia).
flexionar las rodillas, el robot opta por inclinar el torso. Esto se obtiene debido a que el torso
es libre de moverse ya que no hay tareas impuestas sobre e´l.
En la Figura 5.42.c la pelvis del robot debe desplazarse hacia la izquierda y hacia abajo
mientras ambas manos deben llegar a las posiciones deseadas, indicadas mediante esferas
verdes. La secuencia muestra dicho movimiento. Existe cierto movimiento residual de la
cabeza, por ejemplo, pero se debe a que no existe control sobre la misma. Igualmente, hacia
el final existe cierto giro del torso para ayudar al movimiento deseado, dado que no existe
ninguna tarea explı´cita sobre el mismo.
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FIGURA 5.43: Movimiento acroba´tico del robot Valkyrie: el robot se inclina hacia la derecha (so-
bre su pie derecho), levanta la pierna izquierda, y luego mueve los brazos hacia adelante mientras
que mueve el pie izquierdo hacia atra´s (elaboracio´n propia).
En los ejemplos anteriores se puede ver co´mo el robot genera movimiento adicional de las rodillas,
torso, pelvis, cabeza, etc. con el fin de alcanzar los objetivos. Es la redundancia del sistema la que
permite alcanzar varios objetivos de manera simulta´nea, y mientras no se especifique una tarea para
un punto operacional (por ejemplo, sobre el torso o la cabeza), dicho punto operacional es libre de
escoger el movimiento que ma´s convenga para la realizacio´n de las tareas controladas. No se mues-
tra los gra´ficos de posicio´n y orientacio´n de cada parte debido a que muestran un comportamiento
similar a los gra´ficos mostrados anteriormente. En este caso, el ciclo de control esta´ alrededor de
los 2 ms, y por tanto es factible la implementacio´n en tiempo real en robots con una frecuencia de
control de 100 o 200 Hz.
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Movimiento Acroba´tico. Con el fin de mostrar que el sistema implementado es fa´cilmente apli-
cable a cualquier robot, se realizo´ un movimiento acroba´tico similar al desarrollado para el robot
NAO (el cual fue mostrado en la Figura 5.39). El movimiento acroba´tico para el robot Valkyrie se
muestra en la Figura 5.43, de izquierda a derecha y de arriba a abajo. Como se puede observar el
movimiento es ba´sicamente el mismo: desplazar la pelvis hacia la derecha, levantar el pie derecho,
y mover el pie hacia atra´s junto con las manos hacia adelante. Finalmente el movimiento se ejecuta
en sentido inverso para terminar en la posicio´n inicial, pero esto no se muestra en la figura anterior
ya que el movimiento es mayormente sime´trico y se observarı´a lo mismo pero en direccio´n opuesta.
Toda la secuencia de tareas para este movimiento es la misma que la descrita para el robot NAO;
es decir, esta´ tambie´n dada por el diagrama mostrado en la Figura 5.40. En este caso, la u´nica
variacio´n son los valores deseados ya que el robot Valkyrie es fı´sicamente mucho ma´s grande que
el robot NAO. En este caso, solo a modo de verificacio´n se mostrara´ la trayectoria de algunos
puntos operacionales. La Figura 5.44 muestra las posiciones de la mano derecha y de la mano
izquierda. Las lı´neas punteadas muestran los valores deseados, los cuales solamente existen en
algunos instantes de tiempo. Por ejemplo, al inicio no existe ninguna restriccio´n sobre las manos,
y e´stas presentan un movimiento libre. Las manos solamente son controladas explı´citamente desde
el tiempo t = 10 s hasta t = 46 s.










































FIGURA 5.44: Evolucio´n temporal de la posicio´n de ambas manos en el movimiento mostrado
(elaboracio´n propia). Las referencias se muestran como lı´neas punteadas.
La posicio´n de la pelvis junto con la posicio´n del pie izquierdo pueden observarse en la Figura 5.45.
Claramente la pelvis se desplaza en y hacia la derecha (-0.2 en y) hacia el inicio del movimiento, y
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mantiene dicha posicio´n durante la mayor parte del movimiento para solamente regresar a su valor
inicial hacia el final. Por su parte, el pie izquierdo se desplaza un poco en z hacia arriba, luego de
que la pelvis se ha desplazado hacia la derecha; y luego se mueve hacia atra´s y mucho ma´s arriba.
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FIGURA 5.45: Evolucio´n de la posicio´n de la pelvis y del pie izquierdo para el movimiento mos-
trado (elaboracio´n propia). La lı´nea punteada es la referencia.
Como se puede observar, no es complicado generar un movimiento aparentemente complicado;
basta con especificar la secuencia de tareas y los puntos a los cuales se desea llegar, en posicio´n
y/o orientacio´n. El sistema genera automa´ticamente las trayectorias articulares que sera´n enviadas
al robot controlado en posicio´n. En este caso, la trayectoria de las 32 articulaciones que posee este
robot se muestran en la Figura 5.46. Se muestra todas las trayectorias juntas sin una leyenda debido
a la cantidad de las mismas. Se puede observar que no existen picos ni cambios bruscos en estas
trayectorias, sino un movimiento suave generado de manera automa´tica.
La obtencio´n manual de las trayectorias mostradas serı´a, por decir lo menos, muy complicada y
tediosa. Por otro lado, el tiempo computacional que toma resolver el programa cuadra´tico, ya que
se utilizo´ el sistema de control cinema´tico basado en HQPs, se muestra en la Figura 5.47. Este
tiempo varı´a entre aproximadamente 1.5 ms y 2.3 ms dependiendo de la complejidad del sistema;
es decir, de cua´ntas tareas simulta´neas se tiene. La parte intermedia muestra mayor complejidad
debido a que en ese momento se realiza el control simulta´neo de ambos pies, de ambas manos, y de
la base, mientras que hacia el inicio y el final no se control a las manos. Esta figura muestra adema´s
que el tiempo de computacio´n es mucho menor que 5 ms, el cual es un ciclo de control tı´pico para
este robot. Ası´, el sistema implementado puede ser usado en tiempo real para el robot Valkyrie. Se
debe considerar, adema´s, que las pruebas se han realizado en un sistema que no es de tiempo real,
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Evolución articular en el tiempo
FIGURA 5.46: Evolucio´n de la configuracio´n articular (elaboracio´n propia).
pero para la implementacio´n en un robot real serı´a recomendable cambiar a un sistema operativo de
tiempo real.





















FIGURA 5.47: Tiempo de computacio´n para el movimiento acroba´tico (elaboracio´n propia). A
pesar de ser un movimiento complejo, se tiene una media de 2.5 ms.
Ası´ como se controlo´ al robot Valkyrie y al robot NAO, es posible realizar el control cinema´tico de





1. En esta tesis se mostro´ el desarrollo de un sistema de generacio´n de movimiento cinema´tico
para robots humanoides, el cual es aplicable tambie´n para robots manipuladores de base fija,
o robots redundantes de base flotante. Se mostro´ los fundamentos teo´ricos subyacentes a esta
implementacio´n, ası´ como el disen˜o completo del sistema basado en cinema´tica, y extendien-
do el concepto tradicional de robot manipulador, a robot de base flotante. Se implemento´ el
sistema utilizando C++ y creando una interfaz con Python por facilidad de uso. Se utilizo´,
adema´s, ROS para la visualizacio´n de ejemplos de movimiento para diversos tipos de robot.
2. La especificacio´n de objetivos de control a trave´s de tareas cinema´ticas mostro´ efectivi-
dad, permitiendo alcanzar adecuadamente varios objetivos de control de manera simulta´nea.
Adema´s, dado que esta especificacio´n se realiza en el espacio de la tarea, que tı´picamente es
el espacio Cartesiano, resulta intuitivo brindar el punto de referencia deseado, sea de posicio´n
o de orientacio´n, o ambos a la vez. La u´nica complejidad en el caso de la orientacio´n consiste
en el dominio del concepto del cuaternio´n.
3. El sistema de generacio´n de movimiento propuesto fue implementado con base en el funda-
mento teo´rico para el disen˜o del sistema, pra´cticamente de cero. La base a nivel de software
fue el uso de Eigen para el manejo de a´lgebra lineal en C++, de QPOases para la resolucio´n
de problemas de optimizacio´n cuadra´ticos, y el uso de dos librerı´as (RBDL y Pinocchio) que
solamente proveen aspectos ba´sicos de cinema´tica directa. Ası´, no se requirio´ de ningu´n otro
tipo de middleware ni de ninguna estructura compleja de software. Por este motivo, el siste-
ma desarrollado es independiente del middleware y podrı´a ser adecuado a diversos sistemas
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ma´s especı´ficos. Se mostro´ el uso del sistema propuesto con ROS, con fines de visualizacio´n,
y debido a que ROS se ha convertido en el esta´ndar de facto en robo´tica.
4. Mientras se disponga de un modelo de robot especificado mediante el formato URDF, es po-
sible realizar el control cinema´tico del mismo haciendo uso del sistema desarrollado en esta
tesis. El formato URDF es, en cierta forma, parte de ROS, y casi todos los robots de investi-
gacio´n poseen esta especificacio´n. Adema´s, la mayorı´a de fabricantes de robots industriales
brindan actualmente las especificaciones de sus robots en este formato a trave´s de repositorios
de libre acceso.
5. Los resultados mostrados en el capı´tulo anterior demuestran que el sistema desarrollado pue-
de no solamente ser aplicado a robots humanoides, sino tambie´n a robots manipuladores y
otros tipos de robots de base flotante. En particular se demostro´ su uso con el robot KR5
de Kuka, Sawyer de Rethink Robotics, NAO de SoftBank Robotics y Valkyrie de la NASA.
El sistema podrı´a adema´s aplicarse para otros robots humanoides sin mayor dificultad. De
esta manera, se verifico´ que el sistema desarrollado permite mover de manera coherente y
deseada diversos robots siempre que su modelo este´ adecuadamente especificado utilizando
el formato URDF.
6. El sistema desarrollado en esta tesis, llamado OSCR, se encuentra disponible como co´digo
abierto en un repositorio de github. Los programas para cada robot se encuentran tambie´n dis-
ponibles en sendos repositorios de github que hacen uso del sistema principal. Los modelos
URDF usados en esta tesis son propiedad de sus respectivos fabricantes, pero se encuentran
tambie´n disponibles de manera libre por los mismos. Para poder instalar este sistema, las
instrucciones especı´ficas se encuentran en el repositorio del sistema. Una ventaja importante
es que todo el sistema desarrollado hace uso u´nicamente de herramientas de co´digo abierto,
y por tanto, para su uso no se requiere software privativo ni licencias, ya que adema´s, tanto
Python como C++ son libres.
7. Como trabajo futuro se desea desarrollar soporte para Octave, un programa OpenSource para
la manipulacio´n de matrices (muy semejante a MATLAB, con solo menores diferencias) pero
que no requiere de licencia. Adema´s se espera extender la generacio´n de movimiento al uso
de dina´mica inversa especialmente para la optimizacio´n de trayectorias (control o´ptimo con
condiciones iniciales dadas), y el uso de planificacio´n de movimiento (motion planning).
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Recomendaciones
1. Para el uso del sistema de generacio´n de movimiento cinema´tico desarrollado e implementa-
do en esta tesis, se recomienda seguir los pasos indicados en el archivo INSTALL.md que se
encuentra en el repositorio de oscr, el cual brinda paso a paso las instrucciones necesarias.
2. En esta tesis se utilizo´ bastantes conceptos de robo´tica. Por tanto, se recomienda la introduc-
cio´n de cursos de pregrado en esta a´rea que se enfoquen en los fundamentos matema´ticos
de la robo´tica y no solamente en la programacio´n ba´sica de microcontroladores para aplica-
ciones de robots mo´viles. Adema´s, serı´a recomendable tambie´n introducir cursos de robo´tica
auto´noma.
3. Para implementar esta tesis se hizo uso exhaustivo de programacio´n principalmente en C++ y
en Python, utilizando conceptos de clases, herencia, polimorfismo, y elementos de la librerı´a
esta´ndar (stl) de C++. Ası´, se recomienda introducir con mayor profundidad cursos de pro-
gramacio´n orientada a objetos, usando stl y herramientas adicionales para el uso de matrices
(como Eigen, por ejemplo).
4. Para el desarrollo de esta tesis se realizo´ el uso de herramientas de co´digo abierto open sour-
ce, las cuales tienen grandes capacidades y no requieren licencias. Por este motivo, serı´a
recomendable introducir algunas de estas herramientas open source en cursos de pregrado
como programacio´n o simulacio´n de sistemas.
5. Se recomienda exponer a los estudiantes al sistema operativo Linux, el cual es fundamental
en robo´tica, tanto para correr programas en algunas micro computadoras comerciales (como
Raspberry Pi, Jetson, etc), como para utilizar herramientas como ROS, que se han convertido




Los cuaterniones, introducidos por Hamilton [50], generalizan los nu´meros complejos y pueden
ser utilizados para representar rotaciones en tres dimensiones al igual que los nu´meros complejos
representan rotaciones planas en un cı´rculo unitario. Ası´, brindan una parameterizacio´n global de
SO(3) al precio de usar cuatro nu´meros para representar la rotacio´n. Un cuaternion es una tupla
de 4 elementos reales (w, x, y, z) con operaciones de adicio´n y multiplicacio´n que se representa
como [6, 51]:
Q = w + xi+ yj + zk = (w, )
con x, y, z, w ∈ R. El elemento w es el componente escalar de Q y  = (x, y, z) es el compo-
nente vectorial. Los elementos de un cuaternio´n tambie´n se conocen como para´metros de Euler de
una rotacio´n finita [9].
El conjunto de cuaterniones Q es un espacio vectorial de cuatro dimensiones sobre el campo de
los reales y forma un grupo con respecto a la multiplicacio´n de cuaterniones denotada por ◦. La
multiplicacio´n es distributiva y asociativa pero no conmutativa, y satisface las siguientes relaciones,
las cuales son comu´nmente denominadas ecuaciones fundamentales de los cuaterniones:
i ◦ i = j ◦ j = k ◦ k = i ◦ j ◦ k = −1
i ◦ j = k, j ◦ k = i, k ◦ i = j
j ◦ i = −k, k ◦ j = −i, i ◦ k = −j
A.1. Operaciones con cuaterniones
Para describir las operaciones con cuaterniones consideremos el cuaternio´n gene´rico Q = (w, ) y
los siguientes dos cuaterniones [51]: Q1 = (w1, 1) y Q2 = (w2, 2).
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1. Suma. La suma de dos cuaterniones Q1 y Q2 es semejante a una suma vectorial: Q1 +Q2 =
(w1 + w2, 1 + 2).
2. Producto escalar. El producto de un escalar λ y un cuaternio´n Q es: λQ = (λw, λ).
3. Producto. El producto de un cuaternio´n Q1 con un cuaternio´n Q2 esta´ dado por: Q1 ◦Q2 =
(w1w2−T1 2, w12+w21+1×2), lo cual se puede demostrar algebraicamente realizando




w −x −y −z
x w −z y
y z w −x
z −y x w
 =
w −T
 wI + ˆ

donde ˆ es la matriz antisime´trica obtenida a partir de . Ası´ la multiplicacio´n de cuaterniones
es equivalente al producto matricial: Q ◦Q1 = QˆQ1. Notar que Qˆ es una matriz ortogonal.
4. Conjugada. La conjugada de un cuaternio´n Q se define de manera ana´loga a la conjugada de
un nu´mero complejo como: Q∗ = (w,−).
5. Norma. La norma o magnitud de un cuaternio´n Q es un mapa ‖.‖ : Q→ R y se define como:
‖Q‖2 = Q ◦Q∗ = w2 + 2x + 2y + 2z . Algunas propiedades de la norma son: ‖Q1 ◦Q2‖ =
‖Q1‖‖Q2‖, y ‖Q‖ = ‖Q∗‖.
6. Inversa. La inversa de un cuaternio´n Q es: Q−1 = Q
∗
‖Q‖2 , siempre que Q 6= 0. Adema´s, se
puede mostrar que (Q1 ◦Q2)−1 = Q−12 ◦Q−11 .
7. Producto interno. El producto interno entre cuaterniones ◦ : Q × Q → R se define como:
Q1 ·Q2 = (w1w2, T1 2). Usando esta definicio´n se puede expresar la norma como ‖Q‖2 =
Q ·Q.
Adicionalmente, el elemento identidad para la multiplicacio´n de cuaterniones es Q = (1,0). Usan-
do la definicio´n, es posible demostrar que la suma es asociativa y conmutativa, y que la multiplica-
cio´n es asociativa pero no conmutativa [51].
A.2. Cuaterniones Unitarios y Rotaciones
Los cuaterniones unitarios son el subconjunto de todos losQ ∈ Q tales que su magnitud es unitaria;
es decir: ‖Q‖ = 1. Una propiedad importante es que dados los cuaterniones unitarios Q, Q1, Q2,
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se cumple que ‖Q1 ◦ Q2‖ = 1 y Q−1 = Q∗. La importancia de un cuaternio´n unitario radica en











donde los componentes son w = cos θ2 y  = r sin
θ
2 .
Composicio´n de rotaciones. Un ca´lculo detallado muestra que si aQb representa una rotacio´n
entre los sistemas {A} y {B}, y bQc representa una rotacio´n entre los sistemas {B} y {C}, luego la
rotacio´n entre {A} y {C} estara´ dada por el cuaternion aQc = aQb◦bQc. Ası´, la operacio´n de grupo
en cuaterniones unitarios corresponde directamente a la operacio´n de grupo para las rotaciones.
Adema´s, el cuaternio´n que se extrae deR−1 = RT es directamente Q−1.
Relacio´n: matriz de rotacio´n y cuaternio´n. Dado un cuaternio´n unitario Q = (w, ), la matriz
de rotacio´n equivalente esR = erˆθ, donde





, si θ 6= 0
0, si θ = 0
Sin embargo resulta computacionalmente ma´s eficiente utilizar θ = 2 atan2(‖‖, w), r = ‖‖ . La
ecuacio´n para el eje de rotacio´n no esta´ bien condicionada cerca a θ = 0, pero esto es un resultado
de indeterminacio´n fundamental del eje de rotacio´n para una rotacio´n nula. De manera explı´cita, los
te´rminos de la matriz de rotacio´n dado un cuaternio´n se representan por (2.15). La relacio´n inversa
que permite obtener un cuaternio´n dada una matriz se obtiene usando (2.16).
Rotacio´n de un vector mediante un cuaternio´n. Usando un cuaternio´n unitario se puede aplicar
la rotacio´n de un a´ngulo θ alrededor de un eje r a un vector v ∈ R3. Para esto, primero se expresa
el vector como un cuaternio´n con parte escalar nula v˜ = (0,v), y luego la rotacio´n de v se obtiene
como v˜qrot = Q ◦ v˜ ◦ Q∗, donde v˜rot = (0,vrot) es el cuaternio´n resultante que tiene parte
escalar nula y la parte vectorial corresponde al vector v rotado. De manera explı´cita la expansio´n
de v˜rot = Q ◦ v˜ ◦Q∗ es
v˜rot = (w, ) ◦ (0,v) ◦ (w,−)
v˜rot = (−Tv, wv + × v) ◦ (w,−)
v˜rot =
(−w(Tv) + (wv + × v)T , (Tv)+ w(wv + × v)− (wv + × v)× ) .
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La parte escalar del cuaternio´n resultante se puede escribir como−w(Tv)+w(vT )+T (×v) =
0, que se simplifica a cero, y por tanto el cuaternio´n resultante no tiene parte escalar. Para la parte
vectorial se tiene:
vrot = ( · v)+ w2v + 2w(× v)− (× v)× 
vrot = ( · v)+ w2v + 2w(× v) + ( · v)− ‖‖2v
vrot = 2( · v)+ (w2 − ‖‖2)v + 2w(× v)
donde se utilizo´ (a×b)×c = −(c·b)a+(c·a)b, que es una propiedad del triple producto vectorial.
Se puede demostrar que esta u´ltima expresio´n en realidad es una transformacio´n lineal para v, y a
partir de la expansio´n de este operador de transformacio´n se puede obtener (2.15). Reemplazando
w = cos θ2 y  = r sin
θ
2 en la expresio´n anterior, y utilizando algunas identidades trigonome´tricas
elementales, se llega a:
vrot = 2 sin
2 θ
2















= (1− cos θ)(r · v)r + cos θ v + sin θ(r × v).
Esta u´ltima relacio´n es llamada la fo´rmula de Rodrigues en forma vectorial, y representa la aplica-
cio´n de una rotacio´n a un vector. El uso de esta relacio´n constituye una forma computacionalmente
eficiente de rotacio´n arbitraria.
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Ape´ndice B
Modelo de un Robot de Base Flotante en
URDF
El siguiente co´digo corresponde al modelo de un robot de seis grados de libertad de base flotante
(3 grados de libertad en cada extremidad) el cual es utilizado en las secciones 4.4.1, 4.4.2, 5.2.
La seccio´n 5.2 describe las caracterı´sticas de este robot desde un punto de vista teo´rico. Aquı´ se
muestra la implementacio´n usando formato URDF.
En particular, para especificar el modelo y las caracterı´sticas fı´sicas del robot se utiliza xacro
(http://wiki.ros.org/xacro), el cual es macro lenguaje XML que se sirve para construir URDFs
de manera ma´s sencilla ya que soporta la especificacio´n de variables, cosa que URDF por defecto
no soporta. En esta implementacio´n, las variables corresponden a las longitudes y colores de dife-
rentes partes del robot. Luego de crear el archivo ff6dof.xacro, el comando xacro --inorder
ff6dof.xacro genera el archivo URDF equivalente.
Listado B.1. Modelo del robot usando xacro para generar un urdf (ff6dof.xacro)
<?xml version="1.0"?>
<robot name="ff6dof" xmlns:xacro="http://www.ros.org/wiki/xacro">
<!-- Definicion de colores para los eslabones -->
<material name="Red">
<color rgba="0.8 0.0 0.0 1.0"/>
</material >
<material name="Blue">
<color rgba="0.0 0.0 0.8 1.0"/>
</material >
<material name="Green">
<color rgba="0.0 0.8 0.0 1.0"/>
</material >
<material name="Gray">




<!-- Longitudes para el brazo -->
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<xacro:property name="larm1_len" value="0.20" />
<xacro:property name="larm2_len" value="0.20" />
<xacro:property name="larm3_len" value="0.05" />
<xacro:property name="larm_width" value="0.025" />
<xacro:property name="larm_ball_width" value="0.03" />
<!-- Longitudes para la pierna -->
<xacro:property name="lleg1_len" value="0.20" />
<xacro:property name="lleg2_len" value="0.20" />
<xacro:property name="lleg3_len" value="0.05" />
<xacro:property name="lleg_width" value="0.025" />
<xacro:property name="lleg_ball_width" value="0.03" />










<origin rpy="0 0 0" xyz="0 0 0"/>




<origin xyz=" 0 0 0" rpy="0 0 0"/>
<geometry >










<origin xyz="0 ${ torso_ylen /2} ${ torso_zlen /2}" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ larm1_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >








<origin xyz="0 ${ larm1_len} 0" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ larm2_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >
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<origin xyz="0 ${ larm2_len} 0" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ larm3_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >









<origin rpy="0 0 0" xyz="0 0 0"/>














<origin rpy="0 0 0" xyz="0 0 0"/>














<origin rpy="0 0 0" xyz="0 0 0"/>

















<origin xyz="0 ${ torso_ylen /2} -${ torso_zlen /2}" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ lleg1_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >








<origin xyz="0 ${ lleg1_len} 0" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ lleg2_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >








<origin xyz="0 ${ lleg2_len} 0" rpy="0 0 0" />
<axis xyz="1 0 0" />




<origin xyz="0 ${ lleg3_len /2} 0" rpy="${M_PI /2} 0 0" />
<geometry >









<origin rpy="0 0 0" xyz="0 0 0"/>















<origin rpy="0 0 0" xyz="0 0 0"/>














<origin rpy="0 0 0" xyz="0 0 0"/>















Este ape´ndice muestra algunos extractos del co´digo desarrollado para la implementacio´n del sis-
tema de generacio´n de movimiento. No se muestran los comentarios para no hacer ma´s largo el
ape´ndice de lo necesario. Sin embargo, el co´digo completo, incluyendo los comentarios de don-
de se extrae automa´ticamente la documentacio´n, puede encontrarse en el repositorio de github:
https://github.com/oeramosp/oscr.
C.1. Modelo del Robot











RobotModel(const bool& has_floating_base = true);
˜RobotModel ();
bool hasFloatingBase () const;
std::vector <std::string > jointNames () const;
Eigen:: VectorXd jointMaxAngularLimits () const;
Eigen:: VectorXd jointMinAngularLimits () const;
Eigen:: VectorXd jointVelocityLimits () const;
std::map <std::string , unsigned int > mapLinkNamesIDs () const;
Eigen:: VectorXd getJointConfig ();
virtual bool loadURDF(const std:: string& model_name ,
const bool& has_floating_base = true ,
const bool& verbose = false) = 0;
virtual unsigned int ndof() const = 0;
virtual unsigned int ndofActuated () const = 0;
virtual std:: string floatingLink () const = 0;
virtual void updateJointConfig(const Eigen:: VectorXd& q) = 0;
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virtual Eigen:: Vector3d linkPosition(const unsigned int& link_number ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
virtual Eigen:: Vector3d linkPosition(const std:: string& link_name ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
virtual Eigen:: Vector4d linkOrientation(const unsigned int& link_number) const = 0;
virtual Eigen:: Vector4d linkOrientation(const std:: string& link_name) const = 0;
virtual Eigen:: VectorXd linkPose(const unsigned int& link_number ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
virtual Eigen:: VectorXd linkPose(const std:: string& link_name ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
virtual Eigen:: MatrixXd linearJacobian(const unsigned int& link_number ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
virtual Eigen:: MatrixXd angularJacobian(const unsigned int& link_number) const = 0;
virtual Eigen:: MatrixXd geometricJacobian(const unsigned int& link_number ,
const Eigen:: Vector3d& local_pos =
Eigen:: Vector3d ::Zero()) const = 0;
Eigen:: VectorXd setFeetOnGround(const std:: string& foot1 ,
const std:: string& foot2 ,
const double& sole_dist);
virtual Eigen:: VectorXd comPosition () = 0;
virtual Eigen:: MatrixXd comJacobian () const = 0;
protected:
bool has_floating_base_;





std::map < std::string , unsigned int > link_id_;















KineTask(RobotModel* rmodel , const std:: string& taskName = "KineTask",
const double& gain = 1.0);
˜KineTask ();
void setName(const std:: string& taskName);
std:: string getName () const;
void setGain(const double& gain);
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void setAdaptiveGain(const double& max_gain , const double& min_gain , const double& rate_descent);
double getGain(const double& error =0.0);
void setDesiredValue(const Eigen:: VectorXd& desiredValue);
Eigen:: VectorXd getDesiredValue () const;
void setWeight(const double& weight);
double getWeight () const;
unsigned int getTaskDim () const;
Eigen:: VectorXd getError () const;
void updateJointConfig(const Eigen:: VectorXd& q);
void keep(const double& gain);
void getTaskBounds(Eigen:: VectorXd& bound_min , Eigen:: VectorXd& bound_max);
virtual void getSensedValue(Eigen:: VectorXd& xsensed) const = 0;
virtual void getTaskJacobian(Eigen:: MatrixXd& Jacobian) const = 0;





Eigen:: VectorXd xdes_ , esum_ , error_ , q_;
bool adaptiveGain_;





Listado C.3. Declaracio´n de la clase base OSIKSolver (osik-solver.hpp)
#ifndef OSIK_SOLVER_HPP
#define OSIK_SOLVER_HPP











void removeTask(const std:: string& taskName);
void getTaskStack(std::vector < KineTask* >& stack_tasks);
virtual void getPositionControl(const Eigen:: VectorXd& q,
Eigen:: VectorXd& qdes) = 0;













Listado C.4. Declaracio´n de la funcio´n de control (osik-solver-wqp.cpp)
void oscr:: OSIKSolverWQP :: getPositionControl(const Eigen:: VectorXd& q, Eigen:: VectorXd& qcmd)
{
if (taskStack_.size()==0){




if ( (qmin_.size()==0) || (qmax_.size()==0) ){




Eigen:: VectorXd dq, de, p, eint;
Eigen:: MatrixXd J;
Eigen::Matrix <double ,Eigen::Dynamic ,Eigen::Dynamic ,Eigen::RowMajor > W;
double weight;
W = lambda_q_*Eigen:: MatrixXd :: Identity(q.size(), q.size());
p = Eigen:: VectorXd ::Zero(q.size());




weight = taskStack_[i]->getWeight ();
W = W + weight*J.transpose ()*J;
p = p - 2* weight*J.transpose ()*de;
}
unsigned int nV = rmodel_ ->ndof();
double *H = W.data();
double *g = p.data();
double *lb = new double[nV];
double *ub = new double[nV];
double ltmp , utmp;
for (unsigned int i=0; i<nV; ++i) {
ltmp = (1.0/ dt_)*(qmin_[i]-q[i]);
utmp = (1.0/ dt_)*(qmax_[i]-q[i]);
lb[i] = ltmp > -dqmax_[i] ? ltmp : -dqmax_[i];
ub[i] = utmp < dqmax_[i] ? utmp : dqmax_[i];
}
qpOASES :: QProblemB qp(nV);
qp.setOptions(qpOptions_);
int nWSR = 10; // Max number of working set recalculations
if (qp.init(H, g, lb, ub, nWSR , 0)) {







for (unsigned int i=0; i<nV; ++i)
dq[i] = dqArray[i];
if (rmodel_ ->hasFloatingBase ())
{
qdes_.tail(rmodel_ ->ndofActuated ()) =
qdes_.tail(rmodel_ ->ndofActuated ()) + dt_*dq.tail(rmodel_ ->ndofActuated ());
qdes_.head (3) = qdes_.head (3) + dt_*dq.head (3);
Eigen:: Vector3d omega;
Eigen:: MatrixXd T; T.resize (3,4);
T << -2.0* qdes_ (4), 2.0* qdes_ (3), -2.0* qdes_ (6), 2.0* qdes_ (5),
-2.0* qdes_ (5), 2.0* qdes_ (6), 2.0* qdes_ (3), -2.0* qdes_ (4),
-2.0* qdes_ (6), -2.0* qdes_ (5), 2.0* qdes_ (4), 2.0* qdes_ (3);
omega = T*dq.segment (3,4);
double angle = dt_*omega.norm()/2.0;
Eigen:: Vector3d k; k.setZero ();
if (omega.norm() > 1.0e-8)
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k = omega/omega.norm();
else if (fabs(angle) > 1.0e-8)
std::cout << "WARNING: axis for floating base orientation increment is zero" << std::endl;
else {}
Eigen:: Vector4d dQ, Qf;
dQ << cos(angle), k(0)*sin(angle), k(1)*sin(angle), k(2)*sin(angle);
Qf = quaternionMult(dQ, qdes_.segment (3,4));
qdes_ (3) = Qf(0); qdes_ (4) = Qf(1); qdes_ (5) = Qf(2); qdes_ (6) = Qf(3);
}
else {





Listado C.5. Declaracio´n de la funcio´n de control (osik-solver-hqp.cpp)







unsigned int m, nV, nC;
unsigned int n = rmodel_ ->ndof();
unsigned int mprev = 0;
double *dqArray;
Eigen:: MatrixXd Jprev , J;
Eigen::Matrix <double ,Eigen::Dynamic ,Eigen::Dynamic ,Eigen::RowMajor > Hm;
Eigen::Matrix <double ,Eigen::Dynamic ,Eigen::Dynamic ,Eigen::RowMajor > Am;
Eigen:: VectorXd dq, wopt , bminprev , bmaxprev , demin , demax;










nV = m + n;
nC = m + mprev;
qpOASES :: QProblem qp(nV, nC);
qp.setOptions(qpOptions_);
int nWSR = 10;
Hm.setZero(nV, nV);
Hm.topLeftCorner(m, m) = Eigen:: MatrixXd :: Identity(m, m);
gm.setZero(nV);
double *g = gm.data();
double *H = Hm.data();
Am.setZero(nC, nV);
Am.topLeftCorner(m, m) = Eigen:: MatrixXd :: Identity(m, m);
Am.topRightCorner(m, n) = J;








double *A = Am.data();
double *bmin = bminm.data();
double *bmax = bmaxm.data();
lbm.setConstant(nV, -INFTY);
ubm.setConstant(nV, INFTY);
double *lb = lbm.data();
double *ub = ubm.data();
if (has_joint_limits_)
{
double ltmp , utmp;
for (unsigned int i=0; i<ndof_; ++i)
{
ltmp = (1.0/ dt_)*(qmin_[i]-q[i]);
utmp = (1.0/ dt_)*(qmax_[i]-q[i]);
lb[i+m] = ltmp > -dqmax_[i] ? ltmp : -dqmax_[i];
ub[i+m] = utmp < dqmax_[i] ? utmp : dqmax_[i];
}
}





dqArray = new double[nV];
qp.getPrimalSolution(dqArray);
wopt.resize(m);






bminprev.tail(m) = demin -wopt;
bmaxprev.tail(m) = demax -wopt;
mprev = mprev + m;
}
dq.resize(n);
for (unsigned int i=0; i<n; ++i)
dq[i] = dqArray[i+m];
if (rmodel_ ->hasFloatingBase ())
{
qdes_.tail(rmodel_ ->ndofActuated ()) =
qdes_.tail(rmodel_ ->ndofActuated ()) + dt_*dq.tail(rmodel_ ->ndofActuated ());
qdes_.head (3) = qdes_.head (3) + dt_*dq.head (3);
Eigen:: Vector3d omega;
Eigen:: MatrixXd T; T.resize (3,4);
T <<
-2.0* qdes_ (4), 2.0* qdes_ (3), -2.0* qdes_ (6), 2.0* qdes_ (5),
-2.0* qdes_ (5), 2.0* qdes_ (6), 2.0* qdes_ (3), -2.0* qdes_ (4),
-2.0* qdes_ (6), -2.0* qdes_ (5), 2.0* qdes_ (4), 2.0* qdes_ (3);
omega = T*dq.segment (3,4);
double angle = dt_*omega.norm()/2.0;
Eigen:: Vector3d k; k.setZero ();
if (omega.norm() > 1.0e-8)
k = omega/omega.norm();
else if (fabs(angle) > 1.0e-8)
std::cout << "WARNING: axis for floating base orientation increment is zero"
<< std::endl;
else {}
Eigen:: Vector4d dQ, Qf;
dQ << cos(angle), k(0)*sin(angle), k(1)*sin(angle), k(2)*sin(angle);
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Qf = quaternionMult(dQ, qdes_.segment (3,4));
qdes_ (3) = Qf(0);
qdes_ (4) = Qf(1);
qdes_ (5) = Qf(2);









C.4. Funciones para Posicio´n y Orientacio´n





void pinv(const Eigen:: MatrixXd& input_mat ,
Eigen:: MatrixXd& pseudo_inv_mat ,
const double& pinvtoler = 1.0e-6);
Eigen:: Matrix3d skew(const Eigen:: Vector3d& w);
Eigen:: Matrix3d RPYToRotation(const Eigen:: Vector3d& rpy);
Eigen:: Vector3d rotationToRPY(const Eigen:: Matrix3d& R);
Eigen:: Vector3d rotationToAxisAngle(const Eigen:: Matrix3d& R);
Eigen:: Matrix3d axisAngleToRotation(const Eigen:: Vector3d& w);
Eigen:: Matrix3d rotationMatrix(const char& axis ,
const double& angle);
Eigen:: Matrix3d rotationMatrix(const Eigen:: Vector3d& axis ,
const double& angle);
Eigen:: Matrix3d quaternionToRotation(const Eigen:: Vector4d& quat);
Eigen:: Vector4d rotationToQuaternion(const Eigen:: Matrix3d& R);
Eigen:: Vector4d quaternionMult(const Eigen:: Vector4d& q1,
const Eigen:: Vector4d& q2);
double sgn(const double& x);
const double INFTY = 1.0e20;
}
#endif
Listado C.7. Implementacio´n de funciones para posicio´n y orientacio´n (math-utils.cpp)
#include <oscr/tools/math -utils.hpp >
#include <iostream >
#include <vector >
void oscr::pinv(const Eigen:: MatrixXd& matrix_in , Eigen:: MatrixXd& pseudo_inv ,
const double& pinvtoler)
{
Eigen::JacobiSVD <Eigen::MatrixXd > svd(matrix_in , Eigen:: ComputeThinU | Eigen:: ComputeThinV);
Eigen:: VectorXd singular_values;
Eigen:: VectorXd singular_values_inv;
singular_values = svd.singularValues ();
singular_values_inv.setZero(singular_values.size());
for (int w = 0; w < singular_values.size(); ++w)
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if( singular_values(w) > pinvtoler)
singular_values_inv(w) = 1/ singular_values(w);
pseudo_inv = svd.matrixV () * singular_values_inv.asDiagonal () * svd.matrixU ().transpose ();
return;
}
Eigen:: Matrix3d oscr::skew(const Eigen:: Vector3d& w)
{
Eigen:: Matrix3d R;
R(0,0) = 0.0; R(0,1) = -w(2); R(0,2) = w(1);
R(1,0) = w(2); R(1,1) = 0.0; R(1,2) = -w(0);
R(2,0) = -w(1); R(2,1) = w(0); R(2,2) = 0.0;
return R;
}





Eigen:: Vector3d oscr:: rotationToRPY(const Eigen:: Matrix3d& R)
{
Eigen:: Vector3d rpy;
double m = sqrt(R(2,1)*R(2,1)+R(2,2)*R(2,2));
rpy(1) = atan2(-R(2,0),m);
if (fabs(rpy(1)-M_PI /2.0) < 0.001) {
rpy(2) = 0;
rpy(0) = atan2(R(0,1), R(1,1));
}
else if (fabs(rpy(1)+M_PI /2.0) < 0.001) {
rpy(2) = 0;
rpy(0) = -atan2(R(0,1), R(1,1));
}
else {
rpy(2) = atan2(R(1,0), R(0,0));




Eigen:: Matrix3d oscr:: quaternionToRotation(const Eigen:: Vector4d& q)
{
double normq = q.norm();
if (fabs(normq -1.0) >0.001), return Eigen:: Matrix3d :: Identity ();
Eigen:: Matrix3d res;








res(2,2) = 2.0*(q(0)*q(0)+q(3)*q(3)) -1.0;
return res;
}
Eigen:: Vector4d oscr:: rotationToQuaternion(const Eigen:: Matrix3d& R)
{
double dEpsilon = 1e-6; Eigen:: Vector4d quat;
quat (0) = 0.5* sqrt(R(0,0)+R(1,1)+R(2,2) +1.0);
if ( fabs(R(0,0)-R(1,1)-R(2,2) +1.0) < dEpsilon ), quat (1) = 0.0;
else , quat (1) = 0.5* oscr::sgn(R(2,1)-R(1,2))*sqrt(R(0,0)-R(1,1)-R(2,2) +1.0);
if ( fabs(R(1,1)-R(2,2)-R(0,0) +1.0) < dEpsilon ), quat (2) = 0.0;
else , quat (2) = 0.5* oscr::sgn(R(0,2)-R(2,0))*sqrt(R(1,1)-R(2,2)-R(0,0) +1.0);
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if ( fabs(R(2,2)-R(0,0)-R(1,1) +1.0) < dEpsilon ), quat (3) = 0.0;
else , quat (3) = 0.5* oscr::sgn(R(1,0)-R(0,1))*sqrt(R(2,2)-R(0,0)-R(1,1) +1.0);
return quat;
}
Eigen:: Vector4d oscr:: quaternionMult(const Eigen:: Vector4d& q1, const Eigen:: Vector4d& q2)
{
Eigen:: Vector4d res;
res(0) = -q1(1)*q2(1) - q1(2)*q2(2) - q1(3)*q2(3) + q1(0)*q2(0);
res(1) = q1(0)*q2(1) - q1(3)*q2(2) + q1(2)*q2(3) + q1(1)*q2(0);
res(2) = q1(3)*q2(1) + q1(0)*q2(2) - q1(1)*q2(3) + q1(2)*q2(0);
res(3) = -q1(2)*q2(1) + q1(1)*q2(2) + q1(0)*q2(3) + q1(3)*q2(0);
return res;
}
Eigen:: Vector3d oscr:: rotationToAxisAngle(const Eigen:: Matrix3d& R)
{
Eigen:: Vector3d res;
double sinTh = 0.5* sqrt((R(1,0)-R(0,1))*(R(1,0)-R(0,1)) + (R(2,0)-R(0,2))*(R(2,0)-R(0,2))
+ (R(2,1)-R(1,2))*(R(2,1)-R(1,2)) );
double cosTh = 0.5*(R(0,0)+R(1,1)+R(2,2) -1.0);
double theta = atan2(sinTh ,cosTh); // angle btw 0 and PI (s>0)
const double ANGLE_MIN = 0.0001;
const double SINC_MIN = 1e-8;
const double COSC_MIN = 2.5e-4;
if ( (sinTh >ANGLE_MIN) || (cosTh >0.0) ) {
double sinc = (fabs(sinTh) > SINC_MIN) ? (sinTh/theta) : 1.0;






res(0) = theta*(sqrt((R(0,0)-cosTh)/(1.0- cosTh))); // Theta near PI
if ((R(2,1)-R(1,2)) <0), res (0) = -res(0);
res(1) = theta*(sqrt((R(1,1)-cosTh)/(1.0- cosTh)));
if ((R(0,2)-R(2,0)) <0), res (1) = -res(1);
res(2) = theta*(sqrt((R(2,2)-cosTh)/(1.0- cosTh)));




Eigen:: Matrix3d oscr:: axisAngleToRotation(const Eigen:: Vector3d& w)
{
Eigen:: Matrix3d R, S;
Eigen:: Vector3d axis;
double angle = w.norm();
axis = w.normalized ();
S = skew(axis);
return Eigen:: Matrix3d :: Identity () + sin(angle)*S + (1-cos(angle))*S*S;
}
Eigen:: Matrix3d oscr:: rotationMatrix(const char& axis , const double& angle)
{
double ca = cos(angle);
double sa = sin(angle);
Eigen:: Matrix3d res;
if (axis==’x’), res << 1, 0, 0, 0, ca, -sa, 0, sa, ca;
else if (axis==’y’), res << ca, 0, sa, 0, 1, 0, -sa, 0, ca;
else if (axis==’z’), res << ca, -sa, 0, sa, ca, 0, 0, 0, 1;
else , res = Eigen:: Matrix3d :: Identity ();
return res;
}
Eigen:: Matrix3d oscr:: rotationMatrix(const Eigen:: Vector3d& axis , const double& angle)
165




double oscr::sgn(const double& x)
{
if (x>=0), return 1.0;





Este ape´ndice presenta una parte de la documentacio´n, donde se muestra las funciones utilizadas y
lo que hacen. La documentacio´n real es mucho ma´s extensa y debido a los hipervı´nculos no esta´
disen˜ada para ser imprimible. Sin embargo, se puede obtener en el CD adjunto de esta tesis, o com-
pilando el paquete oscr con las indicaciones provistas en el respectivo repositorio (que consisten
ba´sicamente en ejecutar make doc, asumiendo que Doxygen esta´ instalado).
RobotModel




Las siguientes son funciones y documentacio´n (breve) de la clase KineTask.
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OSIKSolver
Las siguientes son funciones y documentacio´n (breve) de la clase OSIKSolver. Las clases derivadas
utilizan la misma interfaz.
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