The order in which user stories are implemented can have a significant influence on the overall development cost. The total cost of developing a system is non commutative because of dependencies between user stories. This paper presents a systematic and lightweight method to identify dependencies between user stories, aiding in the reduction of their impact on the overall project cost. Initial architecture models of the software product are suggested to identify dependencies. Using the method proposed does not add extra load to the project and reinforces the value of the architecture, facilitates the planning and improves the response to changes.
Introduction
The elements that comprise the system under construction interact with each other, establishing dependencies among them [1] . In Figure 1 , element A requires element B, generating a dependency between them. Such dependencies are naturally inherited by the user stories (US i cannot be implemented until US j is implemented). Therefore, the natural dependencies between User Stories (US from now on) should be accepted as inevitable. In fact, only a fifth of the requirements can be considered with no dependencies [2] . The existence of dependencies between USs makes necessary to have some implemented before others [2] [3] [1] [4] . If the order of user stories implementation does not take into account these dependencies it may have a large number of preventable refactoring, increasing the total cost of the project needlessly. Identifying beforehand the dependencies increases the ability to effectively deal with changes. Therefore light systematic mechanisms, as shown in this paper, are needed to help identify dependencies between USs.
The rest of the paper is structured as follows. The second section describes the problem of dependencies. The third section defines the concept of dependency between user stories. The fourth section describes the method to identify dependencies. The fifth section presents an example applying the method proposed. The sixth section presents related work. Finally, the conclusions are listed.
Problem Description
The existence of dependencies between USs hampers planning [5] [4]. Not considering them increases the chances of not complying with the release plans [6] . Therefore, the sequencing of USs is seen as a challenge [7] . Depending on the established implementation order of USs the number of refactoring may increase. For example, suppose that at time t, once the user story US i has been implemented, there is a database (DB) in production with the entity T 1 and primary key k 1 . At time t+1, after implementing US j , the data model shown in Figure 2 is obtained, in which the primary key of the entity T 2 is k 2 . Given the cardinality, the primary key attributes from T 2 become part of the table generated for entity T 1 . This will require a refactoring of the DB and all components that access T 1 and an update of all rows of table T 1 . If US j had been implemented before US i there would be no need to refactor, so the refactoring cost would be zero. Hence, due to the existing dependencies, the total cost of developing a system depends on the order in which the USs are implemented. Therefore, the total cost of developing a system is non commutative. Generalizing, if US j depends on US i and being C the cost function of implementing a user story in a given time t, considering RC as the cost of carrying out a determined refactoring j, then: C(US j ) t + C(US i ) t+1 = C(US i ) t + C(US j ) t+1 + RC j . Note that refactoring can become a complex process with a very high cost [8] , which is directly proportional to the number of implemented user stories [9]. 
