





A Design and Implementation of the Digital Annotation Basis on an Image 























































































































































以下の説明では，Web ブラウザでHTML（HyperText Markup Language）と JavaScript を用
いた表示環境を想定し用語を用いる。




































































開始点 Pa 以外はすべて開始点を基点とする相対座標とする。縦書きを想定しているため，P1 の





























































（1）HTMLの DOMを CSS で絶対配置して，Vein 用，電子付箋の編集用，登録付箋の保持用
　　の 3種類のレイヤ構造を作る
（2）テキスト動線のVein 実装は SVGで行う



























































































































































（ 2）―― 本稿のプログラムの再試作時点のHTML5 や
CSS3 は参考文献［7］［8］が該当するが，実際の検証
用には主として当時の Google Chrome ブラウザを用い






［ 1］ Adobe Acrobat X Pro, http://www.adobe.com/products/acrobatpro/.
［ 2 ］ iPalletnexus, http://www.ipalletnexus.org/.
［ 3 ］ Amazon Kindle, http://ja.wikipedia.org/wiki/Amazon_Kindle.
［ 4 ］ 津田光弘 : 構造化アノテーションによる文字画像への活字配置とその応用 , 人文科学とコンピュータシンポジウム, 
pp.195‒198, 2004.
［ 5 ］ 津田光弘 :「画像文字選択のための「テキスト動線」編集・利用システム―Sijima」, 人文科学とコンピュータシ
ンポジウム論文集 , pp.185‒190, （2012）.
［ 6 ］ 津田光弘 : 無名付箋の画像資料への適用方法について , 情報処理学会研究報告 , Vol.2012‒CH‒95 No.1, 2012.
［ 7 ］ W3C Candidate Recommendation 6 August 2013,　http://www.w3.org/TR/2013/CR‒html5‒20130806/.
［ 8 ］ W3C Working Draft 20 June 2013,http://www.w3.org/TR/2013/WD‒css‒masking‒20130620/.
［ 9 ］ Apple Inc., iPad （4th Generation） & iPad mini, with iOS6.
95
A Design and Implementation of the Digital Annotation Basis on an 
Image Resource for a Touch Operation
TSUDA  Mitsuhiro
This paper describes a user interface design and implementation to make the position of letters 
and line series in digital images of historical documents selectable like text lines of an electronic book. 
The aim is to prepare a basis by which a tablet device can be used to make a large quantity of elec-
tronic annotations.
At first, a “flow” concept, “Primitive Lead,” was found as a basic and tacit property of letter images 
by analyzing electronic annotations, marker tools for electronic book applications and the layout of let-
ters in image resources. Primitive Lead links the layout of letters in an image with text data.
Then, from the Primitive Lead concept, an electronic annotation basis for pseudo and virtual text 
data lines, “Vein,” was designed. This annotation basis has the following characteristics: (1) It provides 
a restricted touch-and-select user interface; (2) It becomes a template by which to generate annota-
tions itself; (3) It can support the writing layouts of each language, such as top to bottom or left to 
right; (4) It is compatible with various line layouts using SVG in HTML5; (5) It allows continuous se-
lection of multiple lines; (6) It is a simple data structure for creating data by hand.
Finally, from the design of the general purpose data model, a prototype program of the above de-
sign model was implemented using HTML5, CSS3 and JavaScript. The usefulness of the prototype’s 
user interface was then verified using a web browser on a touch-screen tablet device and on a conven-
tional mouse-operated personal computer, and any user interface problems were investigated. The Ja-
vaScript core-application code and the URL of a guide to the Primitive Lead editing tool, with sample, 
are included in the appendix.






// Vein Concept Application
// @ ライセンス : 作成者はこのバージョンのプログラムのコード（以下，このコード）について著作権の行使を控える。
// 作成者は第三者によるこのコードおよび派生物の適用ならびに実行等により生じた結果や損害についてその責任を一切負わない。
// @ バージョン : 0.7（beta）
// @ 公開日 : 2013-11-07
// @ 作成者 : 津田 光弘
// @ 付記 : このコードでは基本的なVein 概念の実装例を目指し，





  var img_wid = 0;    // 画像 ( ソース ) の幅
  var img_hei = 0;    // 画像 ( ソース ) の高さ
  var vscale = 1.0;    // 画像に対する画面（Vein ビューポート）の大きさの比率（規定値 =1，等倍）
  
  var sk_layer = null;  // テキスト Vein レイヤ ( スケルトン ): SVGによる TextVein 確認レイヤ：参考
  var ap_layer = null;  // アプリケーションレイヤ : 付箋 (Vein に基づく Spot 付箋 ) の表示レイヤ
  var wk_layer = null;  // 編集レイヤ : 付箋の作成用
  var vein_layer = null;  // Vein レイヤ : Svg による Vein 実装レイヤ
  
  var vein_list = null;  // JSON形式 Vein の解析済みVein データ配列
  var wk_cv = null;    // ターゲット Vein オブジェクト（解析用，現在のVein）
  var ap_cv = null;    // アプリケーションレイヤーのターゲット
  
  var apps = {};      // 登録済みの Vein オブジェクト（Spot 付箋）
  
  var Util = {};      // 内部用ユーティリティ関数
  
  // 外部用関数
  var Vein = {
    init: null,      // 起動関数
    updateScale: function(t){    // サイズ更新（参考オプション）
      vscale = t;
    },
    inuse: false,    // Vein レイヤ利用時
    inapp: false,    // アプリケーション利用時
    waketime: 2000,    // タッチ操作時，登録ツールの起動閾時間，ms
    veinobj: {},    // 編集用オブジェクト
    UI: {
      enrty: null,    // 編集用関数（登録）
      cancel: null,    // 編集用関数（キャンセル）
      remove: null,    // 編集用関数（登録削除）
      
      deleteMem: null,  // 編集用関数（ローカルストレージ削除：参考）
      deleteMemAll: null,  // 編集用関数（ローカルストレージ全削除：参考）
      
      useApp: null,    // メニュー関数（Vein レイヤの利用，付箋利用と再編集：参考）
      useVein: null,    // メニュー関数（Vein レイヤの利用，付箋作成：参考）
      hideVein: null    // メニュー関数（Vein レイヤを非表示：参考）
    }
  };
  
  if (typeof window.Vein === "undefined") window.Vein = Vein;
  
  // 関数
  var ch_ck = function(){
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    if (arguments.length == 1){
      var d = arguments[0];
      return (d != null && typeof d !== "undefined");
    }
    else if (arguments.length == 2){
      var d = arguments[0];
      var k = arguments[1];
      return (d != null && typeof d !== "undefined") && (d[k] != null && d[k] !== "undefined");
    }
    else{
      return false;
    }
  };
  // タッチイベント補正
  //var _clientX = function(event) { return 'touches' in event.originalEvent ? event.originalEvent.touches[0].clientX : event.clientX; };
  //var _clientY = function(event) { return 'touches' in event.originalEvent ? event.originalEvent.touches[0].clientY : event.clientY; };
  var _pageX = function(event) { return 'touches' in event.originalEvent ? event.originalEvent.touches[0].pageX : event.pageX; };
  var _pageY = function(event) { return 'touches' in event.originalEvent ? event.originalEvent.touches[0].pageY : event.pageY; };
  var _elemX = function(event, e_offset) { return _pageX(event) - e_offset; };
  var _elemY = function(event, e_offset) { return _pageY(event) - e_offset; };
  
  // 補助関数
  var removePx = function(s) {
    if (s == "" ¦¦ s == "0") { return 0; }
    if (s.indexOf("px") > 0) { return parseFloat(s.substring(0, s.length - 2)); } else { return 0; }
  };
  var addPx = function(v){ if (v == "") { return "0"; } else { return v + "px"; } };
  
  var Util = {
    getVeinList: function (o_list) {
      var vein_list = [];    // Vein 情報の配列
      
      var o_svg = {"id": "svg","type": "svg","width": img_wid, "height": img_hei};
      vein_list.push(o_svg);
      
      var ser = 0;      // Vein 配列内の順序数
      for (var i = 0; i < o_list.length; i++){
        var o_line = o_list[i];
        if (ch_ck(o_line, "type")){
          // 例：
          // {"type": "text","data": "1807, 190 -67, 1180 -23, 0 -44, 1180","id": "T1"}
          // "data" 内区切りは半角スペースが優先で点の区分，半角コンマが xy 座標値の区分。
          // このバージョンの場合，座標値は画像の左上を原点 (0, 0) とする整数系の画素値としている。
          // 比率値への拡張やプロパティーの設定は要実装のこと。
          var d_id = o_line["id"];
          var d_type = o_line["type"];
          var d_data = o_line["data"];
          // 実用には要存在チェック
          if (d_type === "vector" ¦¦ d_type === "rect"){
            // １行パタン
            var data1 = d_data.split(/[\s,]/);
            // RL-TB（和書，右から左，上から下）
            // Rect（範囲の原点 (xr, yr)，幅と高さ (wr, hr)）
            var xr = parseInt(data1[0]) + parseInt(data1[2]);
            var yr = parseInt(data1[1]);
            var wr = -parseInt(data1[2]);
            var hr = parseInt(data1[3]);
            // Vector（行の原点 (x, y)，幅と高さ (w, h)）
            var x = parseInt(data1[0]) + parseInt(data1[4]);
            var y = parseInt(data1[1]) + parseInt(data1[5]);
            var w = parseInt(data1[6]) - parseInt(data1[4]);
            var h = parseInt(data1[7]) - parseInt(data1[5]);




            var x_offset = -parseInt(data1[4]);
            var y_offset = parseInt(data1[5]);
            if (x_offset > y_offset * 4) y_offset = 0;
            
            var tex = "";  // 割り当てテキスト
            var cnum = 0;  // 割り当てテキストの文字数
            if (ch_ck(o_line["text"])){
              tex = o_line["text"];
              cnum = tex.length;
            }
            var lnum = 1;  // 行数
            var url = "";  // リンク
            ser = ser + 1;  // Vein 配列内の順序数
            
            var obj = {
              "ser": "p" + ser,
              "id": d_id,      // 文字列
              "type": "polygon",
              "di": "TB",      // RL-TB（和書，右から左，上から下）の略
              "rect": [xr, yr, wr, hr],
              "vector": [x, y, w, h],
              "offset": [x_offset, y_offset],
              "points": d_data,  // RESERVED
              "ex": "",      // RESERVED
              "text": tex,    // RESERVED
              "line": lnum,
              "url": url      // RESERVED
            };
            vein_list.push(obj);
          }
          else if (d_type === "text" ¦¦ d_type === "polyline") {
            // 複数行パタン
            var cnums = 0;
            var data1 = d_data.split(/[\s,]/);
            // RL-TB
            // ボックス原点
            var xb = parseInt(data1[0]);
            var yb = parseInt(data1[1]);
            // 幅オフセット
            var x_offset = -parseInt(data1[4]);
            var y_offset = parseInt(data1[5]);
            if (x_offset > y_offset * 4) y_offset = 0;
            
            if (data1.length > 8) {
              // 複数行パタンと判定
              var tex = "";
              var texs = [];
              if (ch_ck(o_line["text"])){
                tex = o_line["text"];
                texs = tex.split(/[\r\s]/);
              }
              var k = 0;
              var hmax = 0;
              var lnum = 1;
              for (var j = 4; j < data1.length - 3; j = j + 2){
                if (parseInt(data1[j + 3]) > parseInt(data1[j + 1])) {
                  // Vector
                  var x = xb + parseInt(data1[j]);
                  var y = yb + parseInt(data1[j + 1]);
                  var w = parseInt(data1[j + 2]) - parseInt(data1[j]);
                  var h = parseInt(data1[j + 3]) - parseInt(data1[j + 1]);
                  // Rect
                  if (w < 0){
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                    var xr = x + w - x_offset;
                    var yr = y - y_offset;
                    var wr = -w + 2 * x_offset;
                    var hr = h + 2 * y_offset;
                  } else {
                    var xr = x - x_offset;
                    var yr = y - y_offset;
                    var wr = w + 2 * x_offset;
                    var hr = h + 2 * y_offset;
                  }
                  
                  var tex = texs[k];
                  var cnum = 1; //tex.length;
                  var url = "";
                  ser = ser + 1;
                  var obj = {
                    "ser": "p" + ser,
                    "id": d_id + "-" + k,
                    "type": "polygon",
                    "di": "TB",
                    "rect": [xr, yr, wr, hr],
                    "vector": [x, y, w, h],
                    "offset": [x_offset, y_offset],
                    "points": d_data,
                    "ex": "",
                    "text": tex,
                    "line": lnum,
                    "url": url
                  };
                  vein_list.push(obj);
                  
                  cnums = cnums + cnum;
                  if (hmax < y + h) hmax = y + h;
                  
                  k = k + 1;
                } else {
                  lnum = lnum + 1;
                }
              }
            }
            else{
              // １行パタン（type: rect と同様）
              // RL-TB
              // Rect
              var xr = parseInt(data1[0]) + parseInt(data1[2]);
              var yr = parseInt(data1[1]);
              var wr = -parseInt(data1[2]);
              var hr = parseInt(data1[3]);
              // Vector
              var x = parseInt(data1[0]) + parseInt(data1[4]);
              var y = parseInt(data1[1]) + parseInt(data1[5]);
              var w = parseInt(data1[6]) - parseInt(data1[4]);
              var h = parseInt(data1[7]) - parseInt(data1[5]);
              // 幅オフセット
              var x_offset = -parseInt(data1[4]);
              var y_offset = parseInt(data1[5]);
              if (x_offset > y_offset * 4) y_offset = 0;
              
              var txr = xr;
              var twr = wr;
              if (w > 0){
                txr = x - x_offset;




              }
              
              var tex = "";
              var cnum = 0;
              if (ch_ck(o_line["text"])){
                tex = o_line["text"];
                cnum = tex.length;
              }
              var lnum = 1;
              var url = "";
              ser = ser + 1;
              var obj = {
                "ser": "p" + ser,
                "id": d_id,
                "type": "polygon",
                "di": "TB",
                "rect": [txr, yr, twr, hr],
                "vector": [x, y, w, h],
                "offset": [x_offset, y_offset],
                "points": d_data,
                "ex": {},
                "text": tex,
                "line": lnum,
                "url": url
              };
              vein_list.push(obj);
            }
          }
        }
      }
      return vein_list;
    },
    checkInOut: function(_list, _x, _y){
      // 座標（_x, _y）の内部存在判別
      // 一次選別
      var target = [];
      for (var i = 1; i < _list.length; i++){
        var rect = _list[i]["rect"];
        target.push(_list[i]);
      }
      // 二次選別
      if (target.length < 1){
        // 無し
        wk_cv = null;
      } else {
        for (var i = 0; i < target.length; i++){
          var d_rect = target[i]["rect"];
          var d_vector = target[i]["vector"];
          var d_offset = target[i]["offset"];
          
          if (d_rect.length === 4 && d_vector.length > 0){
            // 内部判定（要再確認）
            var b = false;
            var p = getSVGPointsArray(d_rect, d_vector, d_offset, null);
            
            var c1 = (p[1][1] - p[0][1]) * (_x - p[0][0]) <= (p[1][0] - p[0][0]) * (_y - p[0][1]);
            var c2 = (p[2][1] - p[1][1]) * (_x - p[1][0]) <= (p[2][0] - p[1][0]) * (_y - p[1][1]);
            var c3 = (p[3][1] - p[2][1]) * (_x - p[2][0]) <= (p[3][0] - p[2][0]) * (_y - p[2][1]);
            var c4 = (p[0][1] - p[3][1]) * (_x - p[3][0]) <= (p[0][0] - p[3][0]) * (_y - p[3][1]);
            
            b = !(c1 && !c3) && !(c2 && !c3) && !(c2 && !c4);
            
            if (b) {
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              wk_cv = target[i];
              break;
            }
          }
        }
      }
    }
  };
  
  // Vein の svg 作成用コンストラクタ
  function Svg(){
    this.NS = "http://www.w3.org/2000/svg";
    //this.draggin = false;
  };
  Svg.prototype.createSvg = function(jq_obj, data_list){
    if (ch_ck(data_list)){
      var svg = document.createElementNS(this.NS, data_list[0]["type"]);
      svg.setAttribute("width","100%");
      svg.setAttribute("height","100%");
      svg.setAttribute("viewBox","0 0 " + img_wid + " " + img_hei);
      for (var i = 1; i < data_list.length; i++){
        svg.appendChild(this.getSvg(i, data_list[i]));
        // or svg.appendChild(this.getBoxSvg(i, data_list[i]));  // 簡易
      }
      $(jq_obj).append(svg);
    }
  };
  /*
  Svg.prototype.getBoxSvg = function(i, d){
    if (ch_ck(d, "rect")){
      var rect = d["rect"];
      var elem = document.createElementNS(this.NS, "rect");
      elem.setAttribute("x", rect[0]);
      elem.setAttribute("y", rect[1]);
      elem.setAttribute("width", rect[2]);
      elem.setAttribute("height", rect[3]);
      elem.setAttribute("style","fill:red;opacity:0");
      return elem;
    }
  };*/
  Svg.prototype.getSvg = function(i, d){
    if (ch_ck(d, "type")){
      var type = d["type"];
      var offset = d["offset"];
      var rect = d["rect"];
      var vector = d["vector"];
      var elem = document.createElementNS(this.NS, d["type"]);
      if (type === "polygon"){
        elem.setAttribute("points", getSVGPoints(rect, vector, offset, null));
        elem.setAttribute("stroke","none");
        if (offset[1] === 0){
          elem.setAttribute("fill","green");
        }else{
          elem.setAttribute("fill","blue");
        }
        elem.setAttribute("id", d["ser"]);
      }
      $elem = $(elem);
      $elem.bind("mouseover", function(event){
        this.setAttribute("fill","red");
        wk_cv = event.currentTarget;
      });




        if (offset[1] === 0){
          this.setAttribute("fill","green");
        }else{
          this.setAttribute("fill","blue");
        }
      });
      return elem;
    }
    else{
      var element = document.createElementNS(this.NS, "rect");
      return element;
    }
  };
  /*
  // Skeleton of Vein (for demonstration only)
  Svg.prototype.createPlSvg = function(jq_obj, data, data_list){
    if (ch_ck(data)){
      var svg = document.createElementNS(this.NS, "svg");
      svg.setAttribute("width","100%");
      svg.setAttribute("height","100%");
      svg.setAttribute("viewBox","0 0 " + img_wid + " " + img_hei);
      for (var i = 0; i < data.length; i++){
        svg.appendChild(this.getSkSvg(i, data[i]));
      }
      if (ch_ck(data_list)){
        for (var i = 1; i < data_list.length; i++){
          svg.appendChild(this.getBoxSvg(i, data_list[i]));
        }
        $(jq_obj).append(svg);
      }
    }
  };
  Svg.prototype.getSkSvg = function(i, d){
    if (ch_ck(d, "type")){
      var type = d["type"];
      var data = d["data"];
      var elem = document.createElementNS(this.NS, "polyline");
      elem.setAttribute("points", getSVGSkPoints(data, type));
      elem.setAttribute("fill","none");
      elem.setAttribute("stroke-width","4");
      elem.setAttribute("stroke","blue");
      return elem;
    }
    else{
      var element = document.createElementNS(this.NS, "polyline");
      return element;




  Svg.prototype.getRectSvg = function(i, d){
    if (ch_ck(d, "type")){
      var type = d["type"];
      var data = d["data"];
      var elem = document.createElementNS(this.NS, "polygon");
      elem.setAttribute("points", getSVGRectPoints(data, type));
      elem.setAttribute("fill","none");
      elem.setAttribute("stroke-width","2");
      elem.setAttribute("stroke","green");
      return elem;
    }
    else{
      var element = document.createElementNS(this.NS, "polygon");
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      return element;
    }
  };*/
  
  // Svg 関連関数
  function getSVGPoints(d_rect, d_vector, d_offset, w_area){
    var p = getSVGPointsArray(d_rect, d_vector, d_offset, w_area);
    var svg_points = p[0][0] + "," + p[0][1];
    for (var j = 1; j < p.length; j++){
      svg_points = svg_points + " " + p[j][0] + "," + p[j][1];
    }
    return svg_points;
  }
  function getSVGPointsArray(d_rect, d_vector, d_offset, w_area){
    var p = [];
    var x_offset = d_offset[0];  // (d_rect[0] + d_rect[2]) - d_vector[0];  // 右上から文字の中心
    var y_offset = d_offset[1];  // d_vector[1] - d_rect[1];        // 上から文字の中心
    // RL-TB
    if (w_area === null){
      p[0] = [d_vector[0] - x_offset, d_vector[1] - y_offset];
      p[1] = [d_vector[0] + x_offset, d_vector[1] - y_offset];
      p[2] = [d_vector[0] + d_vector[2] + x_offset, d_vector[1] + d_vector[3] + y_offset];
      p[3] = [d_vector[0] + d_vector[2] - x_offset, d_vector[1] + d_vector[3] + y_offset];
    }
    else if (w_area.length === 3){
      if (w_area[2] === 1){
        w_area[2] = d_vector[0] + d_vector[2];
        w_area[3] = d_vector[1] + d_vector[3];
      }
      else {
        w_area[3] = w_area[1];
        w_area[2] = w_area[0];
        w_area[0] = d_vector[0];
        w_area[1] = d_vector[1];
      }
      if (w_area[1] < d_vector[1]) w_area[1] = d_vector[1];
      if (w_area[3] > d_vector[1] + d_vector[3]) w_area[3] = d_vector[1] + d_vector[3];
      
      dy1 = w_area[1] - d_vector[1];
      dx1 = d_vector[2] * dy1 / d_vector[3];
      dy3 = w_area[3] - d_vector[1];
      dx3 = d_vector[2] * dy3 / d_vector[3];
      
      w_vector = [d_vector[0] + dx1, d_vector[1] + dy1, dx3 - dx1, w_area[3] - w_area[1]];
      p[0] = [w_vector[0] - x_offset, w_vector[1] - y_offset];
      p[1] = [w_vector[0] + x_offset, w_vector[1] - y_offset];
      p[2] = [w_vector[0] + w_vector[2] + x_offset, w_vector[1] + w_vector[3] + y_offset];
      p[3] = [w_vector[0] + w_vector[2] - x_offset, w_vector[1] + w_vector[3] + y_offset];
    }
    else {
      // w_area = [x1, y1, x2, y2]
      if (w_area[3] > d_vector[1] + d_vector[3]) w_area[3] = d_vector[1] + d_vector[3];
      
      dy1 = w_area[1] - d_vector[1];
      dx1 = d_vector[2] * dy1 / d_vector[3];
      dy3 = w_area[3] - d_vector[1];
      dx3 = d_vector[2] * dy3 / d_vector[3];
      
      w_vector = [d_vector[0] + dx1, d_vector[1] + dy1, dx3 - dx1, w_area[3] - w_area[1]];
      p[0] = [w_vector[0] - x_offset, w_vector[1] - y_offset];
      p[1] = [w_vector[0] + x_offset, w_vector[1] - y_offset];
      p[2] = [w_vector[0] + w_vector[2] + x_offset, w_vector[1] + w_vector[3] + y_offset];




    }
    return p;
  }
  /*function getSVGSkPoints(d_lines, d_type){
    var p = getSVGSkPointsArray(d_lines, d_type);
    var svg_points = p[0][0] + "," + p[0][1];
    for (var j = 1; j < p.length - 0; j++){  // 最後を曲げる
      svg_points = svg_points + " " + p[j][0] + "," + p[j][1];
    }
    return svg_points;
  }
  function getSVGSkPointsArray(data, d_type){
    var p = [];
    var data1 = data.split(/[\s,]/);
    var ox = parseInt(data1[0]);
    var oy = parseInt(data1[1]);
    var ex = ox + parseInt(data1[2]);
    var ey = oy + parseInt(data1[3]);
    p[0] = [ox, oy];
    var j = 0;
    // RL-TB
    if (d_type === "text" ¦¦ d_type === "polyline"){
      for (j = 2; j < data1.length / 2; j++){
        p[j - 1] = [ox + parseInt(data1[j * 2]), oy + parseInt(data1[j * 2 + 1])];
      }
      j = j - 1;
    }
    else{
      p[1] = [ox + parseInt(data1[4]), oy + parseInt(data1[5])];
      p[2] = [ox + parseInt(data1[6]), oy + parseInt(data1[7])];
      j = 3;
    }
    p[j] = [ex, ey];  // 最後を曲げる
    return p;
  }*/
  /*
  function getSVGRectPoints(d_lines, d_type){
    var p = getSVGRectPointsArray(d_lines, d_type);
    var svg_points = p[0][0] + "," + p[0][1];
    for (var j = 1; j < p.length; j++){
      svg_points = svg_points + " " + p[j][0] + "," + p[j][1];
    }
    return svg_points;
  }
  function getSVGRectPointsArray(data, d_type){
    var p = [];
    var data1 = data.split(/[\s,]/);
    var ox = parseInt(data1[0]);
    var oy = parseInt(data1[1]);
    var ex = ox + parseInt(data1[2]);
    var ey = oy + parseInt(data1[3]);
    p[0] = [ox, oy];
    p[1] = [ex, oy];
    p[2] = [ex, ey];
    p[3] = [ox, ey];
    return p;
  }*/
  
  // Vein の編集時 svg 作成用コンストラクタ
  function Work(){
    this.NS = "http://www.w3.org/2000/svg";
    this.svg;
    this.g;
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    this.spots = [];
    this.ox;
    this.oy;
    this.wx;
    this.wy;
    this.serial;
    this.last_serial;
    this.inclick = false;
    this.drag = false;
  }
  Work.prototype.initWork = function(jq_obj, data_list){
    this.svg = document.createElementNS(this.NS, "svg");
    this.svg.setAttribute("width", "100%");
    this.svg.setAttribute("height", "100%");
    this.svg.setAttribute("viewBox", "0 0 " + img_wid + " " + img_hei);
    this.svg.setAttribute("id", "work");
    this.g = document.createElementNS(this.NS, "g");
    var that = this;
    var endPoint = null;
    $(this.g).css({"cursor": "pointer"}).bind({
      "mousedown touchstart": function(evt){
        evt.stopPropagation();
        evt.preventDefault();
        that.inclick = true;
        endPoint = {'x': _pageX(evt), 'y': _pageY(evt)};
      },
      "mouseup touchend": function(evt){
        var endx = parseInt(endPoint.x);
        var endy = parseInt(endPoint.y);
        $("#tool").css({"left": addPx(endx + 16), "top": addPx(endy - 16)}).show();
      }
    });
    $(this.svg).append(this.g);
    $(jq_obj).append(this.svg);
  };
  Work.prototype.getWork = function(){
    // DOM
    var elem = document.createElementNS(this.NS, "polygon");
    elem.setAttribute("points", getSVGPoints([0, 0, 0, 0], [0, 0, 0, 0], [0, 0], null));
    elem.setAttribute("stroke", "none");
    elem.setAttribute("fill", "#0ff");
    // elem.setAttribute("class", "spot");
    this.g.appendChild(elem);
    $(elem).show();
    return $(elem);
  };
  Work.prototype.setStart = function(t_serial, tx, ty){
    this.clearWorks();
    $spot = this.getWork();
    this.spots.push($spot);
    $spot.attr("points", getSVGPoints(vein_list[t_serial]["rect"], vein_list[t_serial]["vector"], 
vein_list[t_serial]["offset"], [tx, ty, tx + 1, ty + 1]));
    this.ox = tx;
    this.oy = ty;
    this.serial = t_serial;
    this.spots[0].show();
    this.last_serial = t_serial;
  };
  Work.prototype.setChange = function(t_serial, tx, ty){
    if (this.serial === null){
      this.clearWorks();
      $spot = this.getWork();




      $spot.attr("points", getSVGPoints(vein_list[t_serial]["rect"], vein_list[t_serial]["vector"], 
vein_list[t_serial]["offset"], [tx, ty, tx + 1, ty + 1]));
      this.ox = tx;
      this.oy = ty;
      this.serial = t_serial;
      this.spots[0].show();
      this.last_serial = t_serial;
    } else if (t_serial > this.serial){
      if (this.last_serial > t_serial){
        this.clearWorks();
        this.spots.push(this.getWork());
      }
      var k = 0;
      this.spots[k].attr("points", getSVGPoints(vein_list[this.serial]["rect"], vein_list[this.serial]["vector"], 
vein_list[this.serial]["offset"], [this.ox, this.oy, 1]));    // end fill
      for (var i = this.serial + 1; i < t_serial; i++){
        k = k + 1;
        if (this.spots[k] === undefined){
          this.spots.push(this.getWork());
        }
        this.spots[k].attr("points", getSVGPoints(vein_list[i]["rect"], vein_list[i]["vector"], vein_list[i]["offset"], null));
      }
      k = k + 1;
      if (this.spots[k] === undefined){
        this.spots.push(this.getWork());
      }
      this.spots[k].attr("points", getSVGPoints(vein_list[t_serial]["rect"], vein_list[t_serial]["vector"], 
vein_list[t_serial]["offset"], [tx, ty, 0]));
      this.last_serial = t_serial;
    } else if (t_serial < this.serial){
      if (this.last_serial < t_serial){
        this.clearWorks();
        this.spots.push(this.getWork());
      }
      var k = 0;
      this.spots[k].attr("points", getSVGPoints(vein_list[this.serial]["rect"], vein_list[this.serial]["vector"], 
vein_list[this.serial]["offset"], [this.ox, this.oy, 0]));
      for (var i = this.serial - 1; i > t_serial; i--){
        k = k + 1;
        if (this.spots[k] === undefined){
          this.spots.push(this.getWork());
        }
        this.spots[k].attr("points", getSVGPoints(vein_list[i]["rect"], vein_list[i]["vector"], vein_list[i]["offset"], null));
      }
      k = k + 1;
      if (this.spots[k] === undefined){
        this.spots.push(this.getWork());
      }
      this.spots[k].attr("points", getSVGPoints(vein_list[t_serial]["rect"], vein_list[t_serial]["vector"], 
vein_list[t_serial]["offset"], [tx, ty, 1]));
      this.last_serial = t_serial;
    } else {
      if (this.last_serial !== t_serial){
        this.clearWorks();
        this.spots.push(this.getWork());
      }
      this.spots[0].attr("points", getSVGPoints(vein_list[this.serial]["rect"], vein_list[this.serial]["vector"], 
vein_list[this.serial]["offset"], [this.ox, this.oy, tx, ty]));
      this.last_serial = t_serial;
    }
  };
  Work.prototype.setEnd = function(t_serial, tx, ty){
    this.drag = false;
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    this.wx = tx;
    this.wy = ty;
  };
  Work.prototype.clearWorks = function(){
    $("#wk_base polygon").remove();
    for (var i= this.spots.length - 1; i >= 0; i--){
      var spot = this.spots.pop();
      spot = null;
    }
  };
  Work.prototype.getRect = function(){
    var d = this.spots[0].attr("points").split(/[\s,]/);
    var area = [parseInt(d[0]), parseInt(d[1]), parseInt(d[0]), parseInt(d[1])];
    for (var i = 2; i < d.length; i = i + 2){
      if (parseInt(d[i]) < area[0]) area[0] = parseInt(d[i]);
      if (parseInt(d[i + 1]) < area[1]) area[1] = parseInt(d[i + 1]);
      if (parseInt(d[i]) > area[2]) area[2] = parseInt(d[i]);
      if (parseInt(d[i + 1]) > area[3]) area[3] = parseInt(d[i + 1]);
    }
    for (var j = 1; j < this.spots.length; j++){
      d = this.spots[j].attr("points").split(/[\s,]/);
      for (var i = 0; i < d.length; i = i + 2){
        if (parseInt(d[i]) < area[0]) area[0] = parseInt(d[i]);
        if (parseInt(d[i + 1]) < area[1]) area[1] = parseInt(d[i + 1]);
        if (parseInt(d[i]) > area[2]) area[2] = parseInt(d[i]);
        if (parseInt(d[i + 1]) > area[3]) area[3] = parseInt(d[i + 1]);
      }
    }
    return [area[0], area[1], area[2] - area[0], area[3] - area[1]];
  };
  Work.prototype.getArea = function(){
    var area = this.getRect();
    return area[2] * area[3];
  };
  
  // Vein の Application レイヤ
  function App(){
    this.NS = "http://www.w3.org/2000/svg";
    this.svg;
    this.inclick = false;
  }
  App.prototype.initApp=function(jq_obj){
    this.svg = document.createElementNS(this.NS, "svg");
    this.svg.setAttribute("width", "100%");
    this.svg.setAttribute("height", "100%");
    this.svg.setAttribute("viewBox", "0 0 " + img_wid + " " + img_hei);
    this.svg.setAttribute("id", "ap_svg");
    $(jq_obj).append(this.svg);
  };
  
  // Vein のハイライト・コンストラクタ
  function Spot(jq_obj, t_id, t_value){
    this.NS = "http://www.w3.org/2000/svg";
    this.g;
    this.spots = [];
    this.id = t_id;
    
    //SVG
    this.g = document.createElementNS(this.NS, "g");
    //this.g.setAttribute("width", "100%");
    //this.g.setAttribute("height", "100%");
    //this.g.setAttribute("viewBox", "0 0 "+img_wid+" "+img_hei);




    var that = this;
    var endPoint = null;
    $(this.g).bind({
      "mousedown touchstart": function(evt){
        evt.stopPropagation();
        evt.preventDefault();
        ap_layer.inclick = true;
        endPoint = {'x': _pageX(evt), 'y': _pageY(evt)};
        ap_cv = {"id": $(this).attr("id"), "spot": $(this)};
      },
      "mouseup touchend": function(evt){
        activeVeinTool(endPoint);
        $("polygon",this).css({"cursor":"pointer"}).attr({"fill":"#90f"});
      },
      "mouseover": function(evt){
        $("polygon",this).css({"cursor":"pointer"}).attr({"fill":"#90f"});
      },
      "mouseout": function(evt){
        if (ap_cv == null){
          $("polygon",this).css({"cursor":"default"}).attr({"fill":"#09f"});
        }
      }
    });
    $(jq_obj).append(this.g);
  }
  Spot.prototype.setSpot=function(array){
    var obj = [];
    if (parseInt(array[1].t_serial) === parseInt(array[0].t_serial)){
      if (array[1].t_y >= array[0].t_y){
        obj[0] = array[0];
        obj[1] = array[1];
      } else {
        obj[0] = array[1];
        obj[1] = array[0];
      }
      this.spots.push(this.getSpot());
      this.spots[0].attr("points", getSVGPoints(vein_list[obj[0].t_serial]["rect"], vein_list[obj[0].t_serial]["vector"], 
vein_list[obj[0].t_serial]["offset"], [obj[0].t_x,obj[0].t_y,obj[1].t_x,obj[1].t_y]));
    }
    else {
      if (parseInt(array[1].t_serial) > parseInt(array[0].t_serial)){
        obj[0] = array[0];
        obj[1] = array[1];
      } else {
        obj[0] = array[1];
        obj[1] = array[0];
      }
      
      var k = 0;
      this.spots.push(this.getSpot());
      this.spots[k].attr("points", getSVGPoints(vein_list[obj[0].t_serial]["rect"], vein_list[obj[0].t_serial]["vector"],
vein_list[obj[0].t_serial]["offset"], [obj[0].t_x,obj[0].t_y,1]));
      for (var i = parseInt(obj[0].t_serial) + 1; i < obj[1].t_serial; i++){
        k = k + 1;
        this.spots.push(this.getSpot());
        this.spots[k].attr("points", getSVGPoints(vein_list[i]["rect"], vein_list[i]["vector"], vein_list[i]["offset"],null));
      }
      k = k + 1;
      this.spots.push(this.getSpot());
      this.spots[k].attr("points", getSVGPoints(vein_list[obj[1].t_serial]["rect"], vein_list[obj[1].t_serial]["vector"], 
vein_list[obj[1].t_serial]["offset"], [obj[1].t_x,obj[1].t_y,0]));






    var elem = document.createElementNS(this.NS, "polygon");
    elem.setAttribute("points", getSVGPoints([0, 0, 0, 0], [0, 0, 0, 0], [0, 0], null));
    elem.setAttribute("stroke", "none");
    elem.setAttribute("fill", "#09f");
    //elem.setAttribute("id", "");
    this.g.appendChild(elem);
    $(elem).show();
    return $(elem);
  };
  Spot.prototype.clearSpots = function(){
    for (var i = this.spots.length - 1; i >= 0; i--){
      var spot = this.spots.pop();
      spot = null;
    }
  };
  
  // 初期起動
  Vein.init = function(a_selecter){
    
    // 実装の一例
    if (a_selecter == null) a_selecter = "#view #img";  // 階層
    var selecters = a_selecter.split(/\s/);
    $view = $(selecters[0]);    // View
    $img = $(a_selecter);      // Image target
    
    var vein_name = $img.attr("data-vein");
    // 仮に，上記の記述が存在する場合のみを対象とする
    if (ch_ck(vein_name)){
      
      img_wid = $img.width();
      img_hei = $img.height();
      
      
      $.getJSON("../json/"+vein_name + ".json", function(json){
        
        vein_list = Util.getVeinList(json);
        
        // Vein 用レイヤ組み込み
        $sk_base = $('<div id="sk_base"></div>');    // Skeleton Layer: SVGによる TextVein 確認レイヤ，非表示，非実行
        $ap_base = $('<div id="ap_base"></div>');    // Application (Spot) Layer: 保存結果の（Spot）表示レイヤ
        $wk_base = $('<div id="wk_base"></div>');    // Work Layer: 選択機能の実装
        $vein_base = $('<div id="vein_base"></div>');    // Vein Layer: SVGによる Vein レイヤ（最上位）
        $view.append($sk_base).append($ap_base).append($wk_base).append($vein_base);
        //sk_layer = new Svg();
        //sk_layer.createSkSvg($("#sk_base"), json, vein_list);
        
        wk_layer = new Work();
        wk_layer.initWork($("#wk_base"), vein_list);
        
        vein_layer = new Svg();
        vein_layer.createSvg($("#vein_base"), vein_list);
        
        ap_layer = new App();
        ap_layer.initApp($("#ap_base"));
        
        var vein_id;
        
        var vein_tool_active = false;
        var vein_tool_active_timerid;




        var endPoint = null;
        var inedit = false;
        $("#vein_base").bind({
          "mousedown touchstart": function(evt){
            evt.stopPropagation();
            evt.preventDefault();
            Util.checkInOut(vein_list, _elemX(evt, $(this).offset().left) / vscale, _elemY(evt, $(this).offset().top) / vscale);
            endPoint = {'x': _elemX(evt, $(this).offset().left), 'y': _elemY(evt, $(this).offset().top)};
            if (wk_cv === null){
            } else {
              //evt.stopPropagation();
              //evt.preventDefault();
              // SVGに含めることができるのは id 属性
              vein_serial = parseInt(wk_cv.ser.substring(1));
              wk_layer.setStart(vein_serial, _elemX(evt, $(this).offset().left) / vscale, _elemY(evt, $(this).offset().top) / vscale);
            }
            inedit = true;
            vein_tool_active_timerid = setTimeout(function(){
              var endx = _pageX(evt);
              var endy = _pageY(evt);
              $("#vein_tool").css({"left": addPx(endx + 16), "top": addPx(endy - 16)}).show();
              $("#wk_base polygon").attr({"fill": "#0f0"});
              vein_tool_active = true;
            }, VEIN_TOOL_POPUP_TIME);
          },
          "mousemove touchmove": function(evt){
            ap_layer_active = false;
            Util.checkInOut(vein_list, _elemX(evt, $(this).offset().left) / vscale, _elemY(evt, $(this).offset().top) / vscale);
            if (wk_cv === null){
            } else {
              if (inedit){
                vein_serial = parseInt(wk_cv.ser.substring(1));
                wk_layer.setChange(vein_serial, _elemX(evt, $(this).offset().left) / vscale, _elemY(evt, $(this).offset().top) / vscale);
                endPoint = {'x': _elemX(evt, $(this).offset().left), 'y': _elemY(evt, $(this).offset().top)};
              }
            }
          },
          "mouseup touchend": function(evt){
            ap_layer_active = false;
            clearTimeout(vein_tool_active_timerid);
            inedit = false;
            //Util.checkInOut(vein_list, _elemX(evt, $(this).offset().left) / vscale, _elemY(evt, $(this).offset().top) / vscale);
            if (wk_cv === null){
              // No work
            } else {
              vein_serial = parseInt(wk_cv.ser.substring(1));
              var endx = endPoint.x;
              var endy = endPoint.y;
              wk_layer.setEnd(vein_serial, parseInt(endx / vscale), parseInt(endy / vscale));
            }
            if (vein_tool_active){
              $(this).hide();
              vein_tool_active = false;
            }
          }
        });
        
        // 無効化
        $("#wk_base").bind({
          "mousedown touchstart": function(evt){
            return false;
          },
          "mouseup touchend": function(evt){
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            if(!wk_layer.inclick){
              //$("#note").hide();
              wk_layer.clearWorks();
              $vein_base.show();
            } else {
              wk_layer.inclick = false;
              $vein_base.show();
            }
            $("#vein_tool").hide();
          }
        });
        
        $("#vein_tool").hide();
        $("#vein_menu").css({"opacity": "0.5"}).show();
        
        $("#sk_base").hide();
        $("#ap_base").hide();
        $("#wk_base").hide();
        $("#vein_base").hide();
        
        showVeins();
      });




  var activeVeinTool = function(a_endpoint){
    if (a_endpoint != null){
      var endx = parseInt(a_endpoint.x);
      var endy = parseInt(a_endpoint.y);
      $("#vein_tool").css({"left": addPx(endx + 16), "top": addPx(endy - 16)}).show();
    }
  };
  
  // 参考実装
  var saveVein = function(){
    arguments.length > 0 ? type = arguments[0] : type = "spot";
    var vdata = Vein.veinobj[type];
    vdata["type"] = "spot";    // 登録用 Vein の種類を 'spot' と定義（拡張）
    vdata["url"] = window.location.href;
    vdata["image"] = $("#img").attr("src");
    vdata["veindata"] = $("#img").attr("data-vein");
    //　ローカルストレージへの保存
    var now = new Date();
    vdata["createdate"] = now.getTime();
    var header = vdata["veindata"].replace(/\//, "_") + "__";
    var vid = vdata.p1 + "_" + vdata.p1x + "_" + vdata.p1y + "_" + vdata.p2 + "_" + vdata.p2x + "_" + vdata.p2y;
    vdata["vid"] = vid;
    localStorage.setItem(header+vid, JSON.stringify(vdata));
    showVeins();
  };
  var showVeins = function(){
    arguments.length > 0 ? type = arguments[0] : type = "spot";
    var sorts = [];
    for(var ky in localStorage){
      var header = $("#img").attr("data-vein").replace(/\//, "_")+"__";
      if (ky.indexOf(header) < 0) continue;
      var val = localStorage[ky];
      var value = JSON.parse(val);  //var spot = eval("("+val+")");
      if (value["type"] === type){
        sorts.push(value);
      }




    sorts.sort(function(a, b){
      return a["areaval"] - b["areaval"];
    });
    for(var k = sorts.length - 1; k >= 0; k--){
      var value = sorts[k];
      var idkey = value["veindata"].replace(/\//, "_") + "__" + value["vid"];
      if (typeof apps[idkey] === "undefined"){
        activeSpots(idkey, value);
      }
    }
  };
  var removeVein = function(idkey){
    var tid = "#" + idkey;
    if ($(tid).length > 0){
      $(tid).remove();
      var obj = apps[idkey];
      obj.clearSpots();
      obj = null;
      delete localStorage[idkey];
      showVeins();
    }
  };
  var activeSpots = function(idkey, value){
    if ($("#" + idkey).length < 1){
      var spot = new Spot($("#ap_svg"), idkey);
      var index1 = value.p1.indexOf("_p");
      var index2 = value.p2.indexOf("_p");
      var obj1 = {"t_serial": value.p1.substring(index1 + 2), "t_id": value.p1.substring(0, index1), "t_x": value.p1x, "t_y": value.p1y};
      var obj2 = {"t_serial": value.p2.substring(index2 + 2), "t_id": value.p2.substring(0, index2), "t_x": value.p2x, "t_y": value.p2y};
      spot.setSpot([obj1, obj2]);
      apps[idkey] = spot;
    }
  };
  
  // 登録
  Vein.UI.entry = function(){
    if (vein_list[wk_layer.serial] == null) return;
    var hl = {};
    hl["p1"] = vein_list[wk_layer.serial]["id"] + "_p" + wk_layer.serial;
    hl["p1x"] = Math.floor(wk_layer.ox);
    hl["p1y"] = Math.floor(wk_layer.oy);
    hl["p2"] = vein_list[wk_layer.last_serial]["id"] + "_p" + wk_layer.last_serial;
    hl["p2x"] = Math.floor(wk_layer.wx);
    hl["p2y"] = Math.floor(wk_layer.wy);
    hl["maxrect"] = wk_layer.getRect();
    hl["areaval"] = wk_layer.getArea();
    Vein.veinobj["spot"] = hl;
    saveVein("spot");
    Vein.UI.cancel();
  };
  
  // 登録時キャンセル操作
  Vein.UI.cancel = function(){
    $("#vein_tool").hide();
    if (Vein.inapp){
      if (ap_cv != null) $("polygon", ap_cv["spot"]).attr({"fill": "#09f"});
      ap_cv = null;
    }
    else{
      wk_layer.clearWorks();
      $("#wk_base").show();
      $("#vein_base").show();
    }
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    return false;
  };
  
  // 登録済付箋（Spot）の削除
  Vein.UI.remove = function(){
    if (!Vein.inapp){
      // 登録時はキャンセルに同じ
    //} else if (confirm(" 登録データを削除しますか？ ")){
    }
    else{
      removeVein(ap_cv["id"]);
    }
    Vein.UI.cancel();
  };
  
  // 参考
  Vein.UI.deleteMem = function(){
    if (confirm(" この画像の登録済み付箋を削除しますか？ ")){
      //deleteVeins();
    }
  };
  Vein.UI.deleteMemAll = function(){
    if (confirm(" すべての登録済み付箋を削除しますか？ ")){
      //deleteAllVeins();
    }
  };
  
  // メニュー
  Vein.UI.hideVein = function(){
    $("#vein_tool").hide();
    $("#sk_base").hide();
    $("#vein_base").hide();
    $("#ap_base").hide();
    $("#wk_base").hide();
    $("#vein_menu").css({"opacity": "0.5"});
    Vein.inapp = false;
    Vein.inuse = false;
  };
  Vein.UI.useVein = function(){
    $("#vein_tool").hide();
    $("#sk_base").hide();
    $("#vein_base").show().focus();
    $("#ap_base").show();
    $("#wk_base").show();
    $("#vein_menu").css({"opacity": "1"});
    $("#vein_tool_entry").show();
    $("#vein_tool_remove").hide();
    Vein.inapp = false;
    Vein.inuse = true;
    showVeins();
  };
  Vein.UI.useApp = function(){
    $("#vein_tool").hide();
    $("#sk_base").hide();
    $("#vein_base").hide();
    $("#ap_base").show();
    $("#wk_base").hide();
    $("#vein_menu").css({"opacity": "1"});
    $("#vein_tool_entry").hide();
    $("#vein_tool_remove").show();
    Vein.inapp = true;
    Vein.inuse = false;











/* Vein CSS */
/* 基礎 */
body{
  margin: 0;
  padding: 0;
  -webkit-user-select: none;
  -moz-user-select: none;
  -ms-user-select: none;
}
#view{
  position: absolute;
}
#image{
  position: absolute;
  left: 0;
  top: 0;
}
/* Vein Layer */
#sk_base{
  /* Skeleton */
  position: absolute;
  left: 0;
  top: 0;
  width: 100%;
  height: 100%;
  opacity: 1.0;
}
#vein_base{
  position: absolute;
  left: 0;
  top: 0;
  width: 100%;
  height: 100%;
  opacity: 0.0;
}
#wk_base{
  position: absolute;
  left:0;
  top:0;
  width: 100%;
  height: 100%;
  opacity: 0.3;
}
#wk_base div{
  position: absolute;
}
#ap_base{
  position: absolute;
  left: 0;
  top: 0;
  width: 100%;
  height: 100%;
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  opacity: 1;
}
#ap_base g{
  opacity: 0.2;
}
/* Vein メニュー （略） */
/* 編集メニュー （略） */
--------------------------------------------------------------------------------
付記
・ HTML（HTML5）および画像のビューア関係の JavaScript と CSS，画像は除いている。





・ 検証は，Windows 7 Service Pack 1 上の HTML5 対応ブラウザ，および Mac OS X 10.8 上の HTML5 対応ブラウザ，およ
び iOS 6 デバイスで行なった。各製品の商標記載は省略する。
・ コードにはコメント化した参考箇所を含めて記載している。変数名やコード，コメントの整理は十分でないことは認識してい
るがそのまま掲載する。
