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Úvod 
Nároky na softwarové produkty se neustále zvyšují a s tím samozřejmě stoupá i náročnost na jejich 
vývoj. Významnou část nároků zahrnuje spolehlivost, která může být zajištěna jen důkladným 
testováním produktu, což je, zejména u rozsáhlejších projektů, velmi náročný úkol. Trend ve směru 
inovací a automatizace v oblasti testování software je proto jasným důsledkem těchto požadavků.  
V oddělení Corporate Technology Development Center společnosti Siemens, s.r.o. je jednou 
z jejich priorit také spolehlivost a proto používají rozvinutý systém automatického testování. Hlavním 
cílem této práce jsou možné oblasti pro zlepšení procesu automatického testování v této firmě.  
Práce v prvních kapitolách seznamuje čtenáře s testováním software s akcentem na důležité 
aspekty ve vztahu k automatickému testování. S automatickými testy souvisí prostředí pro průběžnou 
integraci, které zajišťují mimo jiné i tuto činnost. V kapitole věnující se těmto nástrojům se nachází 
přehled nejpoužívanějších z nich, kde se podrobněji věnuji nástroji TeamCity, který je v oddělení 
Corporate Technology Development Center společnosti Siemens, s.r.o. pro automatické testování 
využíván. 
Stěžejní částí projektu je návrh a implementace řešení, které bude přínosné pro proces 
automatického testování ve zkoumaném oddělení společnosti Siemens. Po podrobném seznámení je 
navrhnuto konkrétní řešení, které je pak konzultováno se zástupci firmy. Implementované řešení je 
zhodnoceno včetně konkrétních příkladů přínosu pro vývojový tým v oddělení Corporate Technology 
Development Center společnosti Siemens, s.r.o. Poslední kapitola zahrnuje další navrhovaná rozšíření 
včetně zhodnocení jejich potenciálního přínosu. Podstatnou částí je manuál, který je k práci připojen 
jako příloha a snaží se co nejpřístupnější formou uživateli pomoci při využití implementovaného 
řešení. 
Projekt vychází ze semestrálního projektu, který uváděl do problematiky automatického 
testování, zhodnotil nástroje pro průběžnou integraci a analyzoval situaci v oddělení Corporate 
Technology Development Center společnosti Siemens, s.r.o. Kapitoly o analýze situace a zhodnocení 
běžně používaných prostředí pro průběžnou integraci jsou převzaty ze semestrálního projektu. 
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1 Testování software 
Ať se začteme do jakéhokoliv zdroje věnující se problematice vývoje softwaru, všude najdeme, že 
kritickou částí pro kvalitu softwaru je testování. Zejména proto, že výsledné hodnocení softwaru je 
většinou přímo úměrné posuzované kvalitě, je velmi důležité věnovat zvýšené úsilí právě této části 
ve vývoji softwaru. Testování nám poskytuje cenný náhled na projekt nejen z pohledu jednotlivých 
modulů ale i z perspektivy stavu celého projektu. 
 
 





Diagram 1 - Proces testování software [vlastní] 
 
1.1 Fáze testování 
V případě rozsáhlých projektů můžeme rozlišit různou míru integrace celého programu a od toho se 
také odvíjí způsob testování. Testovat celý systém má samozřejmě smysl až v případě, pokud jsme si 
jisti, že komponenty, ze kterých se skládá, pracují bezchybně. Na začátku je vhodné si uvědomit, že 
čím dříve chybu odhalíme, tím menší úsilí je nutné vynaložit pro její opravu. 
Fáze analýzy požadavků hledá požadavky zákazníka, akceptační testování pak stanoví, zda 
dokončený software ve skutečnosti tyto potřeby splňuje. Jinými slovy, akceptační testy zjišťují, zda 
software dělá to, co uživatelé chtějí. Návrh akceptačních testů z podstaty vyžaduje aktivní podíl 
uživatelů, kteří mají silné znalosti problematiky. Zde je nutné také dbát na jednoznačnost popisu testů 
a případné nesrovnalosti vyřešit již při jejich vytváření. Je obvyklé, že množina akceptačních testů je 
podmnožinou systémových testů. 
Architektonický návrh vývoje software vybere komponenty a způsob komunikace mezi nimi, 
které společně tvoří systém, jehož hlavní doménou je splnění dříve zjištěných požadavků. Testování 
systému je určen pro stanovení, zda celkový systém splňuje specifikace dané analýzou. Důležitým 
předpokladem systémových testů je bezchybná funkčnost jednotlivých komponent a tyto testy řeší, 
zda systém funguje jako celek. Tato úroveň testování obvykle hledá chyby ve specifikaci a návrhu 















zpravidla součástí výstupní kontroly, předtím než předáváme produkt zákazníkovi. Bez této fáze 
nemá smysl vůbec provádět proces testování, skvěle fungující moduly, které ovšem v celku neprovádí 
očekávanou činnost, jsou pak ve výsledku stejně užitečné jako ty nefungující. Vzhledem k důležitosti 
této fáze bychom se měli systémovým testům věnovat již v části návrhu software, s čímž také souvisí 
úzké propojení s následující fází. 
Návrh subsystémů určuje jejich strukturu a chování, z nichž každý je určen k realizaci 
konkrétní funkce v celkové architektuře systému. Často se stává, že subsystém může tvořit dříve 
samostatně vyvíjený systém. Integrační testy jsou navrhovány tak, aby zjistily, zda má rozhraní mezi 
subsystémy předpoklady pro správnou komunikaci. Integrační testování předpokládá, že moduly 
pracují správně. Za integrační testování odpovídá vývojový tým. S rostoucí velikostí testovaného 
programu získává tato fáze na důležitosti, naopak je obvyklé, že u malých projektů tuto fázi 
přeskakujeme.  
Testy modulů jsou navrhovány tak aby posuzovat jednotlivé moduly samostatně, bez kontextu 
okolí. Většina společností zabývajících se vývojem software, považuje testování modulů 
za odpovědnost programátora. 
Testování jednotek je určeno pro ověřování správné funkčnosti na co nejnižší úrovni. Stejně 
jako u modulů je testování jednotek prováděno izolovaně a bývá zpravidla na zodpovědnosti 
programátora. Tento typ testování je typický zejména u objektově orientovaného programování, kdy 
jsou testy prováděny na úrovni jednotlivých tříd, ekvivalentně pak nad jednotlivými moduly nad 
neobjektově orientovanými jazyky. Testy jednotek jsou ve formě kódu, a proto je nutné, aby 
v procesu jejich tvorby byl přítomen vývojář. Provádět takovéto testování na již sestavených 
programech je velmi obtížné, vyžaduje buď následné nové sestavení a na to navazující další fáze 
testování, nebo provést úpravy kódu za účelem zpřehlednění a jiné mnohem hlubší úpravy. Často se 








Nejnižší úrovní testování je ověření kódu, tedy kontrola, zda kód provádí požadovanou 
funkčnost programátorem bezprostředně po jeho napsání. Úplně nejvhodnější formou je, že 
programátor, který kontroluje kód, není ten samý, který ten kód vytvořil. To znamená, že kód testuje 
jiný programátor, než ten který jej napsal. Jestliže tuto fázi testování podceníme, může to vést 
k situaci, kdy i třeba banální chybu zjistíme mnohem později a oprava může být násobně složitější, 
než v této fázi. 
1.2 Regresní testování 
Zpravidla v průběhu testování spouštíme testy opakovaně, pro což můžeme mít několik důvodů. Buď 
se snažíme zjistit, že provedené změny opravily předešlou chybu a dotčené testy jsou nově úspěšné, 
nebo naopak, že úpravami nebo novými funkcemi jsme nezanesli do stávajících částí programu nové 
chyby. Právě regresní testy, opakovaně ověřují správnost již implementovaných částí. I přesto, že 
množství vývojářů to považuje za velmi nepravděpodobné, drobné změny v jedné části systému 
mohou způsobit problémy ve vzdálených částech systému. Regresní testování se využívá právě pro 
hledání problémů tohoto druhu. 
Zejména u rozsáhlejších projektů nelze obsáhnout všechny testy do sady regresních testů, které 
jsou prováděny po každé změně v kódu projektu. V případě, že bychom všechny testy umístily 
do sady regresních testů, lehce se nám může stát, že se nestihnou všechny provést před další změnou 
v software a tím narušíme vývojový proces. Na druhou stranu, bude sada regresních testů příliš 
redukována v zájmu jejich rychlého provedení, nemusí dostatečně obsáhnout alespoň podstatnou 
funkčnost software. 
V případě, že nově neprochází jeden nebo více regresních testů, je nutné určit, zda změna 
v software do něj nezanesla chyby, nebo zda současné sestavení regresních testů již nevyhovuje nové 
verzi programu. Uvažujme pro příklad aplikaci typu MVC (Model-View-Controller), změna 
v modelu může způsobit neúspěch většiny testů, zejména těch z vyšších vrstev, stejně tak, jako jim 
odpovídající testy. Neměli bychom se spokojit ani se situací, kdy jsou všechny regresní testy úspěšné, 
pamatujme, že sada regresních testů předchozí verze nemusí odpovídat stavu ve verzi nové. [3] 
Pojem regresní testy je úzce spjat s automatickým testováním, pro jejich opakování a nutnost 
unifikovaného provádění. Lze říci, že sousloví neautomatizované regresní testy je oxymóronem a 
v případě, že v našem procesu vývoje software pracujeme s regresními testy, musíme mít zaveden i 
proces automatického testování. Naopak se lze také setkat s pojmem progresního testování, který 
označuje proces ověření, zda nová funkce programu pracuje dle očekávání.  
 
1.3 Testování černé a bílé skříňky 
U testování černé skříňky se častěji asi setkáme s anglickým označením „black box testing“, občas se 
také používá český ekvivalent testy založené na specifikaci. Jak již český název napovídá, testy jsou 
konstruovány bez znalostí, jak byl testovaný objekt navržen a implementován, zjednodušeně řečeno 
testerovi není dostupný zdrojový kód. Tato metoda tedy předpokládá, že autorem testu je osoba, která 
do vývoje testovaného modulu nebyla nijak zainteresována. Výhodou je zaručení objektivnosti testů. 
Samotný tester dokonce nemusí znát konkrétní programovací jazyk, což může snížit náklady 
na lidské zdroje. Funkční testy představují pohled blíže zákazníka či potenciálního uživatele, jelikož 
jeho jistě také nebude zajímat způsob implementace. Úplné pokrytí všech testovacích případů je 
u funkčních testů složité, mnohdy nemožné a i samotný návrh testů je složitější než v případě 
strukturálního testování. 
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Pro testování bílé skřínky se naopak používá častěji anglického pojmenování „white box 
testing“ nebo také „glass box testing“. Většinou se tato metoda používá v případě testů jednotek a 
na rozdíl od funkčního testování předpokládá znalost zdrojového kódu a jeho předpokládaného 
chování. Tato možnost nám většinou dává schopnost vytvořit sadu všech možných kombinací vstupů 
a výstupů a vytvořit tak testy s maximálním pokrytím. U testování bílé skříňky může být testerovi 
určeno je určité omezení přístupu ke zdrojovému kódu. Například má přístup ke zdrojovému kódu 
modulu, ve kterém probíhá volání testu, ale nemá přístup k ostatním testovaným modulům.  
Obecně je lepší mít více informací, jaký tedy má smysl testování černé skříňky? Ponechme 
stranou případy, kdy jednoduše není možné přistoupit ke zdrojovému kódu, například pokud je část 
vývoje přenechána externím zdrojům. Důvodem může být také rozhodnutí, aby se tester zabýval čistě 
testováním funkčnosti dle dokumentace a nenechal se rozptylovat konkrétní implementací. Při 
testování bychom tedy měli používat obě skupiny testů, jelikož každá z nich se zaměřuje na zjištění 
jiného typu chyb. [5] 
V případě kombinace obou přístupů se jedná o testování šedé skříňky ("Gray box testing"). 
Tester má v tomto případě částečný přístup k datovým strukturám a algoritmům pro návrh testů, ale 
samotné testování provádí na úrovni uživatele software. [11] 
 
1.4 Statické a dynamické testování 
 
Statické testování: Testování, při kterém nedochází ke spouštění programu. Především se 
jedná o kontrolu kódu programu a jiné formy analýz [2] 
 
Formy statického testování se využívá zejména při prvotních fázích vývoje, kdy ještě není 
možné program spustit. Pojem statického testování je většinou nahrazován verifikací. Pro analýzy 
kódu se většinou využívá specializovaných programů. Statické testování může mít i vedlejší přínos 
pro projektový tým, jelikož vývojář tímto získává i zpětnou vazbu od testera provádějícího analýzu, 
nebo naopak se tester tímto učí programovací techniky od svých kolegů. [6] 
 
Dynamické testování: Testování pomocí spouštění programu s reálnými vstupy. [2] 
 
Jedná se o testování dynamického chování kódu. To znamená, že dynamické testování se 
vztahuje k posouzení reakcí zkoumaného objektu ze vstupních proměnných, které nejsou konstantní a 
mění se s časem. Jde o práci se softwarem, tak že kontrolujeme zda dle vstupních hodnot dostáváme 
požadovaný výstup při provádění specifických testovacích případů, které lze provádět ručně nebo 
s použitím nějakého automatizovaného procesu. Pokud není blíže specifikováno, tak pojmem 
testování myslíme právě dynamické testování. 
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1.5 Principy testování 
Tato podkapitola stručně přibližuje základní principy, které bychom měli mít na paměti při vytváření 
a provádění testů. Dále se věnuje základním metodám pokrytí programu testy. 
1.5.1 Základní principy testování 
Předtím, než se pustíme do podrobných popisů, jak úspěšně zvládnout proces testování 
věnujme pár řádků základním principům, některé se mohou zdát samozřejmé, ale na druhou stranu je 
dobré si je řádně uvědomit [2]. 
 
• Testování má svůj začátek, ovšem i čas kdy je nutné skončit. Je nemožné vytvořit dokonale 
bezchybný software. 
• Hlavním hlediskem kvality je minimalizace rizik vzniku neočekávaných či chybných stavů nebo 
se s nimi alespoň řádně vypořádat. 
• Cílem testování je najít chyby a ne jen zajistit, aby software prováděl požadované funkce. 
• Úspěšný test je takový, který najde chyby. 
• Proces testování neumí dokázat absenci chyb, umí však ukázat jejich přítomnost. 
• Pokud program prošel mnoha testy vstupů, pak může produkovat správný výstup, ale také 
nemusí. Dokonce i téměř bezchybný software může generovat nevalidní hodnoty, pokud jsou 
vstupní hodnoty neočekávané. 
• Testování může vyžadovat i polovinu nákladů projektu. 
• Testování vyžaduje nezávislost, pohled nezaujaté osoby při měření kvality softwaru a také 
testování musí být nezávislé na navrhování a implementaci. 
• Test musí být ze své podstaty opakovatelný. 
• Pravděpodobnost existence dalších chyb v určité části programu, je úměrná počtu chyb již 
zjištěných v tomto oddíle. 
• Chyby zůstávají v softwaru po testování mnohdy proto, že testeři i vývojáři mají podobný pohled 
na vyvíjený software. 
• Použití náhodně generovaných vstupních dat zásadně zvyšuje pokrytí testů. 
• 20% kódu obsahuje 80% chyb 
• Chyby v nevýznamné části programu mohou mít zásadní dopad na jiném místě. 
• Nemůžeme dopředu předpokládat všechna prostředí, ve kterých software poběží 
• Čím dříve chybu objevíme, tím méně nákladná je pak její oprava. 
 
Nakonec nesmíme zapomenout, že stejně tak jako návrhová a implementační část software 
podléhá vznikům chyb, tak i při návrhu a konstrukci testů chyby vznikají. Proto je velmi důležité 
nechat nezávisle přezkoumat podklady pro vytváření testů, aby někdo jiný než autor posoudil 
přiměřenost a proveditelnost testů. 
  
 9
1.5.2 Strategie pokrytí 
Pro systematické pokrytí programu testy jsou používány tři základní postupy: 
 
• Nejdůležitější funkčnost nejdříve. Spočívá ve vytvoření testů nejprve pro ty části softwaru, 
které budou vykonávat základní funkce, tak abychom brzo dosáhly velkého pokrytí. Až následně 
pak vytváříme testy pro funkčnost blíže k uživatelskému rozhraní. 
• Hlavní případy užití jako první. Postup je podobný jako v případě nejdůležitější funkčnosti, 
ovšem vyžaduje, že znáte způsob a četnost použití funkcí uživatelem, jelikož právě toto je 
hlavním hodnotícím kritériem. Testování musí probíhat "end-to-end", tedy že je výsledkem 
provedení nějaké uživatelské akce, která se projeví v reálném světě. 
• Hlavní vstupy a výstupy nejdříve. Pokud je aplikace především vstupně-výstupní, pak se 
zaměřujeme na nejčastější druhy vstupů a výstupů a vytváříme pro ně příslušné testy. 
• Složité funkce nejdříve. Složité algoritmy mají větší pravděpodobnost, že v nich vznikne chyba, 
například proto, že chyby v dlouhém algoritmu nejsou tak viditelné jako je tomu u jednoduchých 
funkcí. Pokud se budeme primárně zaměřovat při testování na tyto funkce, zvyšujeme 
pravděpodobnost nalezení chyb. 
• Nejdříve funkce, u kterých se často provádí změny. Pakliže je známo, že bude do některých 
funkcí často zasahováno, je o to důležitější vědět, že i po každé změně bude reakce na vstupy 
stejná. 
 
1.6 Testy jednotek 
Testy jednotek jsou významnou součástí procesu testování a nezřídka jsou vzhledem k četnosti 
použití nejčastějším typem testů využívaných v době vývoje software. Tato kapitola detailněji 
popisuje konkrétní přístup k návrhu a správě testů jednotek a popisuje různá specifika této skupiny 
testů.  
 Pro tento projekt jsou testy jednotek zásadní, jelikož zkoumaný proces automatického 
testování obsahuje tento typ testů. Pojem testy jednotek může mít různé významy, ve většině případů, 
stejně jako v tomto projektu, jde o způsob zápisu testů při vývoji v objektově orientovaném prostředí, 
které testuje metody v určité třídě. [5] Tvorba kvalitních testů jednotek je základním předpokladem 
pro úspěšné integrační a systémové testy. Vlastnosti, které by měl správný test jednotky mít jsou [4]: 
  
• Měl by být opakovaně vykonatelný 
• Jednoduchý na implementace 
• Test by se neměl v budoucnu měnit 
• Každý by měl být schopen tento test spustit 
• Spuštění testu by mělo být jednoduché 
• Běh testu by neměl být dlouhý 
• Každé úspěšné provedení testu by mělo vždy skončit stejným výsledkem (není obsažen 
prvek náhody) 
 
Mnohdy je pro implementaci využito speciálního prostředí pro tvorbu testů jednotek ("framework for 
unit tests"). Výhodu takového prostředí pro testování lze přirovnat k výhodám, které dává vývojářům 
integrované vývojové prostředí (IDE). Příkladem takového prostředí pro tvorbu testů jednotek v 




Diagram 3 - Prostředí pro testy jednotek [4] 
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2 Automatické testování 
Testování software je náročné na zdroje, především pracovní sílu. Běžně spotřebovávají veškeré 
činnosti spojené s touto fází až polovinu výdajů na vývoj. [3] Se zavedením automatických testů 
přichází kromě zřejmých výhod i nové problémy, na které jsme nemuseli brát v případě manuálního 
testování zřetel. Tato kapitola nám přestaví jak postupovat při vytváření automatických testů, co jsou 
stěžejní místa a aspekty, které je třeba zahrnout do návrhu. Díky neustálému vývoji je dnes možné 
zařadit do procesu automatického testování mnohem více úloh, které v minulosti vyžadovaly aktivní 
přístup testera. 
2.1 Motivace pro automatické testování 
Při zavádění automatizovaných procesů do testování softwaru je hlavní motivací zejména 
úspora času a nákladů potřebných pro obsluhu testů, minimalizace potenciálu vzniku chyb 
zapříčiněných lidským faktorem a co nejvíce zjednodušit regresní testování. Následující body shrnují 
hlavní důvody, které vedou k zavedení procesu automatického testování [2]: 
 
• Odstranění repetitivních úkolů způsobuje méně frustrace u testerů  
• Automatizace šetří čas, abychom se mohli věnovat činnostem, které si žádají více 
našeho soustředění a přináší větší užitek 
• Pomáhá odstranit chyby z nedbalosti 





Graf 1 - Trend počtu nalezených a opravených chyb v čase [2] 
 
 
Graf 1 zřetelně ukazuje, že s dobou vývoje narůstá počet nalezených chyb. Automatické 
testování pak může pomoci tento trend v procesu vývoje software lépe zvládnout. Lze nalézt i další 
důvody, proč se do automatických testů pouštět. Většinou společně s tím souvisí i další činnosti, které 
zahrneme do procesu automatického testování. V prvé řadě se jedná o shromáždění aktuální verze 
zdrojových souborů, kterou předcházíme omylům, kdy tester zapomene přidat nejnovější verzi 
některé části aplikace a samotné testy tím ztratí na relevantnosti. V průběhu samotného sestavení a 
testování programu eliminujeme možné chyby nebo rozdíly způsobené rozdílnými schopnostmi 












testování poskytují také možnost uchovávání historie testů a právě z důvodu jejich unifikace lze 
provádět nad touto databází další analýzy, které mohou vést ke zlepšení v oblasti návrhu a 
implementace software, nebo ve způsobu spolupráce v týmech. Můžeme sledovat, která činnost 
přináší nejvíce chyb atp. 
Samotné zavedení automatizovaného procesu testování musíme zvážit z mnoha hledisek. 
Základním pohledem bude úspora nákladů. Je třeba počítat nejen s tím, že ekvivalentní 
automatizovaný test je náročnější na návrh a implementaci, ale musíme uvážit i náklady nutné na běh 
systému pro automatické testování a jeho pořízení. Následující graf znázorňuje možný průběh 
nákladů na automatické a manuální testování. Správným určením průběhu nákladů pro každý typ 




Graf 2 - Znázornění možného růstu nákladů na testování vzhledem k počtu testů [vlastní] 
 
Automatické testování spotřebovává výpočetní výkon, který však vzhledem k automatizaci 
můžeme rozložit rovnoměrně. Například náročné testy lze provádět v noci, kdy nejsou na servery 
kladeny takové požadavky a za normální situace by jejich výkon zůstal nevyužitý. 
Lze však nalézt i případy, kdy je automatizace nežádoucí. Zejména se jedná o případy, kdy je 
třeba lidského rozumu pro posouzení výsledku testu. Zhodnocení síly použitého nástroje je taktéž 
důležitým faktorem, jelikož výsledek procesu automatického testování do značné míry závisí i na 












2.2 Příprava automatických testů 
Ještě než je možné spustit první automatické testy, musíme provést zřejmé kroky, aby vše správně 
fungovalo [2]. 
 
1. Výběr vhodného nástroje 
2. Návrh testů – stejně tak jako většina ostatních věcí při vývoji software i testy by měly být 
naplánovány a specifikovány. Většina nástrojů pro automatické testování však poskytuje způsob, 
jak specifikovat testy předtím než jsou naimplementovány. 
3. Kontrola testů – Stále by mělo být možné navrhnuté testy použít v nouzi i při manuálním 
testování. Také určíme kritický test, jehož splnění má pro nás nejvyšší prioritu a i ostatní testy 
řadíme dle priority. Následně pak provedeme kontrolu, že se námi nastavené priority shodují s 
představami vývojářů, marketingu, případně se zástupci firmy. Kritické testy by se pak měli 
objevit ve většině testovacích plánů. 
4. Spuštění automatických testů, které mohou být použity jako šablona pro další podobné testy. 
5. Spuštění automatických testů dle nastavených priorit. 
6. Ověření jakou část kódu pokrývají automatické testy. Představa, že testy pokrývají celý systém a 
ve skutečnosti tomu tak není, může mít velké následky v budoucnu. 
7. Proveďte dokumentaci testů, dbejte na jednoduchou orientaci a pochopení, co daný test provádí. 
 
2.3 Náklady na automatické testování 
Jedním z očekávaných přínosů automatizace testů bude jistě úspora nákladů, shrňme si tedy 
které náklady jsou s tímto procesem spojeny [2]: 
 
• Náklady na nástroje 
• Náklady na školení zaměstnanců pro práci s nástrojem 
• Náklady pro návrh a implementaci automatických testů 
• Náklady na údržbu testů 
• Náklady na profilování nástroje, v případě že bude nutné 
• Náklady na hodnocení výsledků 
• Náklady na začlenění nástroje do procesů a již používaných nástrojů ve firmě 
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3 Pokrytí kódu 
Pakliže bychom jako výsledky testů brali jen statistiku jejich úspěšnosti, může se velmi lehce stát, že 
nás pozitivní informace nechá v euforii ze skvěle fungujícího programu, i když testy se nevěnují všem 
možným případům, které mohou nastat.  
 
Pokrytí kódu je míra schopnosti testu vyzkoušet nějaký kód. Vyjadřuje se v podobě počtu 
spuštěných příkazů kódu, cest průchodů programem nebo podmínkami. [2] 
3.1 Metody výpočtu pokrytí kódu testy 
V případě výpočtu pokrytí kódu testy pomocí opravdu spuštěných příkazů programu je situace velmi 
jednoduchá. Prostým symbolickým vyhodnocením dojde k výpočtu spuštěných příkazů. Zpravidla 
tento údaj doprovází celkovým počet příkazů ve zkoumaném bloku kódu. Analogicky je možné 
počítat pokrytí tříd nebo balíčků testy, kdy se změní kritérium z příkazů programu na třídu nebo 
balíček. 
 Druhou možností je výpočet pokrytí kódu testy pomocí vytvoření cesty programem nebo 
podmínkami. Využívá se tak buď grafu datových cest nebo grafu řízení. Oba je třeba nejdříve vytvořit 
ze zdrojového kódu a výsledkem je pak strom uzlů. Pokrytí je určeno z počtu uzlů, kterými testy 
prošly.  
3.2 Nástroj dotCover 
Zde ještě krátce zmíním nástroj DotCover, který je používán v oddělení Corporate Technology 
Development Center společnosti Siemens, s.r.o.. DotCover je nástroj od firmy JetBrains, který slouží 
jako běhové prostředí pro testy jednotek a přináší vývojářům .NET a Silverlight aplikací cenné 
informace o úspěšnosti jejich testů co se pokrytí kódu týče. Původně byla tato aplikace součástí řešení 
ReSharper, což je doplněk pro Microsoft Visual Studio, který přidává mnoho užitečných funkcí 
na podporu pohodlnějšího vývoje. 
DotCover poskytuje množství funkcí, tak aby byla informace o pokrytí kódu pro vývojáře co 
nejužitečnější. Umožňuje například přímo zobrazit řádky kódu, které jsou pokryty testy. DotCover 
spolupracuje s funkcemi ReSharper, kdy dohromady se stávají ještě silnějším nástrojem pro vývojáře. 
DotCover poskytuje podporu pro běhová prostředí MSTest, NUnit, xUnit, nebo MSpec. Při práci 
s DotCover lze jednoduše určit, které části programu nás nyní zajímají a zaměřit svoji inspekci na tyto 
kritické části a obsahuje také heuristiky pro detekci nevýznamného kódu. V neposlední řadě 
poskytuje generování zpráv o pokrytí kódu do formátů XML, HTML, JSON nebo XML pro 
NDepend. [8]   
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4 Prostředí pro průběžnou integraci 
Proces automatického testování vyžaduje existenci specializovaného nástroje pro jeho provádění. 
Zpravidla se jedná o serverové řešení. V dnešní době se již převážně setkáváme s komplexními 
nástroji, které v sobě zahrnují i další činnosti a možnosti, nazýváme je souhrnně nástroje pro 
průběžnou integraci. 
U nástrojů pro průběžnou integraci je společné základní schéma procesu (Schéma 2). Pro 
týmové projekty je typické použití nástrojů pro správu zdrojového kódu (version control system - 
VCS), například SVN, GIT nebo Microsoft Team Fundation Server. Prvním krokem je tedy získání 
aktuální verze zdrojových kódů, tak aby výsledek testů odpovídal momentálnímu stavu projektu. 
Následuje sestavení a testování programu. Tento krok je samozřejmě nejobsáhlejší, jak ve smyslu 
délky jeho trvání, tak z pohledu konfigurací, které je možné či spíše nutné provést. Provádíme 
seskupování jednotlivých kroků do skupin testů a sestavení, které se většinou souhrnně nazývají 
anglickým výrazem „build“. Uvědomme si, že není nutné předpokládat pořadí sestavení a následně 
testování. Je třeba se zamýšlet komplexněji a i nástroje jsou na tuto možnost připraveny, tvorba 
procesu je běžnou součástí vytváření složitějších sad testů. Následující jednoduchý příklad je základní 
ukázkou kombinace více stupňů sestavení a sad testů: provedeme sestavení modulů, nad nimi 
provedeme testy. Pakliže testy modulů prošly, můžeme spustit sestavení modulů do celků a ty 
následně otestovat. Pokud však testy modulů neprošly již nepokračujeme. 
 
 
Diagram 4 - Základní kroky průběhu sestavení a spuštění skupiny testů v prostředí pro průběžnou integraci [vlastní] 
 




Nástroj od firmy JetBrains je představitelem komplexního nástroje, který rozmanitostí svých 
možností zaručuje téměř každému, že najde ideální řešení pro svůj projekt. Za kvalitu produktu mluví 
množství nadnárodních firem využívajících tento nástroj, mezi něž patří i firma Siemens. Vývoj 
nástroje je stále živý, nové verze přináší spoustu novinek a dalších možností. První verze TeamCity 
vyšla v roce 2006 a nejaktuálnější verze má momentálně pořadové číslo 8. 
Nástroj má silnou komunitu a aktivní podporou ze strany firmy JetBrains. Na druhou stranu je 
nutné zmínit, že nejspíš díky použití platformy Java, jsem se setkal s velmi pomalým prostředí, 














Prostředí a nastavení 
Uživatelské prostředí TeamCity vypadá opravdu moderně a položky jsou řazeny logicky. Samotné 
rozhraní lze rozdělit na tři části: projekty, nastavení uživatele a administrace systému. Základním 
pohledem je seznam projektů, pod kterými jsou jednotlivé skupiny testů, u samotných testů pak 
nalezneme jejich historii, která je podpořena i grafickými zobrazeními výsledků testů vzhledem 




Obrázek 1 - Grafické zobrazení historie [18] 
 
 
Za zmínku určitě také stojí přehledné zobrazení vývojových větví a podrobných informací 




Obrázek 2 - Grafické zobrazení vývojových větví [18] 
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Nesmíme opomenout ani agenty, kteří provádí sestavení programů a samotné testy. V jejich 
přehledu najdeme informace o jejich stavu, čekající frontu úkolů, historii a další informace. 
Nastavení uživatele nabízí očekávané volby, jako je změna údajů o přihlášeném uživateli. 
Položkou, která zde stojí především za pozornost je nastavení reportování výsledků testů, kde kromě 
pravidel, které dědí uživatel od skupiny, je zde možné přidat vlastní pro daného uživatele. Každý 
uživatel má zde přehled svých činností na testech a opravách nalezených chyb. 
Poslední část, tedy administrace celého systému, je přístupná jen uživatelům s plnými právy. 
Zde se již konečně dostáváme k vytváření projektů, skupin testů i konfiguraci samotných testů. Dále 
zde najdeme pokročilé nástroje pro správu serveru a kontrolu jeho stavu. Správa uživatelů 
samozřejmě je také v dikci administrátora systému. Nejenže s uživateli můžeme provádět standardní 
operace jako vytvořit, upravit a smazat, ale můžeme je také sdružovat do skupin a těm pak nastavit 
různé vlastnosti, například způsob reportování výsledků testů atp. Skupiny nám jistě zpřehlední práci 
u větších projektů. Skupiny lze využít nejen pro nastavení oprávnění a způsobů reportování, ale 
v celém systému najdeme možnosti filtrování dle skupin uživatelů a jejich vhodné zvolení nám může 
velmi usnadnit přehled na projekty. V administraci systému se také nachází nastavení možností 
reportování. Hned po instalaci najdeme v možnosti pro reportování výsledků testů pomocí emailu, 
notifikace ve vývojových prostředích s nainstalovanou integrací TeamCity, notifikace na liště 
systému Windows a pomocí protokolu Jabber. Nachází se zde také přehledný seznam spuštěných 
zásuvných modulů a správa licencí. TeamCity také disponuje možností zálohování, které automaticky 
provede shromáždění informací o všech projektech a nastaveních systému a vytvoří jeden výsledný 




Obrázek 3 - Standardní emailová notifikace výsledků testu v nástroji TeamCity [vlastní] 
 
Rozšíření 
Rozšiřitelnost dává každému programu mocný prostředek k ještě většímu přizpůsobení 
potřebám konkrétního projektu či firmě. U TeamCity je tato možnost realizována pomocí zásuvných 




• Version Control Systems Support 
• Testing Frameworks Support 
• Notification/Visualizers 
• Apps, Notification and Interaction Applications 
• Issue Trackers 
• Troubleshooting 
• Remote APIs 
• Reporting 
• Administration Tools 
• Build Runners 
• Extended Settings for Build Configurations 
 
 
V každé skupině lze najít již hotová řešení včetně dokumentace. Množství zásuvných modulů 
je vyvíjeno přímo společností JetBrains. 
 
Pro vývoj vlastního zásuvného modulu je dostupná vcelku přehledná dokumentace včetně 
krátkých návodů, jak postupovat u každé skupiny zásuvných modulů, do které právě váš patří. 
Evidentně je vlastní řešení v oblasti zásuvných modulů pro TeamCity běžnou praxí, svědčí o tom 
spousta dotazů nejen na oficiálním fóru TeamCity ale i ostatních serverech, které se touto oblastí 
zabývají. 
Integrace s vývojovými nástroji 
Snaha o komplexnost je u TeamCity evidentní a proto se snaží přinášet podporu na každé úrovni 
vývoje. Vývojové prostředí (IDE) je běžně používaným nástrojem při vývoji software,  podpora 
TeamCity je dostupná pro mnoho těchto nástrojů. Toto propojení pak přidává možnosti ovládání 
TeamCity vzdáleně přímo z prostředí vašeho vývojového nástroje. Najdeme zde přehled testů, jejich 
výsledků, možnosti označit a okomentovat opravy nebo spustit sadu testů manuálně. 
Základním vstupem v nástrojích pro průběžnou integraci jsou zdrojové kódy, ty získáváme 
z nástrojů pro správu zdrojového kódu (VCS). TeamCity podporuje nativně všechna běžně používaná 









• Team Foundation Server 
• SourceGear Vault 
• Visual SourceSafe 
 
Jak již bylo v minulé kapitole zmíněno, tento seznam není konečný. Podporu pro VCS je 
možné zajistit také pomocí dodatečného zásuvného modulu.  
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Nástroj TeamCity se rozděluje na dvě části: serverovou a agentní. Server ukládá veškerá data, 
vyvolává spouštění sad testů a poskytuje zmíněné webové rozhraní. Agent provádí samotné sestavení 
programu a testy. Agentní i serverová část TeamCity se mohou nacházet na rozdílných serverech, 
stejně jako použitý nástroj pro správu zdrojového kódu, jak je naznačeno na Obrázek 4. 
 
Obrázek 4 - Možná architektura serverů při použití nástroje TeamCity [vlastní] 
 
Shrnutí 
• Licence: Proprietární komerční software, zdarma pro malé týmy splňující licenční 
podmínky, omezení: max. 3 agenti a max. 20 kroků 
• Platforma: Java 
 
+ Moderní a přehledné prostředí 
+ Pokročilá správa uživatelů 
+ Rozsáhlé možnosti rozšíření 
+ Integrace i některými IDE 
+ Živá komunita 
 
− Výpočetně náročné prostředí 














Jedná se o oddělenou větev vývoje nástroje Hudson od společnosti Oracle, samotný nástroj Jenkins je 
nyní vyvíjen jako open source. Hudson byl uveden na trh jako jeden z prvních nástrojů průběžné 
integrace a z této tradice čerpá i nástroj Jenkins. První věc, kterou toto řešení překvapí, je široká 
podpora jazyků. Pokud zrovna vaše jazyková mutace není dostupná, lze ji doplnit pomocí zásuvných 
modulů. Princip činnosti je podobný TeamCity, jelikož se však také jedná o velmi používaný nástroj 
pro průběžnou integraci, pojďme si tento jej představit blíže. 
 
Prostředí a nastavení 
Na první pohled působí uživatelské prostředí mírně zastaralým dojmem, ovšem to hned nemusí 
snižovat hodnotu zobrazovaných informací. Jen občas můžete mít problém najít bez pomoci 
dokumentace vámi hledanou položku nastavení. 
 
 
Vesměs je Jenkins plný tabulek s údaji, které jsou občas podpořeny souhrnným grafem jako je 
například v případě historie sestavení na konkrétním agentovi (Obrázek 5). Na obrázku si také 
všimněte, že překlad není dokonalý, daný obrázek byl pořízen z české verze nástroje. 
 
 
Obrázek 5 - Přehled provedených sestavení na konkrétním agentovi [14] 
 
 
Pro reportování výsledků testů disponuje celou škálou možností, kde lze najít například i 






Obrázek 6 - Zobrazení vývoje výsledků skupiny testů [14] 
 
S rozšířením nástroje Jenkins se setkáváme opět ve formě různých zásuvných modulů, kterých 
lze nalézt opravdu velké množství. Pokud by ovšem žádné hotové řešení nevyhovovalo, je možné 
vytvořit vlastní zásuvný modul a vaše úsilí bude podpořeno přehlednou oficiální dokumentací. Již 
hotové zásuvné moduly mají v drtivé většině pěkně zpracované informace, jak je používat. Dá se říci, 
že ve směru dostupnosti a vývoje zásuvných modulů Jenkins převyšuje nástroj TeamCity. 
 
Shrnutí 
• Licence: MIT 
• Platforma: Java 
 
+ Množství přehledně zobrazených informací 
+ Možnosti notifikace 
+ Rozšiřitelnost 
+ Zdarma 
+ Jazyková podpora 
+ Jednoduchá tvorba workflow 
 
− Složitá nastavení některých funkcí 





Stejně jako Jenkins i tento nástroj od firmy IBM je průkopníkem v oblasti průběžné integrace. Jeho 
vydání se datuje již k roku 2001 a to společností UrbanCode, která se o vývoj starala až do minulého 
roku (2013), kdy kompletně přešla pod křídla IBM. 
Dokumentace k AnthillPro je velmi rozsáhlá, což se ovšem podepsalo na mírné nepřehlednosti. 
I společnost UrbanCode přišla s rozšířením pomocí zásuvných modulů, ale jejich počet nelze 
s předchozími dvěma nástroji srovnávat. 
 
 
Obrázek 7 - Příklad složitého Workflow vytvořeného v nástroji AnthillPro [15] 
Shrnutí 
• Licence: Proprietární komerční software – cena dle velikosti týmu 
• Platforma: Java 
 
+ Rozsáhlá dokumentace 
+ Podpora i nestandardních systémů pro správu zdrojového kódu 
+ Integrace s vývojovými prostředími 
+ Přehledné vytváření workflow 
 
− Slabá podpora rozšíření 
− Zdarma pouze verze na vyzkoušení po omezenou dobu 
 
  
 4.4 Bamboo 
Za nástrojem Bamboo stojí firma Atlassian, hlavní doménou tohoto řešení je přehledné uživatelské 
rozhraní, ve kterém se rychle zorientujete stejně jako v dostupné dokumentaci. Přítomnost možnosti 
rozšíření pomocí zásuvných modulů pak není žá






• Licence: Proprietární komerční software 
source a dobročinné projekty
• Platforma: Java 
 
+ Moderní a jednoduché prostředí
+ Přehledná dokumentace
 
− Většina zásuvných modulů není zdarma
dným překvapením. Hotové zásuvné
 
8 - Náhled prostředí nástroje Bamboo [16] 











5 Analýza nástroje TeamCity 
Tato kapitola nás nejdříve seznámí se situací v oddělením Corporate Technology Development 
Center společnosti Siemens, s.r.o., tak aby bylo možné co nejlépe určit způsob rozšíření aktuálně 
používaného nástroje pro podporu automatického testování software. 
5.1 Společnost Siemens 
Společnost Siemens je nadnárodní firmou, která se kromě vývoje software věnuje především 
oblastem energetiky, zdravotnictví, průmyslové a veřejné infrastruktury. Oddělení Corporate 
Technology Development Center, Siemens, s.r.o. se zabývá vývojem software, v konkrétním 
zkoumaném případě se jedná o vývoj aplikací pro řízení křižovatek na platformě .NET. Dále 
v projektu budu pro název Oddělení Corporate Technology Development Center, Siemens, s.r.o. 
používat zkrácené označení oddělení CT DC, Siemens, s.r.o. Vývojový tým je rozdělen na dvě části, 
první pracuje v Brně, druhá má pak své působiště v Německu. V Německu se také nachází serverové 
zázemí, na kterém běží nástroj pro správu zdrojového kódu, nástroj pro průběžnou integraci 
TeamCity a další nástroje na podporu vývoje. 
Ve oddělení CT DC, Siemens, s.r.o. se při vývoji používá agilní metodika SCRUM. Vývojový 
cyklus v této metodologii trvá typicky měsíc, a nazývá se sprint. Na počátku sprintu probíhá 
plánování, kde se definuje náročnost jednotlivých úkolů a následně se určí objem práce, který je tým 
schopen implementovat. Každý den se koná schůzka vývojového týmu, kde se jednotlivý členové 
týmu informují o tom, co udělali, o problémech, které nastaly a o plánu práce na další den.. Tato 
setkání se označují "daily standup". [10] 
Pro vývoj je používáno kompletní řešení od firmy Microsoft. To zahrnuje vývojové prostředí 
Visual Studio, jehož součástí jsou nástroje MSBuild a MSTest, tedy nástroje pro sestavení a testování 
programů. Jako nástroj pro správu zdrojového kódu je využíván Team Foundation Server. 
Používaným nástrojem pro průběžnou integraci byl zvolen program TeamCity. A z dosavadních 
poznatků je zřejmé, že se jedná o velmi dobrou volbu. TeamCity v sobě přímo integruje podporu 
MSBuild a MSTest. Kombinace všech těchto nástrojů dává dohromady stabilní řešení, které je 
pomyslně korunováno integrací pomocí TeamCity. Všechny použité nástroje mají přímou podporu 
ze strany zvoleného nástroje pro průběžnou integraci a to dává jistotu spolehlivého provozu. Pro 
reportování výsledků testů je používána forma emailů, jejich zasílání zajišťuje základní zásuvný 
modul pro zasílání oznámení uživateli integrovaný v rámci TeamCity. Dále budu pro označení 
zásuvný modul pro zasílání oznámení uživateli používat výraz "notifikátor", který se v tomto 
významu používá i v oddělení CT DC, Siemens, s.r.o. 
Celkově je pro testování momentálně vyvíjeného software v oddělení CT DC, Siemens, s.r.o. 
používáno řádově až stovky testů. Všechny testy mají zadané atributy tak, aby každému v týmu bylo 
jasné, co test dělá a jak test zařadit. Pro detailní popis testu se využívá atributu "Description". Dalším 
atributem je priorita (“Priority“), která číselnou reprezentací určuje důležitost testu. Atribut vlastníka 
("Owner") je určen pro rozlišení, která část vývojového týmu je jeho autorem. Kategorie rozděluje 
testy do skupin dle jejích provádění, hlavní jsou dvě kategorie: běžné testy, provedené po každé 
aktualizaci zdrojového kódu a noční testy, které jsou prováděny pravidelně jednou denně v nočních 
hodinách, aby se využilo času nízkého zatížení serverů. Testy se do skupin dělí zejména podle jejich 
trvání, hlavním omezením je doběhnutí sady běžných testů do 10 minut. Atributu vlastnosti 




Obrázek 9 - Definice testu v jazyce C# [vlastní] 
 
Vývojář má možnost provést dvě operace pro potlačení výsledků testu. V první řadě je možné 
test ignorovat, což je provedeno atributem "Ignore" u definice testu, jak je vidět na Obrázek 9. 
V tomto případě není test vůbec proveden. Druhou možností je v prostředí TeamCity test umlčet 
("mute"). Test je pak proveden, ale jeho výsledek není reportován. Reportování by však mělo 
zohlednit situaci, kdy vývojář schválně takto zamlčuje neúspěšný test, a přinést alespoň krátkou 
informaci o těchto testech. Samozřejmě jsou případy, kdy je využití těchto vlastností oprávněné, 
například pokud děláme zásadnější změny a je jasné, že nějaká část programu nutně nebude fungovat. 
Z důvodu navázání na nižší vrstvy, tak testy týkající se této části umlčíme nebo ignorujeme, abychom 
měli lepší přehled o pokroku při opravách chyb. 
 
5.2 Analýza TeamCity 
Mnoho důležitých vlastností testů není v prostředí TeamCity reflektováno a pokud bychom chtěli 
například zjistit autora špatného testu, je nutné dle jména vyhledat definici v kódu. Stejně tak pokud 
využíváme definovanou prioritu k určení doby a četnosti spouštění testů, je vhodné tuto hodnotu vidět 
přímo v prostředí TeamCity. Obecně není možné v TeamCity zobrazit žádné atributy testů z definice 
testu. 
Přehlednost emailů zasílaných integrovaný notifikátorem nelze označit jako jejich kladnou 
stránku a možnosti jejich úprav jsou velmi omezené. V tomto směru se nachází velké možnosti 
pro zlepšení. Každá sada testů může akcentovat jiné vlastnosti, které testuje a dle toho by bylo 
vhodné  upravit vzhled reportu tak, aby orientace ve výsledcích byla co nejlepší. Obrázek 10 ukazuje 





Obrázek 10 - Vzhled původního emailového reportu používaný oddělením CT DC, Siemens, s.r.o. [Siemens] 
 
 
Emailové reporty postrádají další důležitou vlastnost testu a to informaci o pokrytí kódu, které 
poskytuje používané řešení v podobě programu DotCover. Na Obrázek 11 je vidět záložka 








5.3 Návrh řešení 
Hlavním cílem tedy je podat všechny potřebné informace přehledně do reportů, potažmo přidat 
chybějící atributy i do webového rozhraní. Program TeamCity v sobě neintegruje možnosti, které by 
korespondovaly s požadavky, a proto je nutné hledat řešení pomocí jiné řešení. TeamCity poskytuje 
rozšiřitelnost pomocí zásuvných modulů, konkrétně se zaměříme na kategorii notifikátorů. Jako 
vhodné řešení by se mohlo jevit rozšířit některé stávající řešení, jelikož pro TeamCity je hotova řada 
zásuvných modulů nahrazující standardní emailový notifikátor. Žádné již hotové řešení však 
nekoresponduje se všemi požadavky společnosti. Jako ideální volbou se zdá zásuvný modul 
tcPrettyEmail od Net Wolf [17], který je dostupný pod licencí MIT. Jakým způsobem zobrazuje 
výsledky testů tento zásuvný modul, můžete vidět na Obrázek 12. Přehlednost je již na přijatelné 




Obrázek 12 - Vzhled mailu ze zásuvného modulu tcPrettyEmail [vlastní] 
 
 
Zásadní překážkou bude získání atributů testů a jejich předání notifikátoru. Výsledky testů 
včetně všech atributů jsou z nástroje MSTest exportovány do výstupního souboru, který má příponu 
trx a je ve formátu XML. Schéma tohoto výstupního souboru je možné nalézt na přiloženém DVD. 
Navržené řešení tedy v rámci zásuvného modulu tcPrettyEmail otevře vygenerovaný výstupní soubor 
trx, provede zpracování dat, následně spojí získaná data s výsledky testů z TeamCity a provede 
naformátování a odeslání reportu. Přehledně je proces zobrazen na následujícím grafu.  
 
 
 Diagram 5 - Navržené řešení vložení vlastností testů z MSTest do emailových reportů
 
 
Podobným způsobem dojde k přidání dat o pokrytí kódu k testům. Nástroj dot
výsledky taktéž používá formát XML
Konkrétní podobu emailu je třeba přizpůsobovat momentálním potřebám. Možným řešením je 
zde šablonování, které zásuvný modul tcPrettyEmail používá pro vytvoření em
předpokládat základní znalost jazyka HTML a programovacích konstrukcí ze strany administrátora 
TeamCity v oddělení CT DC, Siemens, s.r.o
server, při úpravě vzhledu reportu
v rámci TeamCity, jehož každá změna
konzultováno se zástupci firmy, kdy bylo doplněno o podmínku vytvoření příručky, tak aby tvorba 









, jehož schéma je možné najít n a přiloženém DVD
ailu. 
. Výhodou tohoto řešení je, že není třeba restartovat celý 
, jelikož ty nejsou přímo součástí zaváděné části zásuvného modulu 
 naopak vyžaduje restart celého systému. Takovéto řešení bylo 
 







•Zpracování XML souboru s 
výsledky testů
•Přidání informace o pokrytí 
kódu













Kapitola implementace řešení se věnuje seznámení se stávajícím zásuvným module, průběhem vývoje 
a řešením dalších požadavků na vyvíjený produkt. Odděleně jsou rozebrány aspekty přidání každé 
nové funkčnosti do rozšiřovaného notifkátoru, v první řadě je však nutné seznámení s původním 
zásuvným modulem. 
6.1 Zásuvný modul TcPrettyEmail 
V této kapitole se seznámíme se zásuvným modulem, ze kterého bude řešení vycházet. Tato kapitola 
popisuje, jak notifikátor funguje a jaké možnosti přináší zásuvný modul TcPrettyEmail. 
Zdrojové kódy jsou dostupné ve formátu Apache Maven, což je nástroj pro správu projektů 
založených na jazyce Java, základem je projektový objektový model (POM). Cílem je zejména 
zjednodušit práci vývojářům. Mezi základní vlastnosti nástroje Maven patří [9]: 
 
• Zjednodušení procesu sestavení programu 
• Zajištění jednotného způsobu sestavení 
• Sdružování informací o projektu 
• Umožňuje transparentní přechod na nové verze 
 
Díky tomu není problém i pro méně zdatného uživatele si samostatně zkompilovat zásuvný 
modul TcPrettyEmail znovu. To stejné platí i pro výslednou verzi, jelikož tento formát byl v rámci 
tohoto projektu zachován. 
6.2 Atributy testů z MSTest 
Jako první bylo nutné zpřístupnit soubor s výsledky testů pro zásuvný modul. Jeho vygenerování 
zapneme u příslušného kroku sestavení, kde dochází k volání testů pomocí nástroje MSTest. Při 
realizaci jsem však narazil na problém, že soubor nelze nechat uložený lokálně vzhledem ke struktuře 
nástroje TeamCity Agent - Server, kdy serverová a agentní část nemusí nutně být na stejném stroji, 
jak je naznačeno na Obrázek 4. Nalezeným řešením jsou artefakty sestavení, které se předávají 
na server a je tedy ještě nutné soubor s výsledky přidat do artefaktů. Přidání proběhne v nastavení 
projektu a API TeamCity disponuje funkcemi pro práci s artefakty, je tedy také jednoduché získat 
z nich obsah souboru s výsledky z MSTest a ten pak dále předat ke zpracování. 
Identifikace testu probíhá dle pojmenování projektu, třídy a názvu testovací metody. Tato 
trojice je v každém sestavení nutně unikátní a zaručuje správné přiřazení atributů k vnitřní 
reprezentace jednotlivého testu. TeamCity přidává ke jménu do kulatých závorek popis, tedy hodnotu 
atributu "Description", před porovnáváním je nutné část popisu za jménem testu odstranit. Na druhou 
stranu popis testu je tedy lepší získat právě z části v závorce za jménem. To platí pro případ, kdy 
máme nastavený některý parametr špatně a přiřazení atributů testu neproběhne správně, tak stále 
máme informaci o popisu testu k dispozici.  
Ostatní atributy je však nutné získat z formátu XML v artefaktech sestavení. Testu lze přiřadit 
více kategorií i vlastníků a zvolit jejich řetězcovou reprezentaci, z důvodu vkládání do reportů. 
V analýze však nebylo zjištěno, že by využití více vlastníků a kategorií mělo pro vývojový tým smysl 
a po konzultaci se zástupci firmy je řešením jednoduché oddělení kategorií a vlastníků čárkami 
za sebou. V případě budoucího využití více definovaných kategorií nebo vlastníků by muselo být také 
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určeno pravidlo pro pořadí jejich zadávání u definice testu. Priorita může být definována maximálně 
jednou, a stačí tedy uložit její řetězcovou reprezentaci.  
 
6.3 Informace o pokrytí kódu 
Informace o pokrytí kódu TeamCity neposkytuje, ovšem tuto informaci je možné získat o aplikací 
třetích stran. V konkrétním případě uvažujeme program dotCover, který je blíže popsán v kapitole 
3.2. V případě, že dotCover je úspěšně zaveden do TeamCity, ukládá se zpráva o pokrytí kódu 
do artefaktů výsledků běhu testu a toho lze využít pro získání těchto dat. Zpráva o pokrytí kódu 




Obrázek 13 - Zobrazení pokrytí kódu ve webovém prostředí TeamCity [vlastní] 
6.4 Šablony reportů 
Při návrhu vzhledu šablon jsem se zaměřoval na tři základní věci:  
 
• Důležité informace přehledné a na první pohled viditelné 
• Jasné rozdělení testů 








Vzhledem k tomu, že Microsoft Outlook nepodporuje množství kaskádových stylu, byla 
nakonec z reportu odstraněna lišta s grafickým znázornění celkové úspěšnosti sady testů a byla 
nahrazena jen procentuální reprezentací úspěšnosti. Finální vzhled reportu je na Obrázek 15. 
 
 
Obrázek 15 - Finální vzhled emailových reportů [vlastní] 
 
Možnost maximálně si přizpůsobit vzhled i strukturu reportů je zásadní, pokud chceme mít co 
nejlepší přehled a zároveň v tomto směru máme různé požadavky na každou sadu testů. Změny 
vzhledu mají největší smysl u reportů neúspěšných testů. V TeamCity seskupujeme sadů testů 
do projektů a ty lze seskupovat do dalších skupin projektů v neomezeném počtu úrovní. V případě, že 
máme různé požadavky na každý z projektů, je žádoucí, aby pro každý z nich bylo možné definovat 
vlastní typ reportů. Hierarchie projektů v TeamCity umožňuje stejně tak definovat hierarchii 
použitých šablon, tedy definovat pomocí parametru vlastní šablonu pro konkrétní projekt, nebo pro 
celou skupinu projektu. Detailněji je toto popsáno v Příloha A. Manuál. 
Pro práci s testy uvnitř rámci šablon je implementováno několik funkcí, které pomáhají 
přizpůsobení vzhledu reportu dle vlastních požadavků. Konkrétně se jedná o funkce pro řazení a 
filtrování nad sadou testů, tak aby bylo možné vytvářet skupiny testů nebo je řadit dle zvolené 
priority. Funkce pro řazení jsou následující: 
 
• sortByPriority() - seřadí testy vzestupně dle priority 
• sortByName () - seřadí testy vzestupně dle názvu metody 
• sortByClass() - seřadí testy vzestupně dle názvu třídy 
• sortByProject() - seřadí testy vzestupně dle názvu projektu 
• sortByFirstOwner() - seřadí testy vzestupně dle jména prvního zadaného vlastníka 
• sortByFirstCategory() - seřadí testy vzestupně dle názvu první zadané kategorie 
 
Funkce pro filtrování vyžadují zadání hodnoty, dle které je filtrování realizováno a volitelně lze 
zadat parametr, který určí, zda se mají testy odpovídající podmínce zobrazit nebo skrýt. 
 
• filterByOwner(name, positive) - filtruje dle vlastníka testu, pokud jedním z vlastníku je zadaný 
parametr name (řetězec reprezentující jméno), dle parametru positive, což je booleovská 
hodnota, dané testy zachová (hodnota positive je nastavena na "true") nebo vyřadí. Parametr 
positive je volitelný a v případě jeho nezadání se funkce chová jako by byla zadána hodnota 
"true" 
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• filterByCategory(category, positive) - funkce pracuje stejně jako filterByOwner, s tím 
rozdílem, že filtruje dle kategorií testu 
• filterByProperty(key, values, positive) - funkce filtruje dle shody hodnot vlastností pod 
zadaným klíčem, pokud test zadanou vlastnost nemá, jedná se též o neúspěch, parametr positive 
funguje analogicky k předchozím funkcím. 
• filterByPriority(priority, positive) - funkce pracuje stejně jako filterByOwner, s tím rozdílem 




Diagram 6 - Stromová struktura projektů v TeamCity s vyznačením použitých šablon [vlastní] 
 
 
 Každé rozšíření zásuvného modulu tcPrettyEmail je implementováno tak, aby případně 
chybný parametr nebo chybějící vlastní šablona nezpůsobila pád notifikátoru a neodeslání reportu. 
V případě nějaké této chyby se použijí základní nastavení. Občas se také stane, že v prostředí 
TeamCity není nástrojem dotCover vygenerována zpráva o pokrytí kódu, vzhledem k automatické 
detekci této zprávy není nutné provádět nějaké opravné kroky.  
 
 
6.5 Šifrování hesla 
Konfigurace notifikátoru TcPrettyEmail má kromě poměrně zbytečné složitosti také úskalí v podobě 
přítomnosti hesla pro SMTP server v podobě nešifrovaného textu. Dalším rozšířením je právě 
vyřešení tohoto problému. Pro zachování zpětné kompatibility byl vytvořen nový parametr nastavení 
připojení k SMTP serveru a má název password-encrypted. Bylo tedy už nutné určit, jakým 
algoritmem bude heslo šifrováno. Konfigurační soubor, do kterého je heslo zadáváno je umístěn na 
server, kde je nástroj TeamCity nainstalován. Uvažujme, že útočník má přístup na server s nástrojem 
TeamCity, ochrana před nežádoucím vniknutím na tento server samozřejmě není předmětem tohoto 
projektu.  
 Základním problémem při použití symetrické i asymetrické šifry je nutnost umístění klíče 
na serveru, tedy v prostoru, kde má v uvažovaném případě přístup i útočník. Tímto pozbývají veškeré 
výhody těchto algoritmů smysl a bylo by nutné tento klíč umístit v rámci kódu zásuvného modulu 
















Diagram 7 - Použití asymetrického šifry pro šifrování hesla pro SMTP server [vlastní] 
Jako dostatečné bylo po konzultaci se zástupci oddělení CT DC, Siemens, s.r.o. 
implementováno řešení kódovacího algoritmu Base64, které bylo vyhodnoceno jako dostačující. 
Naopak umožňuje administrátorovi TeamCity zkompilovat zásuvný modul TcPrettyEmailMSTest 
s vlastní šifrovací abecedou a ztížit tak zjištění hesla hrubou silou, jelikož šifrovací abeceda i 

























6.6 Ostatní emailové reporty 
Kromě nejčastějších zpráv o úspěšných a neúspěšných testech je notifikátor v TeamCity používám 
pro řadu dalších informací. V tomto směru se částečně nepodařilo splnit požadavek oddělení CT DC, 
Siemens, s.r.o. o vylepšení všech ostatních typů zpráv. To vzhledem k tomu, že z nezjištěných 
důvodů nástroj TeamCity neodesílal některé typy zpráv a to ani v rámci standardního emailového 
notifikátoru, jednalo se zejména o zprávy typu umlčené, ukončení umlčené nebo přiřazení inspekce 
testu danému uživateli. Vzhledy ostatních zprávy byly upraveny tak, aby korespondovali s navrženým 
vzhledem šablon pro přehled testů  
 
 
Obrázek 16 - Zpráva o příliš dlouho trvajícím testu [vlastní] 
 
6.7 Komplexní přehled testů 
Po představení funkčnosti úpravy šablon a následné konzultaci se zástupci firmy byly shledány 
možnosti práce s testy v rámci emailového reportu pro některé účely jako nedostatečné. Jako příklad 
takové situace lze uvést každodenní schůzky týmu ("Daily standUp"), kde při sdělování problémů při 
implementaci je nutné rychle zobrazovat konkrétní testy, jakož i rychle vyhledávat dle parametrů tak, 
aby nebyl zbytečně prodlužován čas schůzky. Email však nenabízí, vzhledem k absolutní absenci 
JavaScriptu, možnosti, jak jakkoliv přidat požadovanou funkčnost. 
Vhodným řešením bylo navrhnuto implementace záložky, která bude zobrazena v rámci 
prostředí TeamCity u každého sestavení testů, podobně jako ji přidává nástroj dotCover. Pro tuto 
záložku bude dále používáno označení "komplexní přehled testů". Nevýhodou tohoto řešení při 
použití emailového notifikátoru je nutnost alespoň jednoho uživatele, který z daného sestavení 
požaduje report, v opačném případě totiž vůbec nedojde k spuštění zásuvného modulu a není tedy 
možné záložku vygenerovat. Vzhled této záložky zobrazuje Obrázek 17 a je navržen tak, aby 
korespondoval se vzhledem zbytku nástroje TeamCity. Oproti emailovým reportům jsou zde navíc i 
umlčené testy, což dává přehled o stavu všech testů. Ignorované testy nejsou v rámci kroků sestavení 
vůbec spouštěny a nelze je tedy přidat do tohoto přehledu, přesto, že toto byl jeden z požadavků 
oddělení CT DC, Siemens, s.r.o. 
Komplexní přehled testů umožňuje okamžité řazení a filtrování, které je realizováno pomocí 
JavaScript knihovnou jQuery. Při implementaci těchto funkcí bylo nutné mít na paměti, že již není 
nijak možné komunikovat s agentem, ze kterého data o výsledcích získáváme, jelikož komplexní 





Obrázek 17 - Vzhled komplexního přehledu testů [vlastní] 
 
Pro přehlednost je v emailovém reportu použita pouze zpráva o výsledku testu ("Assert message"). 
V případě komplexnějších testů však je někdy potřeba vyjádřit podrobněji, které hodnoty byly 
testovány a které neprošly, typicky u stromových struktur. K tomuto účelu lze využit standardní 
výstup, který je přidán v záložce pod zprávu o výsledku testu. Tyto doplňující informace se zobrazí 
po kliknutí na příslušný řádek testu, kromě zprávy o výsledku testu a standardního výstupu ještě 
obsahuje vlastnosti testu. 
 
 
Obrázek 18 - Zobrazení rozbaleného testu v záložce sestavení [vlastní] 
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7 Zhodnocení řešení 
Kvantifikovat přínos implementovaného řešení je téměř nemožné, ale lze popsat konkrétní případy, 
které mají konkrétní přínos pro vývojový tým v oddělení CT DC, Siemens, s.r.o. V této kapitole lze 
nalézt příklady těchto situací s popisem konkrétního významu pro vývojový tým. V této kapitole jsou 
shrnuty základní funkce, které přináší zlepšení do procesu automatického testování. Kapitola ukazuje 
že řešení je prakticky použitelné a je přínosem pro proces automatického testování v nástroji 
TeamCity. Na přiloženém DVD je ukázkový projekt "TestApp" v jazyce C#, který demonstruje 
použité atributy u testů. Ukázky v této kapitole jsou právě z tohoto projektu. 
Nové testy 
Pakliže se objeví nově test, který není úspěšný, je to pravděpodobně znamením, že provedené změny 
zanesly nové chyby do programu. Samozřejmě může nastat situace, že se funkčnost změnila a je třeba 
zrevidovat příslušný test. Obě situace však vyžadují zvýšenou pozornost, kterou umocňuje barevné 








Vyhledávání v testech 
V případě rozsáhlejších sad testů je orientace mezi výsledky ztížena právě jejich počtem. 
Potřebujeme-li zjistit jen testy, které mají nejvyšší prioritu, použijeme komplexním přehled 
s vyhledáváním, což může uspořit spoustu času ve hledání závažných chyb. Funkce řazení testů také 
přispívá k lepší orientaci ve výsledcích, v komplexním přehledu testů tak lze zjistit, který test trval 
příliš dlouho a detekovat tak případný problém. Na Obrázek 20 je vidět, že nápadně delší doba trvání 





Obrázek 20 - Řazení testů podle doby jejich trvání v komplexním přehledu testů 
 
 
Přínosnou funkcionalitou je zobrazení umlčených testů ve spodní části komplexního přehledu testů. 
To zaručuje, že nedojde k postupnému umlčování "nepříjemných" testů ze strany testerů, 
administrátor může takto lehce kontrolovat počet a vlastnosti umlčených testů. 
 
Úprava reportů 
Vzhled emailových reportů lze uživatelsky upravit. Uživatel může zvolit vlastní šablonu, ve které 
může použít některé připravené bloky, nebo může změnit vzhled reportu na seskupování po projektu 
a třídách. Jako příklad uvádím rozdělení testů do skupin podle projektu. K tomu využijeme 






Obrázek 21 - Vlastní bloky testů v reportu 
 
 
7.1 Použití ve společnosti Siemens 
Zásuvný modul byl použit i na reálném projektu v oddělení CT DC, Siemens, s.r.o., Obrázek 22 
ukazuje že všechny podstatné informace, které jejich testy mají, jsou obsaženy v reportu výsledků 
testů: 
 
• Typ sestavení lze z reportu zjistit pomocí hodnoty "Triggered" 
• Priorita testů sice zatím použita není, ale s jejím využitím se do budoucna počítá. 
• Vlastník testu použit pro určení části vývojového týmu, který test vytvořil. Zkratka 
"ABG" značí část vývojového týmu v Německu a "BRQ" reprezentuje brněnskou část 
týmu 
• Použití kategorie pro logické zařazení testů ("DomainString", "Communication") 
• Pro určení, kdy má test běžet: noční sestavení ("-->Night") a sestavení po každé 









8 Možná rozšíření 
Kapitola rozšíření se snaží nastínit některé směry, ve kterých má vyvíjený zásuvný modul možnosti 
dalšího přínosu pro oddělení CT DC, Siemens, s.r.o., tato rozšíření byla konzultována se zástupci 
firmy, aby měla uvažovaná nová funkce praktický přínos pro vývoj nebo správu testů. Také bylo 
zohledněno, zda je dané řešení reálně proveditelné. 
8.1 Vzhled reportů dle parametrů 
Pro každou sadu testů můžeme požadovat akcent na jinou hodnotu a v tomto směru jsou úpravy 
ve stávajícím řešení příliš složité. Administrátor TeamCity serveru, který chce této vlastnosti docílit, 
musí mít znalosti nejen HTML, aby mohl vytvořit novou šablonu odpovídající požadavkům sady 
testů v konkrétním projektu. Pravděpodobně lze určit konečný seznam způsobů reportování, které 
pokryjí většinu předpokládaných požadavků na vzhled reportu v projektu. V případě, že definování 
prioritní vlastnosti, která nás pro danou sadu testů nejvíce zajímá, ušetří to jistě mnoho času 
pro správu a orientaci v testech. Předpokládá se také, že návrh těchto šablon by byl uskutečněn 
po průzkumu, pro konkrétní případy, které by se staly pak obecně používaným vzorem. Uvažované 
prioritní vlastnosti jsou například seskupování a krátký přehled po třídách a projektech (myšleno 
projekty testů, v prostředí Microsoft Visual Studia se označují "assembly"). Dále pak: řazení dle doby 
trvání testu včetně zahrnutí testů, které jsou úspěšné, pro detekci výkonnostních problémů, nebo 
seskupování a řazení dle priority včetně váhového ohodnocení úspěšnosti právě dle parametru 
priority. 
8.2 Vyhledávání nezadaných atributů testů 
Pro přínos zobrazených atributů v reportu je nutné, aby každý z testů měl všechny tyto vlastnosti 
definovány a také aby byly zadány korektně. Předpokládat, že všechny testy budou mít vždy vše 
v pořádku zadáno, by bylo vzhledem k přítomnosti lidského faktoru při definici testů naivní. Je tedy 
vhodné kontrolovat a co nejjednodušeji vyhledávat testy, které mají nezadané nebo špatně zadané 
parametry. Pokud máme v týmu nastavena jasná pravidla pro atributy testů, lze pomocí zadání těchto 
pravidel do uvažovaného vyhledávače jednoduše zjistit, které testy je třeba ještě doplnit nebo opravit, 
tak aby report měl vždy úplnou informační hodnotu. 
Po analýze možností, které nabízí zásuvné moduly TeamCity, by bylo možné implementovat 
řešení, které by detekovalo špatně zadané atributy, jak naznačuje samostatná tabulka těchto chyb 
na Obrázek 23.  
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Obrázek 23 - Komplexní přehled testů s chybami atributů [vlastní] 
 
8.3 Záložka nastavení do administrace TeamCity 
Implementovaný způsob nastavení všech parametrů zásuvného modulu je velmi náročný. TeamCity 
poskytuje možnost přidat do administrace záložku s volbami pro realizaci nastavení zásuvného 
modulu. Vzhled záložky nastavení základního notifikátoru je vidět na Obrázek 24. 
 
 




8.4 Ignorované testy 
Testy, které jsou definovány jako ignorované (nastaven atribut "Ignore"), nejsou vůbec provedeny a 
v rámci reportů ani v prostředí TeamCity je tedy nelze zobrazit. V tomto směru však lze použít 
soubory zdrojových kódů, které jsou pravidelně před sestavením aktualizovány v agentní části 
TeamCity. Výsledným řešením by tedy mohlo být zpracování těchto souborů a vyhledání všech testů 
s nastaveným atributem "Ignore". V rámci tohoto zpracování je možné získat i ostatní atributy testu a 
vložit je k ignorovaným testům do reportu nebo komplexního přehledu testů, aby důvody ignorování 
testu byly lépe dohledatelné. 
8.5 Nově úspěšné testy 
Reporty i komplexní přehled testů zvýrazňuje nově neúspěšné testy, ovšem může být užitečná 
informace i o testech, které nově uspěly. Implementace takové funkčnosti vyžaduje aby bylo 
v zásuvném modulu implementován průchod starších sestavení testů, aby bylo možné porovnat 
aktuální stav s výsledkem předchozího sestavení testů. Pro prohledávání starších sestavení lze využít 
dostupné REST API nástroje TeamCity. 
8.6 Zhodnocení uvažovaných rozšíření 
Navržená rozšíření mohou posunout použitelnost používaného nástroje pro automatické testování 
o další krok dopředu. Zejména je v tomto směru přínosné pohled na proces testování s určitým 
nadhledem, tak že rozšíření testovacího nástroje TeamCity pomůže nejen pro lepší přehled 
ve výsledcích testů, ale dokáže urychlit či jinak vylepšit testování v oddělení CT DC, Siemens, s.r.o. 
Nastavení zásuvného modulu je zpravidla provedeno pouze na začátku a další změny jsou již pouze 
dílčí, proto uvažovaná záložka do nastavení nástroje TeamCity bude mít pravděpodobně 
z uvažovaných rozšíření nejmenší přínos. 
V případě, že vzhled dle parametrů by byl implementován po zralé analýze potřeb, dá se toto 
rozšíření uvažovat jako přínosné, jelikož každá požadovaná změna pohledu na určitou sadu testů 
vyžaduje pouze změnu jednoho parametru, tak abychom získali nový pohled na daný software. 
V tomto směru je především zajímavé opuštění pohledu pouze na neúspěšné testy, kdy jsme schopni 
detekovat například výkonnostní problémy. 
V implementovaném řešení lze nalézt umlčené testy ve spodní části komplexního přehledu 
testů. V případě doplnění ignorovaných testů by byla tato funkčnost úplná a proto je toto rozšíření 
hodnoceno zástupci firmy jako přínosné. 
Vyhledávání nezadaných atributů testů se dívá na proces testování z jiného pohledu. Snaží se 
potlačit chyby lidského faktoru a v tomto případě zlepšit přehlednost testů tím, že všechny jejich 
atributy budou vždy zadané. Lze také říci, že toto rozšíření by bylo nejjednodušeji implementované 
také proto, že místo ve spodní části záložky sestavení přímo vybízí pro umístění takovéto informace. 
Navrhované rozšíření o upozornění na nově úspěšné testy pravděpodobně nebude mít uplatnění dle 




Cílem práce je seznámení se základy procesu automatického testování softwaru, analýza dostupných 
nástrojů pro průběžnou integraci, analýza situace v oddělení Corporate Technology Development 
Center společnosti Siemens, s.r.o. a návrh na zlepšení procesu automatického testování.V rámci 
seznámení s automatickým testováním se práce především věnuje základním principům tvorby testů, 
kdy je větší důraz kladen na testy jednotek, jež jsou používány v později zkoumané situaci 
v analyzovaném oddělení společnosti Siemens. 
Pro automatické testování je nutné použití nástroje, který bude tuto činnost vykonávat. 
Analyzoval jsem tedy běžně používané nástroje pro průběžnou integraci, zhodnotil jejich hlavní klady 
a zápory a stručně popsal, jaké možnosti tyto nástroje poskytují. Nástroj TeamCity je popsán 
detailněji, protože je používán v oddělení Corporate Technology Development Center společnosti 
Siemens, s.r.o. a jeho dobrá znalost byla základem pro další postup v práci. 
Analýza situace ve společnosti Siemens vedla po konzultaci se zástupci firmy k návrhu 
konkrétního řešení. Pro řešení bylo zvoleno rozšíření zásuvného modulu TcPrettyEmail tak, aby 
vyhovoval požadavkům vývojového týmu a zejména aby pro činnost tohoto týmu měl konkrétní 
přínos. Řešení bylo v průběhu rozšířeno o komplexní přehled testů a další dílčí požadavky a 
poskytuje tak lepší přehled a orientaci v testech. 
Implementované řešení má konkrétní přínos pro proces automatického testování, který je 
prezentován jak na příkladech, tak i pomocí ukázky reportu z ostrého nasazení v oddělení Corporate 
Technology Development Center, Siemens, s.r.o. Mezi důležitými funkcemi přinášejícími určitá 
zlepšení do procesu automatického testování zmíním možnost jednoduchých úprav vzhledu 
emailových reportů, komplexní přehled testů s okamžitým vyhledáváním a řazením testů, nebo 
například výrazné zobrazení umlčených testů tak, aby nebyly v budoucnu v tomto stavu opomenuty. 
V předposlední kapitole jsem navrhl další rozšíření implementovaného zásuvného modulu do 
nástroje TeamCity. Rozšíření byla navrhována tak, aby byla reálně implementovatelná. Dle 
hodnocení zástupců oddělení Corporate Technology Development Center společnosti Siemens, s.r.o 
jsou některá rozšíření použitelná a jejich případná implementace by proces automatického testování 
v jejich týmu mohla posunout o další krok dopředu. Důležitou součástí je také manuál, který pomáhá 
uživateli jednoduše nastavit všechny funkce implementovaného řešení. 
Implementované řešení přináší do procesu automatického testování v oddělení Corporate 
Technology Development Center společnosti Siemens, s.r.o. zejména lepší přehled a orientaci 
v testech a hodnocení navrhovaných rozšíření jsou motivací pro další vývoj v oblasti zdokonalení 
procesu automatického testování. 
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Příloha A. Manuál 
1 Úvod 
TcPrettyEmailMSTest je zásuvným modulem typu notifikátor, tedy konkrétně umožňuje zasílat 
emailové reporty o testech z programu TeamCity MSTest a informace o pokrytí kódu z programu 
DotCover od firmy JetBrains, která je také výrobcem programu TeamCity. další přínos je 
ve snadnějších úpravách vzhledu reportů. V neposlední řadě přidává také komplexní zobrazení 
výsledků do prostředí TeamCity a to v podobě záložky ke konkrétnímu sestavení. 
Tento manuál dává návod k nastavení a zavedení zásuvného modulu do prostředí pro 
průběžnou integraci TeamCity, včetně příkladů, jak které nastavení použít. Dále tento dokument 
obsahuje základy systému pro vytváření obsahu pomocí šablon Velocity, který je v zásuvném modulu 
použit, tak aby bylo možné jednoduše upravovat šablony jak emailových reportů tak zmíněné záložky 
v rámci TeamCity. Tyto úpravy jsou pak podpořeny praktickými příklady šablon. 
Notifikátor je serverovým zásuvným modulem a proto veškerá nastavení jsou popisována 
na serverové části TeamCity. 
 
2 Nastavení a zavedení zásuvného 
modulu do TeamCity 
2.1 Požadované programové vybavení 
TeamCity verze 4 a starší (podpora MSTest a DotCover testováno na verzi 8) 
Microsoft Visual Studio 2010 (MSTest) 
DotCover (testována verze 2.7) 
Webový prohlížeč 
Nástroj pro správu zdrojového kódu 
 
Verze programů označují ověřené řešení, ovšem vzhledem k tomu, že předávání dat do zásuvného 
modulu se děje prostřednictvím standardizovaného formátu XML, lze tedy s velkou jistotou 
předpokládat správnou funkčnost řešení i při použití jiných verzí, zejména novějších verzí. 
2.2 Zkopírování souborů zásuvného modulu 
Zásuvné moduly jsou do TeamCity přidávány ve formě zkomprimovaného balíčku, který obsahuje 
přeložený kód a soubor s informacemi ve formátu XML, tento soubor má název "teamcity-
plugin.xml". Tento balíček je před spuštěním serveru zkopírovat do složky <Datová složka 
Teamcity>/plugins/, například v případě Microsoft Windows 7/8 se jedná 
o ProgramData/JetBrains/TeamCity/plugins/. TeamCity pak při spouštění provede 
automatické rozbalení a zkopírování souborů na potřebné umístění, a také dle souboru s informacemi 
zásuvný modul registruje. Správné zavedení zásuvného modulu můžeme ověřit v administraci 
TeamCity po položkou "Plugins List". Náhled, jak by mělo ověření vypadat je vidět na Obrázek 25. 
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 Pro správnou funkčnost je však ještě před spuštěním serveru nutné provést nastavení 




Obrázek 25 - Náhled seznamu spuštěných zásuvných modulů v administraci TeamCity [vlastní] 
2.3 Nastavení parametrů 
Před spuštěním serveru je také pro správné fungování zásuvného modulu notifikátoru nastavit 
data pro komunikaci se serverem pro odchozí poštu typu SMTP. Konfigurační soubor, do kterého je 
třeba toto zadání vložit, má cestu: <Datová složka Teamcity>/config/main-
config.xml, v tomto souboru se nachází základní nastavení serveru, je doporučeno veškerá 
nastavení zachovat, přidáme jen další hodnoty pro zásuvný modul TcPrettyEmailMSTest. Všechna 
tato nastavení budou v rámci párové značky <pretty-email>, která bude součástí již existující 
párové značky <server>. 
Nastavení serveru pro odchozí poštu (SMTP) se zadává jako atributy nepárové značky 
<smtp> dle následující tabulky [1]: 
 




host Adresa SMTP serveru text vyžadovaný  
port Port na kterém běží SMTP server číslo volitelný  25 
username 




password Heslo pro přihlášení k serveru text volitelný  
from-
address 










Zapnutí podpory STARTTLS, je 





Zakódované heslo pro přihlášení k 





Zakódované heslo lze použít pokud nechceme aby bylo heslo na serveru hned viditelné, 
prioritně je použita zakódovaná verze hesla. V zásuvném modulu je možné nastavit i další parametry, 
které jsou zapsány jako další značky v rámci značky <pretty-email> [1]: 
 
 




attachment-path path V případě použití vlastních 
šablon se tento parametr použije 
pro zadání umístění složky 
s nimi. 
text volitelný  
attach-images path Cesta k alternativním obrázkům 
použitých do mailu.  
text volitelný  
attach Volba, která povoluje přidávání 
obrázků do mailu 
text volitelný  
max-tests-to-show value Maximální počet neúspěšných 
testů zobrazených v mailu 
číslo Volitelný  5 
max-error-lines-to-
show  
value Maximální počet zobrazených 
řádků chyb sestavení 
zobrazených v mailu 
číslo Volitelný 50 
mstest result-file Název souboru, do kterého je 
ukládán výsledek testů z MSTest.  
text Volitelný  
 
Příklad nastavení kompletního nastavení [1]: 
 
<pretty-email> 
 <smtp host="mail.company.com" port="25" username="mySmtpUsername" 
 password="mySmtpPassword" from-address="name@example.com" from- 
 name="Name" starttls-enabled="true" /> 
 <attach-images attach="true" /> 
 <attachment-path path="/dir/TeamCity/tcPrettyEmail/img/" /> 
 <template-path path="/dir/TeamCity/tcPrettyEmail/templates/" /> 
 <max-tests-to-show value="5" /> 
 <max-error-lines-to-show value="50" /> 
</pretty-email> 
 
Jakmile jsou všechna tato nastavení uložena do konfiguračního souboru, je možné provést 
spuštění serveru, jelikož ostatní nastavení jsou prováděna v rámci prostředí TeamCity. Úspěšné 
nastavení zásuvného modulu je nejjednodušší zjistit pomocí provedení nějakého typu notifikace. 
V případě, že se report neodeslal je možné informace o chybách najít v logu chyb server, ty se 
nachází na <Složka programu Teamcity>/logs/teamcity-server.log.  
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2.4 Reportování výsledků 
Abychom byli informování o testech a jiných událostech v rámci TeamCity, je nutné nastavit 
pravidla, podle kterých bude k reportování docházet. Toto nastavení je buď individuální pro každého 
uživatele, nebo může administrátor TeamCity nastavit notifikační pravidla pro skupiny uživatelů. 
Individuální nastavení se nachází v uživatelském panelu, kde zvolíme záložku notifikační pravidla 




Obrázek 26 - Individuální nastavení pravidel pro reportování [vlastní] 
Pro jednotlivé skupiny uživatelů je možné vytvořit pravidla, které se pro jejich členy stanou 
povinnými a dle nich je prováděna notifikace celé skupině uživatelů. Skupiny uživatelů je možné 
vytvářet v administraci pod správou uživatelů ("User Management - Groups"). Po otevření skupiny 
uživatelů je v záložce notifikační pravidla ("Notification Rules") možné definovat pravidla pro tuto 
skupinu stejně jako v případě individuálního nastavení (Obrázek 27). Pokud chceme nastavit nějaké 




Obrázek 27 - Nastavení pravidel reportování pro skupinu uživatelů [vlastní] 
 
2.4.1 Podpora výsledků z programu MSTest 
V případě, že běhovým prostředím pro testy je program MSTest je možné zapnout podporu 
zahrnutím výsledků z tohoto programu do reportů, tak abychom dostávali co nejkomplexnější 
informace. Jedná se o přidání atributů definovaných u testu do reportu. 
Nastavení musí provádět administrátor TeamCity. Nejprve nastaví soubor do kterého MSTest 
uloží výsledek testování, jedná se o ekvivalent souborů typu trx. Toto nastavení se nachází 
v konkrétním kroku sestavení ("Build step"), kde je prováděno testování pomocí programu MSTest. 
Název souboru vložíme do parametru "Results file" viz. Obrázek 28 (pozn.: zadávejte bez absolutní 
cesty, aby byl unikátní pro každý projekt, uloží se do složky sestavení). Je možné, že pro zobrazení 
této volby je nutné nejdříve odkrýt skrytá nastavení, které provedeme klepnutím na zobrazení 




Obrázek 28 - Nastavení souboru pro ukládání výsledků z programu MSTest [vlastní] 
 
Dále je potřeba tento soubor s výsledky vložit do artefaktů sestavení, tak aby byl dostupný i pro 
zásuvný modul na serveru. Artefakty jsou definovány pro každé sestavení ("Build configuration") a 
jejich nastavení najdeme v obecných nastaveních sestavení ("General Settings"). Zde provedeme 
nastavení hodnoty cesta k atributům ("Artifact paths") tak, aby došlo k vložení výsledků testů 
do atributů sestavení (Obrázek 29). Lze použít například následující hodnotu: 
 




Obrázek 29 - Nastavení cesty artefaktu k výsledkům z programu MSTest [vlastní] 
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V poslední řadě je nutné dát vědět zásuvnému modulu, že tento soubor má hledat, toto 
nastavení provedeme v parametrech, které je možné nastavit globálně pro všechny projekty nastavení 
v kořenovém projektu ("Root project", Obrázek 30), pro konkrétní projekt, nebo sestavení. Vložíme 
tedy nový parametr konfigurace (Configuration Parameter) teamcity.mstest.result a jeho 
hodnotu nastavíme název souboru s výsledky programu MSTest. 
 
 
Obrázek 30 - Nastavení nového paramaetru pro kořenový projekt [vlastní] 
 
 
Podpora výsledků z programu MSTest se projeví v report v zobrazení dodatečných informací při 








Obrázek 32 - Zobrazení atributů testu v reportu 
 
2.4.2 Podpora hodnot o pokrytí kódu 
Další užitečná data, které je možné zahrnout do reportů jsou informace o pokrytí kódu testy. 
Nastavení probíhá automaticky a stačí tedy mít správně nastavený program DotCover, tak aby byl 
spuštěn i v rámci kroků sestavení. Toto nastavení je velmi jednoduché, provádí se opět u kroku 
sestavení, které provádí testování, Nastavíme hodnotu atributu nástroje pro pokrytí kódu .NET 
na JetBrains DotCover (Obrázek 33). Pokrytí kódu testy se pak zobrazí jako celková hodnota 
v hlavičce a také u každého testu (Obrázek 32). 
 
 




2.4.3 Přidání komplexního přehledu testů 
Zasílání mailů není jediným výstupem tohoto zásuvného modulu, je navíc také možné vložit 
report do záložky ke každému sestavení. Nejprve je nutné definovat název souboru HTML, kam bude 
obsah záložky generován. Název tohoto souboru přidáme jako hodnotu parametru konfigurace 
teamcity.mstest.report podobně jako v případě souboru s výsledky programu MSTest. 
Tento soubor je nutné také vložit do artefaktů sestavení, toto nastavení provedeme stejně jako 
u výsledného souboru z programu MSTest (Obrázek 29): 
 
%system.teamcity.build.checkoutDir%/<název souboru s reportem> 
 
Následně je potřeba zapnout zobrazení této záložky v zobrazení výsledku sestavení. Toto 
nastavení musí opět provést administrátor TeamCity a je možné jej zvolit pro konkrétní projekt, nebo 
pro všechny projekty ("Root project"). Přidáme záložku reportu ("Create new report tab"), kde 
zvolíme vlastní název a jako úvodní stránku ("Start Page") vložíme název souboru s reportem bez 
absolutní cesty (Obrázek 34). Záložka, na rozdíl od emailu, poskytuje více funkcí jako jsou filtrování 
a řazení testů. Při přidávání záložky je nutné pamatovat, že tento zásuvný modul slouží pro emailové 




Obrázek 34 - Záložky sestavení 
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3 Úprava vzhledu reportů 
3.1 Základy Velocity 
Velocity je systém pro vytváření obsahu pomocí šablon zaštítěný Apache Software Foundation, který 
je využíván pro vytváření reportů v tomto zásuvném modulu. v této kapitole se krátce seznámíme se 
základními příkazy tohoto systému [2]. 
 
Podmíněný příkaz 
Podmíněný příkaz začíná značkou #if a končí značkou #end, v zápisu nezáleží na odsazení, příkazy 
mohou být na jednom řádku. 
 
#if ( $test.isNew() ) 
 NEW TEST 
#end 
 
Přiřazení do proměnné 
Příkaz #set přiřadí proměnné novou hodnotu, lze takto vytvořit i novou proměnnou. 
 
#set ( $test.foo = "foo" ) 
 
Výpis proměnné 
Proměnnou vypíšeme prostým zapsáním této proměnné. K funkcím pro získávání hodnot, tzv. 





V případě že potřebujeme aby vypsaná hodnota ihned pokračovala dalším řetězcem použijeme 
následující zápis, kdy název proměnné je ve složených závorkách. V případě, že se nepodaří 
proměnnou najít nebo není možné z funkce získat řetězec, je zápis brán, tak jako by se nejednalo 




Cyklus foreach využijeme pro iteraci nad prvky,zápis je podobný jako u podmíněného příkazu. 
 
#foreach( $product in $allProducts ) 
    <li>$product</li> 
#end 
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3.2 Šablony reportů 
 
Veškeré šablony pro generování reportů se nachází ve složce 
 
<Složka programu TeamCity>/webapps/ROOT/plugins/tcPrettyEmailer/templates/ 
 
 
Obsah záložky s reportem je kompletně generován dle šablony report.vm. Podrobněji se 
podíváme na generování emailů, generování záložky je k nim analogické. 
Email je tvořen z několika částí a jejich generování probíhá dle souboru email-<typ 
notifikace>.vm. V něm je možné upravit části ze kterých se bude email skládat, hlavičku a 
patičku je však nutné vždy ponechat. Bloky přidáme pomocí marka #parse(<šablona 
bloku>), zásuvný modul obsahuje řadu hotových bloků, které se nacházejí ve složce includes: 
 
• header.vm - základní hlavička obsahující pouze informace o datu spuštění, změnách a který 
uživatel spustil operaci která je reportována 
• header-mute.vm - hlavička pro reporty oznamující umlčení nebo opětovné zapnutí testu 
(operace "mute" a "unmute") 
• header-test.vm - hlavička pro reporty oznamující nespěšné testy, k informacím ze základní 
hlavičky přidává počet úspěšných, neúspěšných, umlčených a ignorovaných testů, pokud je 
dostupná informace o pokrytí kódu, tak hlavička obsahuje údaje  
• changes.vm - pokud jsou od posledního sestavení nějaké změny, vypíše počet chyb a seznam 
změněných souborů 
• errors.vm - blok informuje o chybách při kompilaci 
• tests.vm - neúspěšné testy včetně všech atributů 
• tests-group.vm - neúspěšné testy seskupovány podle projektu a třídy 
• test-block.vm - blok jednotlivého testu 
• footer.vm - patička, nutná pro správné uzavření reportu 
 
Zásadní přizpůsobení je možné provést v bloku testů (soubor tests.vm). Zejména se jedná 
o využití připravených funkcí pro filtrování a řazení. Funkce pro řazení a filtrování využijeme 
jednoduše tak, že je řetězíme za získání testů, názornější bude příklad: 
 
Testy s prioritou 1 řazené dle kategorie: 
 
#foreach( $test in $tests.filterByPriority(1).sortByFirstCategory() ) 
 <blok s výpisem testu> 
#end 
 
Testy s kde není vlastníkem John řazené dle priority, druhotně dle jména: 
#foreach( $test in 
 $tests.sortByName().sortByPriority().filterByOwner("John", false) ) 




3.2.1 Přehled funkcí pro řazení a filtrování testů 
 
• filterByOwner(name, positive) - filtruje dle vlastníka testu, pokud jedním z vlastníku je zadaný 
parametr name (řetězec reprezentující jméno), dle parametru positive, což je booleovská 
hodnota, dané testy zachová (hodnota positive je nastavena na true) nebo vyřadí. Parametr 
positive je volitelný a v případě jeho nezadání se funkce chová jako by byla zadána hodnota true 
• filterByCategory(category, positive) - funkce pracuje stejně jako filterByOwner, s tím 
rozdílem že filtruje dle kategorií testu 
• filterByProperty(key, values, positive) - funkce filtruje dle shody hodnot vlastností pod 
zadaným klíčem, pokud test zadanou vlastnost nemá, jedná se též o neúspěch, parametr positive 
funguje analogicky k předchozím funkcím. 
• filterByPriority(priority, positive) - funkce pracuje stejně jako filterByOwner, s tím rozdílem 
že filtruje dle priority testu 
• sortByPriority() - seřadí testy vzestupně dle priority 
• sortByName () - seřadí testy vzestupně dle názvu metody 
• sortByClass() - seřadí testy vzestupně dle názvu třídy 
• sortByProject() - seřadí testy vzestupně dle názvu projektu 
• sortByFirstOwner() - seřadí testy vzestupně dle jména prvního zadaného vlastníka 
• sortByFirstCategory() - seřadí testy vzestupně dle názvu první zadané kategorie 
 
 
3.2.2 Vlastní šablony 
Zásuvný modul TcPrettyEmailMSTest je dále také rozšířen o možnost definování vlastní šablony pro 
report o neúspěšných testech. Nastavení takového reportu je realizováno parametrem 
teamcity.prettyemail.template, kdy jeho hodnota udává název souboru šablony ve složce 
šablon bez přípony .vm. 
 Složka šablon obsahuje jednu připravenou vlastní šablonu, která vypisuje testy pomocí bloku 
tests-group.vm a její název je email-BuildFailed-group.vm. Do parametru 
teamcity.prettyemail.template tedy zadáme řetězec " email-BuildFailed-group ". 
3.2.3 Proměnné v šabloně 
Tato kapitola popisuje dostupné proměnné v šabloně a jejich typ, konkrétní hodnoty lze najít 
v dokumentaci. 
(název proměnné - typ proměnné) 
 
• tests - PrettyEmailTestBlockBeanArray 
• changes - List<SVcsModification> (dokumentace na: 
http://javadoc.jetbrains.net/teamcity/openapi/8.0/jetbrains/buildServer/vcs/SVcsModification.ht
ml 
• errors - List<CompilationBlockBean> (dokumentace na: 
http://javadoc.jetbrains.net/teamcity/openapi/8.0/jetbrains/buildServer/serverSide/CompilationBl
ockBean.html) 




[1]  Net Wolf: TcPrettyEmail [cit. 2.5.2014] Dokument dostupný na 
http://sourceforge.net/apps/trac/tcplugins/wiki/TcPrettyEmail 
[2]  Velocity Documentation Team: Apache Velocity - Velocity User Guide [cit. 14.5.2014] 




Příloha B. Obsah DVD 
Přiložené DVD obsahuje následující adresářovou strukturu: 
• apidocs - dokumentace zásuvného modulu ve formátu JavaDoc 
• doc - text diplomové práce a manuál ve formátu Microsoft Word 
• pdf - text diplomové práce a manuál ve formátu pdf 
• src 
-   tcPrettyEmailMSTest - zdrojové kódy a přeložený zásuvný modul 
-   TestApp - ukázkový projekt v jazyce C# 
 
