Abstract. The concept of a partial derangement is introduced and a versatile representation of partial derangements is proposed with permutations and derangements as special cases. The representation is derived from a representation of permutations by iterative decomposition of symmetric permutation group Sn into cosets. New algorithms are proposed for generation of partial set derangements in t. The control sequences produced by the generation algorithms appear either in lexicographic or reverse lexicographic order while the output sequences representing partial derangements are obtained from the control sequences in corresponding linear orders. A parallel hardware implementation of the generator of partial derangements is described.
Introduction
Combinatorial generation is one of basic problems in computer science [11, 17] . Combinatorial objects are involved as test or problem instances in numerous important application areas. A great many generation algorithms has been developed for such combinatorial objects like n-tuples, combinations, permutations, numerical and set partitions, trees, graphs etc.
The focus of this paper is on generation of important classes of n-permutations with a forbidden set of k constant points, 0 ≤ k ≤ n. One specific class of permutations with no constant points (no 1-cycles) are derangements. Combinatorial properties of derangements are described in depth in [4, 6] . Several methods for generation of all set derangements sequentially or in parallel linear array model are published in the literature [1, 2, 3, 5, 14] .
In the present paper a new concept of a partial derangement is introduced and a versatile representation of partial derangements is proposed with permutations and derangements as special cases. No generation algorithm for such a class of combinatorial objects is known so far. The representation of partial derangements is derived from a representation of permutations by iterative decomposition of symmetric permutation group S n into cosets [12] . Some particular properties of partial derangements as permutations are also established.
The algorithms for generation of partial set derangements are developed in the parallel counter model. The control sequences are produced in O(1) average time per generated object. The output sequences are then obtained from the control sequences in O(n) time. Following [12, 13] we propose a parallel hardware implementation of the generation algorithms with the help of a cellular permutation array that makes the generation process time efficient.
The representation and some properties of permutations and partial derangements are described in section 2. In the next section two generation algorithms are presented. Finally, a hardware implementation of the generator of partial derangements is described in detail in section 4. The last section contains concluding remarks.
Representation of Partial Derangements
The representation of permutations is derived from an iterative decomposition of symmetric permutation group S n into cosets [12] . In this representation set permutations are described by integer sequences called choice functions of indexed families of sets.
Let us introduce at first the two coset representations of permutations. Let < A i > i∈I denote an indexed family of sets A i = A, where: A = I ={1, . . . , n}. Any mapping f which "chooses" one element from each set A 1 , . . . , A n is called a choice function (or a system of representatives, or a transversal) of the family < A i > i∈I . If for every i = j a suplementary condition: a i = a j is satisfied then any choice function α =< a i > i∈I that belongs to the indexed family < A i > i∈I is called n-permutation of the set A. Set of all such choice functions represents the set of all permutations of the n-element set.
Let us denote any permutation π of n-element set A = {1, . . . , n} by the sequence < π(1), π(2), . . . , π(n) >. The set of all permutations of A is called the symmetric group S n . Theorem 1. Let < P i > i∈I be indexed family of sets P i ⊆ A, where
Proof. In [7] Hall and Paige have proposed two partitions of the symmetric group S n on the finite set A = {1, . . . , n} into right and left cosets of S n−1 in S n :
where + denotes the union of disjoint sets and τ j i denotes the transposition (ij) (in particular τ i i is the identity permutation). The complete iterative decomposition of S n into right cosets resulting from the equation (1) is given below: ............................................................... 
In a similar way the complete iterative decomposition of S n into left cosets is obtained from (2): > i∈I , belonging to Carthesian product × i∈I P i correspondes to one of the two sequences: 
represented by the choice functions α in lexicographic and reverse lexicographic orders, respectively, as shown for n = 4 in Tables 1 and 2. Let us now define permutations with forbidden positions, partial derangenments and derangements.
Definition 1. A permutation π of n-element set
A = {1, . . . , n} with a forbid- den position i is the sequence < π(1), π(2), . . . , π(n) >, where π(i) = i, for some 1 ≤ i ≤ n. Lemma 1. Let < P i > i∈I be an indexed family of sets P i ⊆ A, where P i = {1, . . . , i}, 1 ≤ i < n − 1, and P n = P n−1 . Any choice function α =< p i > i∈I , that
belongs to Carthesian product × i∈I P i represents a permutation of A with a forbidden position i if and only if
Proof. There are to cases to be considered. 
Definition 2. Any n-permutation with k forbiden positions
Proof. The proof follows directly from the Lemma 1.
There are two special cases: 1. iff k = 0 and F = ∅ then we have a permutation α = δ(n, 0); 2. iff k = n and F = {1, 2, . . . , n} = A then we have a derangement δ(n, n). Otherwise, for k / ∈ {0, n}, we have a proper partial derangement δ(n, k).
Definition 3. Any permutation with k forbiden positions
i = π(i), 1 ≤ i ≤ k < n, is called a prefix partial derangement δ p (n, k) with F = {1, . . . , k}.
Definition 4. Any permutation with k forbiden positions
i = π(i), 1 < k < n, n − k + 1 ≤ i ≤ n, is called a suffix partial derangement δ s (n, k) with F = {n − k + 1, . . . , n}.
Lemma 2. The number of partial derangements
where
D(i)=PD(i,i) denotes the number of derangements of i-element set.
Proof. Proof is obvious.
It is well known that lim
The expected number of fixed points in an element δ(n, 0) is 1 [4] . Since the set of derangements δ(n, n) has no constant points, the average number of fixed points in permutations δ(n, k), 0 ≤ k < n, is lim 
The Generation Algorithms
In [15] the authors have invented a derangement generation algorithm by interchanging at most four elements, with roughly 2.980 elements exchanged in average. The first Gray code and a constant average time generation algorithm is described in [3] . In this algorithm the next derangement is obtained from its predecessor by one or two transpositions or a rotation of three elements. It can be used also for generation of some classes of partial derangements.
Our generation methods are much simpler then the above mentioned solutions. The algorithms PDGENLEX and PDGENREVLEX are shown in Figures  1 and 2 . The control sequences are produced by the algorithms in lexicographical or reverse lexicographical order, respectively, and the corresponding partial derangements appear in one of the two linear orders depending on the decomposition scheme used.
Input : n -size of the set, k -the number of forbidden positions in partial derangements, D -the forbidden set. Output: 
is O(D(n)kn).
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Input : n -size of the set, k -the number of forbidden positions in partial derangements, D -the forbidden set. Output: Table DA with the consecutive partial derangements. Method: The first function α in the table PD is obtained in step 1. The generation method is based on a counting process in the table PD. In step 4.3 the output is produced if the condition (6) is fulfilled. Computations run until the last c.f. α is generated. (6) is satisfied then output(PD); until MAX-PD=I; output(PD) /conversion and output/ 1. case of decomposition scheme left coset: permute the set DA={1, ... , n} according to transpositions in PD; right coset: permute the set DA={1, ... , n} according to transpositions in PD; 2. output DA;
Fig. 2. The algorithm PDGENREVLEX
Computational complexity of the algorithm PDGENREVLEX is the same as PDGENLEX.
Two exemplary permutation sequences π 1 =< π 1 (1), . . . , π 1 (n) > and π 2 =< π 2 (1), . . . , π 2 (n) > (represented by choice functions α for n = 4) generated by the algorithm PDGENREVLEX are shown in Table 2 .
A Parallel Hardware Implementation
The circuit described in this section can be used for generation of partial derangements in parallel processing systems [9] . For the hardware implementation the algorithm PDGENREVLEX has been selected. Both decomposition schemes (3) and (4) have been shown to be group-theoretic representations of triangular permutation networks [16] . The triangular permutation network and its control circuit (complex parallel counter) are the main components of the hardware generator. The hardware complexity of the generator is O(n 2 ), and the network propagation delay is O(n). For practical applications the networks size is limited and the propagation delay can be considered constant.
The triangular permutation network is built of two-state cells (2-permuters) [12, 13, 16] . Each cell requires a separate control signal. The control circuit is organized in the following way. With every ith column of the triangular network (1 ≤ i ≤ n) the ith ring counter is associated, with the initial state from the "1-out-of-i" code. All column counters form the parallel counter with n! different Table 2 . Sequences of partial (n,k)-derangements generated by algorithm PDGEN-REVLEX (n=4, k=0,2,4) 
The above logic functions can be computed in O(n) time what matches the network propagation delay. Because the size of the network is limited and the constant factor hidden in the function O(n) is very low, for most applications we may assume that consecutive network configurations are generated in constant time. It is expected that generation of a single partial derangement takes in average at most e clock periods, when the whole set of permutations is generated.
The proposed hardware generator of partial derangements for n=32 has been implemented in Xilinx Spartan 3 FPGA. For the project we have used VHDL, Xilinx Foundation ISE 8.2i software and a Digilent board with XC3S200-4ft256 programmable device.
Conclusions
The concept of partial derangements can gain much attention when application problems involve irregular permutation problems with partially forbidden positions. In that case known methods for generation of permutations and derangements are not directly applicable.
The correctness of both generation algorithms has been verified by computer simulation. In addition the algorithm PDGENREVLEX has been implemented in VHDL and tested in a real FPGA device. It is not likely that the hardware generator will be used for enumeration of full sets of partial derangements for large values of n. However, fast generation of derangements, partial derangements and permutations can be of practical value for many specific tasks involving generation of subsequences of such objects.
