Abstract. Symbolic Regression is one of the most important applications of Genetic Programming, but these applications suffer from one of the key issues in Genetic Programming, namely bloat -the uncontrolled growth of ineffective code segments, which do not contribute to the value of the function evolved, but complicate the evolutionary proces, and at minimum greatly increase the cost of evaluation. For a variety of reasons, reliable techniques to remove bloat are highly desirable -to simplify the solutions generated at the end of runs, so that there is some chance of understanding them, to permit systematic study of the evolution of the effective core of the genotype, or even to perform simplification of expressions during the course of a run. This paper introduces an alternative approach, Equivalent Decision Simplification, in which subtrees are evaluated over the set of regression points; if the subtrees evaluate to the same values as known simple subtrees, they are replaced. The effectiveness of the proposed method is confirmed by computer simulation taking simple Symbolic Regression problems as examples.
Introduction
Genetic Programming 3, 4] ) has become well-known as a method for machine learning of models from data, generally for the purpose of predicting the values of previously un-seen data. In these applications, GP is used to generate models of the data, with the fitness criterion generally being to minimize some measure of the error in the data.
However GP suffers from a well-known problem, its propensity to generate large amounts of ineffective code (bloat -[1, 3, 6, 7] ).
Bloat has been heavily researched, covering its causes, ways to avoid it, and ways to remove bloat (redundant code) from evolved trees. In this work, we emphasise simplification for the purpose of understanding the behavior of GP populations -for understanding the evolution of effective diversity, building blocks etc. For such analysis, the primary goal is complete -or at least, near completeremoval of ineffective code; computational efficiency is much less important. We contrast this with other applications, for example code simplification within GP runs in order to exert parsimony pressure, in which computational efficiency is crucial and the completeness may be far less important.
In this paper, we first consider previous work on simplification -mainly algebraic simplification -in section 2. Section 3 introduces Equivalent Decision Simplification, our new tree simplification method. The experimental context of this study is described in section 4, while section 5 provides the results of the simplification method, and some comparative results with algebraic simplification. Finally, in section 6, we discuss how these methods provide new information about the evolutionary behaviour of effective code GP systems, mention how the software may be accessed by other researchers, and discuss how we hope to extend this work in the future.
Background

Redundancy
In analysing GP dynamics, redundancy is a key issue. GP has redundancy in the genotype-to-phenotype mapping -that is, several individuals with different genotypes may nevertheless have the same phenotype. These different genotypes may have different complexities, and a GP algorithm is not constrained to find the simplest. As a result, GP can -and generally does -suffer from the phenomenon of bloat, in which both before and after the population has converged phenotypically, the complexity of the individuals increases rapidly.
We call the genotype components which typify bloat "redundant structures". We can categorize redundant structures into two main types:
-Neutral parts. If we change any node in a neutral part, it has no effect on the phenotypic value. For example, in 0 * f (x), f (x) is a neutral part. -Redundant expressions.
We can represent a redundant expression by a different, smaller tree using some conversion, for example: 1 * f (x) → f (x), where 1 * f (x) is a redundant expression.
In this study, we call a neutral part an "intron", and distinguish it from a redundant expression. By definition, trees which contain introns are redundant expressions -but there are also other types of redundant expressions. Because of redundant structures, the situation can readily occur that the phenotype space is converged, but the genotype space has high diversity. It is well known that redundant structures are very important in maintaining robustness
