Principal component analysis (PCA) is widely used in data processing and dimensionality reduction. However, PCA suffers from the fact that each principal component is a linear combination of all the original variables, thus it is often difficult to interpret the results. We introduce a new method called sparse principal component analysis (SPCA) using the lasso (elastic net) to produce modified principal components with sparse loadings. We show that PCA can be formulated as a regression-type optimization problem, then sparse loadings are obtained by imposing the lasso (elastic net) constraint on the regression coefficients. Efficient algorithms are proposed to realize SPCA for both regular multivariate data and gene expression arrays. We also give a new formula to compute the total variance of modified principal components. As illustrations, SPCA is applied to real and simulated data, and the results are encouraging.
Introduction
Principal component analysis (PCA) (Jolliffe 1986 ) is a popular data processing and dimension reduction technique . As an un-supervised learning method, PCA has numerous applications such as handwritten zip code classification (Hastie et al. 2001 ) and human face recognition (Hancock et al. 1996) . Recently PCA has been used in gene expression data analysis (Misra et al. 2002) . Hastie et al. (2000) propose the so-called Gene Shaving techniques using PCA to cluster high variable and coherent genes in microarray data.
PCA seeks the linear combinations of the original variables such that the derived variables capture maximal variance. PCA can be done via the singular value decomposition (SVD) of the data matrix. In detail, let the data X be a n × p matrix, where n and p are the number of observations and the number of variables, respectively. Without loss of generality, assume the column means of X are all 0. Suppose we have the SVD of X as
where T means transpose. U are the principal components (PCs) of unit length, and the columns of V are the corresponding loadings of the principal components. The variance of the ith PC is D 2 i,i . In gene expression data the PCs U are called the eigen-arrays and V are the eigen-genes (Alter et al. 2000) . Usually the first q (q p) PCs are chosen to represent the data, thus a great dimensionality reduction is achieved.
The success of PCA is due to the following two important optimal properties:
1. principal components sequentially capture the maximum variability among X, thus guaranteeing minimal information loss;
2. principal components are uncorrelated, so we can talk about one principal component without referring to others.
However, PCA also has an obvious drawback, i.e., each PC is a linear combination of all p variables and the loadings are typically nonzero. This makes it often difficult to interpret the derived PCs.
Rotation techniques are commonly used to help practitioners to interpret principal components (Jolliffe 1995) . Vines (2000) considered simple principal components by restricting the loadings to take values from a small set of allowable integers such as 0, 1 and -1.
We feel it is desirable not only to achieve the dimensionality reduction but also to reduce the size of explicitly used variables. An ad hoc way is to artificially set the loadings with absolute values smaller than a threshold to zero. This informal thresholding approach is frequently used in practice but can be potentially misleading in various respects (Cadima & Jolliffe 1995) . McCabe (1984) presented an alternative to PCA which found a subset of principal variables. Jolliffe & Uddin (2003) introduced SCoTLASS to get modified principal components with possible zero loadings.
Recall the same interpretation issue arising in multiple linear regression, where the response is predicted by a linear combination of the predictors. Interpretable models are obtained via variable selection. The lasso (Tibshirani 1996 ) is a promising variable selection technique, simultaneously producing accurate and sparse models. Zou & Hastie (2003) propose the elastic net, a generalization of the lasso, to further improve upon the lasso. In this paper we introduce a new approach to get modified PCs with sparse loadings, which we call sparse principal component analysis (SPCA).
SPCA is built on the fact that PCA can be written as a regression-type optimization problem, thus the lasso (elastic net) can be directly integrated into the regression criterion such that the resulting modified PCA produces sparse loadings.
In the next section we briefly review the lasso and the elastic net. The method details of SPCA are presented in Section 3. We first discuss a direct sparse approximation approach via the elastic net, which is a useful exploratory tool. We then show that finding the loadings of principal components can be reformulated as estimating coefficients in a regression-type optimization problem. Thus by imposing the lasso (elastic net) constraint on the coefficients, we derive the modified principal components with sparse loadings. An efficient algorithm is proposed to realize SPCA.
We also give a new formula, which justifies the correlation effects, to calculate the total variance of modified principal components. In Section 4 we consider a special case of the SPCA algorithm to efficiently handle gene expression arrays. The proposed methodology is illustrated by using real data and simulation examples in Section 5. Discussions are in Section 6. The paper ends up with an appendix summarizing technical details.
The Lasso and The Elastic Net
Consider the linear regression model. Suppose the data set has n observations with p predictors.
Let Y = (y 1 , . . . , y n ) T be the response and X j = (x 1j , . . . , x nj ) T , i = 1, . . . , p are the predictors.
After a location transformation we can assume all X j and Y are centered.
The lasso is a penalized least squares method, imposing a constraint on the L 1 norm of the regression coefficients. Thus the lasso estimatesβ lasso are obtained by minimizing the lasso criterion
where λ is a non-negative value. The lasso was originally solved by quadratic programming (Tibshirani 1996) . Efron et al. (2004) proved that the lasso estimates as a function of λ are piecewise linear, and proposed an algorithm called LARS to efficiently solve the whole lasso solution path in the same order of computations as a single least squares fit.
The lasso continuously shrinks the coefficients toward zero, thus gaining its prediction accuracy via the bias variance trade-off. Moreover, due to the nature of the L 1 penalty, some coefficients will be shrunk to exact zero if λ 1 is large enough. Therefore the lasso simultaneously produces an accurate and sparse model, which makes it a favorable variable selection method. However, the lasso has several limitations as pointed out in Zou & Hastie (2003) . The most relevant one to this work is that the number of selected variables by the lasso is limited by the number of observations.
For example, if applied to the microarray data where there are thousands of predictors (genes) (p > 1000) with less than 100 samples (n < 100), the lasso can only select at most n genes, which is clearly unsatisfactory.
The elastic net (Zou & Hastie 2003) generalizes the lasso to overcome its drawbacks, while enjoying the similar optimal properties. For any non-negative λ 1 and λ 2 , the elastic net estimateŝ β en are given as followŝ
Hence the elastic net penalty is a convex combination of ridge penalty and the lasso penalty .
Obviously, the lasso is a special case of the elastic net with λ 2 = 0. Given a fixed λ 2 , the LARS-EN algorithm (Zou & Hastie 2003) efficiently solves the elastic net problem for all λ 1 with the computation cost as a single least squares fit. When p > n, we choose some λ 2 > 0. Then the elastic net can potentially include all variables in the fitted model, so the limitation of the lasso is
removed. An additional benefit offered by the elastic net is its grouping effect, that is, the elastic net tends to select a group of highly correlated variables once one variable among them is selected.
In contrast, the lasso tends to select only one out of the grouped variables and does not care which one is in the final model. Zou & Hastie (2003) compare the elastic net with the lasso and discuss the application of the elastic net as a gene selection method in microarray analysis.
Motivation and Method Details
In both lasso and elastic net, the sparse coefficients are a direct consequence of the L 1 penalty, not depending on the squared error loss function. Jolliffe & Uddin (2003) proposed SCoTLASS by directly putting the L 1 constraint in PCA to get sparse loadings. SCoTLASS successively maximizes the variance
and the extra constraints
for some tuning parameter t. Although sufficiently small t yields some exact zero loadings, SCoT-LASS seems to lack of a guidance to choose an appropriate t value. One might try several t values, but the high computational cost of SCoTLASS makes it an impractical solution. The high computational cost is due to the fact that SCoTLASS is not a convex optimization problem. Moreover, the examples in Jolliffe & Uddin (2003) show that the obtained loadings by SCoTLASS are not sparse enough when requiring a high percentage of explained variance.
We consider a different approach to modify PCA, which can more directly make good use of the lasso. In light of the success of the lasso (elastic net) in regression, we state our strategy
We seek a regression optimization framework in which PCA is done exactly. In addition, the regression framework should allow a direct modification by using the lasso (elastic net) penalty such that the derived loadings are sparse.
Direct sparse approximations
We first discuss a simple regression approach to PCA. Observe that each PC is a linear combination of the p variables, thus its loadings can be recovered by regressing the PC on the p variables.
the ridge estimates given byβ ridge = arg min
Letv =β
The theme of this simple theorem is to show the connection between PCA and a regression method is possible. Regressing PCs on variables was discussed in Cadima & Jolliffe (1995) , where they focused on approximating PCs by a subset of k variables. We extend it to a more general ridge regression in order to handle all kinds of data, especially the gene expression data. Obviously when n > p and X is a full rank matrix, the theorem does not require a positive λ. Note that if p > n and λ = 0, ordinary multiple regression has no unique solution that is exactly V i . The same story happens when n > p and X is not a full rank matrix. However, PCA always gives a unique solution in all situations. As shown in theorem 1, this discrepancy is eliminated by the positive ridge penalty (λ |β| 2 ). Note that after normalization the coefficients are independent of λ, therefore the ridge penalty is not used to penalize the regression coefficients but to ensure the reconstruction of principal components. Hence we keep the ridge penalty term throughout this paper.
Now let us add the L 1 penalty to (7) and consider the following optimization problem β = arg min
We callV i =β |β| an approximation to V i , and XV i the ith approximated principal component. (8) is called naive elastic net (Zou & Hastie 2003) which differs from the elastic net by a scaling factor
(1 + λ). Since we are using the normalized fitted coefficients, the scaling factor does not affectV i .
Clearly, large enough λ 1 gives a sparseβ, hence a sparseV i . Given a fixed λ, (8) is efficiently solved for all λ 1 by using the LARS-EN algorithm (Zou & Hastie 2003 ). Thus we can flexibly choose a sparse approximation to the ith principal component.
Sparse principal components based on SPCA criterion
Theorem 1 depends on the results of PCA, so it is not a genuine alternative. However, it can be used in a two-stage exploratory analysis: first perform PCA, then use (8) to find suitable sparse approximations.
We now present a "self-contained" regression-type criterion to derive PCs. We first consider the leading principal component.
Theorem 2 Let X i denote the ith row vector of the matrix X. For any λ > 0, let
subject to |α| 2 = 1.
The next theorem extends theorem 2 to derive the whole sequence of PCs.
Theorem 3 Suppose we are considering the first k principal components. Let α and β be p × k matrices. X i denote the i-th row vector of the matrix X. For any λ > 0, let
Theorem 3 effectively transforms the PCA problem to a regression-type problem. The critical element is the object function
, whose minimizer under the orthonormal constraint on α is exactly the first k loading vectors of ordinary PCA. This is actually an alternative derivation of PCA other than the maximizing variance approach, e.g. Hastie et al. (2001) . Theorem 3 shows that we can still have exact PCA while relaxing the restriction β = α and adding the ridge penalty term. As can be seen later, these generalizations enable us to flexibly modify PCA.
To obtain sparse loadings, we add the lasso penalty into the criterion (10) and consider the following optimization problem
Whereas the same λ is used for all k components, different λ 1,j s are allowed for penalizing the loadings of different principal components. Again, if p > n, a positive λ is required in order to get exact PCA when the sparsity constraint (the lasso penalty) vanishes (λ 1,j = 0). (11) is called the SPCA criterion hereafter.
Numerical solution
We propose an alternatively minimization algorithm to minimize the SPCA criterion. From the proof of theorem 3 (see appendix for details) we get
Hence if given α, it amounts to solve k independent elastic net problems to getβ j for j = 1, 2, . . . , k.
On the other hand, we also have (details in appendix)
Thus if β is fixed, we should maximize Trα T (X T X)β subject to α T α = I k , whose solution is given by the following theorem.
Theorem 4 Let α and β be m × k matrices and β has rank k. Consider the constrained maximization problemα
Suppose the SVD of β is β = U DV T , thenα = U V T .
Here are the steps of our numerical algorithm to derive the first k sparse PCs.
General SPCA Algorithm
, the loadings of first k ordinary principal components.
2. Given fixed α, solve the following naive elastic net problem for j = 1, 2, . . . , k
3. For each fixed β, do the SVD of X T Xβ = U DV T , then update α = U V T .
4. Repeat steps 2-3, until β converges.
Some remarks:
1. Empirical evidence indicates that the outputs of the above algorithm vary slowly as λ changes.
For n > p data, the default choice of λ can be zero. Practically λ is a small positive number to overcome potential collinearity problems of X. Section 4 discusses the default choice of λ for the data with thousands of variables, such as gene expression arrays.
2. In principle, we can try several combinations of {λ 1,j } to figure out a good choice of the tunning parameters, since the above algorithm converges quite fast. There is a shortcut provided by the direct sparse approximation (8). The LARS-EN algorithm efficiently deliver a whole sequence of sparse approximations for each PC and the corresponding values of λ 1,j .
Hence we can pick a λ 1,j which gives a good compromise between variance and sparsity. In this selection, variance has a higher priority than sparsity, thus we tend to be conservative in pursuing sparsity.
3. Both PCA and SPCA depend on X only through X T X. Note that
is actually the sample covariance matrix of variables (X i ). Therefore if Σ, the covariance matrix of (X i ), is known, we can replace X T X with Σ and have a population version of PCA or SPCA. If X is standardized beforehand, then PCA or SPCA uses the (sample) correlation matrix, which is preferred when the scales of the variables are different.
Adjusted total variance
The ordinary principal components are uncorrelated and their loadings are orthogonal. LetΣ =
It is easy to check that only the loadings of ordinary principal components can satisfy both conditions. In Jolliffe & Uddin (2003) the loadings were forced to be orthogonal, so the uncorrelated property was sacrificed. SPCA does not explicitly impose the uncorrelated components condition too.
LetÛ be the modified PCs. Usually the total variance explained byÛ is calculated by trace(Û TÛ ). This is unquestionable whenÛ are uncorrelated. However, if they are correlated, the computed total variance is too optimistic. Here we propose a new formula to compute the total variance explained byÛ, which takes into account the correlations amongÛ.
Suppose (Û i , i = 1, 2, . . . , k) are the first k modified PCs by any method. DenoteÛ j·1,...,j−1 the reminder ofÛ j after adjusting the effects ofÛ 1 , . . . ,Û j−1 , that iŝ
where H 1,...,j−1 is the projection matrix onÛ i i = 1, 2, . . . , j − 1. Then the adjusted variance ofÛ j is Û j·1,...,j−1
2
, and the total explained variance is given by
. When the modified PCsÛ are uncorrelated, then the new formula agrees with trace(Û TÛ ). Note that the above computations depend on the order ofÛ i . However, since we have a natural order in PCA, ordering is not an issue here.
Using the QR decomposition, we can easily compute the adjusted variance. SupposeÛ = QR, where Q is orthonormal and R is upper triangular. Then it is straightforward to see that
Hence the explained total variance is equal to k j=1 R 2 j,j .
Computation complexity
PCA is computationally efficient for both n > p or p n data. We separately discuss the computational cost of the general SPCA algorithm for n > p and p n.
1. n > p. Traditional multivariate data fit in this category. Note that although the SPCA criterion is defined using X, it only depends on X via X T X. A trick is to first compute the p × p matrixΣ = X T X once for all, which requires np 2 operations. Then the sameΣ is used at each step within the loop. Computing X T Xβ costs p 2 k and the SVD of X T Xβ is of order O(pk 2 ). Each elastic net solution requires at most O(p 3 ) operations. Since k ≤ p, the total computation cost is at most np 2 + mO(p 3 ), where m is the number of iterations before convergence. Therefore the SPCA algorithm is able to efficiently handle data with huge n, as long as p is small (say p < 100).
2. p n. Gene expression arrays are typical examples of this p n category. The trick ofΣ is no longer applicable, becauseΣ is a huge matrix (p × p) in this case. The most consuming step is solving each elastic net, whose cost is of order O(pJ 2 ) for a positive finite λ, where J is the number of nonzero coefficients. Generally speaking the total cost is of order mO(pJ 2 k), which is expensive for a large J. Fortunately, as shown in Section 4, there exits a special SPCA algorithm for efficiently dealing with p n data.
SPCA for p n and Gene Expression Arrays
Gene expression arrays are a new type of data where the number of variables (genes) are much bigger than the number of samples. Our general SPCA algorithm still fits this situation using a positive λ. However the computation cost is expensive when requiring a large number of nonzero loadings. It is desirable to simplify the general SPCA algorithm to boost the computation.
Observe that theorem 3 is valid for all λ > 0, so in principle we can use any positive λ. It turns out that a thrifty solution emerges if λ → ∞. Precisely, we have the following theorem.
Theorem 5 LetV i (λ) =β i |βi| be the loadings derived from criterion (11). Define (α * ,β * ) as the solution of the optimization problem
By the same statements in Section 3.3, criterion (18) is solved by the following algorithm, which is a special case of the general SPCA algorithm with λ = ∞.
Gene Expression Arrays SPCA Algorithm
Replacing step 2 in the general SPCA algorithm with
Step 2 * : Given fixed α, for j = 1, 2, . . . , k
The operation in (19) is called soft-thresholding. Figure 1 gives an illustration of how the soft-thresholding rule operates. Recently soft-thresholding has become increasingly popular in the literature. For example, nearest shrunken centroids (Tibshirani et al. 2002) adopts the softthresholding rule to simultaneously classify samples and select important genes in microarrays.
Examples

Pitprops data
The pitprops data first introduced in Jeffers (1967) has 180 observations and 13 measured variables.
It is the classic example showing the difficulty of interpreting principal components. Jeffers (1967) tried to interpret the first 6 PCs. Jolliffe & Uddin (2003) used their SCoTLASS to find the modified PCs. Table 1 presents the results of PCA, while Table 2 presents the modified PCs loadings by SCoTLASS and the adjusted variance computed using (17).
As a demonstration, we also considered the first 6 principal components. Since this is a usual n p data set, we set λ = 0. λ 1 = (0.06, 0.16, 0.1, 0.5, 0.5, 0.5) were chosen according to Figure 2 such that each sparse approximation explained almost the same amount of variance as the ordinary PC did. Table 3 shows the obtained sparse loadings and the corresponding adjusted variance.
Compared with the modified PCs by SCoTLASS, PCs by SPCA account for nearly the same amount of variance (75.8% vs. 78.2%) but with a much sparser loading structure. The important variables associated with the 6 PCs do not overlap, which further makes the interpretations easier and clearer. It is interesting to note that in Table 3 even though the variance does not strictly monotonously decrease, the adjusted variance follows the right order. However, Table 2 shows this is not true in SCoTLASS. It is also worthy to mention that the whole computation of SPCA was done in seconds in R, while the implementation of SCoTLASS for each t was expensive (Jolliffe & Uddin 2003) . Optimizing SCoTLASS over several values of t is even a more difficult computational challenge.
Although the informal thresholding method, which is referred to as simple thresholding henceforth, has various drawbacks, it may serve as the benchmark for testing sparse PCs methods. An variant of simple thresholding is soft-thresholding. We found that used in PCA, soft-thresholding performs very similarly to simple thresholding. Thus we omitted the results of soft-thresholding in this paper. Both SCoTLASS and SPCA were compared with simple thresholding. Table 4 presents the loadings and the corresponding explained variance by simple thresholding. To make fair comparisons, we let the numbers of nonzero loadings by simple thresholding match the results of SCoTLASS and SPCA. In terms of variance, it seems that simple thresholding is better than SCoTLASS and worse than SPCA. Moreover, the variables with non-zero loadings by SPCA are very different to that chosen by simple thresholding for the first three PCs; while SCoTLASS seems to create a similar sparseness pattern as simple thresholding does, especially in the leading PC. Variable  PC1  PC2  PC3  PC4  PC5  PC6 Variable  PC1  PC2  PC3  PC4 PC5 PC6 
A simulation example
We first created three hidden factors
Then 10 observed variables were generated as the follows 5, 6, 7, 8 , Variable  PC1  PC2  PC3  PC4  PC5  PC6 To avoid the simulation randomness, we used the exact covariance matrix of (X 1 , . . . , X 10 ) to perform PCA, SPCA and simple thresholding. In other words, we compared their performances using an infinity amount of data generated from the above model.
The variance of the three underlying factors is 290, 300 and 283.8, respectively. The numbers of variables associated with the three factors are 4, 4 and 2. Therefore V 2 and V 1 are almost equally important, and they are much more important than V 3 . The first two PCs together explain 99.6%
of the total variance. These facts suggest that we only need to consider two derived variables with 'right' sparse representations. Ideally, the first derived variable should recover the factor V 2 only using (X 5 , X 6 , X 7 , X 8 ), and the second derived variable should recover the factor V 1 only using (X 1 , X 2 , X 3 , X 4 ). In fact, if we sequentially maximize the variance of the first two derived variables under the orthonormal constraint, while restricting the numbers of nonzero loadings to four, then the first derived variable uniformly assigns nonzero loadings on (X 5 , X 6 , X 7 , X 8 ); and the second derived variable uniformly assigns nonzero loadings on (X 1 , X 2 , X 3 , X 4 ).
Both SPCA (λ = 0) and simple thresholding were carried out by using the oracle information that the ideal sparse representations use only four variables. Table 5 summarizes the comparison results. Clearly, SPCA correctly identifies the sets of important variables. As a matter of fact, SPCA delivers the ideal sparse representations of the first two principal components. Mathematically, it is easy to show that if t = 2 is used, SCoTLASS is also able to find the same sparse solution. In this example, both SPCA and SCoTLASS produce the ideal sparse PCs, which may be explained by the fact that both methods explicitly use the lasso penalty.
In contrast, simple thresholding wrongly includes X 9 , X 10 in the most important variables. The explained variance by simple thresholding is also lower than that by SPCA, although the relative difference is small (less than 5%). Due to the high correlation between V 2 and V 3 , variables X 9 , X 10 gain loadings which are even higher than that of the true important varaibles (X 5 , X 6 , X 7 , X 8 ). Thus the truth is disguised by the high correlation. On the other hand, simple thresholding correctly discovers the second factor, because V 1 has a low correlation with V 3 .
Ramaswamy data
Ramaswamy data (Ramaswamy et al. 2001) has 16063 (p = 16063) genes and 144 (n = 144) samples.
Its first principal component explains 46% of the total variance. In a typical microarray data like this, it appears that SCoTLASS cannot be practically useful. We applied SPCA (λ = ∞) to find the sparse leading PC. A sequence of λ 1 were used such that the number of nonzero loadings varied in a rather wide range. As displayed in Figure 3 , the percentage of explained variance decreases at a slow rate, as the sparsity increase. As few as 2.5% of these 16063 genes can sufficiently construct the leading principal component with little loss of explained variance (from 46% to 40%). Simple thresholding was also applied to this data. It seems that when using the same number of genes, simple thresholding always explains slightly higher variance than SPCA does. Among the same number of selected genes by SPCA and simple thresholding, there are about 2% different genes, and this difference rate is quite consistent. 
Discussion
It has been a long standing interest to have a formal approach to derive principal components with sparse loadings. From a practical point of view, a good method to achieve the sparseness goal should (at least) possess the following properties.
• Without any sparsity constraint, the method should reduce to PCA.
• It should be computationally efficient for both small p and big p data.
• It should avoid mis-identifying the important variables.
The frequently used simple thresholding is not criterion based. However, this informal ad hoc method seems to have the first two of the good properties listed above. If the explained variance and sparsity are the only concerns, simple thresholding is not such a bad choice, and it is extremely convenient. We have shown that simple thresholding can work pretty well in gene expression arrays. The serious problem with simple thresholding is that it can mis-identify the real important variables. Nevertheless, simple thresholding is regarded as a benchmark for any potentially better method.
Using the lasso constraint in PCA, SCoTLASS successfully derives sparse loadings. However, SCoTLASS is not computationally efficient, and it lacks a good rule to pick its tunning parameter.
In addition, it is not feasible to apply SCoTLASS to gene expression arrays, while in which PCA is a quite popular tool.
In this work we have developed SPCA using the SPCA criterion. The new SPCA criterion gives exact PCA results when its sparsity (lasso) penalty term vanishes. SPCA allows a quite flexible control on the sparse structure of the resulting loadings. Unified efficient algorithms have been proposed to realize SPCA for both regular multivariate data and gene expression arrays.
As a principled procedure, SPCA enjoys advantages in several aspects, including computational efficiency, high explained variance and ability of identifying important variables.
7 Appendix: proofs Theorem 1 proof: Using X T X = VD 2 V T and V T V = I, we havê
Theorem 2 proof: Note that
Since α T X T Xβ and β T X T Xβ are both scalars, we get
For a fixed α, the above quantity is minimized at
Substituting (23) into (22) gives
Thereforeα
= arg max
subject to α T α = 1. Andβ = X T X + λ −1 X T Xα.
By X = UDV T , we have
Henceα = sV 1 with s=1 or -1. Thenβ = s Theorem 3 proof: By the same steps in the proof of theorem 2 we derive (22) as long as α T α = I k .
Hence we have
Thus given a fixed α, the above quantity is minimized at β j = X T X + λ −1 X T Xα j for j = 1, 2, . . . , k; or equivalently
subject to α T α = I k .
This is an eigen-analysis problem whose solution isα j = s j V j with s j =1 or -1 for j = 1, 2, . . . , k, because the eigenvectors of X T X(X T X + λ) −1 X T X are V. Hence (29) 
Using Lagrangian multipliers method, we define
Setting ∂L ∂α i = 0 gives β i = λ i,iαi + λ i,jαj ; or in a matrix form β =αΛ, where Λ i,j = λ j,i . Both β and α are full rank, so Λ is invertible and α = βΛ −1 . We have
Let A = V T Λ −1 V , observe
Since A 2 jj D 2 jj ≤ 1,
The 
(α,β * ) = arg min
As λ → ∞, (41) approaches (18). Thus the conclusion follows.
