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Abstract: In vielen Branchen ist es üblich, dass Produkte oder Dienstleistungen
nicht voneinander losgelöst angeboten werden, sondern gemeinsam in einem
Produkt-Dienstleistungs-Bündel. Der Kunde hat möglicherweise beim Kauf
die Wahl zwischen verschiedenen Produktvariationen, die dem Verkäufer wie-
derum verschiedene Dienstleistungen ermöglichen. Die Daten aus beiden Be-
reichen werden in Produkt-Lebenszyklus-Management-Systemen (PLM) bzw.
Service-Portfolio-Management-Systemen (SM) verwaltet. Diese Systeme wer-
den in aller Regel durch Software unterstützt. Dass es erhebliche ökonomische
Vorteile für ein Unternehmen bietet, die gesamten Lebenszyklen seiner Produk-
te in einem System zu verwalten, ist erwiesen. Das Gleiche gilt für die elektro-
nische Dienstleistungsverwaltung, die für zahlreiche Firmen bereits zur Not-
wendigkeit geworden ist.
Ein zentrales Paradigma von PLM ist es, alle Unternehmensdaten in einem
System zu integrieren. Bisher geschieht das überwiegend nur für Produkte
während die Servicedaten-Integration weitgehend übersehen wird. Ziel dieser
Arbeit ist es, die Einfachheit durch eine exemplarische Integration aufzuzei-
gen. Dazu wurde zunächst ein frei verfügbares PLM-Softwaresystem recher-
chiert und ausgewählt, der Aras Innovator. In dieses sollen die Daten aus dem
SM-System „Service-Modeller“ integriert werden. Zu diesem Zweck soll ei-
ne Software entwickelt werden, welche die Daten aus dem SM extrahiert und
im PLM verfügbar macht. Die Entwicklung fand in PHP statt und nutzt die
SOAP-Schnittstellen beider Systeme. Das Ergebnis der Arbeit, das Konverter-
Werkzeug, erfüllt das gesteckte Ziel und steht als Open-Source-Anwendung
online zum Herunterladen bereit.
II
Inhaltsverzeichnis
1 Motivation, Ziele und Vorgehen 1
1.1 Bedarf für Dienstleistungsintegration . . . . . . . . . . . . . . . . 1
1.2 Ziele der Arbeit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Vorgehen . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Recherche, Evaluation und Auswahl von PLM-Systemen 4
2.1 Kriterien . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Recherche . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.3.1 Aras Innovator . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.3.1.1 Kriterienbewertung . . . . . . . . . . . . . . . . . 8
2.3.1.2 Architektur . . . . . . . . . . . . . . . . . . . . . . 11
2.3.1.3 Vor- und Nachteile . . . . . . . . . . . . . . . . . . 11
2.3.2 openPLM . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.3.2.1 Kriterienbewertung . . . . . . . . . . . . . . . . . 13
2.3.2.2 Architektur . . . . . . . . . . . . . . . . . . . . . . 15
2.3.2.3 Vor- und Nachteile . . . . . . . . . . . . . . . . . . 15
2.3.3 Oberon . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
2.3.3.1 Kriterienbewertung . . . . . . . . . . . . . . . . . 17
2.3.3.2 Architektur . . . . . . . . . . . . . . . . . . . . . . 19
2.3.3.3 Vor- und Nachteile . . . . . . . . . . . . . . . . . . 20
2.3.4 Ranchbe . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
2.3.5 Xinco DMS . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
2.4 Auswahl . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3 Vorstellung des SM-Systems „Service Modeller“ 23
3.1 Theoretischer Hintergrund . . . . . . . . . . . . . . . . . . . . . . . 23
3.2 Überblick . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.3 Architektur . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.4 Schnittstellen . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4 Integration des SM „Service Modeller“ in das PLM „Aras Innovator“ 27
4.1 Anforderungen . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.2 Technisches Konzept . . . . . . . . . . . . . . . . . . . . . . . . . . 28
III
Inhaltsverzeichnis
4.2.1 Schnittstellen des Aras Innovator aus technischer Sicht . . 28
4.2.2 Konzeption . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
4.2.2.1 Wahl der Programmiersprache . . . . . . . . . . . 31
4.2.2.2 Ablaufplan und Datenstruktur . . . . . . . . . . . 32
4.2.2.3 Klassendiagramm . . . . . . . . . . . . . . . . . . 34
4.3 Implementierung . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
4.3.1 Verwendete Systeme . . . . . . . . . . . . . . . . . . . . . . 38
4.3.2 Beschreibung und Einrichtung Entwicklungsumgebung . 39
4.3.3 Durchführung der Implementierung . . . . . . . . . . . . . 42
4.3.4 Schwierigkeiten . . . . . . . . . . . . . . . . . . . . . . . . . 45
5 Ergebnis und Ausblick 52
5.1 Ergebnis und Zielerreichung . . . . . . . . . . . . . . . . . . . . . . 52








2.1 Aras-Innovator-Frontend direkt nach Login . . . . . . . . . . . . . 8
2.2 Aras-Innovator-Frontend in aktiver Nutzung . . . . . . . . . . . . 9
2.3 grobe Systemarchitektur des Aras Innovators und Erweiterungs-
möglichkeiten . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.4 open-PLM-Frontend in aktiver Nutzung . . . . . . . . . . . . . . . 13
2.5 grobe Systemarchitektur von openPLM und Erweiterungsmög-
lichkeiten . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
2.6 Oberon-Backend in aktiver Nutzung . . . . . . . . . . . . . . . . . 18
2.7 grobe Systemarchitektur von Oberon und Erweiterungsmöglich-
keiten . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.1 Beispiel-Service-Portfolio nach Klingner et al. . . . . . . . . . . . . 24
3.2 Service-Modeller-Frontend in aktiver Nutzung . . . . . . . . . . . 25
4.1 Übersicht über Verbindungsmöglichkeiten eigener Software mit
dem Aras Innovator . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.2 Aktivitätsdiagramm der Prozessschritte des Kontextes der
Konverter-Anwendung . . . . . . . . . . . . . . . . . . . . . . . . . 33
4.3 Klassendiagramm der vermutlich notwendigen Klassen für den
Konverter in PLM und SM . . . . . . . . . . . . . . . . . . . . . . . 34
4.4 Klassendiagramm der tatsächlich notwendigen Klassen in PLM
und SM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.5 Sequenzdiagramm für Konverter-Programmablauf . . . . . . . . 36
4.6 Klassendiagramm für die Konverter-Anwendung - Teil 1 . . . . . 48
4.7 Klassendiagramm für die Konverter-Anwendung - Teil 2 . . . . . 49
4.8 Klassendiagramm für die Konverter-Anwendung - komplett . . . 50
4.9 Kommandozeilen-Hilfestellung der Konverter-Anwendung . . . 51
4.10 Konverter-Anwendung im Einsatz mit Demodaten . . . . . . . . 51
V
1 Motivation, Ziele und Vorgehen
Im ersten Kapitel werden die Hintergründe, die Ziele sowie das Vorgehen die-
ser Arbeit erklärt. Kapitel 1.1 geht darauf ein, was die Begriffe „PLM“ und
„SM“ bedeuten. Es wird die ökonomische Notwendigkeit angedeutet, Systeme
beiden Types zu integrieren. Daraus leitet sich in Kapitel 1.2 die Ziele dieser
Arbeit ab. Neben diesen wird auch abgegrenzt, was nicht zur Aufgabe gehört.
Das letzte Kapitel (1.3) fasst das Vorgehen zusammen und gibt einen Überblick
über den Aufbau der Arbeit.
1.1 Bedarf für Dienstleistungsintegration
Hersteller konventioneller Produkte (gegenüber Erbringern von Dienstleistun-
gen und Produkt-Dienstleistungs-Bündeln) verfügen meist über mehrere Gü-
ter, die sich aktuell in Produktion oder Vertrieb befinden. Möglicherweise sind
auch Waren darunter, die im Laufe der Zeit verändert wurden, d.h. Produkte,
die Teil einer Produktserie sind. Zum Beispiel das bekannte Automobil „Por-
sche 911“ der Porsche AG begann 1963 unter der Bezeichnung „901“. Im Laufe
der Jahre wurde das Grundmodell mehrfach überarbeitet und für jedes Grund-
modell gab es zudem mehrere Varianten. Ein Beispiel ist der „911 S“ von 1966,
der zwar auf dem Original von 1963 basierte, aber einen leistungsstärkeren Mo-
tor verbaut hatte [27].
Jedes Produkt durchläuft bestimmte Phasen, wie z.B. Planung, Teilebeschaf-
fung und Nachbetreuung. In jedem Schritt können Softwaresysteme zum Ein-
satz kommen. Dazu zählen z.B. Computer-unterstütztes Produktdesign (sog.
„CAD“), Verwaltung der Zulieferer und Lieferketten (sog. „SCM“) und Sy-
steme für die Verwaltung der Kundenbindung (sog. „CRM“). Die Produkt-
Phasen wierholen sich, mit leicht verändertem Inhalt, für jede Produktserie.
Man spricht dabei von „Produkt-Lebenszyklen“ [8]. Im Laufe jedes Lebenszy-
klus wird auf den Ressourcen aufgebaut, die man in der vorhergehenden Se-
rie gewonnen hat (wie Produktentwürfe, Zulieferer, Kundenmeinungen). Wie
stark die bestehenden Ressourcen genutzt werden, hängt zwar vom jeweiligen
Hersteller und dem Gut ab, in jedem Falle ist es jedoch notwendig, auf diese be-
stehenden Ressourcen leicht zugreifen zu können. Diese Notwendigkeit wird
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durch Ökonomie bedingt: nur wenn die verfügbaren und benötigten Resour-
cen überblickt werden können, können Kosten aus Mangel oder Überproduk-
tion vermieden werden [3]. Weiterhin ist es aus Unternehmenssicht notwendig
nicht nur einzelne Bestandteile des Lebenszyklus zu optimieren. Höhere Effizi-
enz kann erzielt werden, wenn der gesamte Prozess optimiert wird [7].
Ein „Product-Lifecycle-Management-System“ (PLM-System) ist ein Software-
system, das versucht, die Verwaltung von Produktlebenszyklen zu erleichtern,
indem es einheitlichen Zugang zu den Daten aller beteiligten Softwaresysteme
bietet [2]. Außerdem werden in der Praxis einige zusätzliche Funktionen, wie
z.B. einheitliche Benutzerverwaltung, gefordert. Für eine umfassendere Dar-
stellung der verwendeten Begriffe, speziell „PLM“, siehe das Glossar.
Neben den klassischen Produkten gibt es auch Dienstleistungen, die von ei-
nem Unternehmen erbracht werden können. Dazu steht in vielen Fällen ein
Dienstleistungskatalog (sog. „Dienstleistungsportfolio“) zur Verfügung, der
die Dienstleistungen auflistet und eventuelle Abhängigkeiten zwischen oder
Bündelungsmöglichkeiten von Leistungen anzeigt [4]. Zum Beispiel könnten
bei einem Friseur die Dienste „Haare waschen“ und „Haare schneiden“ ein-
zeln teurer sein als im Bündel „Waschen & Schneiden“. Um das Portfolio
am Computer zu verwalten, gibt es Software-Systeme, die „Service-Portfolio-
Management“-Systeme (SM) genannt werden. Daneben existieren Service-
Lifecycle-Management-Systeme (SLM), die den gesamten Lebenszyklus von
Dienstleistungen betrachten. SM-Systeme sind Bestandteil von SLM-Systemen
[10], letztere stehen in dieser Arbeit jedoch nicht Vordergrund.
Für beide separate Anforderungen, PLM und SM, gibt es jeweils eine Reihe von
bestehenden Softwaresystemen.
Die Idee von PLM ist, alle Daten des Produktlebenszyklus in einem System zu
vereinen. Services sind in vielen Fällen im Produktlebenszyklus relevant oder
können zum Produkt gehören [9]. Also müssen diese ebenfalls in einer sol-
chen Software erfasst werden. Ein um Dienstleistungen erweitertes PLM wird
„Produkt-Dienstleistungs-Lebenszyklus-Management“ (PDLM) oder auf Eng-
lisch „Product-Service-Lifecycle-Management“ (PSLM) genannt.
Die Idee der Integration ist nicht gänzlich neu [5], jedoch werden weiterhin die
Potentiale in vielen Unternehmen bei weitem nicht ausgeschöpft und es gibt
immer noch Bedarf an praktisch nutzbaren Lösungen für die integrierte Ver-
waltung [6].
1.2 Ziele der Arbeit
Wie in Kapitel 1.1 dargelegt wurde, gibt es eine Notwendigkeit der Verknüp-
fung von PLM- und SM-Systemen. Für beide Bereiche gibt es zwar separate
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Softwaresysteme, aber keine etablierte gemeinsame Implementierung. Diese
Arbeit soll durch eine Softwarelösung zeigen, dass dies praktisch möglich ist:
ein bestehendes, auszuwählendes PLM soll gekoppelt werden mit einem SM.
Das Service-Portfolio-Management-System wurde hierbei vom Lehrstuhl vor-
gegeben. Es handelt sich dabei um die Software „Service Modeller“ aus dem
Projekt „KoProServ“1 der Abteilung „Betriebliche Informationssysteme“ (BIS)
der Fakultät für Informatik der Universität Leipzig [43][46].
Der Fokus dieser Arbeit liegt nicht auf dem theoretischen Hintergrund, son-
dern an der exemplarischen Umsetzung der Integration. Diese Implementie-
rung kann dann als Modell studiert werden, um weitere Erkenntnisse zu ge-
winnen.
Zusammenfassend liegen die konkreten Ziele der Arbeit darin: ein PLM-
System zu finden, auf dem der nächste Schritt aufbauen kann und eine Softwa-
re zu entwickeln, die die Dienstleistungsdaten des SM-Systems „Service Mo-
deller“ in das gefundene PLM-System integriert. Nicht zum Umfang dieser Ar-
beit gehört: ein alternatives SM- oder SLM-System zu finden, den theoretischen
Hintergrund der Integration zu untermauern oder diesen detailierter als für die
Zielereichung notwendig zu untersuchen.
1.3 Vorgehen
Zur Erreichung des Ziels muss zuerst ein PLM-System ausgewählt werden. Um
eine sinnvolle Wahl treffen zu können, müssen vorher die Anforderungen an
das System spezifiziert werden (Kap. 2.1). Im Anschluss werden verschiedene
Softwaresysteme recherchiert (Kap. 2.2) und bewertet (Kap. 2.3). Die Auswahl
wird in Kap. 2.4 dokumentiert. Um das so gefundene PLM mit dem SM inte-
grieren zu können, muss das SM untersucht werden, hinsichtlich z.B. Funkti-
onsweise, Aufbau und Schnittstellen. (Kap. 3).
Für die technische Umsetzung wurden für diese Arbeit bestimmte Kriterien
vom BIS vorgegeben (Kap. 4.1). Zu deren Erfüllung wird in Kap. 4.2 ein techni-
sches Konzept vorgestellt und dessen Implementierung in Kap. 4.3 dokumen-
tiert. Die Ergebnisse der Arbeit und mögliches weiteres Vorgehen wird in Kap.
5 zusammengefasst.
1 Das Projekt behandelt die komponentenbasierte Betrachtung von Dienstleistungen [44].
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2 Recherche, Evaluation und
Auswahl von PLM-Systemen
Um die Integration von Dienstleistungsdaten in ein PLM exemplarisch durch-
zuführen, muss ein PLM-System ausgewählt werden. Dieses Kapitel legt den
Auswahlprozess dar.
2.1 Kriterien
Hauptkriterien für die Auswahl waren, dass die Software frei zugänglich, gut
verständlich und erweiterbar im Sinne der Aufgabenstellung dieser Arbeit ist.
Zu frei zugänglicher Software zählen „Open Source“-Software und „Closed
Source Freeware“. Der Unterschied besteht darin, dass bei Open Source der
gesamte Quellcode der Software verfügbar ist, was Einsicht in die vollstän-
dige Funktionsweise gewährleistet. Bei Closed Source Freeware hingegen ist
der Quellcode ganz oder teilweise unzugänglich. Die Zugänglichkeit des Co-
des ist jedoch nicht zwangsläufig proportional zum Verständnis der Software.
Z.B. kann eine Open-Source-Anwendung kryptisch geschrieben und schlecht
dokumentiert sein, was das Verständnis vehement erschwert. Umgekehrt kann
Closed-Source-Software exzellent dokumentiert sein, was Benutzung und Ent-
wicklung erleichtert. In Folge dessen müssen weitere Kriterien herangezogen
werden, und diese sind nachfolgend dargestellt.
• Freie Zugänglichkeit (Gewichtung: Hoch)
Indikator: kostenfreie Nutzung des Programms
• Reife (Gewichtung: Mittel)
Indikatoren: letztes Update; Geschäftsmodell des Software-Anbieter;
• Regelmäßige Weiterentwicklung (Gewichtung: Mittel)
Indikatoren: Zeitabstände der Aktualisierungen; Aktivität in Userforen
und Bugtracker
• Wiederverwendbarkeit (Gewichtung: Hoch)
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– Dokumentation (Gewichtung: Hoch)
Indikatoren: Quantität (Umfang); Qualität (Inhalt und Struktur der
Informationen; Realitätsnähe der Informationen); Zugänglichkeit
der Dokumentation
– Erweiterbarkeit (Gewichtung: Hoch)
* Schnittstellen (Gewichtung: Hoch)
Indikatoren: Quantität (Welche gibt es?); Qualität (Einrichtungs-
aufwand; Umsetzungsaufwand)
* Open Source (Gewichtung: Niedrig)
Indikator: offener Quelltext
– Funktionsumfang der Software (Gewichtung: Mittel-Hoch)
Indikatoren: Quantität (Anzahl der Funktionen); Qualität der Funk-
tionen (Anforderungen und Umsetzung)
• Benutzerfreundlichkeit (Gewichtung: Mittel)
Indikator: subjektive Einschätzung
Die Hierarchie der Kriterien dient nur der Strukturierung und hat keinen Ein-
fluss auf die Bewertung. Die Kriterien wurden nach eigenem Ermessen vom
Autor und vom Projektbetreuer am BIS ausgewählt. Wahl und Gewichtung er-
folgten nach eigener Einschätzung der Dienlichkeit für das Projekt und weitere
Entwicklungen. Im Folgenden wird die Kriterienwahl kurz begründet:
Zugänglichkeit, Dokumentation und Erweiterbarkeit, sind, wie bereits er-
wähnt, die Hauptkriterien für die Umsetzbarkeit dieses Projektes. Reife und
Weiterentwicklung sind bedeutsam, da unausgereifte oder veraltete Software
selbst in kleinen Projekten zu erheblichen Komplikationen führen kann. Ohne
hinreichenden Funktionsumfang geht dem Projekt exemplarischer Charakter
verloren. Das Projekt ist zwar als Modell gedacht, soll aber prinzipiell auch auf
größere Systeme anwendbar sein. Benutzerfreundlichkeit ist für die Einarbei-
tung in jede Software von gewisser Bedeutung, nicht nur in dieser Arbeit.
Die Bewertung der Kriterien erfolgte ausschließlich verbal, d.h. entweder ja/n-
ein oder auf der Skala „sehr schlecht“ - „schlecht“ - „mittelmäßig“ - „gut“ -
„sehr gut“. Von Punkte-Wertung wurde aus Gründen der Einfachheit abgese-
hen. Außerdem hätte ein Punktesystem einen falschen Eindruck von Objekti-
vität der Untersuchung vermitteln können. Objektivität ist bei der Wahl eines
Softwaresystems im Allgemeinen wünschenswert. Bei diesem Projekt jedoch
stehen weder die Kriterien, noch die Bewertung im Vordergrund und erheben




Die PLM-Kandidaten, die nachfolgend vorgestellt werden, wurden durch ein-
fache Google-Suche und Verfolgung von „interessanten“ Links2 anhand der fol-
genden Kriterien vorausgewählt:
• Es besteht „PLM“-Eignung der Software, also Erwähnung der Verwen-
dungsmöglichkeit in einem PLM-Szenario auf der Produktwebsite.
• Das Produkt ist Open Source oder kann kostenlos verwendet werden.
• Auf der Website kann das Programm ohne oder mit kostenloser Anmel-
dung direkt heruntergeladen werden.
• Es ist erkennbar, dass das Produkt servertauglich ist, d.h. zentral instal-
liert wird und dann vielen Arbeitsplätzen im Netzwerk gleichzeitig zur
Verfügung steht (im Gegensatz zu Standalone-Desktop-Anwendungen).
Bei der Google-Suche wurden stets nur die ersten beiden Ergebnis-Seiten be-
trachtet. Es wurde im Januar und Februar 2012 wie folgt gesucht:
• Die Suchanfrage „plm software“ liefert (bis auf den Aras Innovator in
den Anzeigen) ausschließlich kommerzielle proprietäre Software. Keine
Ergebnisse wurden verwendet.
• Bei der Suchanfrage „plm software open source“ wurden nach Prüfung
der Vorschautexte und vorgeschlagenen Treffer-URLs der Aras Innova-
tor und openPLM ausgewählt, da Aras die ersten 3 Plätze ausfüllt und
openPLM auf Platz 4 folgt. Beide Softwares erfüllen die Suchkriterien.
• Die Suchanfrage „open source product lifecycle management“ ergab ne-
ben den Bekannten den Treffer http://www.plmportal.de. Auf dieser
Seite findet man eine deutsche Aufbereitung des PLM-Gedanken, sowie
zahlreiche kostenpflichtige Anbieter. In der Rubrik „Systeme“ > „Open-
Source PDM“ [Glossar „PDM“] wurden zwei interessante Angebote ge-
funden, aber bei „FIDAB PDM“ handelt es sich um eine Desktop-, keine
Websoftware und das Projekt „PDMWeb“ scheint nicht mehr betreut zu
werden. Außerdem war die Projektwebsite derartig fehlerhaft, dass man
die Download-Funktion nicht nutzen konnte.
• Andersanordnung der Suchbegriffe führte zu geänderter Trefferreihen-
folge, aber nicht zu neuen relevanten Treffern.
2 „Interessant“ bedeutet in diesem Kontext, dass Webseiten durchsucht wurden, bei denen
man erahnen kann, dass PLM-Software verlinkt oder beschrieben ist. Ein Positivbeispiel ist
www.plmportal.de, ein Negativbeispiel wäre www.web.de.
6
2.3 Evaluation
• Auf der Sourceforge-Seite von openPLM, wird einem unter dem Punkt
„Recommended Projects“ das Projekt Oberon empfohlen, welches die
Kriterien erfüllt, neben dem bereits betrachteten „PDMWeb“ und „plm
pdm bom dms“, wovon letzteres als Projektsprache Chinesisch angege-
ben hat und deswegen verworfen wurde.
• Oberon befindet sich auf Sourceforge in der Kategorie „Product Lifecy-
cle Mangement (PLM)“. Ein Überblick dieser Kategorie hat weitere Tref-
fer geliefert: OSSWorkx und Ranchbe. OSSWorkx ist jedoch seit 06/2010
nicht mehr weiterentwickelt worden und die Projektwebsite ist offline,
weswegen nur Ranchbe angenommen wurde.
• Da die Suche nach PLM-Schlagwörtern wenige Treffer ergab, wurde die
Suche um „Open Source Dokumentenmanagement“ erweitert und brach-
te Xinco DMS als neuen Treffer zurück.
2.3 Evaluation







Zur besseren Einschätzung der Systeme wird außerdem jeweils kurz die Archi-
tektur beschrieben und abgebildet. Die Bewertung begründet sich auf Untersu-
chungen von Februar bis April 2012 und könnte mittlerweile anders verlaufen.
Alle Softwaresuiten wurden jedoch im Juli 2013 noch einmal kurz beleuchtet.
Mit Ausnahme von openPLM hat keine der Anwendungen eine Generalüber-
holung durchlaufen3, die gravierende Änderungen an der Bewertung verursa-
chen würde. Im openPLM-Kapitel (2.3.2) wird kurz auf die jüngsten Verände-
rungen eingegangen.





Der Aras Innovator ist ein umfangreiches Software-Produkt, das sich über ko-
stenpflichtige Support- und Wartungsverträge finanziert. Die Software wird
kostenlos bereitgestellt und gute Dokumentation ist eingeschränkt zugänglich.
Von allen untersuchten Systemen ist Aras das Größte. Die Oberfläche erinnert
an Windows-2000-Komponenten. Das größte Problem mit der Software ist die
Bindung an Microsoft-Produkte, speziell, dass man die Client-Anwendung nur
im Internet Explorer benutzen kann. Abbildung 2.1 zeigt ein Bildschirmfoto der
Oberfläche des Innovators direkt nach dem Login. In Abbildung 2.2 ist abge-
bildet, wie es aussehen kann, wenn der Innovator aktiv genutzt wird.
Abbildung 2.1: Das Internet-Explorer-Frontend des Aras Innovators, direkt nach dem
Login. Links an der Seite sieht man den sog. „TOC“ (Table of Con-
tents), der die Hauptnavigation darstellt. Darüber, horizontal ange-
ordnet, befinden sich die Menüleiste und Buttons für häufig genutzten
Funktionen. Am unteren Rand befinden sich Namen des angemelde-
ten Benutzers, des Servers und des aktuellen Arbeitsbereiches.
2.3.1.1 Kriterienbewertung
Freeware: ja. Der Aras Innovator ist Closed-Source-Software, die ko-
stenfrei zur Verfügung gestellt wird. Die Entwickler bezeichnen das von
ihnen entwickelte System als „mixed-source“ bzw. „Enterprise Open
Source“ - mit dieser Bezeichnung soll verdeutlicht werden, dass eini-
ge Programmteile closed-source sind, um den Sicherheitsansprüchen
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Abbildung 2.2: Der Aras Innovator in aktiver Nutzung. Hier wurde eine Demo-
Datenbank von Aras geladen, die die Funktionen des Innovators ver-
deutlichen soll. Geöffnet wurde ein Produktdatensatz im Hintergrund
(Fenster „Product“) und davor der Datensatz zum Hauptbauteil die-
ses Produktes (Fenster „Part“). In beiden Fenstern befinden sich je-
weils in der oberen Hälfte Textfelder mit charakteristischen Daten und
in der unteren Hälfte Registerkarten mit Relationen und Listen.
von geschäftskritischen Bereichen gerecht zu werden [21]. Diese mixed-
source-Lösung hat keine Einschränkungen beim Bezug der Software, d.h.
es handelt sich um Freeware.
Reife: sehr gut. Die Software liegt in Version 9.3 SP2 vor und wird laut
eigenen Angaben von großen Unternehmen wie Hitachi, Xerox und Ge-
neral Electric verwendet, wie auch von mittelständischen Unternehmen,
die einen Vorsprung gegenüber der Konkurrenz erlangen möchten [20].
Regelmäßige Weiterentwicklung: schlecht. Zwischen der aktuellen Ver-
sion mit Sicherheitsupdates (9.3, ServicePack 2) und der letzten vollwer-
tigen Veröffentlichung (9.3) liegt ein dreiviertel Jahr, Stand März 2012.
Wiederverwendbarkeit:
Dokumentation: mittelmäßig. Es ist Dokumentation verfügbar,
außerdem Selbstlernmaterial, das jeweils verschiedene Themen-
bereiche wie z.B. Installation oder Konfiguration abdeckt. Die an-
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gebotenen Materialien sind von hoher Qualität und decken mit
Bildschirmfotos und Zusatzinformationen alle relevanten Bereiche
des jeweiligen Themas ab. Die API ist ebenso gut dokumentiert.
Negativ fällt auf, dass die Dokumente auf der Website verstreut
sind und Zugang zur zusammenhängenden Dokumentation erkauft
werden muss. Aras stellt kostenpflichtig alle Arten von Unterstüt-
zung zur Verfügung, z.B. persönliche Beratungen und Live-Chat,
Zertifizierungen, Sicherheitsupdates und Onlinedokumentation.
Die Aras University ist zentrale Anlaufstelle für alle Formen des
Supports, bezahlt und kostenfrei, jedoch befindet sich, wie erwähnt,
die kostenlose Dokumenatation auf verschiedenen Unterseiten ver-
teilt.
Erweiterbarkeit:
Schnittstellen: gut. Da die Software in vielerlei Hinsicht an-
gepasst werden kann, bietet sie nicht eine zentrale Schnitt-
stelle an, sondern ermöglicht den Entwicklern, eigene SOAP-
Schnittstellen einzurichten. Es sind keine solchen Schnittstellen
vorgefertigt4.
Open Source: nein. Der Hauptquellcode liegt nicht offen, aber
bei Einrichtung eines Demo-Systems werden dem Nutzer zahl-
reiche Quelltexte aus Oberfläche und Backend zur Verfügung
gestellt. Anhand derer kann man einen oberflächlichen Einblick
in die Funktion des Systems bekommen.
Funktionsumfang: sehr gut. Nach erstmaliger Installation können
bereits Produkte, Teile, Dokumente, Arbeitsabläufe uvw. im System
gespeichert5 und über diese kollaboriert werden. Damit lassen sich
4 Genaugenommen ist eine Schnittstelle vorgefertigt, die Hauptschnittstelle über die der Cli-
ent mit dem Server kommuniziert, aber diese ist nicht dokumentiert und scheint nicht dazu
bestimmt, von Entwicklern genutzt zu werden.
5 Es wird hier stellvertretend für das gesamte Dokument darauf hingewiesen, das in einem
Softwarekontext nicht gemeint ist, dass physische Produkte im Computer abgelegt oder
bearbeitet werden können, sondern natürlich deren digitale Abbilder. Das Gleiche gilt für
Dienstleistungen. In der Arbeit wird häufig aus Gründen der Einfachheit von „Dienstlei-




alle Funktionen eines PDM [Glossar] abdecken.
Benutzerfreundlichkeit: mittelmäßig. Die Oberfläche des Aras Innova-
tors wurde nicht als ansprechend empfunden. Sie ist mit Buttons (Be-
dienelementen) überfrachtet, die nicht immer benutzt werden können,
aber immer sichtbar sind. Das Design orientiert sich an Microsoft Win-
dows 2000 und an der Ordneransicht dieses Betriebssystems. Dennoch
lässt sich nach einiger Eingewöhnung die Oberfläche gut bedienen und
man findet meist schnell, was man sucht. Es gibt für Administratoren kei-
ne gesonderte Oberfläche. Administratoren loggen sich, wie normale An-
wender, in das Internet-Explorer-Frontend ein und verfügen danach links
in der Funktionenliste über einen weiteren Menüpunkt gegenüber ande-
ren Nutzern. Dieser erlaubt die Einrichtung des Innovators und Software-
Entwicklung innerhalb der Anwendung.
2.3.1.2 Architektur
Die Software benötigt einen Microsoft Windows Server mit IIS und Microsoft
SQL Server. Der Innovator wird als Microsoft-Installer geliefert. Die Server-
Komponente wird in den IIS integriert. Clients können im Netzwerk aus-
schließlich über den Internet Explorer auf die Oberfläche zugreifen. Admini-
stratoren haben die Möglichkeit, innerhalb der Oberfläche alles anzupassen,
was die Datenmodelle oder PLM-Prozesse angeht, sowie Projekte, Nutzer und
Teams zu verwalten.
Entwickler können das System bearbeiten oder erweitern, indem sie (innerhalb
der Oberfläche) bestehende, server- wie clientseitige Scripts bearbeiten oder
neu anlegen können (JS für den Client, C#/VB/J# für den Server) [18]. Dar-
über können auch Scripte für Schnittstellen zu anderen Systemen oder für die
eigene SOAP-Schnittstelle geschrieben und konfiguriert werden.
Der Aras Innovator speichert seine Datenbankdaten im Microsoft SQL Server
und die Datendateien in einem sog. „Aras Vault“’, d.h. einem Ordner auf belie-
bige Laufwerke gelegt werden kann. Zur Sicherung können mehrere Speicher-
orte angegeben werden, um Redundanz zu erlauben. Eine Übersicht über die
Architektur wird in Abbildung 2.3 gegeben.
2.3.1.3 Vor- und Nachteile
Vorteile:
• hoher mitgelieferter Funktionsumfang
11
2.3 Evaluation
Abbildung 2.3: Die grundlegende Systemarchitektur des Aras Innovator und die
Möglichkeiten der Erweiterung. Oben links sind die tragenden Kom-
ponenten, der IIS-Webserver und der MSSQL-Datenbankserver einge-
zeichnet. Die diagonalen Pfeile verdeutlichen die Programmierspra-
chen, die zur Erweiterung verwendet werden können und die hori-
zontalen Pfeile stehen für Möglichkeiten des Datenaustausches. Auf
die Details, speziell den Datenaustausch mit anderen Systemen, wird
detailiert in Kapitel 4.2 eingegangen.
• einfache Installation und Einrichtung
• einfache Integration mit vorhandenen Microsoft-Diensten im Unterneh-
men, wie z.B. Sharepoint oder Reporting Services
• Nutzeroberfläche mächtig und nach kurzer Einarbeitung einfach bedien-
bar
Nachteile:
• man ist bei der Nutzung an den Internet Explorer gebunden und dieser
birgt Probleme von Sicherheitslücken und mangelnde Standardkonformi-
tät (siehe z.B. [42])
• Dokumentation verstreut
• im Vergleich zu den Folgenden hohe Ressourcenanforderung, sonst lang-
sames System
2.3.2 openPLM
openPLM ist ein vollwertiges Open-Source-PDM-System. Es basiert auf Python
und kann unter Linux und Windows installiert werden. Die Dokumentation ist
gut und die Benutzeroberfläche ist nach kurzer Eingewöhnung gut bedienbar
und strukturiert. Die Anwendung ist erweiterbar, aber zum Zeitpunkt der Un-
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tersuchung war keine Schnittstelle vorhanden, um von anderen Systemen aus
auf die Daten von openPLM zuzugreifen bzw. diese zu manipulieren. Abbil-
dung 2.4 zeigt ein Bildschirmfoto des openPLM-Forntends während normaler
Nutzung.
Abbildung 2.4: Die openPLM-Weboberfläche, hier im Mozilla Firefox dargestellt. Es
wurden Demo-Daten geladen und ein beliebiges Bauteil geöffnet im
„Study“-Modus. Dieser stellt die Einzelheiten eines jeweiligen Ob-
jektes dar. Oben sind die Hauptfunktionen der Software, „Home“,
„Search“, usw. Darunter strukturieren Registerkarten die verschiede-
nen Informationen des Objektes. Ganz unten sieht man die Kommen-
tarfunktion, mit der jedes Objekt in openPLM versehen ist.
2.3.2.1 Kriterienbewertung
Freeware: ja. openPLM wird als Open Source zur Verfügung gestellt.
Reife: gering. Die Software liegt in Version 0.5 vor. Der Autor trifft keine
Aussagen über seine Kunden, aber es gibt ein Forum mit geringer Akti-
vität (wenige Einträge pro Monat).
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Regelm. Weiterentwicklung: gering. Zwischen Release 0.5 und Release
0.4 liegen 4 Monate. Allerdings gibt es regelmäßige Aktualisierungen des
SVN-Kanals.
Wiederverwendbarkeit:
Dokumentation: gut. Es steht eine umfangreiche, zentrale Do-
kumentation zur Verfügung, die im Detail Einrichtung wie auch
Entwicklung beleuchtet.
Erweiterbarkeit:
Schnittstellen: gering. openPLM liefert Plugins, die sich in an-
derer Open-Source-Software einnisten und von dort aus z.B. den
Versand von Dokumenten an openPLM ermöglichen. Schnitt-
stellen „nach außen“ wurden weder gefunden, noch sind sie
dokumentiert6.
Open Source: ja. Der Quellcode liegt völlig offen und kann vom
Server des Projektes über einen SVN-Kanal bezogen werden.
Funktionsumfang: gut. Sofort nach Installation kann man
ein vollwertiges Product-Data-Management mit Dokumenten-,
Konfigurations- und Lebenszyklus-Verwaltung nutzen.
Benutzerfreundlichkeit: gut. Die Oberfläche ist optisch nicht anspre-
chend, jedoch nach kurzer Eingewöhnung gut benutzbar. Fehlermeldun-
gen werden nicht deutlich genug hervorgehoben. Die stets verfügbare Su-
che fällt positiv auf. Bei der Orientierung in dem Gros der Daten entpuppt
sich die Zweiteilung zwischen „Navigate“ und „Study“ als sehr hilfreich.
Mit Hilfe dieser Funktionen kann man durch die Teilebäume navigieren.
Wenn man an insteressanten Objekten oder Dokumenten angelangt ist,
kann man diese schnell sichten (mit „Study“) und weiternavigieren. Bei
Betrachtung von größeren Objektmengen ist die Navigation allerdings
nur eingeschränkt von Nutzen, da der Objektbaum unübersichtlich wird
und die Orientierung schwerer fällt.
6 Aktualisierung Juni 2013: mittlerweile verfügt openPLM über eine sehr gut dokumentierte




openPLM ist ein Framework aus zahlreichen Open-Source-Komponenten, von
denen erst alle installiert und eingerichtet werden müssen, bevor das Gesamt-
system funktioniert. Als Umgebung wird dringend Unix/Linux empfohlen, da
zwar die meisten Komponenten in Python geschrieben sind, aber nicht bei al-
len gewährleistet werden kann, dass diese z.B. auch unter Windows kompiliert
und installiert werden können [53].
Die Software selbst ist auch in Python geschrieben und läuft auf einem Django-
Webserver, der im praktischen Einsatz meist hinter einen Apache o.ä. gebräuch-
licheren Webserver gelegt werden wird (bzw. ist dieses Szenario auch vom Ent-
wickler empfohlen). Der Django-Server kommuniziert mit einem Datenbank-
server, vom Entwickler wird hier Postgres empfohlen [51]. Der Django-Server
bzw. die Python-Umgebung benötigt, wie oben erwähnt, verschiedene Kom-
ponenten. Dazu gehören:
• Celery, ein Job-Warteschlangen-Server, der Prozesse wie Mailversand,
Cronjobs und weitere im Hintergrund übernimmt,
• Haystack, ein Django-Such-Plugin mit Xapian als Backend und
• Graphviz, das Toolkit zur programmatischen Erzeugung von Grafiken.
Nachdem alle Komponenten einmalig eingerichtet wurden, müssen diese nicht
weiter betreut werden. Einzig der Django-/Apache-Server kann weiterer An-
passung bedürfen.
Was die Anbindung in externe Systeme anbetrifft, kann man von der Projekt-
website Erweiterungen beziehen, die speziell für andere Systeme wie Mozilla
Thunderbird (Mailprogramm) oder FreeCAD (CAD-System) geschrieben sind
und von dort aus direkten Versand von Arbeitsdokumenten an openPLM zu-
lassen. Diese Funktionen wurden nicht näher untersucht, da sie keine Relevanz
für unsere Betrachtung haben.
Abbildung 2.5 stellt die Architektur grafisch dar.
2.3.2.3 Vor- und Nachteile
Vorteile:
• hervorragende Dokumentation
• aktives Forum, aktiver Support
• OpenSource mit Versionierungssystem - man kann den Quellcode kopie-
ren und eigene Anpassungen erstellen
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Abbildung 2.5: Hier ist die grobe Architektur von openPLM abgebildet. Auf die ver-
wendeten Fremdsysteme wurde nicht eingegangen, da diese weder
im laufenden Betrieb noch bei Eigenentwicklungen eine Rolle spie-
len. openPLM benötigt einen Django-Webserver und einen Postgres-
Datenbankserver (links oben). Der diagonale Pfeil zeigt an, dass das
System mit Python erweiterbar ist. Und der nicht-bidirektionale Pfeil
zu den externen Systemen zeigt an, dass derzeit keine eingehen-
den Schnittstellen in der Software vorhanden sind. Gegenüber der
Architektur-Grafik beim Aras Innovator ist hier der Bereich „eigene





• Schnittstellen schlecht und einschränkend
2.3.3 Oberon
Die Oberon Plattform7 ist, wie der Name andeutet, weniger eine fertige An-
wendung, als eine Entwicklungsumgebung für Anwendungen, die mit Ge-
schäftsobjekten und -abläufen arbeiten. Wenn man ein PLM-Szenario schaf-
fen möchte, muss man dieses selbst programmieren. Oberon unterstützt den
Prozess durch eine Vermittlerschicht zwischen der Datenspeicherung und der
7 Die Namensgebung ist nicht eindeutig. Die Website des Projekts heißt oberonplatform.com,
aber in der Dokumentation und im Forum ist gelegentlich von dem „Oberon Framework“,
dem „Oberon Platform Framework“ und dem „Oberon Language Framework“ die Rede.
Weiterhin wird der Hauptname des Projektes mittlerweile „OBEROn“ geschrieben (Stand
Juli 2013). Aus Gründen der einfachen Lesbarkeit wird jedoch im ganzen Dokument die
Schreibweise von Stand Anfang 2012 genutzt, „Oberon“.
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Datendarstellung/-manipulation. Außerdem werden administrative Werkzeu-
ge angeboten, die die Modellierung von Geschäftsobjekten und -abläufen ver-
einfacht. Praktisch bedeutet das, bevor man eine PLM-Anwedung entwickeln
kann, muss man die Objektklassen seiner Wahl, z.B. „Produkte“, „Dienstlei-
stungen“, „Kunden“, mit Hilfe der Oberon-Werkzeuge entwerfen. Dann kann
man Anwendungen schaffen, die diese Klassen mit eigentlichen Objekten be-
füllt oder die Objekte anzeigt.
Die Dokumentation der Einrichtung und der Entwicklungswerkzeuge ist
ausgezeichnet, jedoch mangelt es an Erklärung des Bereitstellungsprozesses
im Netzwerk. Schnittstellen zu anderen Systemen können mit den Oberon-
Werkzeugen entworfen werden. Die zugehörigen Funktionen müssen jedoch
auch separat in Java umgesetzt werden. Abbildung 2.6 zeigt eines der mitgelie-
ferten Entwurfswerkzeuge von Oberon.
2.3.3.1 Kriterienbewertung
Freeware: ja. Die Oberon Plattform ist eine Java-Freeware, die vom Ent-
wickler unter einer eigenen Lizenz kostenlos genutzt und weitergegeben
werden kann [74].
Reife: mittelmäßig. Die Software liegt seit 01/2012 in Version 2.5 vor,
Stand April 2012. Der Software-Autor nennt keine Kunden und im Fo-
rum gab es in 3 Monaten keinerlei Aktivitäten. Der Bugtracker wird zum
überwiegenden Teil nur von zwei Nutzern verwendet, einer davon ist
der Autor der Anwendung. Auch Google bringt keine Ergebnisse. Das
lässt darauf schließen, dass es keine Community gibt.
Regelm. Weiterentwicklung: mittelmäßig. In einer Stichprobe wurden
letzte Aktivitäten im Januar festgestellt. Eine Komponente wurde seit
2011 nicht mehr aktualisiert (die Oberon-PLM-Komponente [77]), Stand
April 2012. Da es sich um Closed-Source-Software handelt, steht kein
Code-Repository für den Kern der Anwendung zur Verfügung.
Wiederverwendbarkeit:
Dokumentation: gut. Es gibt Tutorials für die erstmalige Einrich-
tung sowie für bestimmte Aufgaben wie Konfiguration oder wie-
derkehrende Arbeiten mit der Oberfläche. Einige Bereiche, die nötig
sind zur Bereitstellung von Oberon im Netzwerk, werden jedoch
nicht ausreichend abgedeckt. Außerdem existieren JavaDocs zu den
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Abbildung 2.6: Hier wird Oberon in Nutzung dargestellt. Dies ist eines der admi-
nistrativen Werkzeuge, der Enterprise Context Designer. Er wird be-
nutzt um alle Arten von Objektklassen, Relationen, Workflows und
ähnlichem zu modellieren. Die Daten, die hier dargestellt sind, wur-
den aus dem Oberon Tutorial gewonnen [76]. Im Hintergrund sieht
man das Hauptfenster, links mit der Navigation durch die verschiede-
nen Objekttypen, ähnlich wie beim Innovator. Im Hauptfenster rechts
oben wird jeweils der Inhalt der Kategorie angezeigt, die links gewählt
wurde. Darunter befindet sich ein Editor für die Oberon-eigene Spra-
che, OOQL, mit der Objekte erstellt, modifiziert und abgerufen wer-
den können. Im Vordergrund befindet sich der Editor für eine ausge-
wählte Objektklasse.
verwendeten Klassen und API-Dokumentation stehen zur Verfü-
gung. Die Dokumenatation, die auf der Website bereitgestellt wird,
ist durch zahlreiche Bildschirmfotos und Codebeispiele von guter
Qualität. Es werden jedoch keine weiterführenden Informationen
gegeben oder auf häufige Fehler hingewiesen.
Erweiterbarkeit:
Schnittstellen: gut. SOAP- und XML-Prozessoren werden mit-
geliefert, jedoch muss jede Anbindung von Hand programmiert
werden. D.h. der mitgelieferte Designer lässt Schnittstellen anle-
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gen, benennen und Funktionen sowie Variablen zuordnen, aber
man benötigt in jedem Falle Java zur Umsetzung der Funktio-
nalität. Dies steht im Gegensatz zum Aras Innovator, bei dem
neue Schnittstellen ohne jeden Programmieraufwand angelegt
werden können.
Open Source: nein. Der Kern ist Closed Source, aber man kann
die Quelltexte einer Beispielapplikation auf Basis der Plattform
herunterladen, die tiefe Einblicke in die Funktionsweise von
Oberon liefern [77].
Funktionsumfang: gering. Zu der puren Plattform kann man sich
eine vorkompilierte Demo-Anwendung „PLM“ herunterladen und
installieren. Da diese jedoch mit einer älteren Version von Oberon
kompiliert wurde, kann diese nicht gestartet werden. Man kann
die Quellcodes dieser Demo-Anwendung frei beziehen, muss sich
jedoch selbst um Kompilierung mit einer aktuellen Oberon-Version
kümmern. Sollte die Demo-Anwendung funktionieren, wird einem
ein PDM in Aussicht gestellt, das vermutlich der Software openPLM
stark ähnelt.
Benutzerfreundlichkeit: mittelmäßig. Die Plattform verfügt über keine
Oberfläche, da sie nur ein Framework für die Entwicklung von Oberflä-
chen und Anwendungen zur Verfügung stellt. Die Werkzeuge zur Erstel-
lung und Verwaltung der Applikationen auf Basis von Oberon sind je-
doch sehr übersichtlich, einfach bedienbar, bieten ein großes Funktions-
spektrum und basieren auf dem Eclipse Framework.
2.3.3.2 Architektur
Die Oberon Plattform stellt eine Entwicklungsumgebung für Java-Programme
dar, die eine Server-Client-Hierarchie aufweisen und bestimmte wiederkeh-
rende Elemente wie Businessobjekte, Dateien, Benutzer, Workflows u.ä. ver-
wenden. Der Kern von Oberon ist eine Laufzeitumgebung für die zahlreichen
bereitgestellten Funktionen. An sich ist dies noch kein Server bzw. hat die
Umgebung keine Server-Funktion. Man kann jedoch (mit den mitgelieferten
Werkzeugen) eine Applikation auf Basis von Oberon entwickeln, den Oberon-
Kern zu einer Jar-Bibliothek packen und mit der Anwendung auf einem Java-
Anwendungsserver (wie z.B. Apache Tomcat) bereitstellen. Schnittstellen zu
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anderen Softwarewerkzeugen kann man im mitgelieferten Designer entwer-
fen, und danach implementieren.
Oberon ist in Java geschrieben, was Betriebssystemunabhängigkeit bedeutet.
Bei einer Probeinstallation wurde jedoch festgestellt, dass der Einrichtungs-
und Wartungsaufwand bei Windows-Systemen wesentlich höher als bei Unix-
Systemen ist.
Klassischerweise wird Oberon mit MySQL oder Postgres eingerichtet, kann je-
doch auch mit OracleDB betrieben werden, laut [75]. Man kann bei der Einrich-
tung/ Entwicklung einen Dateispeicherort frei wählen (für eventuelle Doku-
mente und einen separaten für Caching) und die Tabellen und variablen Daten
werden in der gewählten Datenbank gespeichert.
Die Software stellt für die Abfrage und Manipulation der Businessobjekte so-
wie deren Relationen eine eigene Abfragesprache „OOQL“ zur Verfügung. Die-
se wurde jedoch nicht näher untersucht.
Die Architektur der Oberon Plattform ist in Abbildung 2.7 zusammengefasst.
Abbildung 2.7: Zu sehen ist die grobe Architektur der Oberon Plattform. Links oben
wird angedeutet, dass eine Bereitstellung nicht ohne einen Webserver
(wie den Apache Tomcat) und einen Datenbankserver (wie MySQL)
erfolgen kann. Die diagonalen Pfeile zeigen die Erweiterbarkeit der
System an und die horizontalen Pfeile die Sprache zur Kommunikati-
on zwischen den Systemen.
2.3.3.3 Vor- und Nachteile
Vorteile:
• sehr gute Dokumentation für Anwendungsentwickler, mäßige Dokumen-
tation der Einrichtung und Inbetriebnahme der Server-Funktionalitäten




• freie Wahl des Betriebssystems, Browsers und der Datenbank (theoretisch
sind auch andere Datenbanksysteme möglich, solange von JDBC unter-
stützt)
Nachteile:
• wenig Funktionsumfang mitgeliefert. Selbst für eine statische Website mit
Benutzeranmeldung ist Einarbeitung und nennenswerter Programmier-
aufwand nötig.
• Ressourcenverbrauch richtet sich nach Nutzung, aber ist vergleichweise
niedrig.
• inaktives Forum, schlechter Support
2.3.4 Ranchbe
Ranchbe wurde auf Sourceforge unter der Kategorie „Product Lifecycle Ma-
nagement (PLM)“ gefunden. Die Website des Anbieters ist komplett franzö-
sisch, ohne Sprachauswahlmöglichkeit [71]8. Um eine prinzipielle Eignung des
Projektes für diese Arbeit feststellen zu können, wurden einige Webseiten ma-
schinell übersetzt. Die Dokumentation erscheint stark lückenhaft. Aus diesem
Grund, weil der letzte Codebeitrag am 30.07.2011 war [78], sowie aufgrund der
Sprachbarriere wurde das Projekt nicht weiter betrachtet.
2.3.5 Xinco DMS
Die Software ist ein Open-Source-Dokumentenmanagement-System. Während
der erstmaligen Betrachtung war keine browserbasierte Nutzung möglich
(Februar 2012). Dies hat sich mittlerweile geändert, jedoch ist das Browser-
Frontend unausgereift (Juli 2013). Außerdem fehlen hier grundsätzliche Funk-
tionen, wie z.B. Schnittstellen zu anderen Systemen. Das bedeutet, Xinco ist
nicht darauf ausgerichtet, mit anderen Systemen zu interagieren. Jede Anbin-
dung zu anderen System muss von Hand programmiert und in den Xinco-
Quellcode eingebunden werden. Aus diesen Gründen kam die Software nicht
in Betracht und wurde nicht weiter untersucht.
8 Zu diesem Zeitpunkt (Juli 2013) ist die Website des Projektes zwar erreichbar, stellt jedoch




Die letzten beiden Kandidaten, Xinco und Ranchbe kamen schon nach kurzer
Sichtung nicht weiter in Betracht. OpenPLM war ein vielversprechender Kan-
didat, aber leider mangelt es hier an Schnittstellen, was diese Anwendung auch
ausschließt. Es verbleiben noch Oberon und der Aras Innovator. Oberons we-
sentlicher Nachteil ist, dass man anfänglich viel Zeit investieren muss, um oh-
ne Vorarbeit eine eigene PLM-Anwednung zu programmieren. Aras? größter
Nachteil liegt in dem Fakt, dass der Quellcode nur begrenzt zugänglich ist und
in drei verschiedenen Programmiersprachen verfasst ist (C#, Visual Basic und
JavaScript). Das System ist groß und undurchsichtig.
Hätten mehr Resourcen (Zeit und Entwickler) zur Verfügung gestanden, wä-
re die Wahl vermutlich auf die Oberon Platform gefallen. Mit ihr hätte in Java
von Grund auf ein komplettes PLM-Szenario erstellt werden können Da die
Resourcen jedoch stark beschränkt sind, wurde der Aras Innovator gewählt. Er
liefert den meisten vorgefertigten Funktionsumfang von allen Kandidaten und
kann sofort eingesetzt werden. Die verstreute Dokumentation wurde für Pro-
jektzwecke als hinreichend befunden und die Schnittstellenfunktionalität für
eigene Entwicklungen ist auch in ausreichendem Maße gegeben.
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3 Vorstellung des SM-Systems
„Service Modeller“
Im Rahmen des KoProServ-Projektes ist eine Prototyp-Anwendung zur com-
putergestützen Modellierung eines Dienstleistungsportfolios entstanden. Die-
se Software, der „Service Modeller“ (SM), ist eine Webanwendung, die auf Sil-
verlight basiert [43]. Die Verwendung des Service Modellers für diese Arbeit
wurde vom betreuenden Lehrstuhl als Teil der Aufgabenstellung vorgegeben.
Dieses Kapitel soll einen Überblick über die Funktionsweise des SM geben, sei-
ne grundlegende Architektur aufzeigen und in Vorarbeit zum nächsten Kapitel
die Schnittstellen untersuchen.
3.1 Theoretischer Hintergrund
Klingner et al. stellen in [4] fest, dass im Zuge des zunehmenden Indivi-
dualisierungsbedarfs der Gesellschaft wachsende Anforderungen gestellt wer-
den an die Quantität und Flexibilität des Serviceangebots von Unternehmen.
Die Autoren entwickeln eine Möglichkeit zur standardisierten Darstellung des
Service-Angebots und zur besseren Kostenschätzung. Ihr Ansatz umfasst zwei
Phasen: (a) die Service-Modellierung und (b) die Service-Konfiguration. Die
Modellierung (a) zielt darauf ab, das gesamte Repertoire an möglichen Dienst-
leistungen zu erfassen und Relationen aufzuzeichnen. Die möglichen Dienstlei-
stungen werden „Servicekomponenten“ (engl. „service components“) genannt.
Mit Relationen ist gemeint, dass Dienstleistungen gebündelt angeboten werden
können oder abhängig von anderen. Wenn der Kunde, nach Buchung einer
Komponente, aus mehreren Servicekomponenten eine oder mehrere auswäh-
len kann oder muss, so können diese Komponenten in einer Relation zusam-
mengefasst werden. So entstehen baumartige Netzwerke, wie in Abbildung 3.1
dargestellt.
In Phase zwei (b) wird je nach Kunde eine Servicekonfiguration (engl. „ser-
vice configuration“) gefunden, indem bestimmte Services aus dem Modell aus-
oder abgewählt werden. Wenn man die Komponenten in der ersten Phase mit
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Abbildung 3.1: Diese Abbildung stammt aus [4] und stellt ein Beispiel-Service-
Portfolio nach dem Modell von Klingner et al. vor: Wenn man Service-
Komponente A kauft, muss man eine Wahl treffen. Die Wahl beläuft
sich entweder auf die linke oder rechte Seite (B,C) oder (C,D) des nach-
folgenden Baumes. Man muss mindestens eines von beiden wählen,
aber darf nur maximal eines wählen, daher die Notation „(1,1)“. Je
nach Wahl muss man jeweils genau zwei aus den Folgeelementen im
Baum wählen, daher die Kardinalität „(2,2)“. Je nachdem wie man sich
also entscheidet, erhält man die Dienstleistungskomponenten A,B,C
oder A,C,D.
Kenngrößen wie Zeitaufwand oder Kosten versieht, so kann man nach der Ser-
vicekonfiguration präzise abschätzen, wie der Gesamtaufwand für die gewähl-
ten Optionen ausfällt. Dieser Modellierungsansatz wurde im Service Modeller
implementiert.
3.2 Überblick
Der Service Modeller funktioniert als Silverlight-Applikation in beliebigen
Webbrowsern unter Windows, für die das Silverlight-Plugin Version 5 oder
neuer zur Verfügung steht. Der Prototyp unter [50] bedarf keiner Anmeldung
und kann für beide Phasen des theoretischen Modells genutzt werden. Abbil-
dung 3.2 stellt die Benutzeroberfäche dar.
Der Service Modeller lässt sich für beide Phasen der Modellierung des Dienst-
leistungsportfolios utilisieren. Nachdem die erste Phase abgeschlossen ist,
kann man das Dienstleistungsmodell konfigurieren und einzelne Komponen-
ten hinzu- oder abwählen. Eine solche Konfiguration kann im Anschluss ge-
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Abbildung 3.2: Das Frontend des Service Modellers ist hier abgebildet. Am oberen
Rand befinden sich die Hauptnavigationselemente für die zwei Pha-
sen. Die Modellierungsphase ist im „Editor“ repräsentiert und die
Konfigurationsphase im „Configurator“. In der horizontalen Leiste
darunter, über „Models“, kann man, nach Login, jeweils Modelle oder
Konfigurationen speichern und später erneut laden und bearbeiten.
Links bietet sich eine Übersicht über alle Komponenten und deren
jeweilige Relation („Connector“). Im Hauptfenster werden diese gra-
fisch dargestellt und man kann mit Hilfe der Maus weitere Kompo-
nenten oder Relationen hinzufügen oder bestehende ändern bzw. lö-
schen [47].
speichert werden. Konfigurationen werden intern automatisch mit dem zuge-
hörigen Modell assoziiert.
3.3 Architektur
Auf der Server-Seite benötigt der Modeller eine Microsoft-Umgebung
mit .NET-Framework Version 3 oder höher, IIS-Webserver und MSSQL-
Datenbankserver [49]. Die Windows Communication Foundation (WCF, Teil
des .NET-Framework seit Version 3 [14]) stellt eine Schnittstelle zwischen Da-
tenbank und Silverlight-Komponente zur Verfügung (WCF allgemein: [25]).
Das bedeutet, die Datenbank ist abstrahiert als WCF-Server-Komponente und
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die Silverlight-Anwendung fungiert als WCF-Client-Anwendung, welche die
Server-Dienste konsumiert.
Clientseitig wird lediglich ein Browser benötigt, der das Microsoft-Silverlight-
Plugin unterstützt. Dieses wird derzeit nur für das Windows-Betriebssystem
XP SP2 oder neuer angeboten, unterstützt dafür jedoch ein breites Spektrum an
Browsern [22]. Das Linux-Equivalent zu Silverlight, Novells „Moonlight“ [64],
wurde in Version 3.99.0.3 getestet und funktioniert nicht: Die SM-Silverlight-
Komponente wird vom Moonlight-Plugin heruntergeladen, aber nicht ausge-
führt.
3.4 Schnittstellen




Diese Schnittstelle stellt 4 Funktionen bereit:
• „GetAvailableModels“ ruft alle verfügbaren Modelle ab und gibt diese
jeweils mit Name, ID und Beschreibung zurück. Die Funktion erwartet
keine Parameter.
• „GetModelByID“ liest genau ein Modell aus, anhand des übergebenen
ID-Parameters. Die Syntax entspricht dem Beispiel in der technischen Do-
kumentation (wie auch bei „GetConfigurationByID“) [48]. Die Kompo-
nenten, aus denen das Modell zusammengesetzt ist, sind bereits enthal-
ten.
• „GetAvailableConfigurations“ hat eine ähnliche Funktionsweise wie
„GetAvailableModels“, nur dass stattdessen Dienstleistungskonfiguratio-
nen ausgegeben werden.
• „GetConfigurationByID“ ist das Äquivalent zu „GetModelByID“ für
Dienstleistungskonfigurationen. Weiterhin wird das Modell angegeben,
von dem die Konfiguration stammt.
Alle genannten Funktionen können ohne Authentifizierung abgerufen wer-
den.
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4 Integration des SM „Service
Modeller“ in das PLM „Aras
Innovator“
Die technische Natur des Service Modeller wurde bereits beleuchtet. Für die
Lösung des Problems der Integration ist notwendig, die konkreten Anforde-
rungen an die Implementierung zu erfassen. Dies wird in Kap. 4.1 in Form
eines Lastenhefts durchgeführt. Auf ein Pflichtenheft wird verzichtet, da das
darauffolgende Kapitel 4.2 ebenso als Konzept der Umsetzung fungieren kann.
Bevor dieses Konzept jedoch aufgebaut wird, muss untersucht werden, wie ge-
nau sich das gewählte PLM mit anderen Systemen verknüpfen lässt. Eine vor-
läufige Analyse ist bereits während der Vorauswahl passiert, aber nun müssen
die technischen Gegebenheiten genauer betrachtet werden. Dies erfolgt in Kap.
4.2.1. Im Anschluss wird anhand von UML-Grafiken das Konzept der Umset-
zung erläutert.
Der letzte Teil dieses Kapitels beschäftigt sich mit der tatsächlichen Umsetzung
des Projektes in PHP. Dabei werden zuerst die beteiligten Anwendungen auf-
gelistet (Kap. 4.3.1), aus Gründen der Reproduzierbarkeit, sowie die Einrich-
tung der Entwicklungsumgebung (Kap. 4.3.2). Kapitel 4.3.3 beschreibt wichtige
Meilensteine und die Struktur der Entwicklung und verweist auf das Online-
Repository [Glossar], in dem das Ergebnis dieser Arbeit abgelegt und öffentlich
zugänglich ist. Am Ende wird auf Stolpersteine und Schwierigkeiten während
des Entwicklungsprozesses eingegangen, damit diese in zukünftigen Entwick-
lungen in diesem Bereich umschifft werden können (Kap. 4.3.4).
4.1 Anforderungen
Die Erstellung des Lastenheftes ist ein Standardverfahren, um die Anforderun-
gen eines Auftraggebers an ein Softwareprojekt aus dessen Sicht aufzunehmen
[1]. Für das Lastenheft wurde eine Dokumentenschablone gewählt, die aus
dem Fach „Softwaretechnik“ von Prof. Dr. Klaus-Peter Fähnrich stammt [45]
und auf einem Standardwerk von Balzert [1] aufbaut. Da es sich um ein eigen-
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ständiges Dokument handelt, wurde dieses an diese Arbeit angehängt (Anhang
A). Auf der Grundlage dieser Spezifikation wird im folgenden Kapitel der Aras
Innovator näher untersucht und das Konzept für die Implementierung abgelei-
tet.
4.2 Technisches Konzept
Wie bereits beschrieben, soll vor dem Hintergrund der Integration des Dienst-
leistungsportfolios der Aras Innovator erweitert werden. Hierfür gibt es meh-
rere Möglichkeiten: (a) Man könnte eine Funktion innerhalb des Aras Innova-
tors schreiben, die regelmäßig Verbindung zum Service Modeller herstellt, die
Modelle und Konfigurationen abruft und in das eigene Innovator-System in-
tegriert. Oder (b) man könnte eine eigenständige Software schreiben, die auf
beide Systeme von außen zugreift und aus dem SM die Daten extrahiert und in
das PLM einspielt.
Variante (a) hätte zum Nachteil, dass man an die Programmierumgebung des
Innovators gebunden ist und im Internet Explorer entwickeln und debuggen
muss. Dies ist ein Nachteil, da diese browsereingebettete Entwicklungsumge-
bung langsam ist und als unangenehm in der längeren Arbeit empfunden wur-
de. Außerdem hätte auf eine der Programmiersprachen C#, Visual Basic oder
JavaScript zurückgegriffen werden müssen. Der Autor ist mit den ersten bei-
den nur eingeschränkt vertraut. JavaScript wäre eine Option gewesen, jedoch
ist nicht gewährleistet, das alle API-Funktionen des Innovators in ausreichen-
dem Maße hätten genutzt werden können. Diese Möglichkeit wurde in Anbe-
tracht der anderen Nachteile nicht tiefer untersucht und stattdessen Variante
(b) gewählt.
Dazu muss untersucht werden, wie man von außerhalb des Aras Innovators
auf dessen Daten lesend und schreibend zugreifen kann. Davon hängt maß-
geblich ab, wie die technische Konzeption ausfällt. Diese Untersuchung findet
im nächsten Kapitel statt.
4.2.1 Schnittstellen des Aras Innovator aus technischer
Sicht
Die Innovator-Serverkomponente bietet drei mögliche Schnittstellen für
den Datenaustausch: die „IOM API“ als .NET-Bibliothek, die Haupt-
SOAP-Schnittstelle (nachfolgend „H-SOAP“) und selbst-eingerichtete SOAP-
Schnittstellen (nachfolgend „SE-SOAP“). Die IOM-API ist eine Softwarebiblio-
thek, die von dem PLM mitgeliefert wird. H-SOAP und SE-SOAP sind Schnitt-
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stellen, die am Webserver, dem IIS, entweder bei der Installation (H-SOAP)
oder nachträglich von Administratoren (SE-SOAP), eingerichtet werden.
Jegliche Kommunikation mit dem Aras-Server findet über AML, einem XML-
Dialekt, statt. Alle Einstellungen, Objekte, Relationen, Befehle werden zwi-
schen dem Aras-Server und zum Beispiel der mitgelieferten Clientsoftware
(ASP.NET- Browserkomponente) in AML kommuniziert. Für die eigene Ver-
wendung kapselt Aras diese AML-Sprache in eine API, die einfache Erstellung
und Manipulation von Objekten (Daten) zulässt. Jedoch erlaubt sie auch wei-
terhin die Nutzung von AML. Diese API heißt „Innovator Object Model API“
oder kurz „IOM API“ [18].
Wenn man eigene Software schreiben möchte, die mit dem Aras-Server kom-
muniziert, so kann man AML nutzen (mittels IOM oder H-SOAP) oder eine
höhere Abstraktionsebene (IOM oder SE-SOAP). Die Methoden werden im
nächsten Abschnitt erläutert. Abbildung 4.1 stellt die Schnittstellen grafisch
gegenüber.
Abbildung 4.1: Im Bild sind im oberen Teil die verschiedenen Möglichkeiten der An-
bindung zu sehen. Jeweils an einem Pfeil steht, welche Daten übertra-
gen werden. Graue Boxen stehen für Anwendungen. In gestrichelten
Boxen sind die genutzten Schnittstellen bzw. -Konsumenten verzeich-
net. „Objekte“ bedeutet dabei XML-serialisierte Objekte, in Abgren-
zung zu AML.
Die von Aras bevorzugte Möglichkeit zur Datenübertragung ist die IOM API.
Auf diese Weise muss der Entwickler nur kleine Teile des AML selbst erstel-
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len und die Kommunikation ist weniger fehleranfällig9. Allerdings kann die-
se Möglichkeit nur in Microsoft-Entwicklungsumgebungen genutzt werden.
In der Theorie ist eine Nutzung der .NET-DLL in Mono, und damit plattfor-
mübergreifend, denkbar [38]. Dies ist jedoch mit zusätzlichem Einrichtungs-
aufwand verbunden, wurde nicht getestet und könnte in künftigen Innovator-
oder Mono-Versionen nicht mehr funktionieren. Die IOM-Bibliothek ist nur ein
Wrapper um die H-SOAP-Schnittstelle. Im Hintergrund wird aus den IOM-
Befehlen AML zusammengesetzt und in SOAP gehüllt an den Server übertra-
gen.
Die SOAP-Schnittstellen hingegen sind plattform- und programmiersprachen-
übergreifend nutzbar. Zum einen bietet sich die Möglichkeit, die bestehende
Hauptschnittstelle (H-SOAP) zu nutzen. Über die Hauptschnittstelle wird aus-
schließlich in AML kommuniziert. Alle Funktionen des Servers können dar-
über genutzt werden.
Zum anderen kann man am Server neue Schnittstellen einrichten (SE-SOAP).
Diese akzeptieren dann nicht mehr das gesamte Funktionsspektrum, sondern
nur den Teil, den man am Server gewählt hat. Man muss kein AML schreiben,
sondern kann jeweils mit einer Funktion ein Objekt (und dessen Beziehungen)
anlegen, ändern oder löschen.
Eines der Argumente für eine eigenständige Anwendung außerhalb des Aras
Innovators war im vorherigen Kapitel, dass keine praktischen Programmier-
kenntnisse in C# vorhanden sind. Diese oder Kenntnisse in .NET-Entwicklung
wären nötig, um die IOM-Bibliothek zu nutzen. Stattdessen werden die
programmiersprachenunabhängigen Alternativen H-SOAP und SE-SOAP be-
trachtet. Die SE-SOAP-Schnittstelle ist gut dokumentiert [18], während bei H-
SOAP nur bekannt ist, dass ausschließlich AML übertragen werden kann. Da-
her war SE-SOAP die erste Wahl für die technische Konzeption.
Jedoch zeigte sich im Laufe der Entwicklung eine große Schwachstelle in der
Nutzung von SE-SOAP (Details dazu in Kap. 4.3.4). Deshalb wurde die Ent-
wicklung unterbrochen, große Code-Teile verworfen und auf H-SOAP umge-
stellt. Das Problem mit dieser Schnittstelle ist, dass sie nicht WSDL-beschrieben
ist. Das bedeutet, während normale SOAP-Schnittstellen eine Beschreibung
mitliefern, welche Funktionen an dieser Schnittstelle aufgerufen werden kön-
nen, welche Parameter man angeben muss, und welche Daten man zurück-
bekommt, ist diese Schnittstelle gar nicht beschrieben. Wenn man jedoch die
externe Software „AML Studio“10 nutzt, kann man durch Probieren lernen, wie
9 Der Datentransfer wird als fehleranfälliger angesehen, wenn der Entwickler eine weitere
Sprache, AML, verstehen muss. Im Gegensatz dazu steht die ausschließliche Verwendung
von Objekten mittels IOM, was den Entwickler weitestgehend entbindet von der Notwen-
digkeit, AML zu lernen.
10 Die Software wurde während der Entwicklung durch Zufall als Google-Suchergebnis gefun-
den. Es ist leider nicht mehr bekannt, was die Suchanfrage war.
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die Schnittstelle nutzbar ist. Im Wesentlichen ist die Methode „applyAML( pa-
ram1 )“ vollkommen ausreichend. „param1“ muss valides AML sein und die
Methode liefert AML zurück. Die AML-Syntax ist im Aras Entwicklerhand-





In diesem Kapitel werden die Planungsschritte für die Implementierung er-
läutert. Es werden die Wahl der Programmiersprache, die Ablaufmodellierung
und das Klassendiagramm vorgestellt. Während der Umsetzung kam es zu ei-
nigen Anpassungen an den letzten beiden Punkten. Diese werden im folgenden
Kapitel 4.3 dokumentiert.
4.2.2.1 Wahl der Programmiersprache
Vor der technischen Konzeption steht die Frage nach der zu wählenden Pro-
grammiersprache. Die Konzeption ist losgelöst von der Implementierung und
könnte daher programmiersprachenunabhängig passieren. Jedoch weisen alle
Sprachen bestimmte Eigenarten auf, die bei der Modellierung beachtet werden
müssen. In PHP z.B. kann man ohne Objektorientierung eine Liste von Tripeln
erstellen, während man in Java JavaBeans, also eigene Klassen, dafür verwen-
den muss. Und z.B. in Python gibt es keinen Unterschied zwischen Interfaces
und abstrakten Klassen.
Kriterien für die Wahl der Programmiersprache sind (a) Kenntnis des Autors,
(b) Sprachkomplexität, (c) Güte von verfügbaren SOAP-Bibliotheken und (d)
Einsatzaufwand als Desktop-Anwendung. Nach Kriterium (a) sind folgende
Sprachen erlaubt: C++, Java, JavaScript, PHP und Python. Durch den hohen
relativen Entwicklungsaufwand gegenüber den Scriptsprachen entfallen Java
und C++. JavaScript entfällt nach Kriterium (d), da es zwar für viele Plattfor-
men vorgefertige Binärdateien zur Ausführung von JavaScript-Code gibt, je-
doch fehlt die praktische Erfahrung im Umgang. Bei der Untersuchung von Py-
thon hat sich ergeben, dass Python 2 nicht weiterentwickelt und von der Nut-
zung abgeraten wird. Stattdessen wird nahegelegt, auf Python 3 umzusteigen
[29]. Alle Python-SOAP-Bibliotheken benötigen jedoch Python 211 [39]. PHP




hingegen hat in der Standardbibliothek der Sprache bereits einen SOAP-Client
enthalten [35] und bietet eine weitere Möglichkeit über das Zend Framework
2 [58]. Weiterhin lässt sich PHP sehr gut als Desktop-Applikation einsetzen,
allein durch die Installation der offiziellen PHP-Laufzeitumgebung [34]. Der
PHP-Interpreter steht danach als Kommandzeilenprogramm zur Verfügung
und kann Skripte ausführen. Daher wurde PHP als Programmiersprache ge-
wählt. Bei der Wahl der Versionsnummer gibt es keine Einschränkungen, wes-
halb die aktuelle Serie (5.5) gewählt wurde.
4.2.2.2 Ablaufplan und Datenstruktur
Zum Entwurf des Programmablaufplans ist es wichtig, den allgemeinen Ablauf
zu kennen, in dem die Anwendung eingesetzt werden soll. Dies wurde in [9]
bereits beleuchtet und wird hier kurz zusammengefasst. Zu beachten ist, dass
es, wie bei der computergestützten Modellierung von Services, auch bei Pro-
duktdaten eine Trennung zwischen Produktmodell und Produktkonfiguration
gibt. Produktmodelle enthalten, wie auch Servicemodelle, jeweils alle verfüg-
baren Optionen bzw. Wahlmöglichkeiten. Produktkonfigurationen basieren
auf Produktmodellen. Bei ersteren wurden einige der Modell-verfügbaren Op-
tionen ausgewählt. Daher ist nur noch eine Teilmenge der Optionen enthalten.
Abbildung 4.2 stellt eine Übersicht über den allgmeinen Produkt-
Dienstleistungs-Kopplungsprozess aus [9] dar. Sie visualisiert den Prozess,
dass Produkt- und Dienstleistungsmodelle separat erstellt werden. Sobald
beide vorhanden sind, können die Dienstleistungsmodelle an die Produkt-
modelle „gebunden“, also als Wahlmöglichkeit hinterlegt werden. Wenn ein
Kundenauftrag eingeht, können die beiden Modelle separat instanziiert und
konfiguriert werden.
Dieser Prozessablauf und die Wahl der beteiligten Softwaresysteme impliziert
eine naive Datenstruktur, die in Abbildung 4.3 dargestellt ist.
Dieses Datenformat erfüllt für die Implementierung jedoch nicht das Kriteri-
um der Exemplarität, da ein wesentlicher Teil in beiden Systemen fehlt. Alle
in Abbildung 4.3 sichtbaren Datentypen sind zusammengesetzt, entweder aus
Produkt- oder Dienstleistungskomponenten. Diese müssen bei der Implemen-
tierung auch berücksichtigt werden.
Der Service Modeller verfügt nicht über die Möglichkeit, URLs zu erstellten
Modellen oder Konfigurationen anzubieten. Da es also keine Möglichkeit gibt,
von innerhalb des Aras Innovators eindeutig auf Dienstleistungsmodelle oder
-konfigurationen zu verlinken, müssen die Dienstleistungsdaten auch im In-
novator hinterlegt werden. Dies stellt die Hauptaufgabe der Implementierung
dar: Objekte aus dem Service Modeller exrahieren und je nach Bedarf, also
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Abbildung 4.2: Diese Abbildung stammt aus [9] und wurde aus dem Englischen über-
setzt. Abgebildet ist ein UML2-standardisiertes Aktivitätsdiagramm.
Dieses stellt die Schritte in dem Prozess dar, für den die hier entwickel-
te Software zum Einsatz kommen soll. Alle abgebildeten Aktivitäten
sollen softwaregestützt stattfinden. In dem Schritt „Bindung von DM
an PM“ ist gemeint, dass zu den Produktmodelldaten hinterlegt wird,
welche Dienstleistungsmodelle gewählt werden können.
bei Neuerstellung, Aktualisierung, etc., in den Aras Innovator einfügen. Die
überarbeitete Datenstruktur dieses Szenarios ist in Abbildung 4.4 dargestellt.
Der Aras Innovator verfügt bereits über zahlreiche Objektklassen (im Innova-
tor „ItemTypes“), darunter „Product“ und „Part“. Diese beiden erfüllen den
gleichen Zweck wie Produktmodell und -komponenten und stehen bereits in
einer assoziativen Relation. Sie können also direkt für den Zweck dieser Ar-
beit herangezogen werden. Die anderen Datentypen, Product Configuration,
Service Model, Service Component und Service Configuration sind noch nicht
vorhanden und müssen erstellt werden. Weiterhin müssen sie, wie abgebildet,
mit Relationen verknüpft werden.
Der Konverter muss die Objekte des Service Modellers mittels SOAP ausle-
sen. Das Format, in dem die Daten ankommen, ist in jedem Falle XML, da dies
vom SOA-Protokoll erfordert ist. Weiterhin sollten vom Innovator die gleichen
(Service-)Klassen durchsucht werden, ob eventuell schon Dienstleistungsdaten
vorhanden sind.
In der Praxis kann es auch von Bedeutung sein, den Fall zu behandeln, dass im
Service Modeller Objekte gelöscht wurden. Diese können nicht gefahrlos auch
im Innovator gelöscht werden, denn sie könnten in Produktmodellen oder -
konfigurationen bereits eingebunden sein. Daher müssen diese Daten auch ab-
gefragt werden. Vom Aras-System kommen die Daten ebenfalls in XML, bzw.
in dem Dialekt AML. Um die Daten aus beiden Systemen vergleichbar zu ma-
chen, müssen die Daten in eine interne Datenstruktur umgewandelt werden.
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Abbildung 4.3: Die minimal notwendigen Komponenten zur Modellierung des Ab-
laufes, wie in Abbildung 4.2 dargestellt. Die Grafik hat das Format
eines UML2-Klassendiagrams mit eingezeichneten Paketen für die zu-
gehörigen Systeme.
Hierfür wurden PHP-Objekte gewählt, da deren Attribute für den Vergleich
leicht zugänglich sind und die Objekte als Ganzes serialisierbar sind.
Sind die Daten aus beiden Systemen als PHP-Objekte im gleichen Format ver-
fügbar, können sie verglichen und das Changeset (deutsch: Änderungsmen-
ge)12 errechnet werden. Dies Changeset kann im Anschluss wieder über SOAP
auf den Aras Innovator angewendet werden. Dieser Ablauf ist in Abbildung
4.5 dargestellt.
Anhand der allgemeinen Ablaufkonzeption wurde die Programmstruktur des
Konverters entwickelt. Im folgenden Kapitel werden die Klassen erläutert, die
vermutlich notwendig sind, um die beschriebene Funktionalität zu implemen-
tieren.
4.2.2.3 Klassendiagramm
An der Universität Leipzig wird überwiegend objektorientierte Programmie-
rung gelehrt, weshalb auch in dieser Arbeit das Paradigma angewendet wird.
Das Unternehmen, welches für die Entwicklung von PHP verantwortlich ist,
die Zend Technologies Ltd. [56], hat einen Leitfaden für die Benennung von
Klassen, Attributen, Methoden, usw. in PHP herausgegeben [68]. Bei der nach-
folgenden Klassen-Modellierung werden diese Standards beachtet.
12 Es ist auf Englisch üblich, von „Changesets“ zu sprechen. Der Autor schätzt die deutschen
Übersetzungen „Änderungsmenge“ oder „Differenzmenge“ weder als üblich noch als hin-
reichend ein, um den gleichen Inhalt zu tragen. Gemeint ist, was man erhält, wenn man
zwischen zwei Objekten „A“ und „B“ (im allgemeinen informatischen Sinn) eine Differenz
errechnet und diese umformuliert, so dass konkrete Änderungsanweisungen entstehen, wie
man A in B umwandeln kann. Zum Beispiel die Ausgabe des Konsolenprogramms „diff“ ist
bei erfolgreicher Operation ein Changeset.
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Abbildung 4.4: Diese Abbildung wurde aus [9] übersetzt. Angezeigt wird die modi-
fizierte Datenstruktur, gegenüber Abbildung 4.3, mit den beteiligten
Systemen in einem UML2-Klassendiagram mit verzeichneten Paketen
für Systeme. Weiterhin wurde der Konverter zwischen Innovator und
Service Modeller eingezeichnet, um die Rolle zu verdeutlichen. Zu be-
achten ist, dass im Service Modeller die Dienstleistungskomponenten
implizit enthalten sind. Das bedeutet, sie sind gegenüber dem Aras In-
novator, nicht als eigenständige Datenstruktur verfügbar, sondern nur
als Teil von entweder Modell oder Konfiguration.
Nachdem der Ablauf bekannt ist, müssen die Klassen für die Konverter-
Anwendung modelliert werden. Begonnen wird bei den Klassen, in denen die
Daten der beiden Systeme abgelegt und verglichen werden. Dies betrifft die
sechs Klassen:
• ProductComponent (für Produktkomponenten)
• ProductConfig (für Produktkonfigurationen)
• ProductModel (für Produktmodelle)
• ServiceComponent (für Dienstleistungskomponenten)
• ServiceConfig (für Dienstleistungskonfigurationen)
• ServiceModel (für Dienstleistungsmodelle)
Weiterhin wurde die Klasse „Customer“ hinzugefügt und zu Product- sowie
ServiceConfig in Relation gesetzt. Damit wird angedeutet, dass jede Produkt-
und Dienstleistungskonfiguration zu einem Kunde gehört. Jede der vorge-
nannten Klassen wurde mit einer Reihe von Attributen ausgestattet. Die At-
tribute der Service-Klassen sind die Schnittmenge der Attribute, die von bei-
den beteiligten Systemen zur Verfügung gestellt wurden. Die Produkt-Klassen
wurden analog modelliert und zusätzlich mit Attributen versehen, welche die
Dienstleistungen referenzieren. Bei den Config-Klassen wurden weiterhin Da-
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Abbildung 4.5: Dieses UML2-Sequenzdiagramm stellt den angedachten Programma-
blauf der Konverter-Anwendung dar. Diese wurde in dieser Grafik
„PDLMconn“13bezeichnet. Der Ablauf ist dreiphasig und umfasst die
beiden Systeme Service Modeller („Serv.Mod.“) und Aras Innovator
(„Aras“). Die drei Phasen sind das Laden der Daten aus beiden Sy-
stemen, das Errechnen des Changesets (hier als „Merge-Prozess“ be-
schrieben) und seine Anwendung auf das PLM-System.
tumsangaben für den Verkauf eingebunden, um die praktische Situation besser
zu reflektieren und Abbildung 4.2 gerecht zu werden. Um die Produkt- und
Service-Klassen jeweils zu gruppieren, wurde für beide eine abstrakte Ober-
klasse eingeführt, AbstractProductObject und AbstractServiceObject. Um alle
Daten zu gruppieren, die über SOAP-Schnittstellen ausgetauscht werden, wur-
de eine nächsthöhere abstrakte Klasse AbstractPdlmObject eingeführt. Diese
vereint unter sich die beiden abstrakten und die Customer-Klasse. Die vorläu-
fige Klassenstruktur ist in Abbildung 4.6 dargestellt.
Neben den reinen Datenaustauschklassen werden weiterhin Klassen benötigt,
die den Programmfluss regulieren. Dies erfordert mindestens eine Hauptklasse
13 Der ursprüngliche Projektname war „PDLM Connector“ und das Bitbucket.org-Repository,
in dem der Quellcode gespeichert wird, heißt auch noch „pdlm-connector“. Mittlerweile
wird jedoch von einem „Konverter“ gesprochen, da dies mehr Information über die Funkti-
on der Anwendung enthält. In diesem Dokument wird vorwiegend der Name „Konverter“
verwendet, aber einige Dokumente oder Grafiken enthalten noch den alten Name.
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(„Control“), welche die drei Phasen starten kann. Die Phasen lauten: Daten aus
beiden Systemen laden („loadData“), Changeset errechnen („makeChangeSet“)
und Changeset anwenden („applyChangeSet“). Diese sind als Methoden der
Control-Klasse zugeordnet. Um das Changeset erstellen zu können, muss eine
Historie darüber geführt werden, welche Daten aus welchem System gekom-
men sind. Hierzu wird eine Klasse „History“ eingeführt mit zugehörigen Ein-
trägen HistoryEntry. Die History-Klasse selbst ist nur ein Container für die Ein-
träge und soll diese durchsuchen können, möglicherweise auch Objekte aus der
Vergangenheit, um z.B. Löschungen festzustellen. HistoryEntry-Objekte (HE)
speichern jeweils ein AbstractPdlmObject, eingehend oder ausgehend aus ei-
nem der Systeme, also z.B. eine ServiceConfig oder eine ProductComponent.
Objekte dieser HE-Klasse sollten daher in der Datenbank abgelegt werden und
das jeweilige Element referenzieren, sowie den Typ („eingehend“, „in Bear-
beitung“ oder „ausgehend“) und das System aus dem sie kommen (hier im
„status“-Attribut festgehalten).
Um einen Container für die Changeset-Anweisungen zu bieten, wurde eine
Klasse „Changeset“ angelegt und mit vier Listen versehen: jeweils eine für zu
erstellende Objekte („create“), zu löschende Objekte („remove“), zu aktualisie-
rende Objekte („update“) und eine spezielle Variante der Aktualisierung, zu
versionierende Objekte („version“). Diese letzte Unterscheidung wird durch-
geführt, da mit „update“ das Überschreiben der Daten gemeint ist, während
„version“ eine neue Version des Datensatzes erstellt, den alten jedoch bewahrt.
Um eine Art einfaches Logbuch zu bieten, wurde eine Hilfsklasse „Message“
erstellt, die, ähnlich einem JavaBean, lediglich die Art der Nachricht (Informati-
on, Warnung oder Fehler) und den Nachrichtentext enthält. Diese Klasse kann
vom Hauptprogramm genutzt werden, um den Fortschritt zu speichern und
Kontrolle darüber zu haben, wann dieser ausgegeben wird.
Diese Steuerklassen wurden in einem separaten Klassendiagramm erstellt (Ab-
bildung 4.7) und danach in die Gesamtansicht zusammengeführt (Abbildung
4.8). In diesen beiden Abbildungen ist nun auch eingezeichnet, welche Klas-
sen in der Datenbank gehalten werden. Die betreffenden Klassen sind mit dem
Stereotyp „«ORM\Entity»“ versehen, da dies die Markierung des objektrela-
tionalen Mappers „Doctrine 2“ ist, der später Verwendung findet. Weitere In-




Im Folgenden wird der Implementierungsprozess dokumentiert. Dabei wird
Wert auf Reproduzierbarkeit14 gelegt. Um diese zu gewährleisten, wird auf
die verwendeten Systeme und Softwareresourcen eingegangen. Gefolgt wird
dies von der Dokumentation des prinzipiellen Entwicklungsprozesses und der
Beschreibung des tatsächlichen Vorgehens bei der Implementierung. Abschlie-
ßend wird auf Schwierigkeiten während des Prozesses eingegangen, damit die-
se von weiterführenden Projekten umgangen werden können.
4.3.1 Verwendete Systeme
Dieses Kapitel listet die wesentlichen Software-Merkmale der verwendeten Sy-
steme auf. Für die weitere Nutzung der entwickelten Anwendung wird davon
ausgegangen, dass mindestens diese Vorraussetzungen in den betreffenden Sy-
stemen erfüllt sein müssen, damit eine korrekte Funktionsweise gewährleistet
werden kann. Möglicherweise sind auch ältere Versionen der beteiligten Soft-
wareprodukte ausreichend, aber dies wurde nicht getestet.
• Aras-Innovator-Server:
– Betriebssystem: Microsoft Windows Server 2008 R2 Enterprise, 64 Bit,
SP1 [26]
– Software:
* Microsoft IIS 7.5.7600 [62]
* Microsoft SQL Server 2008 R2, 64 Bit [24]
* Microsoft .NET Framework 4 [23]
* Aras Innovator 9.3.0 Build 5711A [19]
• Service-Modeller-Server:
– Betriebssystem: Windows Server 2008 R2 Enterprise, 64 Bit [26]
– Software:
14 Mit „Wert auf Reproduzierbarkeit“ ist gemeint, dass das Ziel ist, dass der Leser nachvollzie-
hen kann, wie das Ergebnis dieser Arbeit entstanden ist. Weiterhin soll damit die Exemplari-
tät erhöht werden, indem der Leser bemächtigt wird, die Umgebung selbst einzurichten und
für eigene Zwecke zu nutzen.
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* Microsoft IIS 7 (Die genaue Version ist unbekannt. Es handelt
sich um eine virtuelle Maschine (VM) vom Institut für Informa-
tik der Universität Leipzig. Bei diesen VMs sind automatische
Updates voreingestellet. Und daher wird davon ausgegangen,
dass diese Software aktuell gehalten wird, Stand 24.07.2013) [62]
* Microsoft SQL Server 2008 Enterprise Edition, 64 Bit [24]
• Service-Modeller-Client:
– Betriebssystem: Microsoft Windows XP SP2 oder neuer (siehe nächste
Fußnote)
– Software:
* Beliebiger Browser, insofern er das Silverlight-Plugin unterstüt-
zen15
* Silverlight-Browser-Plugin Version 5 oder neuer
16
• Anwendungsentwicklung:
– Betriebssystem: Linux Mint 15 „Olivia“, 64 Bit [61]
– Software:
* XAMPP für Linux 1.8.3 [32]
* PHP 5.5.0 (cli)
* Zend Framework 2.2.1 [57]
* zsh 4.3.11 [59]
4.3.2 Beschreibung und Einrichtung
Entwicklungsumgebung
PHP-Anwendungen lassen sich in allen gängigen Betriebssystemen (Mac OS,
Linux und Windows) entwickeln, da die Laufzeitumgebung vorkompiliert be-
reitstellt und nur noch installiert werden muss. Ebenso stehen die beiden
großen Entwicklungsumgebungen Eclipse [30] und Netbeans IDE [66] als In-
stallationspakete für zahlreiche Plattformen bereit. In der Regel wird nicht
15 Übersicht über die Browser, die Silverlight unterstützen:
http://www.microsoft.com/getsilverlight/Get-Started/Install/Default.aspx, unten auf
der Seite Registerkarte „System Requirements“
16 Auskunft des Service-Modeller-Entwicklers: es werden Funktionen verwendet, die Silver-
light 5 erfordern. Novell Moonlight ist nicht ausreichend.
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nur PHP installiert, sondern eine komplette Webentwicklungsumgebung mit
Webserver und Datenbank. Dies kann unter Umständen zu Schwierigkeiten
bei der Konfiguration führen, da die Systeme aufeinander abgestimmt wer-
den müssen. Für dieses Problem gibt es eine Reihe Alternativen, darunter das
vorkonfigurierte Paket „XAMPP“ von apachefriends.org [31]. Dieses muss nur
entpackt werden und stellt einen sofort einsatzbereiten Apache-Webserver mit
PHP und MySQL zur Verfügung. Weiterhin sind zahlreiche PHP-Bibliotheken
und Erweiterungen enthalten, darunter auch gängige Datenbank-Treiber (z.B.
MySQL und SQLite).
Für die Entwicklung wurde aus persönlicher Präferenz Linux, Netbeans IDE
und XAMPP gewählt. Diese Wahl ist willkürlich in dem Sinne, das die anderen
Optionen keine signifikanten Verbesserung oder Verschlechterung für dieses
Projekt mit sich gebracht hätten. XAMPP ist unnötig, da nur PHP auf der Kom-
mandozeile benötigt wird. Jedoch war zu Projektbeginn nicht klar, dass auf den
Webserver komplett verzichtet werden kann. Das Betriebssystem war bereits
installiert, wurde jedoch aus Sicherheitsgründen durch automatische Updates
auf den neuesten Stand gebracht.
Nachdem das XAMPP-für-Linux-Paket heruntergeladen und mit Standardein-
stellungen installiert wurde, wurde das Binärverzeichnis zum Systempfad hin-




Daneben wurde „Composer“, das Pakteverwaltungsprogramm für PHP, sy-
stemweit installiert [17]. Das Programm wird häufig in Projekten verwendet,
die Fremdbibliotheken einbeziehen und ermöglicht eine schnelle Installation
und semi-automatische Updates17. Bei diesem Projekt wurde davon ausgegan-
gen, dass Fremdbibliotheken zum Einsatz kommen könnten. Außerdem wurde
bereits and das Zend Framework 2 als „Softwarebaukasten“ gedacht, welches
auch Composer einsetzt. Netbeans bietet einen Installationsassistenten auf der
offiziellen Website an, der in der PHP-Variante heruntergeladen und ausge-
führt wurde. Nach der Installtion wurde die Entwicklungsumgebung gestartet
und konfiguriert. Letzteres bedeutet, dass in den Optionen die Pfade für die
ausführbaren Dateien von PHP und Composer gesetzt wurden. Weiterhin wur-
de Mercurial [16] als Versionierungswerkzeug installiert und in der Konfigura-
tionsdatei der Benutzername angegeben. Um den entwickelten Code öffent-
lich bereitzustellen und externe Backups zu erlauben, wurde entschieden, ein
17 „Semi-automatisch“, weil man den Prozess zwar von Hand starten muss, aber Composer
sucht selbstständig nach Aktualisierungen, lädt diese herunter, entpackt und installiert sie.
40
4.3 Implementierung
Online-Code-Repository [Glossar] einzurichten und zu nutzen. Für Mercurial
bietet der Dienst Bitbucket [11] gutes, kostenloses Hosting. Gegenüber anderen
Diensten bietet Bitbucket auch kostenlose „private“ Repositories. Das bedeue-
tet, dass man jedezeit umstellen kann, ob andere öffentlich den Quellcode se-
hen dürfen oder nicht. Wenn der Quellcode in jedem Stadium der Entwicklung
offen liegt, kann das bei Software, die sich bei Fremddiensten anmeldet, mög-
licherweise Sicherheitslücken hervorrufen oder Angriffe begünstigen. Denn es
kann vorkommen, dass in frühen Entwicklungsstadien Zugangsdaten für die
Fremdsysteme im Code enthalten sind. Es ist schlechter Programmierstandard,
Logindaten in größeren Programmteilen, und nicht in separaten Konfigurati-
onsdateien zu speichern, aber es kann, aus Unachtsamkeit oder zum Testen,
durchaus vorkommen.
Wenn das Entwicklungs-Projekt eine bestimmte Größe überschreitet und wenn
bestimmte wiederkehrende Funktionen18 benötigt werden, macht man sich ein
Framework zu Nutze. Solche Frameworks unterstützen die Entwicklung und
bieten hilfreiche Funktionen für Probleme die bei Standard-Projekten häufig
auftreten können. Außerdem sind viele Frameworks erweiterbar und bei eini-
gen gibt es eine breite Bibliothek an Funktionalitäten, die nur heruntergeladen
und installiert werden müsen, wie z.B. Benutzerverwaltung. Für PHP gibt es
eine Reihe etablierter Frameworks, siehe [67], [60] und [72]. Es ist wünschenst-
wert, eines der Frameworks (FW) aus den jeweils besten 5 zu wählen, da es eine
Verbindung gibt, zwischen Verbreitung des FW und Anzahl der Problemen mit
dem FW zu denen Lösungen in Internet gefunden werden können. Damit ist
gemeint, angenommen ein FW wird von drei Personen weltweit genutzt. Dann
ist die Wahrscheinlichkeit sehr gering, dass man durch Internetsuche Lösungen
zu den Problemen findet, in die man während der Entwicklung möglicherweise
kommen kann. Im Umkehrschluss ist die Chance sehr groß, bestehende Lösun-
gen finden zu können, wenn es eine sehr große Nutzergemeinschaft gibt, da die
Chance höher ist, dass sich darin Nutzer befinden, die bereitwillig ihr Wissen
teilen.
Zu den besten PHP-Frameworks gehören meist CakePHP [15], Symfony [41],
Yii [54] und das Zend Framework [57]. Für dieses Projekt wurde das Zend Fra-
mework 2 genutzt, da es einen einfachen alternativen SOAP-Client anbietet
und das Kriterium der hohen Verbreitung erfüllt. Weiterhin haben eigene Er-
fahrungen mit dem FW gezeigt, dass es dem Entwickler sehr viele Freiheiten
gibt, im Sinne von Konfigurationsmöglichkeiten und Einsatzszenarien. Es bie-
tet außerdem Kommandozeilenunterstützung [55].
Um das Entwicklungsprojekt zu starten, wurde bei Bitbucket einen neues Re-
pository angelegt [12], dieses auf den Entwicklungscomputer heruntergeladen,




Zend Framework 2 installiert und das Projektverzeichnis in Netbeans als neues
Projekt geöffnet.
4.3.3 Durchführung der Implementierung
In Vorbereitung wurden im Aras Innovator alle benötigten Datentypen ange-
legt und miteinander verknüpft, wie in Abbildung 4.4 dargestellt. Die eigent-
liche Implementierung hat in 3 Schritten stattgefunden: Anbindung der betei-
ligten Systeme, Erstellung des Hauptprogrammes ohne die beteiligten Systeme
und Zusammenführung des Hauptprogramms mit den externen Daten. Die ge-
naue Entwicklung der Anwendung ist in der Commit-Historie des Bitbucket-
Repositoys [13] zu lesen und wird hier nur zusammengefasst. Die Innovator-
ItemTypes wurden exportiert und sind ebenfalls im Repository verfügbar.
Zuerst wurde nur versucht, die Daten der externen Systeme über SOAP ab-
zurufen und in eigene PHP-Objekte umzuwandeln. Dies hat ohne die zuvor
genannten Steuerklassen stattgefunden. Der Prozess wurde zuerst beim Aras
Innovator, dann beim Service Modeller vollzogen. Angefangen wurde damit,
dass alle Funktionen und Daten in einer Klasse pro externem System vereint
wurden. Nachdem die prinzipielle Funktionalität hergestellt war, wurde beim
Aras Innovator die Hauptfunktion der Analyse des AMLs in eine eigene Klas-
se, den Aras\Reader ausgelagert. Dieser verfügt über die Fähigkeit, anhand
einer ini-Konfigurationsdatei19 beliebige Daten aus einer beliebigen Innovator-
Installation auszulesen und in PHP-Objekte zu speichern. Damit soll gewähr-
leistet werden, dass dieses Projekt auch in anderen Szenarien zum Einsatz kom-
men kann.
Im Anschluss, ab Commit 3034450, wurde mit dem Hauptprogramm begon-
nen, und damit, die selbstgeschriebenen Komponenten in die Verzeichnis-
struktur des Zend Framework einzufügen. Das bedeutet, der Aras\Reader
wird weiterhin als eigenständige Bibliothek in einem entsprechenden neutra-
len Verzeichnis belassen. Das restliche Programm wurde in ein Zend-Modul
umgewandelt, welches per Kopieren und Einfügen auch in anderen Zend-
Framework-Projekten genutzt werden kann. Besagte SOAP-Komponenten
wurden gegenüber dem Hauptprogramm vorerst ruhen gelassen, da die prinzi-
pielle Funktion in der ersten Phase bereits erprobt wurde. Das Hauptprogramm
wurde mit Demonstrationsdaten implementiert und während des Vorgangs
gab es eine Reihe Änderungen gegenüber der ursprünglichen Konzeption.
Enums (engl. „enumerations“, Aufzählungen) sind Listen von Konstanten, wie
19 Während der Entwicklung bestand die Frage nach dem zu wählenden Format für Konfigu-
rationsdateien. Auf Basis von [37] wurde das *.ini-Format gewählt, da es menschenlesbar ist,
z.B. gegenüber XML, Kommentare erlaubt und das Zend Framework 2 eine eigene Klasse
mitbringt, die einfaches Lesen und Schreiben von ini-Dateien erlaubt.
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z.B. eine Liste der deutschen Namen aller Wochentage, oder aller Monate. Die-
ses Konzept kommt z.B. in Java vor [65], wird jedoch von PHP nicht direkt
unterstützt im Sinne von statischen Konstanten einer Klasse. Daher wurden
Hilfsklassen eingeführt für die Klassen, die Enums benötigt hätten, Message
und HistoryEntry. Die beiden Hilfsklassen MessageType und HistoryEntryTy-
pe dienen dazu, anzugeben, welche wohldefinierte Dringlichkeit eine Message
hat bzw. ob die HistoryEntries für eingehende oder ausgehende Daten sind.
Damit es möglich ist, die Klassen auszutauschen, die in diesem Projekt für
die Kommunikation mit externen Systemen zuständig sind, wurden zwei neue
Abstrakte Klassen eingeführt, AbstractReader und AbstractWriter. Diese defi-
nieren eine Reihe von Funktionen, die von beliebigen Klassen implementiert
werden können, um einen lesenden oder schreibenden Zugriff auf ein exter-
nes PLM oder SM zu geben. Anders ausgedrückt, wenn man z.B. außer dem
Service Modeller ein anderes SM-System nutzen möchte, muss man dafür nur
eine neue Klasse erstellen, die alle AbstractReader-Methoden implementiert.
Dies erlaubt erhöhte Wiederverwendbarkeit. Ähnliches gilt, wenn man andere
PLM-Systeme nutzen möchte, jedoch muss hier zusätzlich der AbstractWriter
implementiert werden. Beide neuen abstrakten Klassen erben von der weiteren
neuen Oberklasse AbstractSoap, um für alle Reader- und Writer-Komponenten
einheitliche Login-Mechanismen zur Verfügung stellen zu können. Alle Kom-
ponenten, die in Verbindung zu SOAP-Kommunikation stehen, wurden in ein
eigenes Verzeichnis sowie eigenen PHP-Namespace „Soap“ verschoben.
In zahlreichen Frameworks und Software-Projekten kommt der Mechanismus
„Dependency Injection“ zum Einsatz [69]. Dieser bietet höhere Flexibilität bei
der Wiederverwendung von Klassen, in denen Variablen gesetzt werden kön-
nen. Um diesen Menchanismus besser nutzen zu können, wurden zwei weitere
Hilfsklassen eingeführt, Plm und Sm. Beide verfügen über ein Attribut, welches
eine Instanz der eben genannten AbstractReader-Klasse beinhaltet und Plm-
Objekte erhalten außerdem ein AbstractWriter-Attribut. Beide Objekte werden
dem Control-Objekt beim Start übergeben.
In der Control-Klasse, wurden die drei geplanten Verhalten implementiert. Da-
bei wurde Wert darauf gelegt, dass diese auch unabhängig voneinander aufge-
rufen werden können. Die erste Methode ruft die Objekte aus den Systemen ab
und persistiert diese in der Datenbank. Wenn alle Schritte nacheinander aus-
geführt werden, sind diese Ereignisse noch in der Historie gespeichert. Daraus
kann das Changeset kalkuliert werden. Wenn die loadData-Methode separat
ausgeführt wurde, stellen die nachfolgenden Schritte die Historie aus der Da-
tenbank wiederher.
Bei der Changeset-Berechnung wurden vorerst nur die Fälle „create“ und „up-
date“ implementiert. Jedoch sind die weiteren Fälle „remove“ und „version“
im Code markiert und können nachträglich eingefügt werden. Für die Berech-
nung wird zuerst geprüft, ob die jeweiligen Elemente ungefähr gleich sind,
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danach ob sie vollkommen gleich sind. Beide Prüfungen wurden in jedem
der Service-Objekte einzeln implementiert, um bestmöglichen Vergleich zu ge-
währleisten. Bei Service-Komponenten ist z.B. ein hinreichendes Kriterium,
dass der Name gleich ist. Für vollkommene Gleichheit werden außerdem die
weiteren Attribute normal und die SubServices rekursiv geprüft. Dieses Verfah-
ren ist jedoch anfällig für Namensänderungen. In zukünftigen Versionen könn-
te ein Schwellwert für die Ähnlichkeit gegeben werden und jede Ähnlichkeit
addiert einen Wert auf eine Punktzahl, die dann mit dem Schwellwert vergli-
chen wird.
Es wurde festgestellt, dass die Customer-Klasse gänzlich unnötig für das Chan-
geset ist. Die Produktdaten sind derzeit auch noch ohne Einfluss, da die
remove-Funktion noch nicht implementiert ist. Für zukünftige Versionen könn-
ten Einstellungen in einer ini-Datei gespeichert werden, wie in verschiedenen
Szenarien in Bezug auf die Änderungen vorgegangen werden soll. Zum Bei-
spiel steht die Frage offen, ob Dienstleistungsdaten kaskadierend gelöscht wer-
den sollten. Das heißt, wenn man z.B. ein Dienstleistungsmodell gelöscht hat,
dass dann auch Produktmodelle entfernt werden, in denen es vorkommt.
Für den letzten Schritt, den Versand der Änderungen, werden einfach die un-
terschiedlichen Changeset-Listen an den Writer des PLM-Objektes übergeben,
welches diese je nach verwendetem System abarbeiten kann. Im Falle des Aras
Innovators wird jedes Element der Liste in eine AML-Anfrage umformuliert
und an die SOAP-Schnittstelle übergeben. Diese Funktion wird erneut durch
eine selbstgeschriebene externe Bibliothek unterstützt, dem Aras\Writer, die
nun auch von anderen Softwareprojekten genutzt werden kann.
Die drei Control-Aktionen werden von einem Zend-Controller gesteuert. Die-
ser ist eingerichtet, ausschließlich auf der Kommandozeile zu funktionieren.
Wenn der Nutzer die Startseite auf der Konsole öffnet, wird die Syntax des
Konnektor-Werkzeuges beschrieben. Dies ist in Abbildung 4.9 dargestellt.
Nachdem die Funktion des Steuerprogramms gewährleistet ist, wurde dieses
mit den eigentlichen Daten aus den externen Systemen versorgt. Dazu wurden
die anfangs testweise angelegten Klassen zur Kommunikation mit dem Inno-
vator und Service Modeller refaktoriert, um in die neue Klassenhierarchie ein-
zupassen.
Das Softwarewerkzeug steht nun als Kommandozeilenprogramm zur Verfü-
gung (siehe Abbildung 4.10) und kann automatisch in bestimmten Zyklen
ausgeführt werden. Dies wird z.B. unter Linux durch Cron Jobs ermöglicht
[63]. Das Ergebnis ist eine Synchronisation der Dienstleistungskomponenten,
Dienstleistungsmodelle und Dienstleistungskonfigurationen vom Service Mo-
deller in das PLM Aras Innovator.
Die Einrichtung und Benutzung der fertigen Anwendung ist auch auf der
Bitbucket-Seite des Repositorys [12] und in der README.rst im Hauptver-
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zeichnis des Quellcodes dokumentiert.
Sollte der Konverter verwendet werden und eine andere oder modifizierte Re-
präsentation von Dienstleistungen unterliegen, so muss der Quellcode teilwei-
se refaktoriert werden. Die Klassen „Sm“, „Plm“, „AbstractReader“ und „Ab-
stractWriter“ enthalten Strukturen, die auf dem Modell von Klingner et. al
basieren. Diese müssen ausgetauscht werden. Im Aras Innovator müssen an-
dere ItemTypes und Relations angelegt werden. Die Konfiguration „config/a-
ras.ini“ für den Aras\Reader und Aras\Writer müssen angepasst werden und
es müssen neue Klassen für das Datenbankmapping geschrieben werden. Der
Umfang der Änderungen ist jedoch je nach Änderung der Dienstleistungsab-
bildung relativ gering. Wenn man zum Beispiel neben Dienstleistungskompo-
nenten, -modellen und -konfigurationen auch noch „Dienstleistungsfeedback“,
also Kundenmeinungen, modellieren möchte, so belaufen sich die Änderun-
gen auf: eine geänderte Zeile jeweils in Sm, Plm, AbstractReader und Abstract-
Writer, eine neue PHP-Klasse „ServiceFeedback“ für das Datenbankmapping,
einen Eintrag in der aras.ini über 5-10 Zeilen und eine neue Klasse im Aras
Innovator.
4.3.4 Schwierigkeiten
Während des Entwicklungsprozesses sind zahlreiche Probleme aufgetreten. Da
ein Ziel dieser Arbeit Reproduzierbarkeit ist, wird in diesem Kapitel darauf
eingegangen, was in ähnlichen Projekten hinderlich sein könnte.
• Zunächst wurde versucht, die SE-SOAP-Schnittstelle des Aras Innova-
tors zu nutzen. Diese ist komfortabler in der Nutzung und WSDL-
dokumentiert. Das heißt, die Funktionen, die an dieser Schnittstelle zur
Verfügung stehen, sind formal dokumentiert. Aufgrund dieser Tatsache
kann man mit Testprogrammen wie SOAPui [73] automatisch Tests der
einzelnen Funktionen erstellen lassen und sieht, wie die Schnittstelle
funktioniert. Damit ist die Erlernbarkeit der SE-Schnittstelle wesentlich
höher als bei H-SOAP. Es ist außerdem sehr einfach zu kontrollieren, wel-
che Datentypen über die Schnittstelle zur Verfügung gestellt werden und
welche Zugriffsrechte bestehen. Damit ist auch das Rechtemanagement
einfacher.
Jedoch hat die Schnittstelle eine entscheidende Schwachstelle: darüber
lassen sich zwar einzelne Datensätze holen, jedoch noch nicht deren, in
Relation stehende, Elemente. Zum Beispiel hat ein Service Model laut De-
finition mindestens eine Servicekomponente. Wenn das Model nun ab-
geholt werden soll, so erhält man zwar alle Daten des Models, jedoch
keinerlei Auskunft darüber, ob und wie viele Servicekomponenten ver-
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knüpft sind. Man kann sich auch eine Liste der Servicekomponenten aus-
geben lassen, erhält aber keinerlei Informationen darüber, ob diese even-
tuell mit Modellen verknüpft sind. Dieses Fehlen der relationalen An-
gaben macht die Nutzung dieser Schnittstelle unmöglich. Und nach an-
fänglichen Erfolgen mit SE-SOAP wurde der Code gänzlich umgeschrie-
ben und stattdessen auf H-SOAP gesetzt. Das steigerte den Entwick-
lungsaufwand enorm und machte es erforderlich, einen AML-Parser (den
Aras\Reader) und -Generator (den Aras\Writer) zu schreiben.
• Bei der erstmaligen Einrichtung des objektrelationalen Mappers „Doc-
trine 2“ kam es zu Schwierigkeiten. Die Installation verlief problemlos.
Das Plugin installiert zwei ausführbare Anwendungen unter „$PROJEC-
TROOT/vendor/bin“, namentlich „doctrine“ und „doctrine-module“.
Diese werden benötigt, um zum Beispiel die Datenbank zu erstellen, zu
löschen oder allgemein zu überprüfen, ob die Klassen korrekt gemappt
werden können. In der offiziellen Dokumentation ist immer nur von der
Nutzung von „vendor/bin/doctrine“ die Rede [70], also wurde das auch
hier versucht, z.B. mit dem Befehl „vendor/bin/doctrine orm:validate-
schema“. Dieser Befehl, wie auch jeder andere schlägt jedoch mit einer
kryptischen Fehlermeldung fehl. Nach einiger Recherche hat sich her-
ausgestellt, dass die Anwendung „doctrine“ in der Zend-Framework-
Umgebung nicht genutzt werden kann, dafür jedoch „doctrine-module“.
Letztere Anwendung verfügt über den gleichen Funktionsumfang und
kann äquivalent genutzt werden.
• Während dieses Projektes wurden mehrere Versuche unternommen, ei-
gene Methoden innerhalb der Innovator-Entwicklungsumgebung zu ver-
fassen. Dies stellte sich als äußerst schwierig heraus, da teilweise nicht im
vollen Umfang auf Innovator-Objekte zugegriffen werden konnte und da
sich mitunter Klassen anders verhielten als dokumentiert. Daher ist nach-
wievor ungeklärt, ob es überhaupt technisch möglich gewesen wäre, die
Konverter-Anwendung in diesem Umfang direkt im Aras Innovator zu
implementieren.
• Während der objektorientierten Entwicklung in PHP wurden die meisten
Klassenattribute als „private“ oder „protected“ markiert, damit darauf
nicht öffentlich zugegriffen werden kann, oder weil Doctrine 2 das er-
fordert. Da diese Werte jedoch auf irgendeine Art gelesen und geschrie-
ben werden müssen, muss man „Getter- und Setter-Methoden“ heranzie-
hen. Diese Methoden erlauben es, jeweils ein Attribut zu lesen oder zu
schreiben und in der Regel werden zwei Methoden für jedes Attribut er-
stellt (ein „Getter“, ein „Setter“). Dies führt jedoch zu vielen Codezeilen,
die Unübersichtlichkeit in relative einfache Klassen bringen können. PHP
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bietet eine Alternative an, „Magic Methods“ [33]. Damit kann man er-
reichen, dass man nur noch eine get- und eine set-Methode schreibt und
damit alle Attribute bedienen kann. Dies fördert zwar die Lesbarkeit des
Codes, birgt aber zahlreiche Probleme, darunter schlechtere Performan-
ce, schlechtere automatisch-generierte Dokumentation und keine Auto-
vervollständigung in der Entwicklungsumgebung für magische Getter
und Setter [36]. Daher wurde auf Magic-Method-Getter und -Setter ver-
zichtet und längerer Code akzeptiert. Die zahlreichen Getter- und Setter-
Methoden wurden durch die Netbeans-IDE automatisch erstellt und be-
durften keiner weiteren Anpassung.
• Es wurde versucht, mit Hilfe des Programms „ApiGen“ [40] automatisch
Dokumentation für das Softwareprojekt erzeugen zu lassen. Leider kan es
dabei stets zu einer Fehlermeldung. Diese konnte darauf zurückgeführt
werden, dass Texy die XAMPP-Installation als solche erkannte und eine
Bibliothek („Texy“) im falschen Verzeichnis suchte. Dies ist ein allgemei-
ner Fehler in ApiGen Version 2.8. Dieser kann behoben werden, indem




Abbildung 4.6: Dargestellt ist das UML2-Klassendigramm für die Daten aus den bei-
den Systemen Aras Innovator und Service Modeller. Über allem steht
die abstrakte Klasse AbstractPdlmObject (rechts oben). Darunter teilt
sich der Klassenbaum in die Produkt- und Service-Klassen (jeweils
oben mittig und unten mittig) und weiterhin in die einzelnen nicht-
abstraken Klassen. Produkt- und ServiceComponents sind selbstrefe-
renziell, denn sie können Unter-Elemente des eigenen Typs enthalten.
Dies ist nötig, da der Baum aus Abbildung 3.1 nicht in seiner Höhe
begrenzt ist. Gleiches gilt für den Produkt-Teilebaum. Diese Abbil-
dung ist ein Bestandteil von Abbildung 4.8, wird aber aus Gründen
der Übersichtlichkeit auch separat dargestellt.
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Abbildung 4.7: Angezeigt wird der Abschnitt des UML2-Klassendiagramms, welcher
die Steuer- bzw. Hilfsklassen beinhaltet. In den Klassen Changeset
und Message wurden die Attribute bewusst als „public“ markiert, um
schnelleren Zugriff zu erlauben, da die zugehörigen Objekte vermut-
lich häufig manipuliert werden. Diese Darstellung ist ein Bestandteil




Abbildung 4.8: Die Grafik zeigt das komplette UML2-Klassendiagramm der Klas-
sen, welche für die Konverter-Anwendung benötigt werden. Es wur-
de hochkant in diese Arbeit eingebunden, um den Platz auf der Seite
besser auszufüllen und lesbar zu bleiben. Im linken Teil sind die Da-
tenaustauschklassen aus Abbildung 4.6 und im rechten Teil die Hilfs-
klassen aus Abbildung 4.7 angeordnet.
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Abbildung 4.9: Hier werden die möglichen Befehle für die Konverter-Anwendung
dargestellt. Mit dem „-demo“-Präfix wird die Funktion der Anwen-
dung demonstriert. Dabei wird ausschließlich auf Demodaten gear-
beitet, keine Verbindung nach außen hergestellt und nichts in den ex-
ternen Systemen geändert. Das Hauptargument für den Aufruf ist ei-
nes von entweder „all“, „load“, „diff“ oder „apply“. „all“ steht dabei
für alle nachfolgenden. Wenn kein Parameter übergeben wird, nur das
„pdlm“-Wort, wird „all“ angenommen. Jedes der anderen Argumente
startet eine Phase der Control-Klasse.
Abbildung 4.10: Zu sehen ist das Konverter-Programm mit Demodaten und dem
„all“-Parameter. Deutlich zu erkennen sind die drei Phasen der Ope-
ration, jeweils markiert durch drei „#“-Symbole und die Meldung
über den Start.
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5 Ergebnis und Ausblick
Nachdem die letzten Kapitel den Verlauf der Arbeit dokumentiert haben, soll
dieses Kapitel evaluieren, ob und inwiefern die Aufgabenstellung erfüllt wur-
de. Weiterhin wird darauf eingegangen, wo noch Verbesserungsbedarf besteht
und in welche Richtung die weitere Entwicklung im Bereich der PLM-SM-
Integration verlaufen könnte.
5.1 Ergebnis und Zielerreichung
Die ursprüngliche Aufgabenstellung lautete, eine exemplarische Integration ei-
nes SM-Systems in ein PLM zu erzielen. Das Ziel besteht aus zwei Teilen, der
Exemplarität und der Integration. Nach dem „Digitalen Wörterbuch der deut-
schen Sprache“ bedeutet „exemplarisch“, dass etwas als Beispiel bzw. als Vor-
bild dient. Das Wort steht in einem Lernkontext. Das Objekt oder der Vorgang
ist exemplarisch, wenn es sich um ein Beispiel für ein unterliegendes Prin-
zip handelt oder wenn der Vorgang als Muster herangezogen werden kann
für ähnliche Prozesse [80]. Es wurden umfassende Recherchen angestellt, wel-
che PLM-Systeme kostenlos verfügbar sind und einen reichhaltigen Katalog an
Kriterien erfüllen, der sie praktisch nützlich macht. Dadurch soll gewährleistet
werden, dass auch Außenstehende die Ergebnisse dieses Projektes utilisieren
können und es Vorbild-Charakter erfüllt. Daneben wurde bei der Softwareent-
wicklung stets darauf geachtet, dass eine hohe Modularität eingehalten wird.
Dadurch sind die Programmteile, die speziell auf die beteiligten Systeme, den
Aras Innovator und den Service Modeller, zugeschnitten sind, sehr lose an den
Rest gebunden. Sie können leicht durch Entwickler ausgetauscht werden, zu-
gunsten anderer PLM- und SM-Systeme oder modifiziert, um abweichenden
Anforderungen zu genügen. Durch diese Wiederverwendbarkeit ist ein wei-
terer Schritt in Richtung des ersteren Ziels getan. Für das Ziel der Integration
wurde besagte Anwendung entwickelt. Wenn diese ausgeführt wird und in
beiden Systemen relevante Daten vorhanden sind20, so geschieht eine Daten-
konvertierung und -übertragung aus dem SM in das PLM. Diese gewährleistet,
20 „Relevante Daten“ sind im Aras Innovator produktbezogene Daten, also Produktmodelle
mit Produktkomponenten, sowie eventuell Produktkonfigurationen. Im Service Modeller
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dass die Daten aus beiden Systemen in einem integriert werden und so entsteht
ein PDLM bzw. PSLM. Das Konverter-Werkzeug in Verbindung mit den ko-
stenlosen PLM- und SM-Anwendungen ermöglicht es beliebigen kleinen und
mittelständigen Unternehmen21, ihr eigenes integriertes System aus produkt-
und dienstleistungsbezogenen Daten zu schaffen. Auf der anderen Seite muss
festgestellt werden, dass diese Arbeit nicht nur auf der reinen Softwareentwick-
lung für den Konverter besteht. Die Schaffung des PDLM-Ökosystems im Aras
Innovator hat weit mehr Zeit in Anspruch genommen. Dieses ist zwar expor-
tierbar, jedoch ist das offzielle Export-/Import-Werkzeug von Aras sehr fehler-
anfällig. Außerdem interferiert die Import-Funktion mit bestehenden Klassen
im Innovator. Es kann also nicht gewährleistet werden, dass die hier geschaf-
fene Umgebung unter allen Umständen in ein bestehendens System eingefügt
werden kann. Um dies ausgleichen, besteht stets die Möglichkeit, dass die Klas-
sen im Innovator manuell angelegt werden oder dass die Konfigurationsdatei-
en des Konverters angepasst werden. Auch die Anwendung an sich ist noch
nicht vollständig. Es fehlen noch, wie beschrieben, die Behandlung von Lö-
schungen im SM-System und die Unterstützung der Versionierungsfunktion,
die von einigen PLM, darunter auch dem Innovator, angeboten wird. Diese
Funktionen wurden aber im Code und bei der Softwareplanung bereits be-
dacht und müssen nur noch an der entsprechenden Stelle eingefügt werden.
Der Konverter kann auch ohne diese Funktionen enigesetzt werden. Wenn bei
der Dienstleistungsmodellierung ein Paradigma verfolgt wird, dass grob von
dem hier vorgestellten, von Klingner et al., abweicht, so muss die Anwendung
refaktoriert werden. Der Aufwand ist jedoch gering und die entsprechenden
Stellen, die das erforderlich machen könnten, wurden in dieser Arbeit genannt.
Alle eben genannten Einschränkungen sind nicht derartig gravierend, dass die
Zielerreichung gefährdet wäre. Also wird das Projekt positiv bewertet in Hin-
blick auf die Erfüllung der Aufgabenstellung.
5.2 Ausblick
Was die nächsten Entwicklungsschritte dieses Projektes betrifft, gibt es mehrere
Möglichkeiten:
• Zunächst kann das Konverter-Programm erweitert werden und die wei-
teren angedeuteten Szenarien behandeln („Services wurden gelöscht“
sind relevante Daten analog Dienstleistungsmodelle aus Dienstleistungskomponenten, so-
wie eventuell Dienstleistungskonfigurationen.
21 Große Unternehmen wurden hier nicht genannt, da diese vermutlich eher kommerzielle Soft-
waresuiten einsetzen. Diese wurden nicht untersucht.
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und „Services sollen versioniert werden“). Dem Anwender könnte man
weiterhin die Möglichkeit geben, mit einer Konfigurationsdatei das Kon-
verterverhalten in Konfliktsituation zu steuern.
• Derzeit ist die Erkennung von geänderten Serviceobjekten zu großen Tei-
len an den Name gebunden. In Zukunft könnte man eine Heuristik ent-
werfen, die Punkte vergibt für verschiedene Elemente der Übereinstim-
mung. Dazu könnte man zwei Schwellwerte festlegen, einen für Ähnlich-
keit, einen für Übereinstimmung.
• Man könnte weiterhin die Anbindung erweitern um andere Systeme.
Zum einen sind damit die Open-Source-Systeme gemeint, die in dieser
Arbeit neben dem Aras Innovator untersucht wurden. Zum anderen kann
auch kommerzielle Systeme in Betracht ziehen, um die Anzahl der Ein-
satzszenarien zu erhöhen.
In jedem Falle wurde gezeigt, dass sich mit zwei kostenlosen, bestehen-
den Softwaresystemen und einem einfachen Softwarewerkzeug von knapp
2000 Zeilen Code ein komplexes Produkt-Dienstleistungs-Lebenszyklus-
Management-System schaffen lässt. Damit ist der Grundstein für weitere
praktisch-integrative Arbeiten gelegt. Außerdem wird erwartet, gestützt z.B.
durch [6], dass in Zukunft die Kopplung von Produkten und Dienstleistungen
wesentlich stärker wird. Man spricht von einer Transformation zu „hybriden
Leistungsbündeln“ [6]. In diesem Zuge ist damit zu rechnen, dass früher oder
später auch „konventionelle“ PLM-Systeme Einflüsse von Dienstleistungen
erhalten und damit den Konverter hoffentlich überflüssig machen.
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API Application Programming Interface, deutsch: Programmierschnittstelle.
Eine API ermöglicht es Programmierern, Teile einer anderen Software
in eigenen Softwareprojekten zu nutzen. Diese Schnittstelle legt Klassen,
Funktionen und/oder Daten, wie Variablen oder Konstanten, eines Pro-
grammes oder einer Softwarebibliothek offen und ermöglicht, diese zu
vewenden. Dabei muss nicht in den Quellcode der anderen Software ein-
greifen werden.
Client Ein Client ist der Konsument eines Dienstes, der von einem Server
[Glossar] zu Verfügung gestellt wird.
Model-View-Controller-Pattern Dies ist ein abstraktes Programmierkonzept.
Es beinhaltet, dass eine strikte Trennung herrscht zwischen dem Daten-
modell („Model“), der Darstellung („View“) und dem Vermittler zwi-
schen den beiden („Controller“). Viele Web-Frameworks bieten den Ent-
wicklern das Pattern zur Nutzung an. Es bietet den Vorzug, dass die drei
Ebenen sich nicht gegenseitig beinflussen, wenn Änderungen auftreten.
Unter Umständen ermöglicht es sogar, dass unterschiedliche Entwickler
unabhängig voneinander an verschiedenen Ebenen arbeiten, ohne sich zu
behindern.
objektrelationales Mapping (ORM) Dies ist eine Technologie, die es dem An-
wendungsentwickler ermöglicht, von der relationalen Datenbank zu ab-
strahieren und ihre Tabellen und Tabelleneinträge wie Objekte zu behan-
deln. Das bietet einen großen Vorteil bei objektorientierter Entwicklung,
da man nicht mehr in einem SQL-Dialekt mit der Datenbank direkt kom-
munizieren muss.
Online-(Code)-Repository Es ist für Open-Source-Softwareprojekte üblich,
diese online zur Verfügung zu stellen. In der Regel nutzt man wäh-
rend der Programmierung eine Versionierungssoftware wie Git oder
Mercurial. Zu diesen Versionierungsprogrammen gibt es eigene Online-
Plattformen, die sog. „Online-Repositories“ oder „Code-Repositories“,
wie Github (für Git-Projekte) und Bitbucket (für Mercurial und Git), auf
die man kostenlos seine versionierten Quelltext hochladen kann. So wird
55
Glossar
der Quelltext öffentlich bereitgestellt und gleichzeitig fungiert die Platt-
form als Backup-Lokation, falls der eigene Quelltext abhanden kommt.
Open/Closed Source Software Gibt an, ob der Quelltext der Software frei zu-
gänglich ist. „Open“ steht für freien Zugang, „Closed“ für keinen oder
eingeschränkten Zugang.
PDM Produkt-Daten-Management kann ein Teil eines PLM-Systems [Glossar]
sein. PDMs sind meist Softwaresysteme, die es ermöglichen, Produktda-
ten zentral zu verwalten. Mitunter können auch Prozesse damit abgebil-
det werden [2].
PLM Product-Lifecycle-Management hat zahlreiche, teilweise stark variieren-
de, Definitionen. Ein Versuch, diese zu vereinen kann in den „Lieben-
steiner Thesen“ von 2004 gesehen werden: „- Produkt Lifecycle Manage-
ment (PLM) ist ein Konzept, kein System und keine (in sich abgeschlos-
sene) Lösung. - Zur Umsetzung/Realisierung eines PLM-Konzeptes wer-
den Lösungskomponenten benötigt. Dazu zählen CAD, CAE, CAM, VR,
PDM und andere Applikationen für den Produktentstehungsprozess. -
Auch Schnittstellen zu anderen Anwendungsbereichen wie ERP, SCM
oder CRM sind Komponenten eines PLM-Konzeptes. - PLM-Anbieter of-
ferieren Komponenten und/oder Dienstleistungen zur Umsetzung von
PLM Konzepten.“ [8] In dieser Arbeit wird häufig vereinfachend von ei-
nem „PLM“ gesprochen, wenn ein PLM-System gemeint ist, also ein Soft-
waresystem, welches das PLM-Konzept praktisch untersützt.
Server Ein Server stellt bestimmt Dienste zur Verfügung, die von meist mehre-
ren Client-Anwendungen genutzt werden können. Ein Chat-Server, z.B.,
bietet die Möglichkeit eingehende Chat-Nachrichten an alle verbunde-
nen Chat-Clients weiterzuleiten. Der Chat-Client bietet die Möglichkei-
ten, Chat-Nachrichten an den Server zu senden und eingehende Nach-
richten von anderen Chat-Clients über den Server darzustellen.
SM „Service (Portfolio) Management“-System. Dies ist ein Sammelbegriff für
Systeme, die es ermöglichen, das Dienstleistungsrepertoire („Service
Portfolio“) virtuell zu verwalten. SM-Systeme können Teile von Service-
Lifecycle-Management-Systemen sein [10].
SOAP Dies ist ein standardisiertes Protokoll, mit dem zwischen Client [Glos-
sar] und Server [Glossar] Daten im XML-Format ausgetauscht werden
kann können [79]. Wenn ein Server eine SOAP-Schnittstelle zur Verfü-
gung stellt, bedeutet das, dass er anbietet, an den Client Datenobjekte zu
übergeben oder Funktionen aufzurufen. Ein Vorzug dieser Technologie
ist, dass die angegliederte Beschreibungssprache WSDL ermöglicht, au-
tomatisch die Funktionsweise der jeweiligen Schnittstelle zu erschließen.
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WSDL ermöglicht, zu beschreiben, welche Funktionen an der Schnittstel-
le zur Verfügung stehen, welche Parameter jede Funktion erwartet und
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Lastenheft “Integration des Service Modellers in         
den Aras Innovator” ­ Stand 13.07.2013
1 Zielbestimmung
Im Rahmen der Bachelorarbeit von Florian Golemo soll für die Universität Leipzig, Institut für                         
Informatik, Abteilung Betriebliche Informationssysteme (nachfolgend “BIS”) eine Integration             
der Software “Service Modeller” in die Software “Aras Innovator” durchgeführt werden. Dies                     
dient dem Zweck einer Integration von Dienstleistungs­ mit Produktdaten. Diese, zu                   
programmierende, Software­Verbindung wird im folgenden “Konverter” genannt, um eine               
Abgrenzung zu anderen verwendeten Begriffen zu sichern. Die Kundenwünsche sind in                   
diesem Dokument zusammengefasst.
2 Einsatz
Der Konverter soll auf der Seite des Aras Innovators entwickelt werden, um eine Anbindung                         
von Dienstleistungen an bestehende oder neue Produkte des Unternehmens zu                 
gewährleisten. Mit diesem Vorhaben sollen Nutzern von           
















Beschreibung: Zu jedem Produktmodell können Dienstleistungsmodelle ausgewählt           




Beschreibung: Zu einer konkreten Ausprägung (Konfiguration) eines Produktes kann die                 













Beschreibung: Dienstleistungs­Schablonen, die für eine bestimmte Art Dienstleistung die               
möglichen Optionen beinhalten. Diese Muster sollen an die Produktprototypen gebunden                 








Beschreibung: Der Konverter soll vorerst ausschließlich auf Seiten des Aras Innovators                   
erfolgen, um eine einfache Einrichtung zu gewährleisten. Sie soll direkt in den Innovator                       
integriert sein und, sofern möglich, auf vorhandene Datentypen wie Produkte,                 
Produktkonfigurationen zurückgreifen und diese erweitern.
/LL20/ ­ Medienbrüche  vermeiden
Beschreibung: Die Integration soll “nahtlos” erfolgen, d.h. ohne dass menschliches                 
Eingreifen erforderlich ist, sollen die beiden Softwaresysteme Aras Innovator und Service                   
Modeller die Daten austauschen. Im Aras Innovator sollen bei der Koppelung von Produkten                       
mit Dienstleistungen stets aktuelle Daten über die vorhandenen Dienstleistungen und                 
­konfigurationen abgerufen werden können.
7 Qualitätsanforderungen







Es kann durch die Entwicklungsumgebung keine höhrereWartbarkeit gewährleistet werden,                 
da Entwicklungen für den Aras Innovator auch wenigstens teilweise im Aras Innovator                     
stattfinden müssen.
Das System enthält geschäftskritische Daten und muss daher erhöhte Zuverlässigkeit                 
aufweisen. Es sollte einfach in der Benutzung sein. Die Effizienz spielt keine Rolle, so                         
lange der Nutzer keine erhöhten Wartezeiten bei der Arbeit in Kauf nehmen muss. An die                           
Änderbarkeit werden keine erhöhten Anforderungen gestellt. Die Übertragbarkeit wird als                 
niedrig eingestuft, weil die technische Integration direkt im Aras Innovator stattfindet und                     
daher nicht ohne weiteres auf andere PLM­Systeme übetragen werden kann. Allerdings                   
muss die exemplarische Übertragbarkeit mit “hoch” bewertet werden, da die Anforderungen                   
nicht spezifisch für den Aras Innovator sind. Der Ansatz, die Idee soll auch auf andere                           
PLM­Systeme übertragbar sein.
8 Ergänzungen
­keine­
