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Abstract. We propose to use a knowledge based approach to assist in mechanical design focusing on dimensional 
tolerancing. To illustrate our approach, we capture the knowledge which human designers utilize in order to 
specify dimensional tolerances on shafts and mating holes in order to meet desired classes of fit as set by relevant 
engineering standards. The software system we developed would help mechanical designers become more 
effective in the time-consuming dimensioning and tolerancing process of their designs in the future. In doing this, 
the paper makes a two fold contribution to the field of knowledge acquisition: firstly, interface was adjusted to 
receive mathematical functions with their specifications prior and during the KA process to propose an approach to 
exploit relationships among several classes with respect to certain numerical features of the cases in order to 
accelerate the convergence of the RDR knowledge acquisition process by generating artificial cases which are 
likely to trigger the addition of exception rules. Secondly,  it introduces the above problem domain of determining 
suitable tolerances for mechanical parts in a design as a knowledge acquisition problem. 
 
Keywords: knowledge acquisition, automation, design, fits and tolerances, knowledge based systems, RDR. 
 
1. Introduction  
The theoretical and methodological foundation of artificial intelligence (AI) as applies to aspects of 
mechanical design is of great interest [1]. For example, the extended general design theory [2] by 
Tomiyama and Yoshikawa has served as a basis for the reasoning process in developing expert systems 
for computer-aided design and as relates to the organization of design knowledge in intelligent 
computer-aided design (CAD) environments [3].  The idea of enhancing the performance of design 
software in general -and CAD in particular- by empowering the tools with human-like rule-based 
reasoning remains of great interest [4-7]. 
 
Mechanical CAD systems represent parts by using geometric primitives, all of which describe ideal 
shapes. However, actual manufactured parts are necessarily imperfect approximations to those ideal 
shapes. Therefore, it is necessary to specify tolerancing information during design so that it can be 
decided whether a manufactured part is acceptably close to the designed ideal during inspection. In the 
US, the standard adopted by ANSI/ASME (American National Standards Institute / American society 
of mechanical engineers) Y14.5-1994 [8] defines a dimension as ‘numerical value expressed in 
appropriate units of measure and indicated on a drawing and in other documents along with lines, 
symbols, and notes to define the size or geometric characteristic; or both, of a part or part feature’. In 
regards to tolerancing, ANSI/ASME Y14.5-1994 specifies “that a dimensional tolerance is the total 
amount by which a specific dimension is permitted to vary from nominal”.  
 
Today, many methods of tolerancing are available for designers. Prime of the tolerancing methods are 
the dimensional tolerancing method and the geometric dimensioning and tolerancing (GD&T) method. 
While the former is the classical method which works in a fairly linear fashion, the more demanding 
GD&T methodology requires that the complete description of the part should contain meaningful 
geometric attributes: dimensions, tolerances, as well as factors of form (flatness, squareness, etc.) [9-
11]. In this work, we consider only the knowledge related to dimensional tolerancing. At a later stage 







                                                                                                                    
 
dimensioning and tolerancing (GD&T) where to have this 'GD&T symbology' become an integral part 
of the design stage similar to what is outlined in this paper in a fashion that reflects the design's true 
intent and functionality. 
 
What designers typically refer to as the ‘tolerance budget’ represents the difference between the 
maximum and minimum dimensional limits. The size of a component as well as the allowed variation 
(tolerance) is specified on the part drawing for the purpose of fabrication and, ultimately, 
documentation. Dimensional tolerances are set by design engineers after taking into consideration the 
component’s functional requirements, manufacturing process limitation, and cost with the first being of 
prime importance.  For instance, setting the proper dimensions for a shaft and its mating hole is 
governed by strict rules to guarantee that when these dimensional deviations from nominal are properly 
set, the shaft/hole pair will function as envisioned by the designer. The resulting deviations of the shaft 
and the hole diameters vary depending on the desired ‘fit scheme’. Consequently, several fit 
designations exist in order to meet the variety of desired functions. Classical fit types are clearance, 
transition, and interference fits. One example of clearance fit is designated RC1 [12] and described as  
“close sliding fits and are intended for the accurate location of parts which must be assembled without 
perceptible play”. Locational fits include three sub-families of fits namely: locational-clearance fits 
(designated LC1 through LC9), locational-transitional fits (designated LT1 through LT6), and 
locational-interference fits (designated LN1 through LN3). The latter, for instance, represent those fits 
“used where accuracy of location is of prime importance and are intended for parts requiring rigidity 
and alignment with no special requirements for bore pressure. These fits are not intended for parts that 
must transmit frictional loads to one another”. Lastly, interference fits (FN1 through FN5). For 
example, FN1 describe light-drive fits “requiring light assembly pressures and produce more or less 
permanent assemblies”. 
 
Although proper dimensioning and tolerancing is critical to the success or failure of the functioning of 
mechanical designs, tolerancing remains a time-consuming and human-intensive bottleneck in the 
design and manufacturing processes.  As correctly pointed out in [13], “manual charting is tedious and 
error prone, hence, attempts have been made for automation”. Therefore, the idea of utilizing 
computer-based techniques (mainly computer-aided tolerancing, CAT) [14-15] for the purpose of 
automating tolerance generation [16-18] to enhance the process of specifying proper tolerances is an 
area of active research. 
 
This work aims to build an expert design (dimensional tolerance) knowledge base targeted towards 
capturing expert tolerancing knowledge. We demonstrate this system and the knowledge acquisition 
process by specifying dimensional tolerances on shafts and mating holes in order to meet desired 
classes of fit as set by relevant engineering standards. We propose to efficiently build an effective KB, 
we dub the Design Assistant, to incrementally capture expert designer’s prescription in dimensional 
tolerancing. The knowledge base would ensure that such a ‘smart’ software system would help 
mechanical designers become more effective in the time-consuming dimensioning and tolerancing 
process of their designs in the future with such implicit benefits as: 
1) shortened product development process cycle when compared with a traditional dimension-
and-tolerance-by-hand approach,  
2) engineers can identify and avoid potential design conflicts and interferences early in the 
development process, reducing downstream errors, and engineering change orders (ECO's) 
3) product lead times will be significantly reduced while improving quality and increasing the 
product’s performance-to-cost ratio. 
2. The knowledge acquisition tool  
An essential requirement of the workbench is the ease of acquisition and maintenance of the design 
knowledge, hence we use Ripple Down Rules as a starting point for the implementation of the 
knowledge base and the learning module of the system. We first give a brief description of Ripple 
Down Rules (RDR) which we use as foundational representation for our workbench and then describe 
our integrity constraints as used for an RDR knowledge base 
 
Ripple Down Rules (RDR) is a knowledge acquisition method which proved very successful 







                                                                                                                    
 
is a simple process which can be done by the user without guidance of a knowledge engineer. there 
have been a number of extensions to the original idea, such as MCRDRs [19], or Nested RDR [21]. An 
RDR tree is a collection of simple rules organised in a tree structure. Every rule can have two branches 
to two other rules: A false and a true branch. An example is shown in Figure 1. When a rule applies a 
true branch is taken, otherwise a false branch is taken. The root node of an RDR tree contains the 
default rule whose condition is always satisfied. The root node is of the form “If true then default 
conclusion”. The default rule has only a true-branch. In RDR, if a 'true-branch' leads to a terminal node 
t and the condition of t is not fulfilled the conclusion of the rule in the parent node of t is taken. If a 
'false-branch' leads to a terminal node t and the condition of t is not fulfilled, then the conclusion of the 
last rule satisfied ‘rippling down’ to t is returned by the knowledge base. The knowledge base is 
guaranteed to return a conclusion as at least the default rule is satisfied ‘rippling down’ to t. Hence the 
inference is handled implicitly within the structure of the knowledge. When the expert disagrees with 
the conclusion returned by the knowledge base, the knowledge base is said to fail and requires 
modification.  
 
An important strength of RDRs is the fact that they can be easily modified in order to become 
consistent with a new case without becoming inconsistent with previously classified cases. This is 
because every time a rule r is added to a parent rule p, r classifies the case which triggered its addition 
(the so-called corner stone case) correctly, and excludes all cases which are correctly classified by p. In 
their simple form, RDRs use simple attribute-value combinations as conditions for the rules [19-21]. 
When the expert enters a new rule r, he/she chooses the conditions of r from the so-called ‘difference 
list’ [22]. This list contains attributes satisfied by the case which triggered the addition of r, and it 
excludes all attributes satisfied by any of the cases covered by the parent of r.  
 
Figure 1. An example of ripple down rules. 
 
In [23], Beydoun and Hoffmann presented an approach to incrementally capture search 
knowledge in general based on collecting expert’s justifications for their decisions. In this paper, we 
apply this approach to the tolerancing problem in mechanical design proposing a system architecture 
that is outlined below. Moreover, we propose an automatic integrity check of the knowledge base based 
on monotonicity relationships among different object classes with respect to certain input dimensions 
(attributes of cases). While integrity checking has been done before, see e.g. [25], our proposal appears 
to be the first time monotonicity constraints in numerical domains across different classes has been 
proposed. More concretely, in the domain of tolerancing there are many classes of fit depending on the 
intended function. For certain subgroups of those classes one would normally expect monotonic 
relationship among the associated upper and lower tolerance limits. See Figure 4 for an example where 
there is an increasing tolerance limit for the RCn classes of fit. Such relationships can be exploited by 
an RDR system to ensure faster convergence of the knowledge base towards correct classification. I.e. 
while Figure 4 shows numerical values for standard operating conditions and standard material, these 
numbers vary depending on a number of copntextual factors, such as temperature range of the 
operating environment of the design object, pressures, materials used, cost of repair and maintenance, 
etc. For instance, if a mechanical part in a satellite wears out prematurely and needs replacement it is 
vastly more expensive than if that happens to a car or vacuum cleaner. However, the monotonic 
relationship between the RCn classes are still likely to hold, even if the numbers vary for another 







                                                                                                                    
 
scenario. In order to accelerate the knowledge acquisition process in the RDR system, we propose to 
allow the explicit specification of likely monotonicity constraints as indicated above. Then once the 
expert is not happy with the classification or with the numerical tolerance limits provided by the RDR 
system, he/she would formulate an exception rule based on the non-standard operating conditions. The 
new rule may then violate a monotonicity constraint with existing rules for related classes. If so, the 
RDR system would then automatically retrieve the respective corner stone case of the firing rule from 
the related class and present it to the expert to validate or reject accordingly given the non-standard 
circumstances. 
 
 More formally, constraints for RDR knowledge base look as follows:  
Let us consider consider a domain where each case be described by a set of attributes 
Atts={A_1, ..., A_n}. Each attribute A_i assumes a value from its respective domain D_i={v_1,...,v_k} 
or DN_i=Z (set of integer numbers) in case of a numerical attribute. 
 
A rule r is a conjunction of conditions upon some or all of those attribute values in Atts 
together with a class label that is assigned to a case, if all conditions are satisfied. I.e. a rule is of the 
form 
r= if A_i=v_i ∧ ... ∧ A_j ● n_j then c,  
 
where ● stands for any of the relations in   for any of the relations in {=,<,≤,≥,>,≠} and A_j 
has a numerical domain. Then a class c_1 is upper bound by class  c_2 on attribute A, if for all cases 
x_1 for which the RDR knowledge base produces class c_1 there is no case x_2  such that x_2 differs 
from x_1 only in attribute A and x_2 having a greater value than x_1. 
The inverse relationship can be defined analogously as a  class c_1 being lower bound by 
class  c_2 on attribute A. 
3. System architecture of the Design Assistant software 
The overall system architecture is shown in Figure 2 illustrating how the complete KA Design 
Assistant system works. In what follows, a brief discussion explaining the function of each subsystem 
is given.  
 
Case verification: This module performs case validation (see section 5.3) 
 
Design operators: The module contains a set of search operators forming an instance generator 
(Microsoft visual C++ module) and is where mathematical functions are declared. In our application, 
the conditions of the rules are given by these mathematical functions which are entered into the RDR 
interface  prior to the start of the KA process. 
 
Fits generator: generates cases of hole, shaft, and diameter that are read by the RDR program. These 
cases are such that each one corresponds to a class of fit. They are subsequently presented to the expert 
to  build the knowledge base (as an RDR tree). 
 
KA assistant: provides hints to the expert to which parts of the knowledge base may need to be 
modified while ensuring the consistency of the knowledge base with the case database. It relies on past 
interactions with the expert stored in the case data base to give these hints.  
 
KA module: gets the expert input through the user interface. It maintains the knowledge base as well as 
the case data base. 
 
Knowledge Base: stores what the expert expresses as his/her search control knowledge. This module 
contains the larger part of the domain knowledge. This knowledge base is built during the actual 












Figure 2.  An illustration of the complete Design Assistant system. 
 
Long term memory: contains all cases classified by the expert. It allows retrieval of these cases 
according to their classifications time stamp. Thus, this data base contains a complete history of the 
interactions with the expert. Although, not all of the interactions affect the knowledge base 
development, they are essential for the functionality of the knowledge acquisition assistant which is 
described below.  
 
Mechanical Design Module: Contains the part’s engineering description: shape, size (nominal 
dimensions), dimensional tolerances, and factors of fit, form and function. In the case of this example, 
it inputs nominal dimensions into the intelligent modules of the KA system and retrieves the upper and 
lower values on the nominal value, i.e., the desired tolerances.  
 
User interface: This module reads the expert input and displays the system’s answer to a search 
request. Further, it provides graphical representation of the knowledge base and graphical output of the 
automatic assistant to the expert. 
 
Working Memory: stores the progress of the design, which is often used by the expert to explain 
his/her decisions. Solving a component placement problem, a designer chooses his/her next step based 
on a rough plan; this plan prevails in the progress towards finding a problem solution. Consequently, 
this progress is also used by the knowledge base to make decisions. The working memory also stores 
higher order features of steps of the evolving design. This reduces computational requirements as these 
features can get used again at a later stage of the design.  











To fully implement the system shown in Figure 2 and to fulfil its goals, a number of knowledge 
modelling and acquisition tasks needs to be undertaken.at two layers of abstraction of the sought 
domain. At layer 1, the knowledge involved in making the atomic decisions is modelled and acquired. 
This involves choosing a fit according to the size of the shaft, the hole and the tolerances required. This 
decision also involves the orientation of the shaft with respect to the rest of the design. At layer 2, there 
are the tasks involved in modelling the knowledge of how various hole-and-shaft fits relate to each 
other and the overall geometry of the design. At these more complex decisions are, relations between 
current state of the design and previous design states need to be taken into account.  
One RDR knowledge base will be required to model the knowledge at each of the two layers 
of abstractions. As well as leading to the completion of the design, each of these knowledge bases will 
also contribute to the generation of the KA cases to hasten their convergence (as described in Section 
2). The completion of knowledge base describing the knowledge at the lower layer, is crucial to the 
generation of cases prior to the start of the knowledge acuiqistion process to complete the higher level 
knowledge base. To complete the system, we these stages are required:  
 Stage 1: Model the primitives required to describe the knowledge at layer 1.  
 Stage 2: Under take the KA process to develop the KB at layer 1. 
 Stage 3: Undertake the case generator implementation and development.  
 Stage 4: Undertake a KA process to develop KB at layer 2.  
 Stage 5: Test and validate the system. 
In this paper, we describe our substantial progress in completing stages 1 and 2 above. Section 4 will 
describe the knowledge involved in designing the primitives required to develop KB of Stage 2. Our 
system design allows iterations between stages 1 and 2, mathematical primitives can be added during 
the KA process. Section 5 will describe the KB developed for Stage 2.   
 
4. The classical fit problem 
A classical example common to the discipline of mechanical engineering is matching the relative fit of 
a shaft to a hole, as studied in [24]. Depending on the desired mating functionality between a shaft and 
a hole, different classes of interference/clearance fits are used. These classes cover a wide range of 
cases varying from loose clearance fit (sliding or running, RC) to tight interference fit (force, FN). In 
between, there are several variations of locational classes of fit namely: locational clearance (LC), 
locational transitional (LT), and locational interference (LN). These values for lower and upper 
tolerance limits are shown graphically in Figures 3 and 4. In order to calculate the upper and lower 
tolerance bounds on the diametrical dimension, the limit values L and U are multiplied by the nominal 
dimension (D, diameter of shaft and hole) raised to a power of 0.333 as follows: 
 
  Lower Bound Tolerance = L * D 0.333     (1)
  Upper Bound Tolerance = U * D 0.333   
 
The resulting tolerance values have units of mils (1/1000 of an inch). The toleranced dimension is, 











tolerance  (2) 
Given a desired class of fit (e.g. LC1, LC2), the scheme gives the upper and lower tolerance bounds for 
the nominal diameter of the shaft/hole. This is conventionally described as the forward scheme. The 
backward scheme, on the other hand, is described as follows: given actual diametrical dimensions for 
the shaft and hole, it is desired to correctly identify the resulting class of fit. This latter scheme is 
demonstrated in the section below where we describe our application in tolerancing. We highlight the 








                                                                                                                    
 
 
Figure 3. Hole: lower (L) and upper limit (U) values for all 31 fit cases. 
 
 
5. Application of Design Assistant in Tolerancing 
We now describe our work towards acquiring and applying knowledge as applies to dimensional 
tolerancing. We consider the classical example of the shaft-in-a-hole mechanical fit problem as 
introduced in Section 4. In the following scheme, the user feeds in one desired diametrical dimension 
for the shaft and another dimension for the mating hole. To this, the software returns a match to one of 
31 possible fit criteria.  
A function is needed for checking if the actual value of the hole or shaft lies within the limits 
of a certain class of fit.  This first function is based on Equation (1) where L, U, and D are as defined 
above and R stands for the actual value of the case for the hole or the shaft:  
L D1 3 R-D *1000  U* D1 3          (3) 
 
Figure 4. Shaft: lower (L) and upper limit (U) values for all 31 fit cases. 




















































































































































































                                                                                                                    
 
 
This checks whether or not the case may be classified as Locational.  
 
5.1. The Fits Generator module 
The Fits Generator module was developed to generate fit cases that can be loaded by the RDR 
program, one for each class of fit. With the exception of case LN1 (which was found to fall completely 
within the limits of the class designated LT5), the tree was built to contain all cases. The tree had a 
separate rule for each class. (For the exceptional case with common limits, the conclusion of either of 
the two classes LN1 or LT5 will be given). The module reads from its needed values from two files in 
order to generate the cases. The first file has limits values of the classes for which cases are to be 




Figure 5: Example of limits file showing only the first 8 fit cases RC1-RC8. Hole’s (columns B 
and C) and shaft's (columns D and E) upper and lower limits for a one inch (1”) nominal 
dimension (column A).  
 
Figure 5 is an example of cases generated where the nominal diameter = 1 inch (1st column). The 2nd 
and 3rd columns are the lower and upper limits on the hole, respectively, while the 4th and 5th columns 
contain those of the shaft. For each class, a case is generated with random hole and shaft values that fit 





Figure 6: Example of the < fits_cases.txt> file (showing only the first 17 fit cases for illustration 
purposes). 
 
The image cannot be displayed. Your computer may not have enough memory to open the image, or the image may have been corrupted. Restart your computer, and then open the file again. If the red x still appears, you may have to delete the image and then insert it again.







                                                                                                                    
 
Fits Generator output contains a random case for each class of fit introduced by the file of the limits. 
The output file name is the same name of the domain: Fits. Figure 6 is an example of such a file where 
the first row contains the case attribute names and the rest of the rows contain the cases. 
 
5.2. Adjusting DA to the Domain 
Having acquired domain instances, a domain is engineered in DA. This includes specifying the names 
and types of the attributes and defining any higher order functions required by the designer to express 
his design knowledge. In this section, we illustrate these steps. 
The attribute Nominal Diameter represents the nominal diameter of the hole-shaft system. This is 
defined as a number from the list as shown in Figure 7. Other attributes are Hole (actual hole diameter) 
and Shaft (actual shaft diameter) are similarly defined. Cases generated from the Design 
AssistantFits_Generato module are then loaded.  
 
 
Figure 7. Attribute definition facility in the Design AssistantGUI 
 
Defining functions such as (3) and (4) involves providing a function header showing its parameters and 
their specifications. Function parameters include Lower Limit of a class of fit for the Hole or the Shaft, 
Upper Limit of a class of fit for the Hole or the Shaft, Real Value of the hole or the shaft.  For function 
(4), both attributes A and B are ‘String’ type. Declaring these functions requires this sequence of 
operations: 
1. In the workspace from the FunctionBox folder provide the function header as input (as shown 
in Figure 8). 
 
 
Figure 8. Fit function declaration and check. 
 
2. Verify that all attributes are defined by using a function check mechanism within DA:  CHECK 
(Defined ( V("Nominal Diameter"), V("Upper Limit"), V("Lower Limit"), V("Real Value") ) ) 
Where ‘Defined’ is a function that returns true if all the attributes passed to it are pre-defined. 
3. To declare the condition in the function, the attributes are to be used either as text, or as 
numbers. N(“<attribute name>”) will return the value of the attribute named <attribute name> 
in double precision number format. T(“<attribute name>”) will return the value of the attribute 
named <attribute name> as text. P(<first number>, <second number>) will return the <first 
number> raised to the power <second number>. <first number> and <second number> should 
be numbers and not text. There are two comparisons to be made. Those comparisons are joined 
with the logical AND operator. ‘OK’ means the function should return true. If the condition is 
not satisfied, false is returned. Figure 9.a and 9.b shows the resulting window declaring the 
Functions in (3 and 4).  
4. After declaring the functions in C++, recompile, and link. 
The image cannot be displayed. Your computer may not have enough memory to open the image, or the image may have been corrupted. Restart your computer, and then open the file again. If the red x still appears, you may have to delete the image and then insert it again.







                                                                                                                    
 
 
(a) Defining function in (3) 
 
 
Figure 9. (b) Defining function in (4) 
  
5.3 Case Validation 
Next, the Case verification module performs case validation sequentially. Double click on the case 
number of the case to validate. The first case belongs to the class of fit designated RC1 which will be 
used thereafter for the purpose of demonstrating the software. In the GUI, the screen contains the 
entries exactly as in the fits_cases.txt file shown in Figure 6. Clicking on case RC1, a window pops-up 
giving the conclusion of the tree, and asking if the expert accepts the conclusion. A ‘DEFAULT’ 
conclusion corresponds to the first rule of the tree that is always true. This default conclusion only 
appears if RDR concludes that no other plausible conclusion exists. Selecting ‘Yes’ will keep the 
conclusion resulting in no changes to the tree. Selecting ‘No’ requires justification of the refusal of the 
conclusion. 
 
5.3.1 Adding Rules 
A function would have to be selected in order to add a new rule. Figure 11 shows the functions as they 
appear in the GUI. The first function is needed to add a condition for the size of the hole. The value of 
an attribute of a function can be a value entered as text or number. The value will be stored in the rule, 
and used whenever the rule is used. The value of an attribute of a function can also be an attribute of a 
case. The value of the cases will not be stored in the rule, but the name of the attribute will be stored. 
The function will use the value of the specified attribute of the case being evaluated. Nominal diameter 
is an attribute of the function. The value of this attribute should be the value of the diameter of the 
case. The list of the combo box contains the attributes of the case. Select ‘_ Diameter _’ from the list 
as shown in Figure 12. 
 
 
Figure 12. Case attributes as they appear in the User interface 
 
The image cannot be displayed. Your computer may not have enough memory to open the image, or the image may have been corrupted. Restart your computer, and then open the file again. If the red x still appears, you may have to delete the image and then insert it again.
The image cannot be displayed. Your computer may not have enough memory to open the image, or the image may have been corrupted. Restart your computer, and then open the file again. If the red x still appears, you may have to delete the image and then insert it again.







                                                                                                                    
 
The next attribute of the function is ‘Lower Limit’. The lower and upper limit values of the hole for the 
class RC1 are set to 0 and 0.392, respectively. The value of the next attribute, the real value of the hole 
of the case ‘Real Value’, should be retrieved from the case. Select the second entry ‘_ Hole _’ from the 
list  as shown above in Figure 12. The first condition for the hole is added to the rule. The rule is not 
yet complete. The condition for the shaft needs to be added (Figure 13). Press the “Add Condition” 
button to add a new condition. Select the first function and similarly add the condition for the shaft. 
Select ‘_ Shaft _’ instead of the ‘_ Hole _’. The lower limit of the shaft for RC1 is -0.588. The upper 
limit is -0.308. After adding the condition, select “Add Condition” to specify whether or not the class 




Figure 13. Adding conditions to functions in the User interface 
 
 
The second function is then selected and since RC1 is not Locational,  the condition should be that the 
attribute ‘Locational’ has the value ‘No’. Select for the attribute ‘A’ of the function ‘A = B’ attribute 
‘Locational’ of the case. For the second attribute of the function, set the text value to ‘No’. To finish 
creating the rule, enter the condition:  
 
“Fit designation: RC1”. The first rule has just been created. Having validated this case, any situation 
that belongs to the RC1 class of fit will return the conclusion “Fit designation: RC1”. The rest of the 
rules are added in the same fashion. 
  
5.4 Using the Tree 
Having defined all the rules, the fully populated tree is saved and will be available for later loading and 
viewing. Upon viewing, the tree will appear as shown in Figure 14 complete with the condition(s) of 




Figure 14. A populated tree as seen on the User interface complete with the condition(s) of each rule, 
the cornerstone case, and the scope of the rule. 
The image cannot be displayed. Your computer may not have enough memory to open the image, or the image may have been corrupted. Restart your computer, and then open the file again. If the red x still appears, you may have to delete the image and then insert it again.







                                                                                                                    
 
6. Discussion and Future Work 
In this paper we proposed a framework for the acquisition of expertise on proper tolerancing of 
mechanical parts within a design. We developed a system ready to be integrated into an existing CAD 
environments. We demonstrated the feasibility of acquiring expertise in this domain quite effectively 
by building a decent-sized knowledge base (using a Mechanical Engineer who regularly consults 
industry in this field). While the appropriate tolerances do not only depend on the intended function of 
the involved parts but also on operating conditions, such as temperature ranges, etc. as well as on 
materials being used a much more sophisticated knowledge base would need to be built for unusual 
materials or operating conditions, such as for equipment to be used in space, in deep water, etc. 
However, the apparent ease of knowledge acquisition for standard operating conditions suggests that 
the same RDR approach can also be used to acquire more refined knowledge for special conditions. We 
propose to aid  the knowledge acquisition process in cases like those by using monotonicity constraints 
to assist the faster acquisition of knowledge for related classes. Further types of constraints can be 
developed that could be applied to our mechanical design problem and other domains. One possible 
further constraint could specify minimum quantitative differences for monotonically related quantities 
across related classes. Another possible future direction for our intelligent Design Assistant is to also 
assist in optimizing the tolerances to be specified with respect to the entire system design. It is 
important to note that generally, the smaller the specified tolerances, the more expensive it becomes to 
actually manufacture parts to specifications. In order to minimize costs, the largest tolerance margins 
(with the associated class of fit) would be desirable. However, in order to ascertain proper functioning 
and sufficient durability of the overall system the optimal trade-offs between the chosen classes of fit 
(and their allowed tolerances) for different parts need to be found. While prima facie an engineer would 
still need to decide what alternative classes of fit are acceptable for a group of parts an constraint 
satisfaction problem solver could be employed for finding the optimal choice. However, in specifying 
alternative classes of fit for different parts or sets of parts intelligent assistance is highly desirable due 
to the time-consuming process of manually considering alternative classes of fit. In order to assist here 
an RDR based system appears suitable once more to quickly provide alternative tolerancing schemes to 
the human designer to confirm or reject. 
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