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ABSTRACT
With great advances in the computer science area where technolog-
ical systems are becoming more and more complex, tests are hard
to perform. The problem is even more serious in critical systems,
such as flight control or nuclear systems, where an error can cause
catastrophic damage in our society. Currently, two techniques are
often used for software validation: testing and software verification.
This project aims the testing area, generating random programs to
be used as input to property-based tests, in order to detect errors
in systems and libraries, minimizing the possibility of errors. More
specifically, Java programs will be automatically generated from ex-
istent classes and interfaces, considering all syntactic and semantic
constraints of the language.
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1 INTRODUÇÃO
Atualmente, Java é uma das linguagens de programação mais utili-
zadas no mundo [1]. Por se tratar de uma linguagem de propósito
geral, concorrente, fortemente tipada e orientada a objetos, tem
sido utilizada em muitos projetos de média e grande escala. Nestes
casos, aplicações tendem a alcançar níveis de complexidade, onde
apenas revisão de código e testes manuais não são suficientes para
garantir qualidade no desenvolvimento de software.
A área de pesquisa em testes de sistemas tem avançado cada vez
mais, fornecendo metodologias e ferramentas que permitem aos
desenvolvedores obter maiores garantias de que o sistema realiza
as atividades em que se propõe, e evitar a liberação de módulos dos
programas com erros de execução. Para testar atividades rotineiras
internas em códigos orientados a objetos de forma automatizada, o
mais comum é se utilizar de testes unitários, onde o programador
define uma série de casos de testes que cada elemento do sistema
deve respeitar, e todos esses casos de teste são verificados antes do
sistema ser enviado para o ambiente de produção [2].
Entretanto, o uso de testes unitários depende exclusivamente
da capacidade dos desenvolvedores na modelagem desses casos de
teste. Outra abordagem que vem ganhando espaço para a realiza-
ção de testes automatizados, é conhecida como testes baseados em
propriedades, onde o programador define regras gerais (proprieda-
des) que o sistema deve respeitar, e o mecanismo de testes faz a
geração aleatória de dados de entrada e verifica se a propriedade é
respeitada [3]. Desta forma, o sistema é testado com um conjunto
infinito de variações, permitindo que mais erros sejam encontrados
ainda em tempo de desenvolvimento.
Neste sentido, este projeto tem o intuito de dar um passo a frente
na geração de dados para testes de propriedades, gerando aleatoria-
mente programas Java completos e bem tipados, a partir de classes
e interfaces definidas em pacotes ou bibliotecas de código, e em
regras formais do sistema de tipos da linguagem. Estes programas
completos podem ser utilizados como entrada para propriedades
mais gerais, responsáveis por garantir o funcionamento do sistema,
ou ainda para testes do compilador em si, que também pode con-
ter falhas, que podem ser encontradas a partir da execução de um
número grande de diferentes programas.
Para possibilitar o desenvolvimento deste projeto, será necessário
cumprir diversas etapas:
• Especificação das regras de tipo para os principais constru-
tores sintáticos da linguagem Java.
• Obtenção de informações a respeito das classes/interfaces
alvos do mecanismo de geração.
• Geração de código Java com os construtores sintáticos sele-
cionados e respeitando as regras de tipo.
• Definição de propriedades e execução de testes para validar
o mecanismo desenvolvido.
Para que seja possível desenvolver essas etapas, já foi definido
o aparato ferramental necessário, o qual inclui o uso da biblioteca
Reflection1 para obtenção de informações sobre código Java, a bibli-
oteca JavaParser2 que permite manipular construtores sintáticos
e exportar código real, e a biblioteca JQWik3 que provê gerado-
res para construções básicas e gerencia a execução dos testes das
propriedades definidas.
O restante deste texto está organizado da seguinte forma: a seção
2 apresenta os conceitos de geração de código baseadas em tipos
e de testes baseados em propriedades. Na seção 3 é apresentada a
arquitetura utilizada para desenvolver este projeto. A seção 4 apre-
senta os resultados parciais já obtidos. As seções 5 e 6 encerram este
documento apresentando os trabalhos relacionados e considerações
finais.
2 REFERENCIAL TEÓRICO
2.1 Geração de Código Baseada em Tipos
A criação de ferramentas para gerar programas aleatórios válidos é
uma tarefa árdua, uma vez que é difícil implementar um gerador
para programas que são aceitos pelo compilador. A produção de
um caso de teste válido e útil deve respeitar uma série de restrições,
como por exemplo a correta sintaxe e as regras do sistema de tipos
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Figure 1: Arquitetura do sistema de geração.
Uma abordagem interessante é utilizar as regras formais do sis-
tema de tipos para gerar apenas programas bem tipados e armazená-
los em árvores de sintaxe abstrata (ASTs) da linguagem alvo [5].
Tendo as ASTs em mãos, basta exportá-las para código fonte da
linguagem escolhida.
2.2 Teste Baseado em Propriedades
Teste baseado em propriedades é uma abordagem para realização de
testes em sistemas onde o programador define uma série de condi-
ções (propriedades) que o sistema deve respeitar, e essas condições
são verificadas a partir de dados de entrada gerados aleatoriamente.
A ferramenta precursora para esta tarefa é o QuickCheck, que
permite efetuar testes baseados em propriedades na linguagem
Haskell [3].
O uso desta abordagem auxilia o desenvolvedor a encontrar
bugs que poderiam passar despercebidos apenas com inspeção do
código, uma vez que o mecanismo de geração aleatório de entradas
permite a execução do trecho do programa com diversas entradas,
aumentando a probabilidade de encontrar um erro em tempo de
produção.
3 ARQUITETURA
Para o desenvolvimento deste projeto, a partir das tecnologias es-
colhidas, foi definida a arquitetura apresentada na Figura 1.
O fluxo de execução do mecanismo de geração de código apre-
sentado na arquitetura proposta inicia com a definição de uma
lista de bibliotecas (imports) no esqueleto de uma classe principal.
Tendo a lista de bibliotecas definidas, a primeira etapa efetua o car-
regamento das informações de cada classe (construtores, atributos,
métodos, etc.) fazendo o uso das ferramentas Java Reflect e JavaPar-
ser, resultando em uma classe chamada de ClassTable. Na segunda
etapa, utilizam-se as informações disponíveis na ClassTable para
seleção de um tipo válido (tipo primitivo ou definido pelo usuário
nas bibliotecas importadas), e então é realizada a geração aleató-
ria de combinações sintáticas válidas da linguagem, utilizando as
bibliotecas JQWik e JavaParser, respeitando as restrições impos-
tas pelo sistema de tipos, ao final gerando um meta-programa em
uma AST. Na última etapa, a AST gerada é compilada para código
Java real, o qual é embutido no esqueleto da classe principal citado
anteriormente. O mecanismo de geração atual é composto de diver-
sas classes, cada qual implementando determinadas instruções da
linguagem Java:
• JRGBase: implementa a geração de tipos primitivos como int,
float, char, etc.
• JRGCore: faz a geração de expressões básicas, como por
exemplo a criação de objetos, acesso a atributos, invocação
de métodos, etc.
• JRGStmt: faz a geração de statements, incluindo blocos de
código, estruturas condicionais e de repetição.
Os códigos-fonte gerados pelo mecanismo proposto são utili-
zados como entrada para sistemas de testes, que podem ser tanto
testes unitários, testes baseados em propriedades, ou testes automa-
tizados para testar a infraestrutura (compilador, máquina virtual,
etc.) dos kits de desenvolvimento Java.
4 RESULTADOS PARCIAIS
O projeto iniciou a partir de uma pesquisa a respeito do aparato
ferramental para desenvolvimento do projeto, considerando as ne-
cessidades de examinar ou inspecionar código Java, representar
árvores de sintaxe abstrata (ASTs) e exportá-las para código, e fra-
meworks para realização de testes baseados em propriedades. Com
este estudo, foram selecionadas as ferramentas Reflection, JavaPar-
ser e JQWik.
Na sequência, foram definidas algumas regras de tipos para cons-
truções básicas do Java, usando como base uma formalização de
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um subset de Java [6]. Por exemplo, a regra abaixo formaliza o tipo
de uma expressão que cria um novo objeto.
constr(C) = D̄ f̄ Γ ⊢ ē : C̄ C̄ <: D̄
Γ ⊢ new C(ē) : C
[T-New]
O processo de geração considera a regra de tipo de traz para a
frente, iniciando com a definição aleatória do tipo C, para o qual será
criado um novo objeto, para posteriormente gerar os parâmetros
para o construtor ē, respeitando a lista de construtores definidas na
classe. A função constr(C) traz um construtor válido para a classe C,
e a operação C̄ <: D̄ verifica a relação de subtipos entre as classes.
Este projeto está em fase de desenvolvimento, onde expressões
estão sendo geradas individualmente para cada regra de tipo. Na
sequência deste projeto, estas gerações individuais serão combina-
das para a geração de um programa Java completo.
5 TRABALHOS RELACIONADOS
Existem diversos artigos que definem técnicas para a geração de
códigos aleatórios para o contexto de testes baseados em proprie-
dades. Um dos trabalhos pioneiros utiliza a biblioteca QuickCheck
e gera código Haskell [5]. Também existem soluções propostas
especificamente para a geração aleatória de código Java [4, 7, 8].
6 CONSIDERAÇÕES FINAIS
No atual estágio deste projeto, já foram definidas as ferramentas
que viabilizam a extração e exportação de código Java, bem como a
aplicação de testes baseados em propriedades. Além disso, já foram
executados diversos testes com todas as ferramentas, como uma
medida de verificação de adequação das mesmas para o projeto
proposto. Algumas etapas do processo de formalização e geração
de código também já foram desenvolvidas, como por exemplo a for-
malização de regras de tipos para expressões básicas da linguagem
Java, e a geração de expressões individuais para estas regras.
Considerando os estudos já realizados, acredita-se que este pro-
jeto apresenta viabilidade técnica e contribuições importantes tanto
para a área prática de testes de software, como para a área de forma-
lização de sistemas e linguagens de programação. A sequência deste
projeto compreende a continuidade da definição dos mecanismos
de geração, as aplicações destes programas gerados para o teste de
programas e bibliotecas Java, e a definição formal do mecanismo de
geração e do sistema de tipos dos construtores sintáticos utilizados.
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