Modelagem e verificação de programas de CLP escritos em diagrama ladder by Souza, Mateus Feijó de
MATEUS FEIJO´ DE SOUZA
MODELAGEM E VERIFICAC¸A˜O
















Universidade Federal de Santa Catarina
como parte dos requisitos para a
obtenc¸a˜o do grau de Mestre em Engenharia
de Automac¸a˜o e Sistemas.
MATEUS FEIJO´ DE SOUZA
Floriano´polis, Outubro de 2010.
MODELAGEM E VERIFICAC¸A˜O
DE PROGRAMAS DE CLP
ESCRITOS EM DIAGRAMA
LADDER
Mateus Feijo´ de Souza
‘Esta Dissertac¸a˜o foi julgada adequada para a obtenc¸a˜o do
t´ıtulo de Mestre em Engenharia de Automac¸a˜o e Sistemas,
A´rea de Concentrac¸a˜o em Controle, Automac¸a˜o e Sistemas,
e aprovada em sua forma final pelo Programa de
Po´s-Graduac¸a˜o em Engenharia de Automac¸a˜o e Sistemas da
Universidade Federal de Santa Catarina.’
Jean-Marie Farines, Dr.
Orientador
Max Hering de Queiroz, Dr.
Co-orientador
Jose´ Eduardo Ribeiro Cury, Dr.





Max Hering de Queiroz, Dr.
Antonio Eduardo Carrilho da Cunha, Dr.
Leandro Buss Becker, Dr.





Agradec¸o a Deus, por estar ao meu lado, sempre presente em todos os
momentos.
A` minha famı´lia, por todo o seu carinho, compreensa˜o, incentivo e forc¸a,
mesmo a` distaˆncia, indispensa´veis para realizac¸a˜o deste trabalho.
Aos meus amigos de Pelotas, Porto Alegre e Floripa, pelos momentos
sempre agrada´veis que passamos juntos.
Aos meus colegas do PPGEAS, pelo companheirismo, pelos grupos de
estudo, com muita ajuda nas horas dif´ıceis e momentos de descontrac¸a˜o.
Ao DAS e ao governo federal, pelo suporte financeiro fornecido pela
bolsa CAPES.
Ao meu co-orientador Professor Max, pela o´tima orientac¸a˜o e con-
tribuic¸o˜es sempre relevantes para este trabalho.
Ao meu orientador Professor Jean-Marie, pela excelente orientac¸a˜o, pe-
los ensinamentos e total apoio para a realizac¸a˜o deste trabalho.
vii
Resumo da Dissertac¸a˜o apresentada a` UFSC como parte
dos requisitos necessa´rios para obtenc¸a˜o do grau de Mestre
em Engenharia de Automac¸a˜o e Sistemas.
MODELAGEM E VERIFICAC¸A˜O
DE PROGRAMAS DE CLP
ESCRITOS EM DIAGRAMA
LADDER
Mateus Feijo´ de Souza
Outubro/2010
ix
Orientador: Jean-Marie Farines, Dr.
Co-orientador: Max Hering de Queiroz, Dr.
A´rea de Concentrac¸a˜o: Controle, Automac¸a˜o e Sistemas.
Palavras-chave: Modelagem de CLPs, Verificac¸a˜o formal, Di-
agrama Ladder, FIACRE, MDE.
Nu´mero de Pa´ginas: xxiv + 162
Para resolver os problemas associados a verificac¸a˜o de
sistemas industriais complexos, como os desenvolvidos para
CLPs, sa˜o necessa´rias te´cnicas de modelagem e verificac¸a˜o
formal, como forma de provar que o programa esta´ de acordo
com as propriedades esperadas. Neste trabalho e´ proposto
um modelo de traduc¸a˜o da linguagem Diagrama Ladder de
CLPs para uma linguagem intermedia´ria de verificac¸a˜o FI-
ACRE, que esta´ inserida em uma cadeia de verificac¸a˜o formal
do projeto Topcased. Esta abordagem segue o paradigma da
engenharia dirigida a modelos e consiste em transformar mod-
elos pro´ximos ao usua´rio em modelos para a verificac¸a˜o. As
regras de transformac¸a˜o propostas devem estar inseridas em
duas cadeias de verificac¸a˜o formal, que utilizam as aborda-
gens de model-checking e por equivaleˆncias de modelos. A val-
idac¸a˜o da proposta e´ feita por interme´dio da transformac¸a˜o
de modelos e verificac¸a˜o das propriedades de um sistema de
automac¸a˜o pneuma´tica e um sistema para um misturador in-
dustrial.
x
Abstract of Dissertation presented to UFSC as a partial fulfillment of
the requirements for the degree of Master in Automation and Systems
Engineering.
MODELAGEM E VERIFICAC¸A˜O
DE PROGRAMAS DE CLP
ESCRITOS EM DIAGRAMA
LADDER
Mateus Feijo´ de Souza
Outubro/2010
Advisor: Jean-Marie Farines, Dr.
Max Hering de Queiroz, Dr.
Area of Concentration: Control, Automation and Systems
Key words: PLCs modeling, Formal verification, Ladder Di-
agram, FIACRE, MDE.
Number of Pages: xxiv + 162
To solve the problems associated with verification of
complex industrial systems, such as those developed for PLCs,
it is required formal verification and modeling techniques, as
a way to prove that the program complies with the expected
specifications. This work proposes a translation model of
PLC Ladder Diagram language to FIACRE verification in-
termadiate language, which is part of a formal verification
chain of Topcased project. This approach follows the model
driven engineering paradigm in order to translate user models
into verification model. The transformation rules proposals
must be included in two verification formal chains, using the
model-checking and models equivalence. The validation of
the proposal is made by models translation and properties
verification of a pneumatic automation system and system




1.1 Motivac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . 3
1.2 Objetivos . . . . . . . . . . . . . . . . . . . . . . . . . . 4
1.3 Organizac¸a˜o do trabalho . . . . . . . . . . . . . . . . . . 4
2 CLPs 7
2.1 Arquitetura do CLP . . . . . . . . . . . . . . . . . . . . 11
2.2 Modelo de software do CLP . . . . . . . . . . . . . . . . 13
2.2.1 Func¸o˜es . . . . . . . . . . . . . . . . . . . . . . . 14
2.2.2 Blocos de func¸a˜o . . . . . . . . . . . . . . . . . . 15
2.2.3 Programas . . . . . . . . . . . . . . . . . . . . . 15
2.3 Linguagens de programac¸a˜o da norma IEC 61131-3 . . . 17
2.3.1 Lista de instruc¸o˜es (IL) . . . . . . . . . . . . . . 19
2.3.2 Texto estruturado (ST) . . . . . . . . . . . . . . 19
2.3.3 Diagrama de blocos de func¸a˜o (FBD) . . . . . . 21
2.3.4 Diagrama Ladder (LD) . . . . . . . . . . . . . . 22
2.3.4.1 Elementos ba´sicos do LD . . . . . . . . 23
2.3.4.2 Blocos funcionais do LD . . . . . . . . . 23
2.3.5 Diagrama de func¸o˜es sequenciais (SFC) . . . . . 27
2.4 Um ambiente de programac¸a˜o de CLP . . . . . . . . . . 29
2.5 Conclusa˜o do cap´ıtulo . . . . . . . . . . . . . . . . . . . 33
3 Modelagem e verificac¸a˜o formal de programas para CLPs 37
xiii
3.1 Verificac¸a˜o formal no desenvolvimento de programas para
CLPs . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
3.1.1 Abordagem lo´gica (model-checking) . . . . . . . 40
3.1.2 Abordagem comportamental (equivaleˆncias) . . . 42
3.2 Trabalhos relacionados com o uso de verificac¸a˜o em CLPs 43
3.3 Engenharia dirigida a modelos (MDE) . . . . . . . . . . 46
3.4 Cadeia de verificac¸a˜o formal . . . . . . . . . . . . . . . . 50
3.5 Linguagem intermedia´ria de verificac¸a˜o FIACRE . . . . 53
3.6 Formalismos e ferramentas para a verificac¸a˜o . . . . . . 57
3.6.1 Formalismo TTS e a ferramenta TINA . . . . . . 58
3.6.2 Formalismo LOTOS e a ferramenta CADP . . . 61
3.7 Conclusa˜o do cap´ıtulo . . . . . . . . . . . . . . . . . . . 62
4 Transformac¸a˜o de programas em LD para FIACRE 65
4.1 Modelagem de um programa de CLP e regras de traduc¸a˜o
de LD para FIACRE . . . . . . . . . . . . . . . . . . . . 66
4.1.1 Modelo base do CLP . . . . . . . . . . . . . . . . 66
4.1.2 Modelo do ciclo de execuc¸a˜o . . . . . . . . . . . . 68
4.1.3 Modelos dos elementos ba´sicos do LD . . . . . . 71
4.1.3.1 Contatos . . . . . . . . . . . . . . . . . 71
4.1.3.2 Bobinas . . . . . . . . . . . . . . . . . . 74
4.1.4 Programa em LD composto por rungs com ele-
mentos ba´sicos . . . . . . . . . . . . . . . . . . . 77
4.1.5 Modelo do ciclo de execuc¸a˜o com blocos funcionais 80
4.1.6 Modelos dos blocos funcionais . . . . . . . . . . . 83
4.2 Exemplo com elementos ba´sicos e bloco TON . . . . . . 90
4.3 Conclusa˜o do cap´ıtulo . . . . . . . . . . . . . . . . . . . 93
5 Verificac¸a˜o de propriedades para programas de LD 95
5.1 Propriedades para a verificac¸a˜o . . . . . . . . . . . . . . 96
5.1.1 Propriedades gerais . . . . . . . . . . . . . . . . . 96
5.1.2 Propriedades espec´ıficas . . . . . . . . . . . . . . 97
5.2 Modelagem da comunicac¸a˜o com o ambiente externo . . 98
xiv
5.3 Exemplo de verificac¸a˜o de um sistema de automac¸a˜o pneuma´tica
controlado por CLP . . . . . . . . . . . . . . . . . . . . 101
5.3.1 Descric¸a˜o do sistema de automac¸a˜o pneuma´tica . 101
5.3.2 Modelagem dos cilindros e ventosa do SAP . . . 103
5.3.3 Modelagem e verificac¸a˜o das propriedades do SAP 106
5.3.3.1 Verificac¸a˜o por model-checking do SAP 107
5.3.3.2 Verificac¸a˜o por equivaleˆncia do SAP . . 110
5.4 Exemplo de verificac¸a˜o de um sistema misturador con-
trolado por CLP . . . . . . . . . . . . . . . . . . . . . . 113
5.4.1 Descric¸a˜o do sistema misturador . . . . . . . . . 114
5.4.2 Modelagem dos motores do sistema misturador . 115
5.4.3 Modelagem e verificac¸a˜o das propriedades do sis-
tema misturador . . . . . . . . . . . . . . . . . . 121
5.5 Conclusa˜o do cap´ıtulo . . . . . . . . . . . . . . . . . . . 123
6 Conclusa˜o 125
A Anexos 129
A.1 Operadores e instruc¸o˜es da IL . . . . . . . . . . . . . . . 129
A.2 Operadores e instruc¸o˜es do ST . . . . . . . . . . . . . . 131
A.3 Func¸o˜es ba´sicas para FBD e LD . . . . . . . . . . . . . 132
B Apeˆndices 137
B.1 Programa em FIACRE do SAP . . . . . . . . . . . . . . 137
B.2 Resultados da ferramenta TINA para a verificac¸a˜o do SAP144
B.3 Resultado da ferramenta CADP para a verificac¸a˜o do SAP147
B.4 Programa em FIACRE do sistema misturador . . . . . . 148
B.5 Resultados da ferramenta TINA para a verificac¸a˜o do Mixer155
xv
Lista de Abreviaturas
AADL Architecture Analysis and Design
Language
ATL Atlas Transformation Language
BCG Binary Coded Graphs
CADP Construction and Analysis of
Distributed Processes
CLP Controlador Lo´gico Programa´vel
CTL Computation Tree Logic
CTU Counter Up
EMF Eclipse Modeling Framework
FBD Function Block Diagram
FIACRE Formato Intermedia´rio para







ISO International Organization for
Standardization
LD Ladder Diagram
LOTOS Language of Temporal Ordering
xvii
Specification
LTL Linear Temporal Logic
LTS Labeled Transition Systems
MDA Model Driven Architecture
MDE Model Driven Engineering
MOF Meta-Object Facility
POU Program Organization Unit
SAP Sistema de Automac¸a˜o Pneuma´tica
SFC Sequ¨encial Function Chart
SMV Symbolic Model Verifier
ST Structured Text
TINA Time Petri Net Analyzer
TON Timer On-delay
TOF Timer Off-delay
TOPCASED Toolkit in OPen-source for Critical
Application and SystEms Development
TPN Timed Petri Net
TTS Timed Transition System
UML Unified Modeling Language
XML Extensible Markup Language
xviii
Lista de Figuras
2.1 CLP e suas interligac¸o˜es com os elementos externos [24]. 8
2.2 Estrutura ba´sica de um CLP [24]. . . . . . . . . . . . . . 9
2.3 Ciclo de execuc¸a˜o de um CLP. . . . . . . . . . . . . . . 10
2.4 Modelo de software [26]. . . . . . . . . . . . . . . . . . . 13
2.5 Exemplo de func¸a˜o [26]. . . . . . . . . . . . . . . . . . . 15
2.6 Exemplo de bloco de func¸a˜o [26]. . . . . . . . . . . . . . 16
2.7 Exemplos de linguagens de CLP [19]. . . . . . . . . . . . 18
2.8 Exemplo de um programa em IL. . . . . . . . . . . . . . 20
2.9 Exemplo de um programa em FBD [27]. . . . . . . . . . 22
2.10 Contatos e bobinas da linguagem LD [26]. . . . . . . . . 24
2.11 Contatos e bobinas sens´ıveis a bordas do LD [26]. . . . . 25
2.12 Exemplo simples de programa em LD. . . . . . . . . . . 25
2.13 Bloco funcional TON e o seu diagrama temporal do com-
portamento [26]. . . . . . . . . . . . . . . . . . . . . . . 26
2.14 Bloco funcional TOF e o seu diagrama temporal do com-
portamento [26]. . . . . . . . . . . . . . . . . . . . . . . 26
2.15 Bloco funcional CTU, de forma gra´fica e textual [26]. . . 27
2.16 Exemplo de aplicac¸a˜o do SFC [27]. . . . . . . . . . . . . 28
2.17 Visa˜o geral do projeto Beremiz. . . . . . . . . . . . . . . 30
2.18 Exemplo de utilizac¸a˜o do editor SFC [47]. . . . . . . . . 31
2.19 Estrutura do co´digo XML [48]. . . . . . . . . . . . . . . 32
2.20 Exemplo de programa no Editor LD. . . . . . . . . . . 34
2.21 Trecho do co´digo em XML correspondente ao exemplo
anterior. . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
xix
3.1 Visa˜o geral da estrutura base para a transformac¸a˜o de
modelos [31]. . . . . . . . . . . . . . . . . . . . . . . . . 48
3.2 Cadeia de verificac¸a˜o gene´rica. . . . . . . . . . . . . . . 50
3.3 Cadeia de verificac¸a˜o utilizando model-checking. . . . . 52
3.4 Cadeia de verificac¸a˜o utilizando equivaleˆncia. . . . . . . 53
3.5 Exemplo de co´digo em FIACRE [18]. . . . . . . . . . . . 58
3.6 Verificac¸a˜o utilizando o ambiente TINA [42]. . . . . . . 60
4.1 Visa˜o geral do modelo comportamental de um programa
em LD. . . . . . . . . . . . . . . . . . . . . . . . . . . . 67
4.2 Modelo abstrato da sequeˆncia do ciclo de execuc¸a˜o do LD. 69
4.3 Modelo espec´ıfico do comportamento do ciclo de execuc¸a˜o
do LD. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69
4.4 Contato NA. . . . . . . . . . . . . . . . . . . . . . . . . 71
4.5 Contato NF. . . . . . . . . . . . . . . . . . . . . . . . . 72
4.6 Contato P. . . . . . . . . . . . . . . . . . . . . . . . . . . 73
4.7 Contato N. . . . . . . . . . . . . . . . . . . . . . . . . . 73
4.8 Bobina NA no rung. . . . . . . . . . . . . . . . . . . . . 74
4.9 Comportamento da bobina NA. . . . . . . . . . . . . . . 75
4.10 Bobina NF no rung. . . . . . . . . . . . . . . . . . . . . 75
4.11 Comportamento da bobina NF. . . . . . . . . . . . . . . 75
4.12 Bobina set no rung. . . . . . . . . . . . . . . . . . . . . 76
4.13 Comportamento da bobina set. . . . . . . . . . . . . . . 76
4.14 Bobina reset no rung. . . . . . . . . . . . . . . . . . . . 76
4.15 Comportamento da bobina reset. . . . . . . . . . . . . . 76
4.16 Elementos ba´sicos em rung do LD. . . . . . . . . . . . . 78
4.17 Comportamento dos elementos ba´sicos em rungs do LD. 78
4.18 Exemplo de programa em LD com jump no rung. . . . . 78
4.19 Bloco funcional em um rung do LD. . . . . . . . . . . . 82
4.20 Comportamento do bloco funcional no ciclo de execuc¸a˜o
em rungs do LD. . . . . . . . . . . . . . . . . . . . . . . 82
4.21 Comportamento do processo bloco temporizador TON. . 84
4.22 Comportamento do processo bloco temporizador TOF. . 87
xx
4.23 Comportamento do processo bloco contador CTU. . . . 89
4.24 Exemplo de programa em LD com elementos ba´sicos e
bloco temporizador. . . . . . . . . . . . . . . . . . . . . 91
5.1 Modelo dos processos glue de entrada e sa´ıda . . . . . . 100
5.2 Representac¸a˜o f´ısica do mo´dulo 3 do SAP [5]. . . . . . . 102
5.3 Diagrama trajeto-passo do mo´dulo 3 do SAP [5]. . . . . 102
5.4 Programa em LD para o mo´dulo 3 do SAP [5]. . . . . . 104
5.5 Comportamento do cilindro 3A1. . . . . . . . . . . . . . 105
5.6 Comportamento do cilindro 3A2. . . . . . . . . . . . . . 105
5.7 Comportamento do cilindro 3A3. . . . . . . . . . . . . . 106
5.8 Modelagem geral das especificac¸o˜es do comportamento
do mo´dulo 3 do SAP. . . . . . . . . . . . . . . . . . . . . 111
5.9 Modelo f´ısico do misturador [41]. . . . . . . . . . . . . . 114
5.10 Sistema de entradas e sa´ıdas do controlador CLP do mis-
turador [41]. . . . . . . . . . . . . . . . . . . . . . . . . . 115
5.11 Programa em LD para o misturador [41]. . . . . . . . . 116
5.12 Comportamento do motor simples MR. . . . . . . . . . 117
5.13 Comportamento do motor bidirecional MP. . . . . . . . 118
5.14 Comportamento do bota˜o START. . . . . . . . . . . . . 118
5.15 Comportamento do bota˜o STOP. . . . . . . . . . . . . . 118
A.1 Blocos de func¸a˜o set e reset. . . . . . . . . . . . . . . . . 133
A.2 Blocos de func¸a˜o sens´ıveis a borda. . . . . . . . . . . . . 133
A.3 Blocos de func¸a˜o temporizadores. . . . . . . . . . . . . . 134
A.4 Blocos de func¸a˜o contadores up. . . . . . . . . . . . . . . 134
A.5 Blocos de func¸a˜o contadores down. . . . . . . . . . . . . 135
A.6 Blocos de func¸a˜o contadores up-down. . . . . . . . . . . 136
xxi
Lista de Tabelas
4.1 Tabela lo´gica do contato P. . . . . . . . . . . . . . . . . 73
4.2 Tabela lo´gica do contato N. . . . . . . . . . . . . . . . . 74
4.3 Tabela lo´gica da bobina set. . . . . . . . . . . . . . . . . 76




Desde o advento dos controladores lo´gicos programa´veis (CLPs),
muitas linguagens teˆm sido utilizadas para escrever programas para
ma´quinas e processos. Os CLPs foram progredindo, ao longo do tempo,
a tal ponto que muitos sa˜o realmente completos e simulam computado-
res, executando sistemas operacionais avanc¸ados. Os hardwares dentro
dos CLPs esta˜o evoluindo constantemente, usufruindo das tecnologias
atuais.
Por outro lado, a diversidade das linguagens de programac¸a˜o de
CLPs, usadas por diferentes fornecedores, juntamente com sua crescente
complexidade, levou a maiores tempos de aprendizado na programac¸a˜o
de CLPs. Para este fim, o IEC (International Electrotechnical Com-
mission), em 1993, aprovou um conjunto de normas internacionais com
a intenc¸a˜o de padronizar a configurac¸a˜o, programac¸a˜o e utilizac¸a˜o de
controladores industriais. Um dos componentes dessa norma, o IEC
61131-3, define a forma como o usua´rio pode programar o CLP seguindo
a norma, e inclui diversas linguagens de programac¸a˜o [47].
Quando os CLPs comec¸aram a ser utilizados, tendo origem no fi-
nal da de´cada de 60, um dos requisitos ba´sicos era apresentar uma forma
simples de programac¸a˜o, adaptada ao pessoal de campo, responsa´veis
pela instalac¸a˜o e manutenc¸a˜o. Como as linguagens de programac¸a˜o
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convencionais na˜o atendiam este requisito, foi utilizada uma linguagem
baseada nos diagramas lo´gicos de contatos ele´tricos de rele´s. Esta lin-
guagem de programac¸a˜o e´ chamada de Diagrama Ladder (LD - Ladder
Diagram). Inicialmente, um programa em LD era editado utilizando
um terminal de programac¸a˜o, o qual possu´ıa um teclado com s´ımbolos
de contato (aberto ou fechado), bobinas e ramificac¸o˜es. Esta forma
de programar facilitou o uso do CLP pelos te´cnicos e engenheiros, na˜o
especializados em programac¸a˜o.
O desenvolvimento de programas descritos em LD continua cres-
cendo em termos de quantidade e complexidade [19]. Tradicionalmente,
a verificac¸a˜o de programas feitos em LD depende de testes em tempo
de execuc¸a˜o e simulac¸o˜es baseadas na experieˆncia do projetista. No
entanto, simulac¸o˜es e testes podem ser usados apenas para um nu´mero
limitado de cena´rios. Como o nu´mero de varia´veis de entrada pode au-
mentar, com a possibilidade de ser alterado aleatoriamente, o nu´mero de
cena´rios a serem testados cresce rapidamente. A explosa˜o do espac¸o de
estados e´ uma das principais limitac¸o˜es das abordagens de simulac¸o˜es
e testes, junto com a na˜o exaustividade destes. Os me´todos de veri-
ficac¸a˜o baseados em uma representac¸a˜o formal do programa, tal como a
verificac¸a˜o por model-checking [14], podem apresentar uma soluc¸a˜o inte-
ressante para esse problema. A exaustividade deste tipo de abordagem
e a existeˆncia de ferramentas automa´ticas de verificac¸a˜o contribuem
para diminuir o tempo de desenvolvimento e garantem a correc¸a˜o da
programac¸a˜o de CLPs [34].
A crescente complexidade de problemas de controle, podendo en-
volver va´rios CLPs em rede, a reutilizac¸a˜o de programas existentes e
a necessidade de reduzir o tempo de desenvolvimento esta˜o na origem
do uso crescente de me´todos formais. A demanda por soluc¸o˜es de alta
qualidade e, especialmente, as aplicac¸o˜es de CLPs em sistemas cr´ıticos,
necessitam de procedimentos de verificac¸a˜o e validac¸a˜o formais para
provar que propriedades, como por exemplo, de vivacidade, justic¸a e
seguranc¸a, sera˜o garantidas [20].
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1.1 Motivac¸a˜o
Va´rios aspectos motivam a realizac¸a˜o deste trabalho. De forma
mais geral, e´ de grande importaˆncia o estudo dos problemas associados
a concepc¸a˜o de sistemas industriais complexos, como os desenvolvidos
para CLPs. Este estudo esta´ diretamente relacionado com a qualidade
do sistema, em particular, a modelagem e a verificac¸a˜o formal, como
formas de garantia de que o resultado final seja o esperado.
De forma mais espec´ıfica, a motivac¸a˜o deste trabalho esta´ baseada
na exigeˆncia cada vez maior de qualidade, tanto em programas legados,
quanto nos novos. Nestes casos, a existeˆncia de um conhecimento dos
engenheiros e te´cnicos na programac¸a˜o de CLPs, tendo como base as
cinco linguagens de programac¸a˜o descritas na norma IEC - 61131-3 [26]
deve ser considerada. Ale´m disso, a existeˆncia de programas industriais
de CLPs em operac¸a˜o, que podem ser de grande complexidade, podem
tambe´m conter erros em certas situac¸o˜es quando sa˜o reprogramados ou
interligados a outros CLPs.
A auseˆncia da utilizac¸a˜o de formalismos, na pra´tica usual, para
validar os programas de CLPs existentes, ou os novos programas, es-
critos nas linguagens da norma, em particular, para a verificac¸a˜o das
propriedades, e´ um fator motivador importante para este trabalho. Exis-
tem modelos formais (autoˆmatos, redes de Petri, lo´gicas) que teˆm um
poder de expressa˜o suficiente para representar os sistemas automatiza-
dos e sua programac¸a˜o. Existem ainda, va´rias ferramentas e ambientes
que permitem a verificac¸a˜o das propriedades dos sistemas complexos,
como por exemplo, o ambiente Topcased [15] [20] [21] [22] [23] [28].
Ale´m disso, existem linguagens com o poder para expressar aspectos,
tanto comportamentais, como temporais dos sistemas, para utilizac¸a˜o
na verificac¸a˜o, como a linguagem intermedia´ria FIACRE [8].
O projeto Topcased foi concebido para atender o processo de de-
senvolvimento de sistemas embarcados que integra diferentes tipos de
modelos e ferramentas, levando em considerac¸a˜o as caracter´ısticas dis-
tintas destes modelos e tambe´m o longo tempo de vida dos produtos. O
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projeto coloca a disposic¸a˜o da comunidade um conjunto de ferramentas
de engenharia de sistemas Open Source para o desenvolvimento de sis-
temas cr´ıticos de tempo real [42]. O contexto descrito nesta motivac¸a˜o
permite validar os objetivos visados neste trabalho.
1.2 Objetivos
O objetivo deste trabalho e´ propor um modelo de traduc¸a˜o da
linguagem LD, de programac¸a˜o de CLPs, para uma linguagem inter-
media´ria de verificac¸a˜o, denominada FIACRE [8] (linguagem que esta´
integrada no ambiente de modelagem e verificac¸a˜o em desenvolvimento
nas atividades do projeto Topcased [15]). As regras de transformac¸a˜o
propostas devem estar inseridas em duas cadeias de verificac¸a˜o formal,
que utilizam, respectivamente, as abordagens de model-checking e por
equivaleˆncias de modelos. A modelagem das propriedades a serem veri-
ficadas, bem como a validac¸a˜o das propostas e das ferramentas obtidas,
utilizando exemplos reais programados em LD, tambe´m esta˜o inseridos
no contexto deste trabalho.
1.3 Organizac¸a˜o do trabalho
A dissertac¸a˜o esta´ dividida em seis cap´ıtulos, que sera˜o descritos
a seguir. No Cap´ıtulo 2 sera˜o apresentados os elementos ba´sicos que
compo˜em os CLPs, desde a descric¸a˜o da arquitetura ba´sica dos CLPs
ate´ as linguagens de programac¸a˜o da norma IEC - 61131-3. Tambe´m
sera´ apresentado um ambiente de programac¸a˜o de CLPs, utilizado neste
trabalho.
No Cap´ıtulo 3 sera´ discutida a modelagem e verificac¸a˜o de CLPs,
abordando a verificac¸a˜o formal no desenvolvimento de programas para
CLPs, juntamente com os trabalhos relacionados com a a´rea. Sera˜o ca-
racterizadas as partes envolvidas na cadeia de verificac¸a˜o formal deste
trabalho, que tem como base a engenharia dirigida a modelos. No decor-
rer deste cap´ıtulo, a linguagem intermedia´ria FIACRE e os formalismos
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para as ferramentas de verificac¸a˜o tambe´m sera˜o apresentados.
No Cap´ıtulo 4 sera´ apresentada a transformac¸a˜o de programas em
LD para FIACRE. Primeiramente, a modelagem do comportamento de
um programa de CLP, descrito em LD, e posteriormente, as regras de
traduc¸a˜o de LD para FIACRE e os modelos em FIACRE das construc¸o˜es
do LD.
No Cap´ıtulo 5 sera´ apresentada a verificac¸a˜o de propriedades para
programas de LD. Sera˜o descritas as propriedades para a verificac¸a˜o de
programas em LD e a modelagem do ambiente externo, ale´m disso, sera˜o
feitas as duas abordagens de verificac¸a˜o, a traduc¸a˜o das propriedades e
as aplicac¸o˜es nos exemplos.
Por fim, sera˜o apresentadas as concluso˜es obtidas com o desen-
volvimento deste trabalho, bem como suas contribuic¸o˜es e poss´ıveis tra-
balhos futuros.
Ainda, no Anexo A, sera˜o descritos os elementos que complemen-
tam as linguagens da norma IEC 61131-3. Tambe´m sera˜o apresentados,
no Apeˆndice B, os co´digos em FIACRE dos programas para CLPs e os




A partir do surgimento dos microprocessadores, percebeu-se que
eles poderiam fornecer o hardware ba´sico para uma forma mais flex´ıvel
de controle lo´gico industrial. Os primeiros CLPs (Controladores Lo´gicos
Programa´veis) surgiram com a necessidade da empresa General Mo-
tors, no final da de´cada de 60, devido a grande dificuldade de mudar a
lo´gica de controle dos paine´is de comando a cada mudanc¸a na linha de
montagem, pois tais mudanc¸as implicavam em altos gastos de tempo e
dinheiro. Com os CLPs, poˆde-se dispensar a utilizac¸a˜o dos rele´s, nas
lo´gicas de comando, que foram substitu´ıdos por um software utilizando
a lo´gica ladder, dando maior flexibilidade ao comando das aplicac¸o˜es
industriais [1] [39].
De acordo com a norma IEC 61131 [26], um CLP e´ definido como
um sistema eletroˆnico digital, desenvolvido para uso em ambiente indus-
trial, que usa uma memo´ria programa´vel para armazenamento interno
de instruc¸o˜es do usua´rio, para implementac¸a˜o de func¸o˜es espec´ıficas, tais
como, lo´gica, sequ¨enciamento, temporizac¸a˜o, contagem e aritme´tica,
com o objetivo de controlar, em ligac¸a˜o com suas entradas e sa´ıdas,
va´rios tipos de ma´quinas e processos. A Fig. 2.1 ilustra como e´ fisi-
camente um CLP, e suas interligac¸o˜es com os elementos externos. A
alimentac¸a˜o e a refereˆncia, para o CLP e para o conjunto de entradas
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e sa´ıdas, sa˜o representadas, respectivamente, pelas linhas L1 e L2. Na
parte esquerda da Fig.2.1 esta˜o representadas as entradas atrave´s de
chaves, e na parte direita as sa´ıdas atrave´s de cargas e laˆmpadas.
Figura 2.1: CLP e suas interligac¸o˜es com os elementos externos [24].
Um CLP e´ constitu´ıdo, basicamente, por uma unidade central de
processamento (CPU) e um sistema de entradas e sa´ıdas (I/O). A CPU
e´ quem coordena todas as atividades realizadas pelo CLP. Os treˆs com-
ponentes principais que formam a CPU sa˜o: o processador, o sistema de
memo´ria e a fonte de alimentac¸a˜o [1] [39]. A Fig. 2.2 ilustra a estrutura
ba´sica de um CLP, onde a interface de entrada permite a conexa˜o entre
a CPU do CLP e os dispositivos que fornecem a informac¸a˜o (sinais de
entrada gerados, por exemplo, atrave´s de chaves) e a interface de sa´ıda
com os dispositivos controla´veis (sinais de sa´ıda ligados em cargas do
sistema). Durante o seu funcionamento, a CPU realiza treˆs atividades:
• Ler as informac¸o˜es oriundas dos dispositivos de entrada atrave´s
das interfaces de entrada. Estas informac¸o˜es sa˜o armazenadas no
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• Executar o programa de controle armazenado em seu sistema de
memo´ria. As informac¸o˜es de entradas, necessa´rias para a execuc¸a˜o
do programa de controle sa˜o lidas do sistema de memo´ria, e na˜o
diretamente das interfaces de entrada. Todas as ac¸o˜es de aciona-
mentos de sa´ıdas efetuadas pelo programa sa˜o escritas tambe´m no
sistema de memo´ria.
• Acionar os dispositivos de sa´ıda atrave´s das interfaces de sa´ıda. As
interfaces de sa´ıda sa˜o escritas a partir dos valores correspondentes
encontrados no sistema de memo´ria.
Estas atividades ocorrem de forma cont´ınua durante o ciclo de
execuc¸a˜o do CLP, tambe´m chamado de ciclo de varredura, mostrado na
Fig. 2.3. O tempo de varredura e´ o tempo total que o CLP leva para
completar a execuc¸a˜o do programa e a atualizac¸a˜o de I/O. Este tempo
geralmente depende de dois fatores: a quantidade de memo´ria ocupada
pelo programa de controle e os tipos de instruc¸o˜es usadas no programa.
Figura 2.2: Estrutura ba´sica de um CLP [24].
Os CLPs proporcionam muitos benef´ıcios para soluc¸o˜es de con-
trole, desde a confiabilidade ate´ alta capacidade de programac¸a˜o. Ale´m
disso, possuem como qualidades: reutilizac¸a˜o, reprogramac¸a˜o, maior
flexibilidade, maior rapidez na elaborac¸a˜o de projetos e interfaces de
comunicac¸a˜o com outros CLPs e computadores [39].
Devido ao grande nu´mero de equipamentos e de fabricantes di-
ferentes, e´ de fundamental importaˆncia a padronizac¸a˜o das linguagens
de programac¸a˜o de CLPs. O resultado da falta de padronizac¸a˜o acaba
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Figura 2.3: Ciclo de execuc¸a˜o de um CLP.
ocasionando a necessidade de treinamento em diferentes equipamentos
e formac¸a˜o de equipes de manutenc¸a˜o espec´ıficas para determinados
equipamentos e fabricantes. A consequ¨eˆncia direta, muitas vezes na˜o
percebida pelos programadores e usua´rios de CLP, e´ a perda de tempo
e recursos financeiros [27] [47]. Para isso, a norma IEC 61131, que e´
um quadro geral criado em 1993, tenta estabelecer as regras que devem
aderir todos os CLPs, englobando mecaˆnica, ele´trica e aspectos lo´gicos.
A norma e´ dividida em cinco partes:
• 61131-1: Informac¸o˜es gerais;
• 61131-2: Requisitos de hardware;
• 61131-3: Linguagens de programac¸a˜o;
• 61131-4: Guia de orientac¸a˜o ao usua´rio;
• 61131-5: Comunicac¸a˜o.
Outras treˆs partes esta˜o em fase de elaborac¸a˜o:
• 61131-6: Reservada;
• 61131-7: Programac¸a˜o utilizando Lo´gica Fuzzy;
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• 61131-8: Guia para implementac¸a˜o das linguagens.
A terceira parte, IEC 61131-3 [26], que aborda o aspecto da pro-
gramac¸a˜o de controladores industriais, definindo os blocos lo´gicos de
programac¸a˜o e linguagens de programac¸a˜o, e´ a parte de interesse deste
trabalho.
Conforme apresentado no Cap´ıtulo 1, inicialmente os conceitos
ba´sicos relacionados ao CLP sera˜o descritos. Neste Cap´ıtulo sera´ feita
uma caracterizac¸a˜o completa dos CLPs, comec¸ando por sua arquitetura
ba´sica e pelo modelo de software, e sera˜o definidas mais detalhadamente,
as linguagens de programac¸a˜o descritas pela norma IEC 61131-3. Por
fim, sera´ apresentado o ambiente de programac¸a˜o sugerido pelo o´rga˜o
responsa´vel pela padronizac¸a˜o.
2.1 Arquitetura do CLP
Nesta sec¸a˜o e´ discutida a arquitetura do CLP, abordando os ele-
mentos de hardware. Os CLPs sa˜o sistemas microprocessados que pos-
suem diversos elementos importantes. Um deles e´ o processador, que
tem como func¸o˜es principais administrar as atividades de todo CLP, in-
terpretando e executando uma colec¸a˜o de programas ba´sicos do sistema,
chamada de executivo. Ele esta´ armazenado no CLP e, normalmente,
na˜o pode ser alterado. O executivo pode tambe´m ser considerado como
o sistema operacional do CLP. Todas as tarefas de controle interno, pro-
cessamento de programas do usua´rio e processamento de comunicac¸o˜es
sa˜o realizadas com o auxilio do executivo. Tambe´m e´ tarefa dele o con-
trole da comunicac¸a˜o entre o CLP e o usua´rio, atrave´s do dispositivo de
programac¸a˜o do CLP, ale´m disso, tambe´m pode dar suporte a`s tarefas
de comunicac¸a˜o com outros perife´ricos.
No CLP, a CPU pode conter mais de um processador para exe-
cutar todas as tarefas, principalmente a`quelas que dizem respeito a co-
municac¸a˜o de dados. O multiprocessamento e´ a divisa˜o de tarefas entre
va´rios processadores, dividindo, por exemplo, o trabalho entre controle
e comunicac¸a˜o, podendo aumentar consideravelmente o desempenho de
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todo o sistema. Cada mo´dulo conte´m um microprocessador, memo´ria e
um programa executivo pronto para executar somente a func¸a˜o princi-
pal.
Outro hardware importante e´ a fonte de alimentac¸a˜o, no que diz
respeito a confiabilidade e integridade do sistema. A sua func¸a˜o na˜o e´
somente fornecer as tenso˜es de alimentac¸a˜o aos componentes internos
do sistema (processador, memo´ria e interfaces de I/O), mas tambe´m
deve monitorar e regular as tenso˜es fornecidas, e avisar a CPU se algo
estiver errado, fornecendo protec¸a˜o aos outros componentes do sistema.
Um dos componentes mais importantes do CLP e´ a memo´ria. E´
a a´rea do CLP onde as sequ¨eˆncias de instruc¸o˜es, ou programas, sa˜o ar-
mazenadas e executadas pelo processador. Os valores de entrada, sa´ıda
e os resultados das operac¸o˜es do CLP sa˜o tambe´m armazenados nesta
a´rea. A a´rea de memo´ria, que conte´m o programa de controle, pode ser
alterada, ou reprogramada, para adaptar ao programa de controle as
mudanc¸as de procedimentos de linhas de produc¸a˜o, ou para controlar
novos sistemas.
O sistema de entradas e sa´ıdas (I/O) fornece a conexa˜o f´ısica
entre a CPU e os dispositivos externos que transmitem e recebem os
sinais digitais. Atrave´s de diversos circuitos de interface e dispositivos,
o controlador monitora e avalia grandezas f´ısicas (proximidade, posic¸a˜o,
movimento, n´ıvel, temperatura, pressa˜o, corrente, tensa˜o, entre outras)
associadas com uma ma´quina ou processo. Baseado no estado dos dis-
positivos monitorados ou valores do processo medidos, a CPU envia
comandos que controlam os dispositivos no ambiente externo.
Os mo´dulos de entradas analo´gicas do CLP sa˜o usados em aplicac¸o˜es
onde os sinais fornecidos pelos dispositivos sa˜o cont´ınuos, como por
exemplo, a temperatura, que e´ um sinal analo´gico. Diferentemente dos
sinais digitais, que possuem somente dois estados, os sinais analo´gicos
apresentam um nu´mero infinito de estados. As interfaces de entrada
analo´gicas teˆm ainda a func¸a˜o de converter sinais analo´gicos cont´ınuos
em valores discretos, que podem ser interpretados pelos processadores
dos CLPs.
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Por fim, outro componente de hardware importante, sa˜o os dispo-
sitivos de programac¸a˜o. A maioria dos CLPs usa uma forma de progra-
mar parecida, utilizando as linguagens de programac¸a˜o, normalmente,
definidas pela norma IEC. As principais diferenc¸as na forma de pro-
gramar os CLPs esta˜o nos mecanismos utilizados para inserir um pro-
grama no CLP, estes mecanismos podem variar muito de acordo com o
fabricante. Normalmente, cada fabricante disponibiliza aos usua´rios os
dispositivos de programac¸a˜o, que sa˜o equipamentos (ou softwares) de-
senvolvidos especialmente para a tarefa de programar um CLP. Os dis-
positivos de programac¸a˜o podem ser basicamente: mini-programadores
(programadores manuais) ou computadores pessoais [1] [39] [27] [24].
2.2 Modelo de software do CLP
Apo´s a apresentac¸a˜o dos elementos de hardware, que constituem
a arquitetura ba´sica, nesta sec¸a˜o sa˜o apresentados os conceitos relacio-
nados ao software dos CLPs. A norma IEC 61131-3 [26] descreve um
modelo de software proposto. O modelo e´ composto basicamente por
uma configurac¸a˜o, recursos, tarefas e programas. A Fig. 2.4 ilustra uma
visa˜o geral deste modelo.
Figura 2.4: Modelo de software [26].
De acordo com o modelo de software, na configurac¸a˜o ocorre a
formulac¸a˜o de um programa completo de CLP, requerido para resolver
um problema particular de controle. Uma configurac¸a˜o e´ especificada
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para um tipo particular de sistema de controle, incluindo os recursos
de hardware. Para uma dada configurac¸a˜o pode-se definir um ou mais
recursos, permitindo a execuc¸a˜o paralela de programas de controle. Os
recursos correspondem a uma facilidade de processamento que e´ capaz
de executar programas baseados no padra˜o IEC. Para um dado recurso,
uma ou va´rias tarefas podem ser definidas. As tarefas controlam a
execuc¸a˜o de um conjunto de programas e/ou blocos de func¸a˜o. Es-
tas podem ser executadas periodicamente, ou na ocorreˆncia de algum
evento. Os programas sa˜o constru´ıdos a partir de elementos diferentes
de software, como func¸o˜es ou blocos de func¸o˜es, e escritos em qualquer
linguagem definida pela norma IEC.
Para o CLP convencional que conte´m um recurso e executa uma
u´nica tarefa, controlando um u´nico programa, executado em malha fe-
chada, a utilizac¸a˜o do padra˜o IEC 61131-3 oferece mais possibilidades
de programac¸a˜o, ou seja, abre novas perspectivas, incluindo multipro-
cessamento e programas de execuc¸a˜o controlados por evento [26].
Ha´ treˆs variac¸o˜es de como programar os CLPs, de acordo com
a norma: func¸o˜es, blocos de func¸a˜o e programa. Essas formas de pro-
gramac¸a˜o sa˜o descritas, com mais detalhes, nas pro´ximas sec¸o˜es.
2.2.1 Func¸o˜es
As func¸o˜es teˆm uma semaˆntica semelhante a`quelas utilizadas em
linguagens funcionais tradicionais, e retornam diretamente um u´nico va-
lor de sa´ıda. No entanto, para ale´m de um ou mais valores de entrada
(equivalente aos valores passados como varia´veis), a func¸a˜o tambe´m
pode ter paraˆmetros utilizados como sa´ıdas (o equivalente a passar
varia´veis como refereˆncias), ou como entrada e sa´ıda simultaneamente.
A apresentac¸a˜o de mais exemplos e a descric¸a˜o de algumas func¸o˜es sera˜o
tratadas nas sec¸o˜es sobre as linguagens de CLPs. A Fig. 2.5 mostra
um exemplo de func¸a˜o, graficamente (utilizado pela linguagem FBD)
e textualmente (utilizado pela linguagem ST), que soma os valores das
varia´veis B, C e D e atribui o resultado na varia´vel A.
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Figura 2.5: Exemplo de func¸a˜o [26].
2.2.2 Blocos de func¸a˜o
Os blocos de func¸a˜o representam um conjunto de func¸o˜es de con-
trole especializadas. Eles conteˆm dados e algoritmo, e possuem uma
interface bem definida. Permite separar bem os n´ıveis de programac¸a˜o
e manutenc¸a˜o. Os blocos de func¸a˜o sa˜o instanciados como varia´veis,
cada um com sua pro´pria co´pia do estado do bloco de func¸a˜o. A func¸a˜o
padra˜o de um bloco de func¸a˜o na˜o devolve qualquer valor diretamente,
mas pode ter paraˆmetros para passar dados como entrada, sa´ıda ou bi-
direcional. A Fig. 2.6 mostra um exemplo de bloco de func¸a˜o chamado
Debounce, que serve para protec¸a˜o contra trocas de valores dos conta-
tos ele´tricos, que e´ constitu´ıdo por uma interface externa e as func¸o˜es
que compo˜em o corpo do bloco de func¸o˜es, de forma textual e gra´fica,
onde primeiramente sa˜o definidos os tipos de varia´veis que compo˜em os
blocos, e depois a ligac¸o˜es entre as func¸o˜es para executar o controle. As
func¸o˜es espec´ıficas sera˜o tratadas nas sec¸o˜es sobre as linguagens.
2.2.3 Programas
Os tipos de programas sa˜o muito semelhantes aos de blocos de
func¸a˜o, com a diferenc¸a de que estes so´ podem ser instanciados dentro de
uma configurac¸a˜o, e na˜o dentro de outras func¸o˜es, blocos de func¸a˜o ou
tipos de programa, pois esta˜o em uma hierarquia acima dos demais de
acordo com o modelo de software proposto pela norma. Um programa,
tipicamente, consiste em um conjunto de func¸o˜es e blocos de func¸a˜o,
que podem trocar dados. As func¸o˜es e blocos de func¸o˜es sa˜o blocos de
construc¸a˜o ba´sicos, contendo uma estrutura de dados e um algoritmo.
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Figura 2.6: Exemplo de bloco de func¸a˜o [26].
A norma IEC 61131-3 [26] define uma grande variedade de func¸o˜es
e blocos funcionais, e todos operam com varia´veis. Cada varia´vel, em
um programa, deve permitir armazenar um determinado tipo de dado,
e todos os tipos de dados sa˜o definidos pela norma. Eles esta˜o relaciona-
dos com o tipo de informac¸a˜o recebida pelo CLP, tais como informac¸o˜es
bina´rias, nu´meros reais, entre outros tipos, dos mais variados de in-
formac¸a˜o. As func¸o˜es sa˜o operac¸o˜es que manipulam estes dados, tais
como comparac¸a˜o, inversa˜o e adic¸a˜o. Os blocos funcionais sa˜o conjuntos
de func¸o˜es, arranjadas na forma de instruc¸o˜es, criados para trabalhar
com blocos de dados. As varia´veis globais podem ser usadas por qual-
quer programa na aplicac¸a˜o, enquanto as varia´veis locais podem ser
usadas somente por um programa espec´ıfico.
O padra˜o IEC permite tambe´m que os programadores e fabrican-
tes de CLPs definam seus pro´prios elementos de programac¸a˜o. Portanto,
a norma na˜o define um conjunto fixo e r´ıgido de blocos e elementos para
programac¸a˜o, pore´m estabelece um conjunto mı´nimo ba´sico de compo-
nentes que as linguagens devem seguir, e ainda permite o acre´scimo de
elementos adicionais conforme as caracter´ısticas do CLP e da aplicac¸a˜o
em que ele sera´ utilizado. Os fabricantes na˜o sa˜o obrigados a seguir a
norma, mas a sua adesa˜o, dependendo do grau de conformidade, garante
um certificado segundo o padra˜o IEC [24] [27].
Os treˆs tipos de blocos de programac¸a˜o podem ser programados
2.3. Linguagens de programac¸a˜o da norma IEC 61131-3 17
em uma das duas linguagens textuais (IL e ST), ou uma das duas lin-
guagens gra´ficas (LD e FBD), discutidas nas pro´ximas sec¸o˜es. A norma
tambe´m define uma linguagem gra´fica para especificac¸a˜o de ma´quinas
de estado chamada de SFC (Sequ¨encial Function Chart), baseada prin-
cipalmente em Grafcet, que tambe´m pode ser usada em blocos de func¸a˜o.
Uma vez que uma ma´quina de estados implica na manutenc¸a˜o do es-
tado, SFCs na˜o podem ser usados para programar essas func¸o˜es, pois
estas sa˜o programadas nas outras linguagens da norma e integradas no
SFC [26] [47].
Dentre as principais vantagens da norma IEC 61131-3, para a pro-
gramac¸a˜o de CLPs, e´ poss´ıvel destacar a facilidade que o programador
tem em estruturar e modularizar a programac¸a˜o de CLPs em elementos
funcionais ou unidades de organizac¸a˜o de programas, bem como poder
definir a linguagem em que ira´ programar determinada parte do projeto,
ale´m de que, aprendendo as linguagens da norma, pode-se usar este co-
nhecimento em diferentes ambientes de programac¸a˜o. Ale´m disso, o mo-
delo de software permite a reutilizac¸a˜o de co´digo atrave´s da utilizac¸a˜o
de biblioteca de blocos funcionais, facilitando o desenvolvimento, im-
plantac¸a˜o e manutenc¸a˜o dos sistemas, e aumentando a sua qualidade.
Os programas, ou parte deles, podera˜o ser trocados entre os ambientes
de programac¸a˜o atrave´s da importac¸a˜o e exportac¸a˜o de mo´dulos [27].
2.3 Linguagens de programac¸a˜o da norma
IEC 61131-3
A norma IEC 61131-3 define quatro linguagens de programac¸a˜o
de CLPs, e suas sintaxes e semaˆnticas foram definidas eliminando a pos-
sibilidade de dialetos. A Fig. 2.7 apresenta um exemplo com as quatro
linguagens que descrevem a mesma lo´gica de programa. As linguagens
definidas consistem em duas textuais e duas gra´ficas:
• Textuais: Lista de Instruc¸o˜es (IL) e Texto Estruturado (ST);
• Gra´ficas: Diagrama Ladder (LD) e Diagrama de Blocos de Func¸a˜o
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(FBD).
Figura 2.7: Exemplos de linguagens de CLP [19].
A escolha da linguagem de programac¸a˜o de CLP depende:
• da formac¸a˜o do programador;
• do problema a resolver;
• do n´ıvel de descric¸a˜o do problema;
• da estrutura do sistema de controle;
• da interface com outros usua´rios.
Adicionalmente, a norma inclui uma estrutura que permite a
programac¸a˜o similar a` Grafcet, este recurso e´ chamado Diagrama de
Func¸o˜es Sequ¨enciais (SFC). O SFC e´ muitas vezes considerado como
uma linguagem de programac¸a˜o da norma IEC 61131-3, mas de fato,
ele e´ uma ferramenta que permite criar programas de forma organizada
usando as quatro linguagens de programac¸a˜o definidas pela norma.
A norma IEC 61131-3 estabelece um me´todo de programac¸a˜o em
blocos gra´ficos ou orientados a objetos. Este me´todo aumenta a flexibi-
lidade na criac¸a˜o e depurac¸a˜o de programas para os CLPs. O me´todo
permite que sec¸o˜es de um programa sejam agrupadas individualmente
como tarefas, as quais podem ser facilmente interligadas com o restante
do programa. Assim, um programa completo, que siga a norma, pode ser
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formado por diversas tarefas pequenas, representando um bloco gra´fico
dentro de um SFC. Pela norma, e´ poss´ıvel a combinac¸a˜o de linguagens
durante a criac¸a˜o de um programa de controle no CLP. Este recurso
facilita as tarefas de programac¸a˜o e depurac¸a˜o nos CLPs, ja´ que torna
poss´ıvel implementar cada soluc¸a˜o de controle atrave´s da linguagem de
programac¸a˜o mais apropriada.
A seguir sera´ feita uma descric¸a˜o de cada uma das linguagens de
programac¸a˜o definidas pela norma IEC 61131-3. E´ importante notar
que, quando se programa um CLP, que respeite a norma, qualquer uma
das linguagens pode ser utilizada, tanto de forma u´nica, como agrupa-
das. Quando usadas de forma conjunta, normalmente utiliza-se o SFC
para estruturar as sequ¨eˆncias lo´gicas do programa [26].
2.3.1 Lista de instruc¸o˜es (IL)
Como explicado anteriormente, as linguagens de programac¸a˜o de
CLP podem ser classificadas de duas formas. Primeiramente, a norma
apresenta duas linguagens textuais. Uma delas e´ a linguagem Lista de
Instruc¸o˜es (IL - Instruction List). A IL teve sua origem na Europa e
se assemelha ao assembler (linguagem de ma´quina). E´ uma linguagem
de baixo n´ıvel, e e´ recomendada para pequenas aplicac¸o˜es e otimizac¸o˜es
de co´digo, bem como em aplicac¸o˜es que necessitam de otimizac¸a˜o na
velocidade de execuc¸a˜o do programa ou de alguma rotina espec´ıfica.
A Fig. 2.8 mostra um exemplo de programa em IL, que faz a
operac¸a˜o lo´gica and entre as varia´veis b1, b2 e not b3. O resultado
corrente e´ mantido em um registrador de resultado e a u´ltima instruc¸a˜o
armazena o valor do registrador de resultado na varia´vel b0. No Anexo
A.1 sa˜o apresentados os principais operadores e instruc¸o˜es da IL de
acordo com a norma IEC 61131-3.
2.3.2 Texto estruturado (ST)
A outra linguagem textual definida pela norma e´ o Texto Estru-
turado (ST - Structured Text). E´ uma linguagem de alto n´ıvel, que
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Figura 2.8: Exemplo de um programa em IL.
conte´m instruc¸o˜es similares as das linguagens Ada, Pascal e C. Esta
linguagem conteˆm todos os elementos ba´sicos de uma linguagem de pro-
gramac¸a˜o estruturada, incluindo os condicionais (if-then-else e case of )
e iterac¸o˜es (for, while e repeat). O ST e´ apropriado para a definic¸a˜o de
blocos funcionais complexos, os quais podem ser usados em qualquer ou-
tra linguagem da norma. Ale´m disso, e´ ideal para expressar a tomada
de deciso˜es, declarar varia´veis e configurac¸o˜es, calcular, implementar
algoritmos, definir ac¸o˜es, utilizar literais, entre outros [3].
A linguagem ST e´ extremamente u´til para a execuc¸a˜o de roti-
nas como a gerac¸a˜o de relato´rios, em que as instruc¸o˜es explicam exa-
tamente o que esta´ sendo feito. Deve-se ressaltar que o ST pode ser
tambe´m usado para encapsular, ou criar, um bloco funcional que rea-
lizara´ uma determinada tarefa disparada por uma lo´gica de controle.
Este bloco funcional pode assim ser utilizado inu´meras vezes por todo
o programa de controle. A programac¸a˜o usando a linguagem ST e´, par-
ticularmente, conveniente nas aplicac¸o˜es que envolvem manipulac¸a˜o de
dados, computac¸a˜o com ordenac¸a˜o e com uso intensivo de matema´tica
com valores de ponto flutuante. O ST tambe´m e´ a melhor escolha para
a implementac¸a˜o de controles com inteligeˆncia artificial, lo´gica fuzzy e
controles com tomadas de decisa˜o. No Anexo A.2 sa˜o apresentados os
principais operadores e instruc¸o˜es do ST [26].
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2.3.3 Diagrama de blocos de func¸a˜o (FBD)
A outra forma de classificac¸a˜o sa˜o as linguagens gra´ficas, que
da mesma forma como as textuais, possuem duas linguagens descri-
tas pela norma IEC. Uma delas e´ a linguagem Diagrama de Blocos
de Func¸a˜o (FBD - Function Block Diagram) que expressa o comporta-
mento de func¸o˜es, blocos funcionais e programas, como um conjunto de
blocos gra´ficos interligados, da mesma forma que os diagramas de cir-
cuitos eletroˆnicos. O FBD e´ bastante usado na indu´stria de processos e
tem a caracter´ıstica do fluxo de sinais entre os elementos de processa-
mento. Esta linguagem e´ adequada para controle discreto, sequ¨encial e
regulato´rio, e possui uma representac¸a˜o de fa´cil interpretac¸a˜o, ale´m dos
blocos serem expans´ıveis, de acordo com o nu´mero de paraˆmetros de en-
trada. Estes blocos sa˜o disparados por paraˆmetros externos, enquanto
os algoritmos internos permanecem ocultos [11].
A norma IEC 61131-3 [26] estabelece a forma gra´fica de como re-
presentar os blocos e as regras para a sua interligac¸a˜o. A norma tambe´m
estabelece uma determinada quantidade de blocos padra˜o, que devem
ser disponibilizados por todos os sistemas que permitam a programac¸a˜o
com FBD. Entretanto, a norma deixa livre aos fabricantes de CLPs
disponibilizarem outros tipos de blocos, que possam controlar recursos
especiais dispon´ıveis nos CLPs. E´ permitida tambe´m a possibilidade
dos usua´rios criarem seus pro´prios blocos, de acordo com os requisitos
dos programas de controle. A vantagem em criar blocos funcionais e´
que eles podem ser constru´ıdos a partir da ligac¸a˜o de outros blocos,
ou utilizando uma das outras linguagens de programac¸a˜o para CLPs,
o que cria uma grande flexibilidade na programac¸a˜o por FBD. O en-
capsulamento permite que um usua´rio crie novos blocos funcionais, e os
armazene em uma biblioteca, podendo ser utilizados diversas vezes no
mesmo programa de controle, ou ate´ mesmo em outros programas de-
senvolvidos por outros programadores. Os blocos personalizados podem
ser utilizados em conjunto com os blocos padra˜o, podendo ser integrados
tambe´m em programas com a linguagem LD, descrita na pro´xima sec¸a˜o
[26]. A Fig. 2.9 ilustra parte de um exemplo de FBD para um controle
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dos sinais atrave´s de portas lo´gicas and e or. As lo´gicas permitem a
seguranc¸a do sistema entre os sinais para ligar, desligar, permisso˜es e
defeitos. No Anexo A.3 sa˜o apresentados os principais blocos de func¸a˜o
para o FBD.
Figura 2.9: Exemplo de um programa em FBD [27].
2.3.4 Diagrama Ladder (LD)
A outra linguagem gra´fica definida pela norma e´ o Diagrama Lad-
der (LD - Ladder Diagram). Esta linguagem teve origem nos EUA e e´
baseada na representac¸a˜o gra´fica da lo´gica de rele´s, ou seja, no diagrama
ele´trico de contatos e foi a primeira linguagem para CLPs. Adequada
para expresso˜es combinacionais e sequenciais (intertravamento), ela uti-
liza ainda blocos de func¸a˜o para controle regulato´rio e func¸o˜es especiais.
O LD e´ um conjunto de instruc¸o˜es representadas por s´ımbolos gra´ficos.
Estes s´ımbolos sa˜o ligados, de tal forma, a se obter uma lo´gica de con-
trole, a qual e´ armazenada na memo´ria de aplicac¸a˜o do CLP. A funcio-
nalidade principal de um programa em LD e´ de controlar as sa´ıdas de
um CLP atrave´s da ana´lise lo´gica de suas entradas (lo´gica and e or) e
de operac¸o˜es sobre elas. Estes diagramas utilizam passos denominados
rungs (degraus de escada) para atingir este objetivo. Geralmente um
rung, onde ocorre o fluxo do sinal, consiste em um conjunto de condic¸o˜es
de entrada, representadas por instruc¸o˜es de contatos (contacts), ligados
em uma instruc¸a˜o de sa´ıda no final, esta representada por um s´ımbolo
de bobina (coil).
A evoluc¸a˜o, ao longo dos anos, da linguagem LD original, adi-
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cionou a ela um grande conjunto de novas instruc¸o˜es, que podem ser
representadas por interme´dio de blocos funcionais (por exemplo, tem-
porizadores e contadores). O uso destes blocos funcionais aumenta a fle-
xibilidade e o poder de programac¸a˜o da linguagem LD ba´sica. Quando
um programa LD conte´m um bloco funcional, as instruc¸o˜es de contato
sa˜o utilizadas para representar as condic¸o˜es de entrada que selecionam
ou habilitam o bloco. Um bloco pode ter uma ou mais entradas que
controlam sua operac¸a˜o. Ale´m disso, os blocos funcionais podem ter
uma ou mais bobinas de sa´ıda, que representam o estado da func¸a˜o que
esta´ sendo executada pelo bloco [26].
2.3.4.1 Elementos ba´sicos do LD
A Fig. 2.10 apresenta os elementos ba´sicos (contatos e bobinas)
que compo˜em a linguagem LD de acordo com a norma IEC-61131-3,
juntamente com suas explicac¸o˜es. A Fig. 2.11 apresenta os contatos
e bobinas especiais, sens´ıveis a borda de subida e descida [26]. A Fig.
2.12 ilustra um exemplo simples de programa em LD, que tem o se-
guinte comportamento: quando a entrada A e´ acionada as sa´ıdas C e D
permanecem ligadas, quando B e´ ativado as sa´ıdas sa˜o desligadas.
2.3.4.2 Blocos funcionais do LD
Como descrito anteriormente, a linguagem LD, ale´m de conta-
tos e bobinas, possui blocos funcionais, ou simplesmente chamados de
func¸o˜es. Os mais utilizados em LD, e que merecem destaque, sa˜o os
blocos temporizadores e contadores. O bloco temporizador TON (Ti-
mer on-delay) consiste em, a partir do momento da ativac¸a˜o da entrada
IN, ativar a sa´ıda Q depois que a contagem do tempo atingir o valor
determinado em PT. A sa´ıda Q permanecera´ ativa enquanto a entrada
IN permanecer ativa, caindo para zero se a entrada tambe´m for para
zero antes de atingir PT. A Fig. 2.13 mostra o bloco TON e o seu o
comportamento graficamente.
O bloco temporizador TOF (Timer off-delay) funciona de forma
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diferente, pois consiste em, a partir do momento da ativac¸a˜o da entrada
IN, ativar a sa´ıda Q imediatamente, e no momento que desativar a
entrada IN, contar o tempo determinado em PT e desativar a sa´ıda
Q. Se a entrada for para zero antes do tempo determinado em PT, a
sa´ıda permanece ativa. A Fig. 2.14 mostra o bloco TOF e o seu o
comportamento graficamente.
O bloco contador CTU (up-counter) consiste de, a cada ativac¸a˜o
Figura 2.10: Contatos e bobinas da linguagem LD [26].
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Figura 2.11: Contatos e bobinas sens´ıveis a bordas do LD [26].
Figura 2.12: Exemplo simples de programa em LD.
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Figura 2.13: Bloco funcional TON e o seu diagrama temporal do compor-
tamento [26].
Figura 2.14: Bloco funcional TOF e o seu diagrama temporal do compor-
tamento [26].
da entrada de CTU, incrementar a varia´vel CV. Quando o valor de CV
for igual ao determinado na varia´vel PV, enta˜o a sa´ıda Q e´ ativada, caso
contra´rio permanece desligada. Antes disso, se a varia´vel R for ativada,
zera o contador. A Fig. 2.15 ilustra o bloco funcional CTU, de forma
gra´fica e o algoritmo da func¸a˜o, de forma textual.
A linguagem LD pode tambe´m apresentar saltos (jumps) no pro-
grama, representados por labels. Na varredura do rung, quando o label
e´ encontrado, o CLP executa o trecho de programa a partir dele e volta
para o pro´ximo rung da execuc¸a˜o normal de onde foi chamado, atrave´s
da instruc¸a˜o return. Os elementos apresentados nesta sec¸a˜o constituem
o diagrama Ladder ba´sico e esta˜o descritos pela norma IEC 61131-3
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Figura 2.15: Bloco funcional CTU, de forma gra´fica e textual [26].
[26]. Cada fabricante de CLP tambe´m e´ livre para acrescentar mais ele-
mentos, como blocos funcionais especiais, conforme cada necessidade.
No Anexo A.3 sa˜o apresentados outros blocos de func¸a˜o para o LD.
2.3.5 Diagrama de func¸o˜es sequenciais (SFC)
O Diagrama de Func¸o˜es Sequenciais (SFC - Sequential Function
Chart) representa graficamente o comportamento sequencial de um pro-
grama de CLP. Esta linguagem teve, basicamente, sua origem nas redes
de Petri e na linguagem Grafcet, com algumas alterac¸o˜es necessa´rias
para converter a representac¸a˜o de uma documentac¸a˜o padra˜o para um
conjunto de elementos de controle de execuc¸a˜o. O SFC organiza a estru-
tura interna do programa e auxilia a decompor o problema de controle
em partes menores, enquanto mante´m a sua visa˜o geral.
O SFC consiste em passos, ou etapas, interligados por blocos
de ac¸o˜es e transic¸o˜es. Cada etapa representa um estado particular do
sistema. Uma transic¸a˜o e´ associada a uma condic¸a˜o, a qual, quando
verdadeira, causa a desativac¸a˜o do passo anterior e a ativac¸a˜o do passo
seguinte. Os passos sa˜o ligados por blocos de ac¸o˜es, desempenhando
uma determinada ac¸a˜o de controle. Cada elemento pode ser progra-
mado em qualquer linguagem da norma IEC 61131-3. E´ poss´ıvel o uso
de sequeˆncias alternativas ou paralelas, por exemplo, uma sequeˆncia e´
usada para o processo prima´rio e a segunda para a monitorac¸a˜o das
restric¸o˜es operacionais [3] [26].
Como descrito anteriormente, a linguagem SFC e´ baseada no
Grafcet. No Grafcet, quando uma etapa esta´ ativa, o processador varre
a lo´gica de entrada e sa´ıda pertinente a`s ac¸o˜es da etapa, bem como a
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lo´gica para a transic¸a˜o posterior a etapa. Assim como no Grafcet, o
SFC descreve um fluxo de controle e pode ser programado para traba-
lhar diretamente com temporizac¸o˜es e diagramas de eventos. A maior
diferenc¸a entre o Grafcet e o SFC e´ que o Grafcet permite somente
comandos de ac¸o˜es escritos, tais como abrir va´lvula, para ligar ou desli-
gar dispositivos. O SFC permite implementar ac¸o˜es de diversas formas,
usando as linguagens IL, ST, FBD e LD, ou uma combinac¸a˜o entre elas.
Os SFCs podem ser interpretados como objetos de construc¸a˜o
de blocos, usados para criar a estrutura ba´sica de todo o programa de
controle, enquanto as outras linguagens podem ser usadas para imple-
mentar os detalhes dentro do SFC. Os SFCs podem ter as macro-etapas,
as quais permitem um SFC principal ter outro SFC como ac¸a˜o de uma
etapa [26]. A Fig. 2.16 ilustra um exemplo de SFC de comando de um
sistema de produc¸a˜o onde, a partir do passo inicial, ocorre uma transic¸a˜o
para o passo carregamento de mate´ria-prima, que executa uma func¸a˜o
em LD. A partir disso, atrave´s de suas transic¸o˜es, pode ocorrer o passo
carregamento de lix´ıvia, ou gerac¸a˜o de vapor, que executa blocos de
func¸a˜o.
Figura 2.16: Exemplo de aplicac¸a˜o do SFC [27].
2.4. Um ambiente de programac¸a˜o de CLP 29
2.4 Um ambiente de programac¸a˜o de CLP
Para editar os programas para CLP, a PLCOpen, promotora da
norma IEC 61131, desenvolve e mante´m o ambiente de programac¸a˜o
PLCOpen Editor, que faz parte do conjunto de ferramentas do ambi-
ente Beremiz. Uma das principais atividades da PLCopen esta´ focada
na divulgac¸a˜o do padra˜o IEC 61131-3, a u´nica norma mundial para
programac¸a˜o de controladores industriais. A norma harmoniza a forma
como as pessoas projetam e operam os controles industriais, padro-
nizando a interface de programac¸a˜o. Uma interface de programac¸a˜o
padronizada permite que indiv´ıduos com diferentes formac¸o˜es e habili-
dades possam criar diferentes elementos de um programa em diferentes
esta´gios do ciclo de vida do software: especificac¸a˜o, projeto, imple-
mentac¸a˜o, teste, implantac¸a˜o e manutenc¸a˜o.
A PLCopen e´ uma organizac¸a˜o ativa no controle industrial, e
esta´ criando uma eficieˆncia para o desenvolvimento do software apli-
cativo: em um u´nico projeto, assim como em um alto volume de pro-
dutos. E´ embasada em ferramentas livres (co´digo aberto) para CLPs,
para as quais extenso˜es esta˜o sendo definidas, como bibliotecas para se-
guranc¸a, especificac¸a˜o XML, n´ıveis de reutilizac¸a˜o e conformidade. A
organizac¸a˜o faz so´lidas contribuic¸o˜es para a comunidade, estendendo a
independeˆncia entre o software e o hardware, assim como a reutilizac¸a˜o
de co´digo e integrac¸a˜o com ferramentas externas de software. A PLCo-
pen vem desenvolvendo um formato de troca padronizado, baseado em
XML, mas sua utilizac¸a˜o na˜o e´ obrigato´ria. Os sistemas que entendem
esse formato podem ainda receber o certificado de reusabilidade que
indica que seus programas podem ser reutilizados em outros sistemas.
A compra de um CLP compat´ıvel com a IEC 61131-3 exige uma se´rie
de crite´rios. Como na˜o e´ poss´ıvel exigir de nenhum fabricante o cum-
primento integral da norma, e´ necessa´rio definir com clareza qual sub-
conjunto da norma e´ utilizado. Uma forma de garantir o atendimento
mı´nimo a`s caracter´ısticas e´ verificar se o produto possui a certificac¸a˜o
PLCOpen correspondente [40].
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O projeto Beremiz [47], mantido pela PLCOpen, conte´m um am-
biente de desenvolvimento integrado, com o editor para as linguagens
da norma IEC, um compilador para a linguagem C, comunicac¸a˜o com
interfaces para os dispositivos I/O e interfaces gra´ficas para interac¸a˜o
homem-ma´quina. A Fig. 2.17 ilustra uma visa˜o geral graficamente da
composic¸a˜o do ambiente Beremiz, com os editores para CLP, o compi-
lador C e a sa´ıda para os hardwares.
Figura 2.17: Visa˜o geral do projeto Beremiz.
O editor gra´fico PLCOpen Editor e´ um editor das cinco lingua-
gens de CLPs descritas pela norma, seguindo a` especificac¸a˜o definida
pela PLCOpen. Ale´m de estar totalmente de acordo com a norma, o
editor e´ uma ferramenta livre, gerando como sa´ıda arquivos padroni-
zados e com a possibilidade de integrac¸a˜o com as demais ferramentas
do projeto Beremiz. A especificac¸a˜o utilizada pela ferramenta define
uma grama´tica XML que descreve as linguagens da norma IEC 61131-
3. Todos os programas escritos neste ambiente geram arquivos XML, de
acordo com esta grama´tica. E´ enta˜o poss´ıvel a troca com outros projetos
de editores IEC que estejam de acordo com o padra˜o PLCOpen.
Os editores gra´ficos SFC, FBD e LD permitem ao usua´rio inserir
e apagar graficamente elementos de programac¸a˜o, de forma a na˜o permi-
tir ao usua´rio a introduc¸a˜o ilegal no layout do projeto. Estes programas
sa˜o, portanto, sempre corretos sintaticamente, embora possam estar in-
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completos. Por exemplo, o editor SFC (Fig. 2.18) preveˆ um conjunto
de ferramentas, com as quais, inserem passos, transic¸o˜es e blocos com
ac¸o˜es. A inserc¸a˜o destes elementos (exceto o passo inicial) deve ser re-
ferenciada anteriormente para um elemento do SFC. Por exemplo, para
inserir uma transic¸a˜o, o usua´rio deve selecionar o primeiro passo para
a qual ele sera´ associado. Da mesma forma, para inserir um primeiro
passo, o usua´rio deve selecionar uma etapa de transic¸a˜o. No caso de um
passo ser selecionado, o editor insere automaticamente uma transic¸a˜o
entre as fases [47].
Figura 2.18: Exemplo de utilizac¸a˜o do editor SFC [47].
O editor LD segue a mesma filosofia. A criac¸a˜o de um novo
patamar implica a inserc¸a˜o de uma sa´ıda de rele´ (bobina). No rung,
so´ e´ permitido ao usua´rio introduzir novos elementos, de tal forma a
produzir outro estado va´lido. Ja´ os editores de linguagem textual, IL
e ST, incluem o destaque da sintaxe do co´digo, e auto-conclusa˜o de
palavras-chave e varia´veis de nomes. Os erros simples de sintaxe sa˜o
destacados, no entanto (e ao contra´rio dos editores gra´ficos), o co´digo
pode ser salvo com a sintaxe e/ou erros semaˆnticos de construc¸o˜es.
O usua´rio interage com o ambiente IEC atrave´s de uma interface
gra´fica. Esta interface permite que o usua´rio crie um projeto constitu´ıdo
por va´rias unidades de organizac¸a˜o de programas. Estes esta˜o listados
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em uma a´rvore de exibic¸a˜o do lado esquerdo do painel do IDE (Integrated
Development Environment). Cada POU (unidade de organizac¸a˜o de
programa), na a´rvore, pode ser expandido para mostrar suas varia´veis
de interface, bem como todas as varia´veis internas. Os POUs podem
ainda ser programados em qualquer uma das linguagens IEC 61131-3,
utilizando uma linguagem adequada no editor que fica no painel do lado
direito do IDE [47].
A ferramenta possui um mo´dulo que e´ responsa´vel por traduzir
de linguagem gra´fica (FBD e LD) em ST. Esta parte esta´ integrada no
editor gra´fico, mas pode ser utilizado independentemente. A conversa˜o
e´ tambe´m condicionada pelo modo debug opcional, que acrescenta as
informac¸o˜es necessa´rias no co´digo gerado. Esta informac¸a˜o sera´ enta˜o
utilizada em tempo de execuc¸a˜o para garantir o feedback aos usua´rios.
O PLCOpen Editor gera como sa´ıda arquivos no formato XML.
Todos os programas (em uma das linguagens descritas pela norma IEC
61131-3) editados no ambiente de programac¸a˜o sa˜o transformados em
arquivos com a extensa˜o .xml. Esses arquivos podem ser analisados
atrave´s de um navegador de internet, ou pela pro´pria ferramenta PL-
COpen Editor da mesma forma que foi editado. O co´digo XML e´ orga-
nizado de acordo com o esquema mostrado na Fig. 2.19.
Figura 2.19: Estrutura do co´digo XML [48].
Na parte de fileHeader (cabec¸alho do arquivo) e contentHeader
(conteu´do do cabec¸alho) esta˜o as informac¸o˜es sobre a criac¸a˜o do ar-
quivo, como nome do projeto, nome do criador do projeto, versa˜o, data,
descric¸a˜o, entre outros. Ainda na parte de cabec¸alho ficam as coorde-
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nadas (posic¸a˜o na tela) e escalas dos blocos e elementos que compo˜e as
func¸o˜es e programas do projeto. Em types (tipos) sa˜o especificados os ti-
pos de dados usados no projeto de acordo com a unidade de organizac¸a˜o
do programa e todos os detalhes das varia´veis utilizadas. Em instances
(ocorreˆncias) esta˜o as configurac¸o˜es e as utilizac¸o˜es de recursos e tarefas
[48].
No arquivo XML, gerado pelo editor LD, na descric¸a˜o dos ele-
mentos, esta´ identificado o nome do elemento que esta´ sendo utilizado.
Basicamente existem duas formas de disposic¸a˜o dos elementos em LD,
que caracteriza a lo´gica entre eles. Eles podem estar relacionados de
forma and (em se´rie) e/ou or (em paralelo). No arquivo XML, esta
relac¸a˜o entre os elementos e´ feita atrave´s da posic¸a˜o em que eles se en-
contram. Isto e´ feito atrave´s do elemento da esquerda como refereˆncia,
ou seja, cada elemento tem como identificac¸a˜o o elemento que esta´ po-
sicionado na sua esquerda, pois segue a lo´gica de varredura do rung (de
cima para baixo, da esquerda para a direita). Quando dois elementos
teˆm a mesma refereˆncia e ambos sa˜o a mesma refereˆncia para outro
elemento, enta˜o esta˜o ligados de forma or. Quando uma das condic¸o˜es
anteriores na˜o e´ satisfeita, enta˜o ele esta´ ligado de forma and.
A Fig. 2.20 representa um exemplo simples de programa editado
no PLCOpen Editor e a Fig. 2.21 a correspondeˆncia do mesmo exemplo
em XML. De acordo com a explicac¸a˜o anterior, no co´digo XML, os ele-
mentos sa˜o identificados atrave´s da varia´vel contact localId, a varia´vel
negated identifica que e´ um elemento NF (normalmente fechado, ou
seja, ativado com valor zero) e possui como refereˆncia (onde esta´ ligado)
a varia´vel connection refLocalId. As outras informac¸o˜es de posiciona-
mento e tamanho do elemento podem ser irrelevantes de acordo com a
aplicac¸a˜o.
2.5 Conclusa˜o do cap´ıtulo
Foi apresentada neste cap´ıtulo a importaˆncia da padronizac¸a˜o das
linguagens de CLP, por interme´dio da norma IEC 61131-3. Foi tambe´m
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Figura 2.20: Exemplo de programa no Editor LD.
apresentada uma visa˜o geral do CLP, com a arquitetura, modelo de
software e suas linguagens de programac¸a˜o, que pertencem a norma
IEC 61131-3 (IL, ST, FBD, LD e SFC), bem como algumas vantagens
da utilizac¸a˜o da norma. Finalizando o cap´ıtulo, foi descrito o ambiente
de programac¸a˜o PLCOpen Editor, pertencente ao ambiente Beremiz da
PLCOpen, que promove a norma IEC e que sera´ integrado na cadeia de
verificac¸a˜o desenvolvida neste trabalho.
A linguagem de entrada das cadeias de verificac¸a˜o deste trabalho
e´ a linguagem LD, que pertence a norma IEC. Para este trabalho, foi
escolhida apenas uma das linguagens, por ser a mais antiga e ampla-
mente utilizada para programar CLPs. Para trabalhos futuros, existe a
previsa˜o de que as outras linguagens da norma fac¸am parte do projeto.
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No cap´ıtulo anterior foram discutidos os aspectos relacionados
com a estrutura, linguagens e ambiente de programac¸a˜o dos CLPs, de
acordo com a norma IEC 61131-3. Neste cap´ıtulo sera´ tratada a mode-
lagem e verificac¸a˜o formal de programas para CLPs. Sera´ discutida a
verificac¸a˜o formal de sistemas, juntamente com as abordagens utilizadas
neste trabalho, bem como, os trabalhos relacionados com o uso de veri-
ficac¸a˜o em CLPs. Ale´m disso, sera´ discutida a proposta deste trabalho,
que se baseia na transformac¸a˜o de modelos da MDE (Engenharia diri-
gida a modelos). Tambe´m sera˜o apresentadas as cadeias de verificac¸a˜o
de CLPs, adotadas neste trabalho, e os elementos necessa´rios para o
entendimento dessa cadeia, como a linguagem intermedia´ria FIACRE e
os formalismos e ferramentas de verificac¸a˜o.
383. Modelagem e verificac¸a˜o formal de programas para CLPs
3.1 Verificac¸a˜o formal no desenvolvimento
de programas para CLPs
Inicialmente, e´ importante definir o escopo deste trabalho, que
e´ a verificac¸a˜o de propriedades de programas de CLP, escritos em LD.
A validac¸a˜o de programas escritos em LD, e nas outras linguagens de
CLP em geral, depende de testes manuais e simulac¸o˜es baseadas na
experieˆncia do projetista. Os simuladores podem ser usados apenas
para um nu´mero limitado de cena´rios. Entretanto, como o nu´mero de
varia´veis de entrada pode aumentar, podendo estas serem alteradas ale-
atoriamente, o nu´mero de cena´rios a serem testados cresce rapidamente.
A explosa˜o de estados e´ uma das principais limitac¸o˜es das abordagens
tradicionais de verificac¸a˜o.
A verificac¸a˜o formal e´ o ato de provar se um algoritmo ou sis-
tema esta´ correto de acordo com um conjunto especificado de proprie-
dades. Para isso, e´ necessa´ria a especificac¸a˜o formal dos requisitos, ou
propriedades previstas para o sistema, a modelagem formal do compor-
tamento operacional do sistema e um conjunto de regras que permitem
decidir se o sistema esta´ conforme as propriedades esperadas. Neste
trabalho, sa˜o utilizadas duas te´cnicas de verificac¸a˜o: model-checking e
equivaleˆncia. Para o model-checking e´ utilizada a lo´gica LTL para es-
pecificar as propriedades do sistema, uma traduc¸a˜o em FIACRE e TTS
(sistema de transic¸a˜o temporizado) do programa em LD e a ferramenta
TINA para verificar as propriedades em LTL sobre o sistema. Para
a equivaleˆncia, e´ utilizada a traduc¸a˜o do programa em LD do CLP em
FIACRE e LOTOS, e as especificac¸o˜es traduzidas para a linguagem LO-
TOS, para ser utilizado na ferramenta CADP. Este trabalho tem como
base o desenvolvimento de cadeias de verificac¸a˜o automa´tica de proprie-
dades comportamentais de programas descritos em LD. As propriedades
a serem verificadas sobre os programas em LD podem ser gene´ricas ou
espec´ıficas, isto e´, relacionadas ao modelo [20] [34].
As propriedades gene´ricas podem ser aplicadas a todos os mo-
delos de programas de LD, e podem ser representadas por interme´dio
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de propriedades como a acessibilidade, limitac¸a˜o, auseˆncia de deadlock,
vivacidade, sem ambigu¨idades e questo˜es de seguranc¸a. Outra proprie-
dade gene´rica que pode ser verificada em programas feitos em LD e´ a
auseˆncia de condic¸o˜es de corrida (race conditions). Uma condic¸a˜o de
corrida e´ uma situac¸a˜o indeseja´vel que ocorre quando um dispositivo
ou sistema tenta executar duas ou mais operac¸o˜es ao mesmo tempo,
porque de acordo com a natureza do sistema, as operac¸o˜es devem ser
feitas na sequeˆncia adequada para o correto funcionamento. A condic¸a˜o
de corrida ocorre quando, a partir de valores de entrada fixos, uma ou
mais sa´ıdas ficam alternando de valores constantemente [6].
As propriedades relacionadas ao modelo sa˜o espec´ıficas ao sistema
a ser verificado, e sa˜o normalmente especificadas pelas empresas por
interme´dio dos engenheiros que definem as especificac¸o˜es (propriedades)
desejadas. Elas esta˜o diretamente relacionadas com a especificac¸a˜o do
sistema de controle. Exemplos de propriedades espec´ıficas relacionadas
ao modelo de um sistema de elevac¸a˜o de caixas de uma esteira, por
exemplo, podem ser:
• Qualquer caixa posicionada sobre a mesa de elevac¸a˜o sera´ elevada;
• A mesa de elevac¸a˜o na˜o ira´ subir sem uma caixa sobre ela;
• Cada caixa elevada deve ser expulsa na parte superior do trans-
portador.
Estas propriedades precisam ser geradas semi-automaticamente
(com a participac¸a˜o do projetista). Entretanto, em va´rias a´reas de
atuac¸a˜o, sa˜o utilizadas formas de padronizac¸a˜o para descrever as pro-
priedades, nestes casos, uma traduc¸a˜o destas propriedades e´ poss´ıvel de
ser realizada. Neste trabalho e´ exemplificado este caso por interme´dio
de um exemplo pelo domı´nio da pneuma´tica. As pro´ximas subsec¸o˜es
ira˜o tratar das duas abordagens de verificac¸a˜o formal (model-checking e
equivaleˆncias) que sera˜o aplicadas em programas de LD utilizados neste
trabalho.
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3.1.1 Abordagem lo´gica (model-checking)
O model-checking (verificac¸a˜o de modelos) e´ uma te´cnica au-
toma´tica para verificac¸a˜o formal de sistemas de estados finitos. Para
fazer a verificac¸a˜o e´ necessa´rio seguir algumas etapas: primeiramente, e´
a escrita do sistema em um modelo formal (geralmente um sistema de
transic¸a˜o) que o verificador possa interpretar. Tambe´m e´ necessa´rio que
as propriedades esperadas para o sistema sejam igualmente formaliza-
das sobre a forma de uma fo´rmula de lo´gica temporal. De posse destas
duas representac¸o˜es, ou seja, do sistema e das propriedades, o verifi-
cador enta˜o faz a checagem das propriedades do sistema, atrave´s da
satisfac¸a˜o das fo´rmulas de lo´gica temporal, representando as proprieda-
des, sobre o modelo do sistema descrito como um sistema de transic¸a˜o.
Como resultado pode-se gerar o sucesso, se as fo´rmulas sa˜o verifica-
das como verdadeiras, ou um contra-exemplo, em caso contra´rio, apre-
sentando um motivo da na˜o verificac¸a˜o. Duas vantagens que podem
ser observadas em relac¸a˜o a me´todos tradicionais sa˜o: o processo pode
ser totalmente automatizado, na˜o exigindo conhecimentos especiais em
lo´gicas ou provas por teorema, e um contra-exemplo e´ gerado quando
uma determinada propriedade e´ falsa.
A principal desvantagem do me´todo model-checking e´ a situac¸a˜o
de explosa˜o de estados que pode ocorrer quando o sistema tem mui-
tos componentes que podem ter transic¸o˜es ocorrendo em paralelo. A
verificac¸a˜o de modelos pode ser aplicada em sistemas reativos, que se
caracterizam por uma interac¸a˜o cont´ınua com o ambiente no qual esta˜o
inseridos. Os sistemas desta natureza tipicamente recebem est´ımulos
do ambiente e quase que instantaneamente reagem a`s entradas recebi-
das. Para a verificac¸a˜o, e´ necessa´rio gerar uma resposta do ambiente
e de seu comportamento. Tradicionalmente, eles sa˜o complexos, dis-
tribu´ıdos, concorrentes e na˜o possuem um te´rmino de execuc¸a˜o, isto
e´, eles esta˜o constantemente prontos para interagir com o usua´rio ou
outros sistemas. Este conjunto de caracter´ısticas exige que as proprie-
dades destes sistemas sejam definidas na˜o apenas em func¸a˜o de valores
de entrada e sa´ıda, mas tambe´m em relac¸a˜o a` ordem em que os eventos
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ocorrem [37] [44].
As lo´gicas temporais sa˜o utilizadas para a especificac¸a˜o de pro-
priedades em verificac¸a˜o de modelos, pois elas sa˜o capazes de expressar
relac¸o˜es de ordem, sem recorrer a` noc¸a˜o expl´ıcita de tempo. A lo´gica
temporal usa proposic¸o˜es atoˆmicas para fazer afirmac¸o˜es sobre os es-
tados, em que estas proposic¸o˜es sa˜o relac¸o˜es elementares, as quais, em
um dado estado, possuem um valor verdadeiro bem definido. As duas
formalizac¸o˜es de lo´gicas temporais mais utilizadas, no contexto de ve-
rificac¸a˜o de modelos sa˜o: LTL (Linear Temporal Logic) e CTL (Com-
putation Tree Logic). Estas duas lo´gicas temporais podem ser vistas
como um fragmento da CTL* (full CTL). A lo´gica temporal CTL e´ um
subconjunto da lo´gica CTL*, em que um operador temporal pode ser
imediatamente precedido por um quantificador de caminho [25]. Uma
fo´rmula proposicional e´ uma combinac¸a˜o de proposic¸o˜es e combinado-
res booleanos (constantes, negac¸a˜o, conjunc¸a˜o, disjunc¸a˜o, implicac¸a˜o e
dupla implicac¸a˜o). Na lo´gica temporal LTL, os operadores temporais
permitem construir expresso˜es relacionadas ao sequenciamento dos esta-
dos ao longo de uma execuc¸a˜o e na˜o apenas aos estados individualmente.
Alguns desses combinadores temporais para a lo´gica LTL, por exemplo,
sa˜o:
• Next: X p (quando p e´ va´lida no pro´ximo estado);
• Future: F p (quando p e´ eventualmente va´lida no futuro);
• Globally: G p (quando p e´ sempre va´lida);
• Until: p U q (quando p e´ va´lida ate´ que q o seja).
Neste trabalho a lo´gica utilizada e´ a LTL, pois a versa˜o da ferra-
menta TINA utilizada neste trabalho, inserida no contexto do ambiente
Topcased, possui como entrada um subconjunto da lo´gica LTL para a
verificac¸a˜o formal.
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3.1.2 Abordagem comportamental (equivaleˆncias)
A equivaleˆncia observacional (ou bisimilaridade fraca) e´ uma noc¸a˜o
natural de equivaleˆncia, em que dois processos sa˜o observacionalmente
equivalentes, dependendo do tipo de equivaleˆncia que se deseja. A veri-
ficac¸a˜o de equivaleˆncia observacional e´ muito utilizada na pra´tica, para
mostrar que um determinado processo e´ equivalente a` sua especificac¸a˜o
[36]. A verificac¸a˜o consiste em comparar um programa com as especi-
ficac¸o˜es, de alguns aspectos ou da totalidade das mesmas.
Como dito anteriormente, a te´cnica de verificac¸a˜o por equivaleˆncia
usa a noc¸a˜o de bisimulac¸a˜o fraca. A bisimulac¸a˜o e´ uma relac¸a˜o bina´ria
entre estados de dois sistemas de transic¸o˜es que define a equivaleˆncia
entre estes, no caso deste trabalho, inicialmente, utilizando a descric¸a˜o
na linguagem FIACRE, e posteriormente, em LOTOS [10]. A primeira
etapa consiste em distinguir os sinais que passam a ser considerados
como eventos internos. A segunda etapa consiste em reduzir o modelo
na sua forma mı´nima, do ponto de vista da bisimulac¸a˜o. Este modelo
reduzido conteˆm poucos estados e transic¸o˜es, enta˜o as propriedades po-
dem ser facilmente verificadas por simples leitura, ou por equivaleˆncia
com o modelo das especificac¸o˜es.
Por outro lado, a te´cnica de verificac¸a˜o por observadores consiste
em construir um observador, por exemplo, chamado ’O’, que expressa a
propriedade a ser verificada e a coloca´-la em paralelismo s´ıncrono com
o programa, por exemplo, chamado ’P’, a verificar. Como o papel do
observador ’O’ e´ de ver o comportamento do programa ’P’, ele tem
ainda como entrada, as sa´ıdas do programa ’P’. Te´cnicas de analise de
alcanc¸abilidade para autoˆmatos permitem verificar o programa, detec-
tando eventuais diferenc¸as entre o comportamento do programa e aquele
descrito pelo observador [16].
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3.2 Trabalhos relacionados com o uso de
verificac¸a˜o em CLPs
Existem va´rios trabalhos importantes sobre verificac¸a˜o de progra-
mas de CLPs, alguns deles sa˜o tratados neste cap´ıtulo. Um dos primei-
ros e mais importantes trabalhos na a´rea de verificac¸a˜o de CLPs foi feito
por Moon [34], que apresenta um me´todo de verificac¸a˜o em LD. Sa˜o defi-
nidas algumas regras para escrever as especificac¸o˜es em lo´gica temporal
CTL (Computation Tree Logic) [25] para os acionamentos t´ıpicos de um
CLP. Este trabalho mostra uma forma de modelagem de um programa
escrito em LD no formato de um co´digo da ferramenta de verificac¸a˜o de
modelos SMV (Symbolic Model Verifier) [30], e o programa e´ traduzido
linha a linha para esta linguagem. Utiliza uma instruc¸a˜o chamada next
para simular a execuc¸a˜o sequencial do LD na ferramenta SMV para fa-
zer a verificac¸a˜o. Tem a restric¸a˜o de na˜o modelar saltos na execuc¸a˜o do
programa, ou a captura de bordas de subida/descida e temporizadores.
Outro trabalho relacionado importante, foi feito por Canet et al.
[13] que utiliza a linguagem IL como entrada. E´ mais detalhado do
que o me´todo de Moon [34], pois cada passo do modelo, na ferramenta
SMV, e´ um passo de execuc¸a˜o do IL. A te´cnica leva a modelos que con-
somem mais espac¸o de estados na verificac¸a˜o do que a te´cnica de Moon.
Assim como o trabalho de Moon, possui algumas restric¸o˜es como, tra-
balhar apenas com varia´veis booleanas, inteiros limitados e na˜o modelar
temporizadores.
O trabalho de Frey e Litz [20] faz uma abordagem geral de me´todos
formais na programac¸a˜o de CLPs. E´ feito um modelo gene´rico deta-
lhado de um processo de projeto de controle. Neste trabalho, sa˜o usa-
das, para o levantamento, diferentes abordagens formais no contexto de
programac¸a˜o de CLPs. O trabalho foca nos me´todos formais para veri-
ficac¸a˜o e validac¸a˜o. Os diversos assuntos apresentados sa˜o categorizados
usando treˆs crite´rios: a abordagem geral para a tarefa (baseado em mo-
delo, baseado em restric¸o˜es ou sem um modelo), o formalismo (rede de
Petri, autoˆmato, sistema condic¸a˜o/evento) usado na descric¸a˜o formal do
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estado, e o me´todo (model-checking, analise de alcanc¸abilidade, prova
por teorema) usado para analisar as propriedades.
Um trabalho mais completo foi realizado por Rossi e Schnoebe-
len [41], o qual utiliza como linguagem de entrada o LD e a ferramenta
de verificac¸a˜o Cadence SMV, que tambe´m e´ outra variac¸a˜o do SMV.
Possui algumas pequenas restric¸o˜es como: todas as varia´veis sa˜o boole-
anas (ou seja, na˜o possui varia´veis inteiras), existe apenas um programa
LD rodando no CLP e cada linha de programa do LD e´ composta de
uma parte de teste (lo´gica inicial de controle), seguida de uma parte
de atribuic¸a˜o desta lo´gica. Possui tambe´m como caracter´ıstica, a mo-
delagem de saltos na execuc¸a˜o do programa e captura de bordas de
subida/descida, assim como tambe´m pode modelar temporizadores.
O trabalho de Zoubeck [49] desenvolveu uma ferramenta que con-
verte programas de CLP escritos em LD para uma rede de autoˆmatos
temporizados trata´vel pela ferramenta de verificac¸a˜o UPPAAL [4]. De-
vido a modelos grandes e complexos foram propostos algoritmos de abs-
trac¸a˜o para reduzir o espac¸o de estados antes de se chegar ao modelo
convertido em autoˆmatos do UPPAAL. Estes algoritmos dependem das
propriedades a serem verificadas. A modelagem proposta por Zoubek
adota modelos separados para o programa principal e o comportamento
do CLP.
O trabalho de Gourcuff et al. [23] aborda a escalabilidade do
model-checking usando o verificador de modelos NuSMV, versa˜o mais
nova da ferramenta SMV. Para evitar, ou pelo menos limitar, a explosa˜o
combinato´ria, uma representac¸a˜o eficiente de programas de CLP foi pro-
posta. Essa representac¸a˜o inclui apenas os estados que sa˜o significativos
para a prova de propriedades. Este trabalho tambe´m desenvolveu um
me´todo para traduzir os programas de CLP desenvolvidos na linguagem
ST para modelos no NuSMV: a representac¸a˜o e´ descrita e apresentada
atrave´s de va´rios exemplos.
Um trabalho mais recente, e tambe´m importante, foi feito por
Mokadem [33] [32] que aborda a conversa˜o de programas de CLP escri-
tos em Grafcet / SFC para autoˆmatos temporizados. Este trabalho tem
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como uma caracter´ıstica importante a melhoria do modelo de tempori-
zador de Mader e Wupper [29], que fez a modelagem de um temporiza-
dor do tipo TON da linguagem IL e comprovou a sua correc¸a˜o atrave´s
de prova por teorema. O modelo do temporizador TON, proposto por
Mokadem, incorpora as seguintes vantagens em relac¸a˜o ao proposto por
Mader e Wupper: so´ possui um canal de sincronismo contra os treˆs pro-
postos anteriormente, na˜o possui os selfloops, tornando o modelo mais
limpo, e as atualizac¸o˜es das varia´veis sa˜o feitas internamente, isolando
seu comportamento do modelo do programa principal. O trabalho de
Mokadem tambe´m contempla a programac¸a˜o multitarefa e propo˜e uma
soluc¸a˜o para a abstrac¸a˜o de estados transito´rios. Por fim, faz uso de um
autoˆmato auxiliar o qual e´ denominado de autoˆmato observador (para
fazer a verificac¸a˜o por alcanc¸abilidade, testando se o autoˆmato chegou
ao estado esperado) e aborda propriedades espec´ıficas relacionadas ao
modelo (o exemplo tratado por Mokadem e´ de uma esteira rolante em
um sistema de produc¸a˜o) para a verificac¸a˜o atrave´s de lo´gica temporal
TCTL.
Por fim, outro trabalho interessante foi desenvolvido por Silva [44]
no IME (Instituto Militar de Engenharia), que abordou a verificac¸a˜o de
modelos aplicados a programas de CLPs, e foi uma continuac¸a˜o do tra-
balho iniciado por Oliveira [37], tambe´m do IME. Este trabalho desen-
volveu um projeto de melhoria do processo de engenharia de programas
de CLPs de sistemas instrumentados de seguranc¸a. Os programas con-
siderados foram escritos em FBD e o documento ba´sico para extrac¸a˜o
das especificac¸o˜es formais foi a matriz de causa e efeito. O trabalho
descreve sua sequeˆncia principal, justificando a escolha do arcabouc¸o
teo´rico com: autoˆmatos temporizados, matrizes de limites de diferenc¸as
e o verificador UPPAAL [4].
Como descrito anteriormente, atrave´s dos trabalhos relacionados,
a maioria apresenta muitas limitac¸o˜es e alguns tratam de linguagens
apenas textuais, como IL e ST. Os primeiros trabalhos tambe´m na˜o le-
vam em considerac¸a˜o a questa˜o do tempo, utilizada por temporizadores.
Os trabalhos mais recentes sa˜o mais completos, pore´m o trabalho de-
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senvolvido nesta dissertac¸a˜o utiliza ferramentas e te´cnicas de verificac¸a˜o
que podem surgir como alternativa para os trabalhos ja´ existentes. Um
dos objetivos deste trabalho e´ propor a verificac¸a˜o para sistemas de
CLP, atrave´s de duas abordagens distintas, utilizando a linguagem de
CLP mais usual, como o LD de entrada, e duas ferramentas de veri-
ficac¸a˜o. Com este trabalho, pretende-se verificar CLPs programados em
LD, abrangendo todos os elementos mı´nimos (elementos ba´sicos, blocos
temporizadores, entre outros) descritos pela norma IEC. A construc¸a˜o
destas cadeias de verificac¸a˜o, para estas duas abordagens, contam com
um ponto em comum, que e´ a linguagem intermedia´ria para verificac¸a˜o
chamada FIACRE. Estas cadeias de verificac¸a˜o sera˜o constru´ıdas ba-
seadas na te´cnica de engenharia dirigida a modelos (MDE), atrave´s da
transformac¸a˜o de modelos.
3.3 Engenharia dirigida a modelos (MDE)
Nesta sec¸a˜o e´ apresentada a engenharia dirigida a modelos, ne-
cessa´ria para a transformac¸a˜o das linguagens inseridas nas cadeias de
verificac¸a˜o formal deste trabalho. Para isto, e´ necessa´ria a utilizac¸a˜o
dos conceitos descritos de acordo com o MDE. O termo MDE (Mo-
del Driven Engineering) e´ normalmente usado para descrever formas
de desenvolvimento de sistemas em que modelos abstratos sa˜o criados e
sistematicamente transformados em implementac¸o˜es concretas. O MDE
e´ uma abordagem recente na comunidade de desenvolvimento de soft-
ware em que os modelos sa˜o considerados como as principais entidades
de todo o ciclo de vida do software [43]. Uma das principais iniciativas
em MDE e´ a MDA (Model Driven Architecture), voltada para a por-
tabilidade, interoperabilidade e reusabilidade, obtidas por interme´dio
da modelagem da operac¸a˜o de um sistema de maneira independente da
plataforma a ser usada posteriormente para sua implementac¸a˜o [38].
De acordo com a MDE, a transformac¸a˜o de modelos pode ocorrer
entre n´ıveis iguais e diferentes de abstrac¸a˜o, como tambe´m pode ocor-
rer entre mesmos domı´nios e domı´nios diferentes. A transformac¸a˜o e´
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a gerac¸a˜o automa´tica de um modelo destino a partir de um modelo
origem. Essa transformac¸a˜o e´ definida por um conjunto de regras,
que juntas, descrevem como um modelo na linguagem origem pode
ser transformado em um ou mais modelos na linguagem destino. As
transformac¸o˜es de modelos podem ser classificadas de transformac¸a˜o
Modelo-Modelo e transformac¸a˜o Modelo-Texto. Na categoria Modelo-
Modelo, a transformac¸a˜o pode ser diferenciada entre as seguintes abor-
dagens: manipulac¸a˜o direta, orientada a estrutura, operacional, baseada
em template, relacional, baseada em grafos e h´ıbrida. As transformac¸o˜es
Modelo-Texto sa˜o aplicadas para gerar co´digos em uma determinada lin-
guagem a partir de um modelo dependente de plataforma.
Para que acontec¸a a transformac¸a˜o entre os modelos, e´ preciso
definir as regras de transformac¸a˜o do modelo que representa o trans-
formador. Essas regras sa˜o baseadas nas estruturas dos elementos dos
metamodelos de origem e de destino. O modelo de transformac¸a˜o recebe
como entrada o modelo origem e o transforma no modelo destino. De
acordo com os domı´nios dos metamodelos de origem e destino, o trans-
formador de modelos pode gerar novos modelos no mesmo domı´nio (a
fim de se obter um grau maior de especificidade em relac¸a˜o ao modelo
original) e novos modelos em domı´nios diferentes (a fim de se obter reuso
de modelos para criac¸a˜o de novos modelos em diferentes domı´nios). Uma
aplicac¸a˜o pode ser gerada automaticamente de uma especificac¸a˜o escrita
em uma linguagem textual ou gra´fica de um determinado domı´nio de
problemas [31]. A Fig. 3.1 ilustra, de forma geral, a estrutura base para
a transformac¸a˜o de modelos. O modelo de entrada ’Ma’ deve estar con-
forme o seu metamodelo de entrada ’MMa’. O mesmo ocorre com o
modelo de sa´ıda ’Mb’, conforme ao metamodelo ’MMb’, e o modelo de
transformac¸a˜o ’Mt’, conforme o metamodelo ’MMt’. Todos estes meta-
modelos, por sua vez, devem estar conformes a um meta-metamodelo
’MMM’. Para garantir que uma transformac¸a˜o de um modelo em ou-
tro seja correta, e´ necessa´rio que os metamodelos de entrada, de sa´ıda
e de transformac¸a˜o, tenham o mesmo meta-metamodelo. Desse modo,
sera´ gerado, a partir do modelo de entrada Ma, um modelo de sa´ıda
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Mb, de acordo com as regras de transformac¸a˜o escritas no modelo de
transformac¸a˜o Mt.
Figura 3.1: Visa˜o geral da estrutura base para a transformac¸a˜o de modelos
[31].
Para a transformac¸a˜o de modelos, e´ necessa´rio utilizar uma lin-
guagem para expressar as regras de transformac¸a˜o, uma linguagem bas-
tante utilizada e´ a ATL. A ATL (Atlas Transformation Language) e´
uma linguagem h´ıbrida, que possui construc¸o˜es imperativas e declara-
tivas, feita para expressar transformac¸o˜es de modelos como requeridas
pela abordagem de MDA. E´ descrita por uma sintaxe abstrata, um
metamodelo MOF (Meta-Object Facility), definido pela OMG (Object
Management Group) [38], uma sintaxe textual concreta e uma notac¸a˜o
gra´fica que permite que viso˜es parciais de regras de transformac¸a˜o pos-
sam ser definidas. Um metamodelo usa MOF para definic¸a˜o formal da
sintaxe abstrata de um conjunto de construtores de modelos. O MOF
estabelece padro˜es para modelagem e construtores de troca de dados
utilizados pelo MDA. O programa de transformac¸o˜es em ATL e´ com-
posto de regras que definem como elementos em um primeiro modelo
sa˜o mapeados para os elementos em um segundo modelo [2].
De acordo com o que foi apresentado anteriormente, devem ser es-
pecificados os elementos que pertencem a transformac¸a˜o dos programas
na linguagem LD para FIACRE, e finalmente, para os modelos formais
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(TTS e LOTOS) utilizados para a verificac¸a˜o. Como passo inicial para
o primeiro processo de transformac¸a˜o, e´ preciso definir os metamodelos
que sera˜o utilizados para a transformac¸a˜o. Neste caso, o metamodelo de
entrada do LD e o metamodelo de sa´ıda do FIACRE. Estes metamodelos
necessitam estar em conformidade com a linguagem de transformac¸a˜o
ATL, que utiliza o meta-metamodelo Ecore [12]. O Ecore faz parte do
projeto EMF (Eclipse Modeling Framework), que consiste em um ambi-
ente de modelagem para ferramentas de construc¸a˜o e outras aplicac¸o˜es
baseadas em um modelo de dados estruturado.
Os metamodelos podem ser criados em um editor gra´fico, como
o do ambiente Topcased, do qual esse projeto faz parte, facilitando o
seu desenvolvimento, ou diretamente atrave´s do ambiente Eclipse [12].
O editor Ecore, do ambiente Topcased, possibilita a criac¸a˜o de um me-
tamodelo automaticamente, a partir de um diagrama de classes UML
constru´ıdo de forma gra´fica, atrave´s de uma estrutura em forma de
a´rvore. O metamodelo para o LD e´ gerado a partir do esquema XML
da norma, integrante do projeto PLCOpen. Um trabalho de iniciac¸a˜o
cient´ıfica em curso na UFSC visa adaptar o metamodelo para do LD,
de acordo com o editor PLCOpen Editor. O metamodelo FIACRE, uti-
lizado no ambiente Topcased, esta´ em constante desenvolvimento pelos
membros do projeto [18]. Da mesma forma que os metamodelos dos
modelos TTS e LOTOS tambe´m ja´ foram definidos pelo projeto Top-
cased.
Para o processo de transformac¸a˜o, sa˜o necessa´rios enta˜o: o meta-
metamodelo (para este projeto foi utilizado o Ecore), o metamodelo
de entrada LD (descrevendo apenas a sintaxe do LD, mas na˜o o seu
aspecto dinaˆmico), o metamodelo de sa´ıda FIACRE, os modelos de en-
trada (programas escritos em LD e editados na ferramenta PLCOpen
Editor, salvos no formato definido no esquema XML da norma) e o
modelo de transformac¸a˜o (atrave´s de uma linguagem de transformac¸a˜o,
com as regras que mapeiam os elementos do metamodelo LD nos elemen-
tos do metamodelo FIACRE, que possibilitam a descric¸a˜o dos aspectos
dinaˆmicos da linguagem LD). O modelo de transformac¸a˜o baseado nas
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regras de traduc¸a˜o de LD para FIACRE e´ tratado no Cap´ıtulo 4.
3.4 Cadeia de verificac¸a˜o formal
De acordo com os objetivos deste trabalho, em transformar os
programas na linguagem LD para formalismos poss´ıveis de serem utili-
zados nas ferramentas de verificac¸a˜o, e´ necessa´rio definir as cadeias de
verificac¸a˜o formal onde estas transformac¸o˜es ira˜o ocorrer. Este trabalho
esta´ inserido no contexto do projeto Topcased (Toolkit in OPen-source
for Critical Application and SystEms Development), ambiente de desen-
volvimento com um conjunto de ferramentas de engenharia de sistemas
para o desenvolvimento de sistemas cr´ıticos de tempo real [15]. No
ambiente Topcased foram propostas cadeias de verificac¸a˜o, que a par-
tir de linguagens de modelagem pro´prias de usua´rios, permitem, por
transformac¸o˜es sucessivas, utilizar as ferramentas de verificac¸a˜o formal.
No contexto deste trabalho, denomina-se por cadeia de verificac¸a˜o, a
sequ¨eˆncia de transformac¸o˜es e ferramentas necessa´rias para realizar o
processo de verificac¸a˜o formal de um sistema descrito em uma linguagem
de usua´rio. A Fig. 3.2 descreve as etapas de uma cadeia de verificac¸a˜o
gene´rica, t´ıpica do ambiente Topcased.
Figura 3.2: Cadeia de verificac¸a˜o gene´rica.
No exemplo da Fig. 3.2, a cadeia de verificac¸a˜o possui duas trans-
formac¸o˜es de modelo e uma ferramenta de verificac¸a˜o. A primeira trans-
formac¸a˜o consiste na traduc¸a˜o do sistema descrito em alguma linguagem
de modelagem pro´xima do usua´rio (podendo ser, em alguns casos, uma
descric¸a˜o informal ou semi-formal) para uma linguagem intermedia´ria.
A segunda e´ a traduc¸a˜o desta linguagem para o formalismo matema´tico
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selecionado, de acordo com a ferramenta de verificac¸a˜o escolhida. No
caso deste trabalho, e´ utilizada a linguagem LD como entrada e a lingua-
gem intermedia´ria FIACRE. O formalismo matema´tico utilizado pelo
ambiente Topcased pode variar conforme a ferramenta de verificac¸a˜o a
ser utilizada. No caso deste trabalho, existem duas possibilidades, po-
dendo ser TTS (sistema de transic¸a˜o temporizado) para a ferramenta
TINA (Time Petri Net Analyzer) [46] ou LOTOS (Language of Tem-
poral Ordering Specification) para a ferramenta CADP (Construction
and Analysis of Distributed Processes) [22]. Tendo em vista que a com-
pilac¸a˜o entre FIACRE e TTS/LOTOS ja´ foram realizadas, a primeira
transformac¸a˜o da Fig. 3.2 e´ justamente um dos objetivos deste tra-
balho, ou seja, a inserc¸a˜o na cadeia de verificac¸a˜o de uma nova trans-
formac¸a˜o, tendo como linguagem de entrada o LD para a programac¸a˜o
de CLPs. Este trabalho apresenta duas cadeias de verificac¸a˜o de CLPs.
Os me´todos de verificac¸a˜o a serem utilizados sa˜o baseados nas aborda-
gens lo´gica (model-checking) e comportamental (equivaleˆncias).
Conforme apresentado anteriormente, descreve-se a seguir, as
duas cadeias de verificac¸a˜o formal a serem utilizadas neste trabalho.
A Fig. 3.3 representa a cadeia de verificac¸a˜o para CLPs utilizando a
abordagem model-checking. Nesta figura, o foco deste trabalho esta´
nos dois blocos grifados, ou seja, no tradutor LD-FIACRE e na trans-
formac¸a˜o das propriedades para a lo´gica temporal LTL. A sa´ıda gerada
pelo editor IEC de linguagens de CLP da norma (PLCOpen Editor) e´
um arquivo XML descrevendo os sistemas programados em CLP. Este
arquivo gerado serve de entrada para o tradutor LD-FIACRE, que e´
um dos objetivos deste trabalho. A sa´ıda deste tradutor sera´ um ar-
quivo na linguagem FIACRE que servira´ de base para a pro´xima etapa
de traduc¸a˜o FIACRE-TTS. Esta tarefa ja´ foi realizada e permite que
a ferramenta TINA possa receber o sistema de transic¸a˜o temporizado
(TTS) e, junto com a lo´gica LTL representando as propriedades, realizar
a etapa de verificac¸a˜o atrave´s do model-checking.
A Fig. 3.4 representa a cadeia de verificac¸a˜o formal utilizando a
abordagem de equivaleˆncia de modelos. De forma similar a Fig. 3.3,
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Figura 3.3: Cadeia de verificac¸a˜o utilizando model-checking.
nesta figura, o foco do trabalho esta´ nos dois blocos grifados, ou seja,
no tradutor LD-FIACRE e na transformac¸a˜o das propriedades para a
linguagem FIACRE. Nesta cadeia de verificac¸a˜o, o objetivo e´ utilizar
a equivaleˆncia observacional entre o modelo representando o programa
em CLP e o modelo representando as especificac¸o˜es do programa. A
sa´ıda do tradutor LD/FIACRE sera´ um arquivo na linguagem FIACRE
representando o programa, que servira´ de base para a pro´xima etapa
de traduc¸a˜o FIACRE-LOTOS, ja´ existente, e que permite que a ferra-
menta CADP, tambe´m integrante do ambiente Topcased, possa receber
o arquivo correspondente. O tradutor da representac¸a˜o das proprieda-
des para FIACRE tem como sa´ıda um modelo em FIACRE represen-
tando as especificac¸o˜es do programa, que tambe´m servira´ de base para
a traduc¸a˜o para a linguagem LOTOS, que e´ a entrada da ferramenta
CADP, para a verificac¸a˜o atrave´s de equivaleˆncia, ou atrave´s do uso de
observadores. Existe tambe´m a possibilidade de gerar os autoˆmatos (ou
sistema de transic¸a˜o) e entrar diretamente na ferramenta CADP.
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Figura 3.4: Cadeia de verificac¸a˜o utilizando equivaleˆncia.
3.5 Linguagem intermedia´ria de verificac¸a˜o
FIACRE
Nesta sec¸a˜o e´ apresentada uma linguagem intermedia´ria dentro
da cadeia de verificac¸a˜o de CLPs. Um dos principais objetivos deste
trabalho e´ traduzir programas feitos na linguagem LD para a linguagem
intermedia´ria de verificac¸a˜o FIACRE, integrante do projeto Topcased,
para enta˜o facilitar a aplicac¸a˜o de me´todos de verificac¸a˜o formal. O
resultado do programa em FIACRE e´ uma etapa intermedia´ria e serve de
entrada para os outros tradutores (FIACRE/TTS e FIACRE/LOTOS)
para enta˜o ser utilizada nas ferramentas de verificac¸a˜o TINA e CADP,
conforme visto anteriormente.
A linguagem FIACRE (Format Interme´diaire pour les Architec-
tures de Composants Repartis Embarques - Formato Intermedia´rio para
Arquiteturas de Componentes Distribu´ıdos Embarcados) foi concebida
para ser uma linguagem intermedia´ria formal entre as linguagens de mo-
delagem de alto n´ıvel e as ferramentas de verificac¸a˜o que trabalham com
linguagens baseadas em formalismos matema´ticos (autoˆmatos, redes de
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Petri, sistemas de transic¸a˜o temporizados). FIACRE e´ um modelo in-
termedia´rio formal para representar tanto os aspectos comportamentais
como temporais do sistema, em particular os sistemas distribu´ıdos e
embarcados, para propo´sitos de verificac¸a˜o e simulac¸a˜o [9].
FIACRE e´ uma linguagem orientada a processos e possui as se-
guintes caracter´ısticas:
• os processos sa˜o constru´ıdos por um conjunto de estados, uma
lista de transic¸o˜es entre estes estados formadas por construc¸o˜es
cla´ssicas (atribuic¸o˜es de varia´veis, construc¸o˜es if-then-else, while,
composic¸o˜es sequ¨enciais), na˜o determin´ısticas e para comunicac¸a˜o
atrave´s de portas;
• os componentes descrevem a composic¸a˜o de processos. Um compo-
nente e´ constru´ıdo como uma composic¸a˜o paralela de outros com-
ponentes ou processos que podem se comunicar por interme´dio de
portas ou varia´veis compartilhadas. As prioridades e as restric¸o˜es
temporais sa˜o associadas a` comunicac¸a˜o.
FIACRE foi concebido no aˆmbito de projetos relacionados com
a engenharia dirigida a modelos (MDE) e e´ resultado da reunia˜o de
diversos parceiros, tanto das indu´strias como acadeˆmicos. Portanto o
FIACRE e´ projetado tanto como uma linguagem destino da ferramenta
de transformac¸a˜o de modelo, a partir de va´rios modelos como AADL
ou UML, como uma linguagem origem de compiladores com o objetivo
final de verificac¸a˜o [8].
A sintaxe da linguagem FIACRE e´ descrita da seguinte forma:
• Tipos: os tipos de dados aceitos sa˜o divididos em dois grupos:
tipos de base e tipos constru´ıdos. O FIACRE aceita tambe´m a
definic¸a˜o de alias, ou seja, permite renomear os tipos existentes.
Os tipos de base nativos sa˜o compostos por inteiro (int), natural
(nat) e booleano (bool). O FIACRE permite ao usua´rio a criac¸a˜o
de tipos espec´ıficos utilizando como base os tipos nativos: inter-
valos de inteiros, enumerac¸o˜es, estruturas, matrizes de tamanho
fixo, pilhas de tamanho limitado e unio˜es.
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• Portas e canais de comunicac¸a˜o: as portas (port) fazem parte
da interface de um processo FIACRE. Elas sa˜o responsa´veis pela
comunicac¸a˜o e podem ser utilizadas para a troca de dados. Os
canais (channel) sa˜o usados para definir um conjunto de tipos de
dados aceitos por uma porta. Um perfil do tipo none sinaliza que a
comunicac¸a˜o em questa˜o e´ uma sincronizac¸a˜o pura, sem nenhuma
troca de valor.
• Processos: um processo FIACRE pode ser visto como uma qu´ıntupla
Pc = (Pt, Pm, S, V, T), onde:
– Pt e´ um conjunto finito de portas. Estas portas sa˜o utilizadas
para efetuar a sincronizac¸a˜o de comportamento com outros
elementos do sistema (processos ou componentes);
– Pm e´ um conjunto finito de paraˆmetros (formais e varia´veis
compartilhadas);
– S e´ um conjunto finito de estados para o controle interno dos
processos;
– V e´ um conjunto finito de varia´veis locais;
– T e´ um conjunto de transic¸o˜es atoˆmicas.
• Comportamento: o comportamento do processo FIACRE e´ des-
crito de forma estruturada a partir de uma lista de transic¸o˜es
(conjunto T ). Estas transic¸o˜es possuem um estado de partida e
outro de chegada, e seus corpos sa˜o formados por uma estrutura
de controle.
• Comunicac¸a˜o: o FIACRE permite a comunicac¸a˜o s´ıncrona entre
processos e/ou componentes atrave´s das portas de comunicac¸a˜o.
Estas portas permitem a sincronizac¸a˜o pura ou a passagem de um,
ou diversos valores. Uma comunicac¸a˜o pode ser restringida pela
opc¸a˜o where, a qual impede a sincronizac¸a˜o se a expressa˜o na˜o
for verdadeira. Os operadores ’?’ e ’ !’ determinam o sentido da
comunicac¸a˜o, ou seja, se a transic¸a˜o envia ou recebe um dado. No
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caso de uma comunicac¸a˜o atrave´s de uma porta sobrecarregada
(mais de um perfil), um campo opcional (profile) e´ utilizado para
definir o perfil desejado.
• Componente: um componente FIACRE compreende a composic¸a˜o
paralela de processos ou de outros componentes. Sa˜o constru´ıdos
a partir da instanciac¸a˜o de outros elementos do sistema (processos
ou componentes), especificando as suas interconexo˜es (canais de
comunicac¸a˜o) e fornecendo uma relac¸a˜o de prioridades entre elas.
Um componente pode ser visto como uma qu´ıntupla Cmp = (Pt,
Pm, V, C, Pr, Cm), onde:
– Pt e´ um conjunto finito de portas;
– Pm e´ um conjunto finito de paraˆmetros (formais e varia´veis
compartilhadas);
– V e´ um conjunto finito de varia´veis locais;
– C e´ um conjunto finito de portas locais (port) associadas a
restric¸o˜es temporais (is). Estas portas locais tambe´m sa˜o
utilizadas para interligar as instaˆncias que compo˜em o com-
ponente e sa˜o chamadas de canais de comunicac¸a˜o porque
permitem a comunicac¸a˜o interna no componente;
– Pr e´ um conjunto finito de prioridades;
– Cm e´ uma composic¸a˜o paralela de instaˆncias de processos.
A composic¸a˜o descreve a interac¸a˜o entre as instaˆncias que
compo˜em o componente.
• Composic¸a˜o: a comunicac¸a˜o s´ıncrona presente em FIACRE e´ re-
sultado da composic¸a˜o paralela de um conjunto de instaˆncias. A
composic¸a˜o promove um determinado tipo de comunicac¸a˜o. Esta
comunicac¸a˜o pode ser descrita por interme´dio de um operador de
composic¸a˜o paralela:
– par (composic¸a˜o paralela): este operador realiza a execuc¸a˜o
simultaˆnea das ac¸o˜es observa´veis entre processos e/ou com-
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ponentes. As ac¸o˜es sa˜o ditas observa´veis quando sa˜o relaci-
onadas a`s portas declaradas pelo operador par.
– sync (sincronizac¸a˜o): este operador e´ uma simplificac¸a˜o do
operador de composic¸a˜o paralela, quando todas as ac¸o˜es sa˜o
observa´veis e representa a sincronizac¸a˜o total entre os proces-
sos ou componentes implicados. Neste caso, o operador sync
e´ uma simplificac¸a˜o do operador par quando todas as portas
que fazem parte da interface dos processos ou componentes
sa˜o locais.
– shuffle (paralelismo puro) : este operador tambe´m e´ uma
simplificac¸a˜o do operador par quando na˜o existe nenhuma
ac¸a˜o observa´vel, ou seja, representa uma operac¸a˜o de com-
posic¸a˜o paralela par com um conjunto vazio de portas [42].
Um programa FIACRE, para ser completo, necessita de um con-
junto de tipos, canais de comunicac¸a˜o, processos e componentes. A Fig.
3.5 ilustra um exemplo de co´digo em FIACRE que implementa a ex-
clusa˜o mu´tua entre treˆs usua´rios. O processo usua´rio (user) comec¸a do
estado idle e o recurso do estado free. Ambos, apo´s a transic¸a˜o enter,
passam para o estado busy, voltando a ficar livre apo´s a transic¸a˜o leave.
A diferenc¸a entre os processos user e mutex e´ que o usua´rio requisita o
recurso, e o recurso e´ alocado ao usua´rio. No componente main e´ feita
a comunicac¸a˜o entre os processos, atrave´s dos ports enter e leave e da
composic¸a˜o par dos processos user e mutex. No port e´ tambe´m definido
o tempo de cada transic¸a˜o, que neste caso e´ [0,...[.
3.6 Formalismos e ferramentas para a veri-
ficac¸a˜o
De acordo com o que foi apresentado neste cap´ıtulo, a u´ltima
transformac¸a˜o da cadeia de verificac¸a˜o gera como sa´ıda os formalis-
mos matema´ticos para as ferramentas de verificac¸a˜o. As duas cadeias
de verificac¸a˜o propostas apresentam dois formalismos diferentes para
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Figura 3.5: Exemplo de co´digo em FIACRE [18].
as ferramentas de verificac¸a˜o TINA e CADP, integrantes do projeto
Topcased. Para a cadeia de verificac¸a˜o utilizando o model-checking, o
formalismo utilizado e´ o TTS que serve de entrada para o TINA. Para a
cadeia de verificac¸a˜o utilizando equivaleˆncias o formalismo e´ o LOTOS
para a ferramenta CADP.
3.6.1 Formalismo TTS e a ferramenta TINA
O compilador FIACRE/TTS, pertencente a cadeia de verificac¸a˜o,
desenvolvido inicialmente por Saad [42] e constantemente aprimorado
pelo grupo de pesquisa do LAAS da Franc¸a, utiliza o formalismo ma-
tema´tico TTS como alvo para ser utilizado na ferramenta TINA. Este
formalismo foi selecionado porque e´ muito utilizado para verificar for-
malmente sistemas que sa˜o caracterizados como: concorrentes, ass´ıncronos,
distribu´ıdos, paralelos ou na˜o determin´ısticos. O TTS pode ser conside-
rado como uma generalizac¸a˜o do sistema de transic¸o˜es de base atrave´s
da associac¸a˜o de tempos mı´nimos e ma´ximos para as transic¸o˜es.
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Um TTS e´ composto basicamente por seis paraˆmetros: um con-
junto finito de varia´veis, um conjunto de estados, um sub-conjunto de
estados iniciais, um conjunto de transic¸o˜es (as restric¸o˜es temporais asse-
guram que as transic¸o˜es sera˜o disparadas somente no intervalo de tempo
permitido), um atraso inicial mı´nimo para cada transic¸a˜o e um atraso
ma´ximo para cada transic¸a˜o.
E´ poss´ıvel interpretar o TTS como uma extensa˜o da Rede de Petri
Temporal (TPN) estruturada em duas partes: controle e dados. A parte
de controle e´ descrita pela TPN comum e descreve os encadeamentos
de eventos e atividades. Assim, as varia´veis que sa˜o importantes para o
controle do sistema sa˜o representadas como lugares da TPN empregada.
A parte de dados descreve as varia´veis que na˜o pertencem a` estrutura
de controle do sistema. Os ca´lculos, que sa˜o realizados sobre a estrutura
de dados, sa˜o representados associando expresso˜es condicionais e ac¸o˜es
a`s transic¸o˜es.
O compilador FIACRE/TTS, da cadeia de verificac¸a˜o, gera como
sa´ıda um direto´rio (.tts) com dois arquivos (.net e .c). Apo´s a traduc¸a˜o,
se o modelo utiliza estruturas de dados externas a` TPN (unions, queues,
booleans, etc.), e´ necessa´rio compilar o arquivo .c para ser utilizado
pela ferramenta TINA. Depois de compilado, e´ poss´ıvel executar a veri-
ficac¸a˜o formal, juntamente com a ferramenta de verificac¸a˜o SELT, den-
tro do ambiente TINA [7]. A Fig. 3.6 ilustra como ocorre a verificac¸a˜o
no ambiente TINA a partir de um modelo FIACRE. Com a descric¸a˜o
em FIACRE, a partir da transformac¸a˜o LD-FIACRE, e´ poss´ıvel tradu-
zir para o formalismo TTS por interme´dio do compilador desenvolvido
inicialmente por Saad [42]. Apo´s a traduc¸a˜o do modelo para TTS, o
TINA e´ utilizado para construir uma abstrac¸a˜o adequada do grafo de
alcanc¸abilidade do sistema como um sistema de transic¸a˜o Kripke (uti-
lizado para a descric¸a˜o de sistemas concorrentes ou reativos, que re-
presentam sistemas com comportamento infinito), com a extensa˜o .ktz.
Este grafo e´ confrontado com as propriedades formuladas em LTL (ar-
quivo ’.ltl’ ) pelo model-checker SELT, que pertence ao ambiente TINA
[7].
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Figura 3.6: Verificac¸a˜o utilizando o ambiente TINA [42].
O TINA e´ uma ferramenta para edic¸a˜o e ana´lise de redes de
Petri e TPN, desenvolvido no grupo de pesquisa do LAAS/CNRS da
Franc¸a. O TINA tem uma grande importaˆncia pelo fato de utilizar e
ter suporte para ferramentas de verificac¸a˜o, ale´m de ser capaz de edi-
tar e analisar outras extenso˜es, como o TTS. As diferentes ferramentas
que constituem o ambiente podem ser utilizadas isoladamente ou em
conjunto. A ferramenta de verificac¸a˜o que integra o TINA e´ o SELT,
para verificar propriedades espec´ıficas, ale´m de acessibilidade, limitac¸a˜o,
auseˆncia de deadlock e vivacidade, ja´ verificadas pelo TINA. A ferra-
menta SELT e´ um verificador de modelo para uma versa˜o enriquecida de
Estado/Evento LTL. No caso de na˜o satisfazer a propriedade, o SELT
e´ capaz de gerar uma sequeˆncia leg´ıvel de contra-exemplo em uma ou
mais formas utiliza´veis pelo simulador do TINA, a fim de executa´-lo
passo a passo [7].
Para expressar as propriedades a serem verificadas atrave´s de
fo´rmulas de lo´gica, utilizadas no SELT, e´ utilizado um subconjunto da
lo´gica temporal LTL. Estas fo´rmulas sa˜o constru´ıdas a partir de um
conjunto de varia´veis proposicionais e operadores lo´gicos usuais como
os seguintes, de acordo com a sintaxe utilizada no SELT: implicac¸a˜o
(⇒), negac¸a˜o (-), conjunc¸a˜o (∧), disjunc¸a˜o (∨) e constantes (true e
false).
Ale´m desses, o subconjunto tambe´m possui operadores temporais:
• estado futuro (♦);
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• todos os estados futuros ([]).
Para utilizac¸a˜o da lo´gica e´ necessa´rio um refinamento das proprie-
dades nas fo´rmulas, substituindo as varia´veis proposicionais pelos nomes
dos estados definidos nos modelos das propriedades a serem verificadas
[42].
3.6.2 Formalismo LOTOS e a ferramenta CADP
Para a cadeia de verificac¸a˜o, utilizando a equivaleˆncia de mo-
delos, o formalismo adotado e´ o LOTOS, que serve de entrada para a
ferramenta CADP, atrave´s do compilador FIACRE/LOTOS. O LOTOS
e´ uma te´cnica de descric¸a˜o formal padronizada pela ISO (International
Organization for Standardization) para especificac¸a˜o de protocolos de
comunicac¸a˜o e sistemas distribu´ıdos. O LOTOS e´ composto por duas
sub-linguagens. A primeira parte e´ o LOTOS ba´sico, que representa
o modelo estritamente comportamental do sistema. Nesse modelo, o
sistema e´ descrito como um conjunto de processos, os quais sa˜o sin-
cronizados mediante a execuc¸a˜o de ac¸o˜es previamente especificadas em
pontos de interac¸a˜o compartilhados e sua representac¸a˜o e´ baseada na
a´lgebra de processos. A parte do LOTOS completo inclui a definic¸a˜o
dos tipos de dados envolvidos nas interac¸o˜es entre os processos, com
base na teoria de tipos de dados alge´bricos abstratos. O LOTOS possui
como limitac¸a˜o a na˜o representac¸a˜o expl´ıcita do tempo [10].
O ambiente utilizado para a linguagem LOTOS e´ o CADP, que
e´ um conjunto de ferramentas empregado em engenharia de protocolos,
com o objetivo de promover a compilac¸a˜o, simulac¸a˜o, verificac¸a˜o formal
e teste de descric¸a˜o de protocolos escritos, principalmente, na lingua-
gem LOTOS. O CADP oferece um amplo conjunto de funcionalidades
como compilac¸a˜o de especificac¸o˜es descritas em LOTOS, verificac¸a˜o de
sistemas comunicantes, validac¸a˜o e testes de protocolos, ale´m de outras
que va˜o desde a simulac¸a˜o passo-a-passo ate´ o model-checking. Ale´m
disso, o CADP possui como caracter´ıstica importante a variedade de
ferramentas de verificac¸a˜o de equivaleˆncia (minimizac¸a˜o e comparac¸o˜es
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de relac¸o˜es de bisimulac¸a˜o).
O CADP inclui ainda varias funcionalidades para o projeto de
sistemas ass´ıncronos como: gerac¸a˜o de co´digo, prototipagem ra´pida,
verificac¸a˜o de estado expl´ıcito, gerac¸a˜o de casos de teste e avaliac¸a˜o de
desempenho. O CADP aceita como entrada redes de comunicac¸a˜o de
autoˆmatos ou linguagens de especificac¸a˜o de alto n´ıvel, como o LOTOS.
Muitas ferramentas do CADP operam tambe´m com um LTS (Labeled
Transition Systems), que sa˜o representados de forma expl´ıcita, como
arquivos bina´rios compactos codificados no formato BCG (Binary Coded
Graphs), ou implicitamente, como implementac¸o˜es de programas em
C atrave´s de uma aplicac¸a˜o de interface. Basicamente, treˆs formas de
verificac¸a˜o sa˜o suportadas pelo CADP: visual checking (inspec¸a˜o gra´fica
de um LTS), model checking e verificac¸a˜o por equivaleˆncia (comparac¸a˜o
de dois arquivos LOTOS ou LTS). A ferramenta de verificac¸a˜o CADP
na˜o trata restric¸o˜es temporais expl´ıcitas [22].
3.7 Conclusa˜o do cap´ıtulo
Foram apresentados neste cap´ıtulo os conceitos relacionados a
modelagem e verificac¸a˜o formal de CLPs. Inicialmente, foi discutida
a verificac¸a˜o aplicada a CLPs, juntamente com as abordagens de veri-
ficac¸a˜o que sera˜o aplicadas neste trabalho e os trabalhos relacionados
com a a´rea, contextualizando o assunto. Tambe´m foi apresentada a
transformac¸a˜o de modelos, necessa´ria para a traduc¸a˜o das linguagens
LD para FIACRE, inseridas na cadeia de verificac¸a˜o. Foram descritas
as cadeias de verificac¸a˜o formal deste trabalho, com as duas abordagens:
model-checking e equivaleˆncias. Os elementos que constituem essa ca-
deia como a linguagem intermedia´ria FIACRE e os formalismos para as
ferramentas de verificac¸a˜o tambe´m foram apresentados.
A partir dos conceitos relacionados aos CLP e suas formas de ve-
rificac¸a˜o e modelagem, juntamente com as definic¸o˜es de transformac¸a˜o
de modelos, e´ poss´ıvel caracterizar a transformac¸a˜o dos programas des-
critos na linguagem de entrada LD, para CLPs, para a linguagem inter-
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media´ria de verificac¸a˜o FIACRE. O pro´ximo cap´ıtulo ira´ tratar basica-
mente das modelagens que compo˜em os programas em LD e as regras
de traduc¸a˜o de LD para FIACRE.
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Cap´ıtulo 4
Transformac¸a˜o de
programas em LD para
FIACRE
O Cap´ıtulo 3 mostrou, que neste trabalho, a verificac¸a˜o de pro-
gramas e´ realizada por duas cadeias de verificac¸a˜o formal, baseada em
transformac¸a˜o de modelos. Neste cap´ıtulo, e´ apresentada a etapa de
transformac¸a˜o de modelos de programas de CLP escritos em LD para
a linguagem intermedia´ria FIACRE, a ser utilizada na cadeia de veri-
ficac¸a˜o. Primeiramente, e´ descrita a modelagem do comportamento das
principais construc¸o˜es do LD, juntamente com as regras de traduc¸a˜o
da linguagem LD para a linguagem FIACRE e os co´digos em FIACRE.
Tambe´m e´ apresentado neste cap´ıtulo um exemplo de programa de CLP
escrito em LD com elementos ba´sicos e bloco funcional, e a sua traduc¸a˜o
para a linguagem FIACRE.
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4.1 Modelagem de um programa de CLP
e regras de traduc¸a˜o de LD para FIA-
CRE
Nesta sec¸a˜o e´ apresentada a modelagem dos diversos elementos
e construc¸o˜es encontrados em programas na linguagem LD. Estes mo-
delos dos elementos de programac¸a˜o em LD servem como base para a
definic¸a˜o das regras de transformac¸a˜o para FIACRE, que tambe´m sera˜o
apresentadas nas subsec¸o˜es seguintes.
4.1.1 Modelo base do CLP
A execuc¸a˜o de um programa de CLP segue um ciclo que apre-
senta uma leitura de entradas oriundas do ambiente externo, execuc¸a˜o
dos ca´lculos descritos no programa e escrita das sa´ıdas em direc¸a˜o ao
ambiente externo. No modelo adotado neste trabalho, a parte do pro-
grama que conte´m temporizac¸o˜es (blocos funcionais com tempo) sera´
modelada como um bloco separado, de forma concorrente com o mo-
delo do ciclo de execuc¸a˜o. O restante do programa (elementos ba´sicos
sem tempo) faz parte do modelo do ciclo de execuc¸a˜o. O CLP se co-
munica atrave´s de uma interface de entrada/sa´ıda, com um ambiente
externo, que corresponde geralmente a planta industrial que deve ser
controlada. Esta interface de entrada e sa´ıda e´ feita atrave´s de pro-
cessos chamados de glue, como por exemplo, os que representam os
sensores e os atuadores. O conceito de glue foi inicialmente criado para
gerenciar a comunicac¸a˜o ass´ıncrona entre as threads, ou os processos,
a partir da utilizac¸a˜o da comunicac¸a˜o s´ıncrona entre cada processo e o
processo glue. O processo glue envia (ou recebe) uma mensagem para
uma thread no momento destinado ao envio (ou recebimento, respec-
tivamente) e utiliza como paraˆmetros o valor dos dados das portas de
entrada e sa´ıda [9].
A Fig. 4.1 ilustra a visa˜o geral adotada para o modelo de um
programa em LD, de um CLP em relac¸a˜o com o ambiente externo (ou
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planta), utilizando um processo glue que corresponde aos sensores e
atuadores. Nas subsec¸o˜es seguintes sera˜o descritos cada um dos ele-
mentos que compo˜em um programa de CLP, juntamente com as regras
de traduc¸a˜o para FIACRE. A descric¸a˜o do processo glue e da planta
sera˜o objetos de estudo do cap´ıtulo seguinte. A representac¸a˜o em FI-
ACRE do glue e do programa LD controlando a planta tambe´m sera˜o
apresentados.
Figura 4.1: Visa˜o geral do modelo comportamental de um programa em
LD.
O programa do CLP em FIACRE sera´ representado por um pro-
cesso correspondendo ao ciclo de execuc¸a˜o (que utiliza apenas elementos
ba´sicos sem tempo envolvido). Os blocos funcionais com temporizac¸a˜o
sera˜o representados por outros processos, que podem ser executados
em paralelo, para que na˜o haja interrupc¸a˜o no processo do ciclo de
execuc¸a˜o. Para entender melhor o comportamento destes, os modelos
dos elementos do LD sera˜o descritos na forma de ma´quina de estados.
Em FIACRE, o sistema e´ representado na forma de um compo-
nente principal que e´ o resultado da composic¸a˜o dos processos corres-
pondentes ao CLP, a` planta e a` glue. O operador par da linguagem
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FIACRE e´ o elemento que permite esta composic¸a˜o. A composic¸a˜o


















4.1.2 Modelo do ciclo de execuc¸a˜o
O comportamento do ciclo de execuc¸a˜o de um CLP e´ formado
basicamente por treˆs etapas: leitura, execuc¸a˜o e escrita. Primeiro, as
varia´veis de entrada, oriundas da planta, sa˜o lidas e seus valores sa˜o
armazenados na memo´ria. A seguir, ocorre a etapa de execuc¸a˜o do
programa, calculando os valores de sa´ıda, que tambe´m sa˜o armazenados
na memo´ria, para utilizac¸a˜o no ciclo seguinte e/ou no controle da planta.
O ciclo de execuc¸a˜o do programa LD e´ assumido ser perio´dico. Apesar
desta escolha, o ciclo poderia ser tambe´m comandado por eventos. A
Fig. 4.2 caracteriza o modelo do comportamento geral, de um ciclo de
execuc¸a˜o, baseado no modelo apresentado por Mokaden et al. [33]. O
sistema comec¸a de um estado ocioso, a seguir ocorre o in´ıcio de leitura
dos dados de entrada. Apo´s a leitura dos dados, ocorre o fim da leitura
e in´ıcio da execuc¸a˜o do programa, no qual encontram-se as lo´gicas de
controle. Finalizando esta execuc¸a˜o, ocorre a atualizac¸a˜o dos dados de
sa´ıda, e depois volta ao estado inicial para esperar o rein´ıcio do ciclo,
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no pro´ximo per´ıodo.
Figura 4.2: Modelo abstrato da sequeˆncia do ciclo de execuc¸a˜o do LD.
Outra forma de representar o ciclo de execuc¸a˜o de acordo com
este trabalho, na forma de autoˆmatos, encontra-se na Fig. 4.3. O sis-
tema comec¸a de um estado inicial, a seguir ocorre a transic¸a˜o de leitura
de dados de entrada (?dado entrada). Apo´s a leitura dos dados, ocorrem
as transic¸o˜es de execuc¸a˜o do programa do CLP, onde encontram-se as
lo´gicas de controle, com os elementos ba´sicos (rungs com contatos e bo-
binas), representadas pelo pontilhado. Finalizando a execuc¸a˜o, ocorre
a transic¸a˜o de escrita de dados de sa´ıda (!dado saida). Depois de atu-
alizar os dados, volta-se ao estado inicial, por interme´dio da transic¸a˜o
de reinicio.
Figura 4.3: Modelo espec´ıfico do comportamento do ciclo de execuc¸a˜o do
LD.
Na linguagem FIACRE, o ciclo de execuc¸a˜o e´ representado por
um processo perio´dico, da mesma forma que no modelo, ocorrendo inici-
almente a leitura dos dados provenientes do modelo do ambiente externo
para utilizac¸a˜o no programa. A leitura dos dados e´ feita pelo recebi-
mento de uma mensagem com o valor da varia´vel, indicada na transic¸a˜o
pelo s´ımbolo ’?’. A partir do estado inicio, ocorre a transic¸a˜o chamada
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leitura (que representa a comunicac¸a˜o na qual o dado entrada e´ com-
posto pela varia´vel de entrada que deve ser lida), apo´s esta transic¸a˜o, o
estado correspondente e´ o primeiro rung (rung 1 ). No fim do processo
de execuc¸a˜o do programa de CLP (estado rung n), ocorre a escrita dos
dados provenientes do programa para utilizac¸a˜o no ambiente externo.
A escrita dos dados e´ feita pelo envio de uma mensagem com o valor
da varia´vel e ocorre na transic¸a˜o com o s´ımbolo ’ !’. A transic¸a˜o no-
meada escrita representa a comunicac¸a˜o e dado saida e´ a varia´vel de
sa´ıda que deve ser enviada. Quando o sistema possui mais de uma
varia´vel, que precisa ser lida e enviada para o ambiente, sa˜o necessa´rias
va´rias transic¸o˜es de forma sequencial com um intervalo de tempo ins-
tantaˆneo, ou seja, [0,0] (podendo ser tambe´m de uma so´ vez, utilizando
um vetor com os valores), para que todos os valores sejam sempre atua-
lizados no mesmo instante. Apo´s a escrita dos dados, atinge-se o estado
intermedia´rio chamado fim, e a partir deste, atrave´s da transic¸a˜o tem-
porizada reinicio, volta-se para o estado inicial. Em FIACRE o ciclo
de execuc¸a˜o, e´ apresentado da seguinte forma (os pontos no co´digo re-
presentam o restante das instruc¸o˜es, como por exemplo, declarac¸o˜es das














from fim reinicio; to inicio
Na etapa de execuc¸a˜o do programa, entre a leitura e a escrita,
ocorre o detalhamento dos rungs do LD, podendo ocorrer a subdivisa˜o
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em va´rios estados, de acordo com o nu´meros de rungs. Esta etapa
e´ descrita nas subsec¸o˜es seguintes sobre contatos, bobinas e rungs de
um programa em LD com elementos ba´sicos. Os co´digos completos em
FIACRE esta˜o nos Apeˆndices desta dissertac¸a˜o.
4.1.3 Modelos dos elementos ba´sicos do LD
Nas pro´ximas subsec¸o˜es sera˜o apresentadas as modelagens dos
diversos tipos de contatos e bobinas que constituem os elementos ba´sicos
de programas de LD.
4.1.3.1 Contatos
Os contatos simples (esta´ticos) podem ser classificados como NA
(normalmente aberto) e NF (normalmente fechado). A Fig. 4.4 repre-
senta o contato NA, onde ’L’ representa o valor do lado esquerdo do
contato, ’A’ a varia´vel que representa o contato e ’R’ o valor do lado
direito do contato.
Figura 4.4: Contato NA.
Para os contatos NA, de acordo com a Fig. 4.4, o comportamento
pode ser representado da seguinte forma:
R:= L and A.
O valor do lado esquerdo do contato (L) e´ copiado para o lado
direito (R), quando a varia´vel ’A’ for ativada. Para a modelagem, o con-
tato NA pode ser simplificado, tornando-se apenas o valor da varia´vel
’A’ (considerando que o lado esquerdo do contato esta´ sempre alimen-
tado), pois e´ ativado com o valor booleano true.
A Fig. 4.5 representa o contato NF, de forma ideˆntica a repre-
sentac¸a˜o do contato NA, ’L’ representa o valor do lado esquerdo do
contato NF, ’A’ a varia´vel que representa o contato e ’R’ o valor do
lado direito do contato.
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Figura 4.5: Contato NF.
Para os contatos NF, de acordo com a Fig. 4.5, o comportamento
pode ser representado da seguinte forma:
R:= L and not A.
O valor do lado esquerdo do contato NF (L) e´ copiado para o lado
direito (R), quando a varia´vel ’A’ estiver em n´ıvel lo´gico zero. Para a
modelagem, o contato NF pode ser simplificado, tornando-se apenas a
negac¸a˜o da varia´vel (considerando o lado esquerdo do contato sempre
ativo), ou seja, funciona de forma contra´ria ao NA, pois e´ ativado com
o valor booleano false.
Os contatos especiais sens´ıveis a bordas (subida e descida) pos-
suem um comportamento diferente dos contatos simples. O contato
sens´ıvel a borda de subida (positive transition-sensing contact), ou sim-
plesmente contato P, so´ sera´ ativado se no seu estado anterior (valor da
varia´vel no ciclo anterior) estiver desativado, ou seja, tem que ocorrer
uma transic¸a˜o lo´gica de zero para um. Em todas as demais situac¸o˜es
ele permanece desativado. A Fig. 4.6 representa o contato P, onde ’L’
representa o valor do lado esquerdo do contato P, ’A’ a varia´vel que re-
presenta o contato e ’R’ o valor do lado direito do contato. As Tabelas
4.1 e 4.2 representam as lo´gicas de como foram criadas as expresso˜es
lo´gicas para ativar os contatos especiais sens´ıveis a bordas de subida e
descida. Na tab. 4.1, R representa o valor do lado direito do contato
(resultado da ativac¸a˜o), A(i) representa o valor atual da varia´vel do
contato, A (i-1) representa o estado anterior da varia´vel (que deve ser
armazenado) e L o valor do lado esquerdo do contato (que deve estar
sempre ativo).
A Tabela 4.1 mostra como resultado para a ativac¸a˜o do contato
P a seguinte expressa˜o booleana:
R := L and not A(i-1) and A(i).
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Figura 4.6: Contato P.
Tabela 4.1: Tabela lo´gica do contato P.
L A (i-1) A (i) R
true false false false
true false true true
true true false false
true true true false
A varia´vel A tem o seu estado inicial em false e deve ser sem-
pre armazenada depois da operac¸a˜o descrita acima, pois e´ necessa´rio
guardar o valor do ciclo anterior, ou seja:
A(i-1):= A(i).
O contato sens´ıvel a borda de descida (negative transition-sensing
contact), ou simplesmente contato N, tem um comportamento inverso ao
contato P, pois so´ sera´ ativado se no seu estado anterior estiver ativado,
e no ciclo seguinte desativado, ou seja, tem que ocorrer uma transic¸a˜o
lo´gica de verdadeiro para falso. A Fig. 4.7 representa o contato N, de
forma ideˆntica ao contato P, ’L’ representa o valor do lado esquerdo do
contato N, ’A’ a varia´vel que representa o contato e ’R’ o valor do lado
direito do contato. Na tab. 4.2, de forma similar a tabela anterior, R
representa o valor do lado direito do contato (resultado da ativac¸a˜o),
A(i) representa o valor atual da varia´vel do contato, A(i-1) representa
o estado anterior da varia´vel (que foi armazenado) e L o valor do lado
esquerdo do contato (que deve estar sempre ativo).
Figura 4.7: Contato N.
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Tabela 4.2: Tabela lo´gica do contato N.
L A (i-1) A (i) R
true false false false
true false true false
true true false true
true true true false
A Tab. 4.2 mostra como resultado para a ativac¸a˜o do contato N
a seguinte expressa˜o booleana:
R := L and A(i-1) and not A(i).
A(i-1):= A(i).
4.1.3.2 Bobinas
As bobinas simples (momentaˆneas, ou seja, sem retenc¸a˜o) da
mesma forma que os contatos simples, podem ser classificadas como
bobinas NA e NF. A bobina NA tem a lo´gica de entrada do rung (ante-
rior a` bobina) atribu´ıda a` sua varia´vel. A Fig. 4.8 representa a bobina
NA, onde ’X’ representa a lo´gica de entrada dos contatos do rung para
ativac¸a˜o da bobina, ’A’ e´ a varia´vel que representa a bobina e os esta-
dos representam os rungs do programa em LD. A Fig. 4.9 representa a
modelagem do comportamento da bobina NA.
Figura 4.8: Bobina NA no rung.
Para a bobina NF, a u´nica diferenc¸a em relac¸a˜o a bobina NA e´ a
negac¸a˜o da lo´gica de entrada na atribuic¸a˜o para a bobina, pois a bobina
NF e´ ativada com valor booleano false, onde a varia´vel ’A’ representa
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Figura 4.9: Comportamento da bobina NA.
a ativac¸a˜o da bobina. A Fig. 4.10 representa a bobina NF e a Fig. 4.11
representa a modelagem do comportamento da bobina NF.
Figura 4.10: Bobina NF no rung.
Figura 4.11: Comportamento da bobina NF.
Para as bobinas especiais set e reset o tratamento deve ser dife-
rente, pois uma vez ativadas, as bobinas especiais (set para o caso de
manter ativada e reset para manter desativada) permanecem aciona-
das nos pro´ximos ciclos de varredura, independente do valor da lo´gica
de entrada, ou seja, elas recebem um valor que fica retido na memo´ria.
Elas so´ tera˜o o seu valor alterado quando um sinal acionar diretamente a
varia´vel. A Tab. 4.3 representa a lo´gica para ativar a bobina set. A Fig.
4.12 representa a bobina set, onde ’X’ representa a lo´gica de entrada
dos contatos para ativac¸a˜o da bobina e ’A’ e´ a varia´vel que representa
a bobina set. A Fig. 4.13 representa a modelagem do comportamento
da bobina set.
A Fig. 4.14 representa a bobina reset, onde ’X’ representa a
lo´gica de entrada dos contatos para ativac¸a˜o da bobina e ’A’ e´ a varia´vel
que representa a bobina. A Tab. 4.4 representa a lo´gica para ativar a
bobina reset e a Fig. 4.15 representa a modelagem do comportamento
desta.
Em FIACRE, de acordo com a modelagem, para as bobinas es-
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Figura 4.12: Bobina set no rung.
Tabela 4.3: Tabela lo´gica da bobina set.





Figura 4.13: Comportamento da bobina set.
Figura 4.14: Bobina reset no rung.
Tabela 4.4: Tabela lo´gica da bobina reset.





Figura 4.15: Comportamento da bobina reset.
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peciais set e reset, a forma de escrever e´ feita da seguinte maneira,
respectivamente:
%set:
from rung_i ac¸~ao; A:= X or A; to rung_i+1;
%reset:
from rung_i ac¸~ao; A:= not X and A; to rung_i+1.
A partir de um estado ’rung i’, ocorre uma ac¸a˜o instantaˆnea (o
tempo da ac¸a˜o e´ declarado no componente) com a atribuic¸a˜o da lo´gica
de ativac¸a˜o na varia´vel que representa a bobina, e vai para o pro´ximo
estado ’rung i+1’.
4.1.4 Programa em LD composto por rungs com ele-
mentos ba´sicos
Os elementos ba´sicos que compo˜em um rung do LD sa˜o: contatos
simples esta´ticos, bobinas simples momentaˆneas, bobinas especiais com
retenc¸a˜o (set e reset) e tambe´m contatos especiais sens´ıveis a bordas
(subida e descida). Para a modelagem dos rungs, os contatos sa˜o repre-
sentados por uma lo´gica de entrada e as bobinas por uma varia´vel de
sa´ıda. A Fig. 4.16 ilustra os elementos ba´sicos em um rung do programa
no LD, com destaque para a lo´gica de entrada, atrave´s dos contatos (a,
b e c), ligados a uma bobina (varia´vel sa´ıda). A Fig. 4.17 representa
a modelagem dos rungs de um programa LD com elementos ba´sicos,
onde um rung tera´ sempre uma lo´gica de controle como entrada (con-
tato) que sera´ armazenada em uma varia´vel de sa´ıda (bobina). Cada
estado representa um rung do LD, onde i representa o rung atual, i+1
representa o pro´ximo rung e a transic¸a˜o corresponde a passagem de um
estado para outro, levando em conta a lo´gica entre as varia´veis para
atribuir um valor a` varia´vel de sa´ıda.
Em FIACRE, neste caso (rungs com apenas elementos ba´sicos),
existira´ um estado por rung, com apenas uma transic¸a˜o atribuindo a
lo´gica de controle do rung atual para a varia´vel de sa´ıda. A partir do
estado que representa o rung, ocorre uma transic¸a˜o que atribui a lo´gica
de entrada para uma varia´vel, de forma instantaˆnea. A ’ac¸a˜o’ deve ser
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Figura 4.16: Elementos ba´sicos em rung do LD.
Figura 4.17: Comportamento dos elementos ba´sicos em rungs do LD.
declarada no componente com o intervalo [0,0]. A lo´gica de controle
composta pelos operadores lo´gicos and e or, definida em LD a partir
do posicionamento dos elementos, e´ descrita textualmente em FIACRE
seguindo esta lo´gica. De acordo com a sintaxe FIACRE, para o caso de
elementos ba´sicos, contatos e bobinas simples, um rung e´ representado
por:
from rung_i ac¸~ao; variavel_saida:= logica_entrada; to rung_i+1.
Os programas em LD podem conter jumps nos rungs, identifica-
dos por labels. A Fig. 4.18 ilustra um exemplo de programa com um
jump, onde o contato ’A’, quando e´ ativado, a execuc¸a˜o do programa
salta para o label chamado ’INIT’, executa as instruc¸o˜es ate´ o label
’RETURN’ e retorna para o rung 2, que e´ o pro´ximo a ser executado.
Figura 4.18: Exemplo de programa em LD com jump no rung.
Em FIACRE, quando existe um jump no rung do programa em
LD, a condic¸a˜o de ativac¸a˜o do label e´ feita por um ’if ’, que se for
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verdadeiro vai para o estado com o nome do label, sena˜o segue para o
pro´ximo rung. O exemplo da Fig. 4.18 e´ representado em FIACRE da
seguinte forma:
from rung1 acao1;
if A then INIT







Os tipos de transic¸a˜o e os tipos das varia´veis sa˜o definidos no
cabec¸alho do processo FIACRE. As condic¸o˜es iniciais das varia´veis e
a declarac¸a˜o do intervalo de tempo de cada transic¸a˜o sa˜o definidos no
componente FIACRE, inclusive o tempo de rein´ıcio do ciclo de execuc¸a˜o.
De forma geral, a lo´gica de entrada na modelagem e´ representada
pela ligac¸a˜o entre os contatos no programa LD. Se os contatos estive-
rem ligados em se´rie, enta˜o ocorre uma lo´gica booleana ’and’ entre as
varia´veis. Se os contatos estiverem ligados em paralelo, enta˜o ocorre
uma lo´gica booleana ’or’ entre as varia´veis. De acordo com a Fig. 4.16,
a lo´gica de entrada dos rungs pode ser representada de forma resumida
da seguinte forma:
• Se lo´gica entrada e´ contato NA, enta˜o em FIACRE e´ representado
por uma varia´vel ;
• Se lo´gica entrada e´ contato NF, enta˜o em FIACRE e´ representado
por not varia´vel ;
• Se lo´gica entrada e´ contato P, enta˜o em FIACRE e´ representado
por not varia´vel(i-1) and varia´vel(i);
• Se lo´gica entrada e´ contato N, enta˜o em FIACRE e´ representado
por varia´vel(i-1) and not varia´vel(i);
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• Se lo´gica entrada e´ lo´gica entrada(1) ligada em se´rie com lo´gica entrada(2),
enta˜o em FIACRE e´ representado por lo´gica entrada(1) and lo´gica entrada(2);
• Se lo´gica entrada e´ lo´gica entrada(1) ligada em paralelo com lo´gica entrada(2),
enta˜o em FIACRE e´ representado por lo´gica entrada(1) or lo´gica entrada(2).
De forma geral, para os elementos de sa´ıda dos rungs, as regras
podem ser representadas da seguinte forma:
• Se existe um rung no LD, enta˜o em FIACRE existe um estado
com a sua transic¸a˜o;
• Se tem bobina NA, enta˜o em FIACRE e´ representado por varia´vel
:= lo´gica entrada;
• Se tem bobina NF, enta˜o em FIACRE e´ representado por varia´vel
:= not lo´gica entrada;
• Se tem bobina set, enta˜o em FIACRE e´ representado por varia´vel
:= lo´gica entrada or varia´vel ;
• Se tem bobina reset, enta˜o em FIACRE e´ representado por varia´vel
:= not lo´gica entrada and varia´vel ;
• Se existe um contato ligado em um label (jump) no LD, enta˜o em
FIACRE e´ representado pela condic¸a˜o if (contato) then (vai para
o estado do label, executa as instruc¸o˜es do ’jump’ e volta para o
label) else (segue para o pro´ximo rung).
4.1.5 Modelo do ciclo de execuc¸a˜o com blocos fun-
cionais
Para o caso de programas em LD, nos quais existem blocos fun-
cionais (do tipo temporizadores e contadores) nos rungs, e´ necessa´rio
passar por uma etapa de atualizac¸a˜o das varia´veis de entrada (IN ) e
de sa´ıda (Q) dos blocos funcionais. Isto e´ feito pelo sincronismo entre
o processo do ciclo de execuc¸a˜o e o do bloco funcional, com o envio de
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mensagem (! ) do valor de entrada do bloco (IN ) do processo ciclo de
execuc¸a˜o para o processo do bloco funcional. Tambe´m e´ necessa´ria uma
etapa de sincronizac¸a˜o para o recebimento (? ) pelo processo ciclo de
execuc¸a˜o do valor de sa´ıda do bloco (Q), oriundo do processo do bloco
funcional. Cada processo do bloco funcional com tempo, gera no pro-
cesso ciclo de execuc¸a˜o um envio e recebimento de mensagem com os
valores de entrada e sa´ıda dos blocos funcionais.
A modelagem proposta e´ dividida em duas partes: a primeira
delas durante o processo ciclo de execuc¸a˜o permite a atualizac¸a˜o das
varia´veis de entrada e sa´ıda do bloco funcional. A segunda parte e´ re-
ferente ao funcionamento de fato do bloco (por exemplo, TON, TOF e
CTU), que na modelagem e´ representada por um processo que funci-
ona em paralelo ao processo ciclo de execuc¸a˜o. Um rung que conte´m
um bloco funcional, no processo ciclo de execuc¸a˜o, e´ modelado por
transic¸o˜es que permitem a execuc¸a˜o paralela dos blocos: uma repre-
senta a parte de entrada do bloco, com a lo´gica de ativac¸a˜o atribu´ıda
a` varia´vel de entrada do bloco funcional, e a outra representa a sa´ıda
do bloco funcional, com o valor da varia´vel de sa´ıda do bloco atribu´ıda
para uma varia´vel do programa. Entre estas duas transic¸o˜es ocorre a
atualizac¸a˜o dos dados do bloco com o processo do bloco funcional. Esta
etapa e´ necessa´ria para a atualizac¸a˜o dos dados no ciclo de execuc¸a˜o, e
serve para qualquer tipo de bloco funcional com tempo. A Fig. 4.19 ilus-
tra um rung do programa no LD com um bloco funcional, com destaque
para a lo´gica de entrada ligada no bloco, por interme´dio dos contatos (a,
b e c), e a sa´ıda do bloco ligada a uma bobina (variavel saida). A Fig.
4.20 ilustra parte do modelo do ciclo de execuc¸a˜o de um programa em
LD que conte´m um bloco funcional. A varia´vel IN representa a varia´vel
de entrada do bloco e a varia´vel Q representa a varia´vel de sa´ıda do
bloco. A logica entrada e´ normalmente representada por uma lo´gica de
controle para ativac¸a˜o com contatos e variavel saida representa, nor-
malmente, uma bobina do programa LD.
O processo FIACRE do ciclo de execuc¸a˜o com blocos funcionais
nos rungs, segue o mesmo padra˜o do processo FIACRE do ciclo de
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Figura 4.19: Bloco funcional em um rung do LD.
Figura 4.20: Comportamento do bloco funcional no ciclo de execuc¸a˜o em
rungs do LD.
execuc¸a˜o so´ com elementos ba´sicos. Algumas modificac¸o˜es sa˜o, entre-
tanto, necessa´rias. Uma delas corresponde a necessidade de uma sincro-
nizac¸a˜o dos dados do bloco funcional com o ciclo de execuc¸a˜o, a segunda
e´ a atribuic¸a˜o dos dados dos blocos funcionais nas varia´veis do programa
nos rungs. No processo FIACRE do ciclo de execuc¸a˜o, a atualizac¸a˜o dos
dados dos blocos funcionais e´ expressa pelo envio da varia´vel que repre-
senta a entrada do bloco funcional (!IN ), pela transic¸a˜o timer1, apo´s a
transic¸a˜o de atribuic¸a˜o da lo´gica de entrada na varia´vel de entrada do
bloco (IN ). O recebimento da varia´vel que representa a sa´ıda do bloco
(?Q), e´ expressa atrave´s da transic¸a˜o timer2, antes da atribuic¸a˜o da
varia´vel do bloco na varia´vel de sa´ıda (Q). As ac¸o˜es sa˜o definidas no
componente com o intervalo [0,0]. De acordo com a sintaxe FIACRE,
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4.1.6 Modelos dos blocos funcionais
Cada bloco funcional e´ representado em FIACRE por um pro-
cesso. A seguir sera´ apresentado o modelo do comportamento do bloco
TON, seguido da representac¸a˜o em FIACRE. A representac¸a˜o de outros
blocos funcionais com tempo (TOF e CTU) pode ser tratada de forma
similar, tambe´m apresentada nesta sec¸a˜o.
De acordo com o funcionamento do bloco TON, explicado no
Cap´ıtulo 2, para representar o comportamento do temporizador TON
sa˜o necessa´rios treˆs estados. O primeiro e´ o estado idle que esta´ associ-
ado a` transic¸a˜o que recebe o valor da varia´vel de entrada IN do processo
ciclo de execuc¸a˜o e testa se esta´ ativa (valor booleano true). Sena˜o esti-
ver ativa, permanece no mesmo estado e mante´m a sa´ıda Q desativada.
O segundo estado e´ o running que e´ atingido quando a condic¸a˜o da
entrada IN estiver ativa. A partir deste estado, e´ poss´ıvel zerar o tem-
porizador, voltando para o estado idle, caso a entrada IN seja desati-
vada antes do tempo. A outra opc¸a˜o, a partir deste estado, consiste em
contar o tempo ate´ o valor determinado na varia´vel PT (representado
pela transic¸a˜o temporizada timeout). Quando este e´ atingido, atrave´s
da transic¸a˜o timeout, a sa´ıda Q e´ ativada, ocorrendo a mudanc¸a para
o estado chamado timeout. No estado timeout, e´ poss´ıvel desativar a
sa´ıda Q do temporizador caso a entrada IN for desativada, para voltar
ao estado inicial. Todos os estados possuem um loop com a transic¸a˜o
de atualizac¸a˜o da varia´vel Q, pelo envio de mensagem para o processo
ciclo de execuc¸a˜o. A modelagem do bloco TON foi baseada no mo-
delo apresentado no trabalho de Mokadem [32], com a diferenc¸a que
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na modelagem deste trabalho na˜o e´ considerado o compartilhamento de
memo´ria entre as varia´veis, precisando sempre ocorrer uma transic¸a˜o
para atualizac¸a˜o das varia´veis, de acordo com as limitac¸o˜es da lingua-
gem FIACRE.
Esse processo TON e´ executado, em paralelo ao processo ciclo
de execuc¸a˜o, atualizando os valores de entrada e sa´ıda do bloco por
interme´dio da etapa de leitura e atualizac¸a˜o dos dados do bloco tempo-
rizador. A Fig. 4.21 ilustra o modelo do comportamento do processo
bloco temporizador TON, em que os s´ımbolos ’?’ (recebimento de men-
sagem) e ’ !’ (envio de mensagem) representam a sincronizac¸a˜o com o
processo ciclo de execuc¸a˜o.
Figura 4.21: Comportamento do processo bloco temporizador TON.
O processo FIACRE, para o caso do bloco temporizador TON,
da mesma forma que no modelo anterior, sa˜o necessa´rios treˆs estados.
O primeiro e´ o estado idle que esta´ associado a um comando select, com
uma transic¸a˜o chamada timer1 (para a comunicac¸a˜o com o processo do
ciclo de execuc¸a˜o) que recebe a mensagem com o valor de IN e com uma
transic¸a˜o timer2 que envia uma mensagem para o ciclo de execuc¸a˜o com
o valor de Q e permanece no mesmo estado, por interme´dio da instruc¸a˜o
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loop. O segundo estado e´ o running que esta´ associado a um comando
select, que tem como opc¸o˜es uma transic¸a˜o com a condic¸a˜o da entrada
ativa, e permite tambe´m, a partir do mesmo estado, a transic¸a˜o com as
opc¸o˜es de zerar o temporizador desativando a sa´ıda Q caso a entrada IN
seja desativada, ou de permanecer no estado pela instruc¸a˜o loop (usada
para na˜o resetar a temporizac¸a˜o), ou ainda a ativac¸a˜o do disparo do
tempo, atrave´s da transic¸a˜o temporizada timeout, para depois ativar a
sa´ıda. Este estado tambe´m possui a opc¸a˜o de enviar uma mensagem
atrave´s da transic¸a˜o timer2 com o valor de Q. Por fim, e´ o estado time-
out, no final do processo, com a condic¸a˜o para desativar a sa´ıda Q do
temporizador caso a entrada IN for desativada, para que volte ao estado
inicial. A atualizac¸a˜o dos valores de entrada e sa´ıda do bloco ocorre,
respectivamente, pelas ac¸o˜es timer1 e 2 na etapa de sincronizac¸a˜o dos
dados entre os processos ciclo de execuc¸a˜o e bloco funcional. A transic¸a˜o
timeout associada ao segundo estado (running) e´ temporizada represen-
tando a contagem do tempo (a especificac¸a˜o do tempo desta transic¸a˜o
equivale ao valor da varia´vel PT do modelo apresentado anteriormente)
e e´ especificada pelo port no componente principal, responsa´vel tambe´m
pela declarac¸a˜o dos processos para que ocorra a comunicac¸a˜o. No caso
das ac¸o˜es timer 1 e 2 a transic¸a˜o e´ instantaˆnea, e tambe´m sa˜o especifi-
cadas no componente. De acordo com a sintaxe da linguagem FIACRE,







timer1 ?IN; if IN then to running
else loop end




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
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[] timeout; Q:= true; to timeout




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
[] timer2 !Q; loop
end
Para o bloco temporizador TOF tambe´m sa˜o necessa´rios treˆs es-
tados. O primeiro e´ o estado idle que esta´ associado a` transic¸a˜o que
recebe o valor da varia´vel de entrada IN e testa se esta´ ativa. Sena˜o
estiver ativa, permanece no mesmo estado e mante´m a sa´ıda Q desati-
vada. Se IN estiver ativo, ativa a sa´ıda Q, e vai para o estado active.
O segundo estado active esta´ associado com a condic¸a˜o da entrada IN
estar ativa, com as opc¸o˜es de manter no mesmo estado, caso a entrada
IN permanec¸a ativa, ou ir para o estado running, caso a entrada seja
desativada. O estado running tem as opc¸o˜es de zerar o temporizador,
voltando para o estado active, caso a entrada IN volte a ser ativada
antes do tempo, ou contar o tempo ate´ o valor determinado na varia´vel
PT, atrave´s da transic¸a˜o temporizada timeout, para depois desativar a
sa´ıda Q e seguir para o estado idle novamente. Todos os estados pos-
suem um loop com a transic¸a˜o de atualizac¸a˜o da varia´vel Q, pelo envio
de mensagem para o processo ciclo de execuc¸a˜o. A Fig. 4.22 representa
o comportamento do processo bloco temporizador TOF.
Na linguagem FIACRE, para o bloco temporizador TOF, da
mesma forma que no modelo, tambe´m sa˜o necessa´rios treˆs estados. O
primeiro e´ o estado idle que esta´ associado a uma instruc¸a˜o select, com
uma transic¸a˜o timer1 que recebe a mensagem com o valor de IN e testa
se esta´ ativo e com uma transic¸a˜o timer2 que envia a mensagem com
o valor de Q. O estado active testa novamente a entrada IN, se for de-
sativada vai para o estado running, sena˜o permanece no mesmo estado.
O estado running esta´ associado ao comando select, com uma transic¸a˜o
representando a condic¸a˜o de testar a entrada, com uma transic¸a˜o com
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Figura 4.22: Comportamento do processo bloco temporizador TOF.
as opc¸o˜es de zerar o temporizador caso a entrada IN seja ativada, vol-
tando para o estado anterior, ou permanecendo no estado atrave´s da
instruc¸a˜o loop, ou ainda, uma transic¸a˜o que permite ativar o disparo do
tempo, atrave´s da transic¸a˜o temporizada timeout, para depois desativar
a sa´ıda, seguindo para o estado idle, e tambe´m uma transic¸a˜o repre-
sentando a possibilidade do envio do valor de Q atrave´s da transic¸a˜o
timer2. Da mesma forma que no processo TON, a transic¸a˜o timeout
e´ temporizada e representa a contagem do tempo (a especificac¸a˜o do
tempo desta transic¸a˜o equivale ao valor da varia´vel PT do modelo de
funcionamento). De acordo com a sintaxe, o comportamento processo







timer1 ?IN; if IN then Q:= true; to active
else loop end
[] timer2 !Q; loop
end
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from active
select
timer1 ?IN; if not IN then to running
else loop end




timer1 ?IN; if IN then to active
else loop end
[] timeout; Q:= false; to idle
[] timer2 !Q; loop
end
De acordo com a explicac¸a˜o do Cap´ıtulo 2 sobre o funcionamento
dos blocos, para o bloco contador CTU tambe´m sa˜o necessa´rios treˆs
estados. O primeiro e´ o estado idle que esta´ associado a condic¸a˜o de
teste da varia´vel CTU (varia´vel de entrada do bloco) e CV<PV. Se
a condic¸a˜o for verdadeira, vai para o estado counting e incrementa a
varia´vel CV (varia´vel contadora), sena˜o permanece no mesmo estado
e mante´m a sa´ıda Q desativada. Na varia´vel PV esta´ armazenado o
valor limite para a contagem. No estado counting, se CV>=PV enta˜o
ativa a sa´ıda Q e vai para o estado active, caso contra´rio incrementa a
varia´vel CV a cada ativac¸a˜o de CTU, e permanece no mesmo estado.
O estado counting tambe´m pode ser resetado pela varia´vel R, voltando
para o estado idle, e zerando a varia´vel CV. O estado active e´ mantido
ate´ ocorrer um reset (R), atualizando o valor de Q para falso e vol-
tando para o estado idle novamente. Da mesma forma que os modelos
anteriores, todos os estados possuem um loop com a transic¸a˜o de atua-
lizac¸a˜o da varia´vel Q para o ciclo de execuc¸a˜o. A Fig. 4.23 representa
o comportamento do processo bloco contador CTU.
Em FIACRE, para o bloco contador CTU, tambe´m sa˜o necessa´rios
treˆs estados. O primeiro e´ o estado idle que esta´ associado a`s transic¸o˜es
count1 que recebe a mensagem com o valor de CTU e testa se esta´ ativo,
se sim, incrementa a varia´vel CV e vai para o estado counting e count2
que envia o valor de Q para o processo ciclo de execuc¸a˜o. O estado
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Figura 4.23: Comportamento do processo bloco contador CTU.
counting esta´ tambe´m associado a um comando select, com a transic¸a˜o
de zerar o contador, caso a varia´vel R seja ativada, voltando para o
estado anterior, ou permanecendo no mesmo estado, ou a transic¸a˜o se
a condic¸a˜o de CTU for verdadeira, de incrementar a varia´vel CV, ate´
o valor estipulado em PV, e finalmente a transic¸a˜o com o envio de Q.
O estado active testa novamente a varia´vel R, se for ativada vai para o
estado idle e zera a varia´vel CV, sena˜o permanece no mesmo estado. A
opc¸a˜o de envio do valor da varia´vel Q permanece va´lido no select. De
acordo com a sintaxe, o comportamento em FIACRE pode ser repre-







count1 ?CTU; if CTU and CV<PV then CV:= CV+1; to counting
else loop end




reset ?R; if R then CV:=0; to idle
else loop end
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[] count1 ?CTU; if CTU and CV<PV then CV:= CV+1; loop
else Q:= true; to active end




reset ?R; if R then CV:=0; Q:= false; to idle
else loop end
[] count2 !Q; loop
end
4.2 Exemplo com elementos ba´sicos e bloco
TON
Para facilitar o entendimento das construc¸o˜es em FIACRE, a Fig.
4.24 mostra um exemplo de programa com os elementos ba´sicos (contato
NA, contato NF e bobina NA) e um bloco funcional (temporizador
TON). O contato I1 ativa a bobina O1, que se mante´m ativada por
tambe´m estar ligada em paralelo com o contato O1. A varia´vel O1 e´
a responsa´vel, tambe´m, pelo acionamento do bloco temporizador TON,
que apo´s 5 segundos (tempo determinado em PT ), ativa a bobina O2. O
contato I2 funciona como um reset do programa. A seguir e´ apresentada
o co´digo em FIACRE correspondente ao exemplo da Fig. 4.24.
O programa possui o processo do ciclo de execuc¸a˜o, com a sin-
cronizac¸a˜o dos dados dividida em duas partes (envio da varia´vel IN
e recebimento da varia´vel Q), execuc¸a˜o do programa, com os elemen-
tos simples e atualizac¸a˜o de entrada e sa´ıda do bloco, e rein´ıcio do
ciclo. Neste exemplo na˜o esta´ representado a etapa de leitura e escrita
dos dados do ambiente externo, podendo ser simulado atrave´s dos va-
lores iniciais das varia´veis (atribuindo os valores iniciais na chamada
dos processos no componente principal). As representac¸o˜es do ambi-
ente externos sera˜o apresentadas no pro´ximo Cap´ıtulo. No cabec¸alho
do processo ocorre a declarac¸a˜o das transic¸o˜es e varia´veis utilizadas. O
processo do bloco TON possui os elementos de acordo com a descric¸a˜o
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apresentada nesta sec¸a˜o, e se comunica com o ciclo de execuc¸a˜o atrave´s
das transic¸o˜es que enviam e recebem dados (timer 1 e 2 ). O compo-
nente principal (main) possui a declarac¸a˜o dos tempos das transic¸o˜es
(ac¸o˜es), representadas pelos ports, a composic¸a˜o dos processos, e´ feita
pelo comando par, no qual permite a comunicac¸a˜o entre os processos,
juntamente com a definic¸a˜o do valor inicial das varia´veis do programa.
O co´digo em FIACRE para o exemplo e´ o seguinte:
Figura 4.24: Exemplo de programa em LD com elementos ba´sicos e bloco
temporizador.
/* Cabec¸alho do processo com as transic¸~oes e varia´veis */
process ciclo_execucao [timer1, timer2: bool, rung_simples, rung_timer1,
rung_timer2, restart: none](I1, I2, O1, O2, IN, Q: bool) is
/* Declarac¸~ao dos estados */
states rung1, rung2, rung2_2, rung2_3, rung2_4, fim
/* Definic¸~ao do estado inicial */
init to rung1
/* Inı´cio do programa */
from rung1


















/* Processo do temporizador TON */
process ton [timer1, timer2: bool, timeout: none](IN, Q: bool) is




timer1 ?IN; if IN then to running
else loop end




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
[] timeout; Q:= true; to timeout




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
[] timer2 !Q; loop
end
/* Componente principal do sistema */
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component main is
/* Declarac¸~ao dos intervalos de tempo das transic¸~oes */
port
timer1: bool in [0,0],
timer2: bool in [0,0],
rung_simples: none in [0,0],
rung_timer1: none in [0,0],
rung_timer2: none in [0,0],
restart: none in [1,1],
timeout: none in [5,5]
/* Operac¸~ao de comunicac¸~ao paralela entre os processos e
definic¸~ao dos valores iniciais das varia´veis do sistema */
par
timer1, timer2, rung_simples, rung_timer1, rung_timer2, restart ->
ciclo_execucao [timer1, timer2, rung_simples, rung_timer1,
rung_timer2, restart] (true, false, false, false, false, false)




De forma geral, o programa de CLP, representado em FIACRE,
vai conter: o componente principal (com a declarac¸a˜o dos tempos das
transic¸o˜es de todos os processos, a chamada dos processos que compo˜em
o programa com os valores iniciais das varia´veis, juntamente com a
operac¸a˜o para fazer a comunicac¸a˜o paralela entre os processos), o pro-
cesso do ciclo de execuc¸a˜o, os processos dos blocos funcionais com tempo
e os processos (ou componente) representando o ambiente externo.
4.3 Conclusa˜o do cap´ıtulo
Foram apresentadas, neste cap´ıtulo, as modelagens do compor-
tamento de um programa em LD de CLP, que constituem a base para
a transformac¸a˜o para a linguagem FIACRE. Foram descritas as regras
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gerais de traduc¸a˜o de programas em LD para FIACRE, de acordo com
a modelagem apresentada, juntamente com as construc¸o˜es em FIACRE
dos principais elementos que compo˜em um programa LD. Um exem-
plo, que facilita o entendimento das equivaleˆncias entre as linguagens,
tambe´m foi apresentado, utilizando elementos ba´sicos e o bloco tempo-
rizador TON.
A partir do programa de CLP, na linguagem LD, transformado
para FIACRE, e´ poss´ıvel utilizar os compiladores ja´ implementados
(FIACRE-TTS e FIACRE-LOTOS) para utilizac¸a˜o nas ferramentas de
verificac¸a˜o formal (TINA e CADP). O pro´ximo cap´ıtulo ira´ tratar a ve-
rificac¸a˜o de propriedades aplicada em programas de LD transformados






De acordo com o que foi apresentado no Cap´ıtulo 3, neste trabalho
sera˜o aplicadas duas te´cnicas de verificac¸a˜o formal, por model-checking
e por equivaleˆncias de modelos, utilizadas no ambiente Topcased. Am-
bas necessitam de linguagens (FIACRE, TTS, LOTOS) e ferramentas
espec´ıficas (TINA, CADP) conforme foram apresentadas e que sera˜o
aplicadas neste Cap´ıtulo pelas duas cadeias de verificac¸a˜o. Antes e´ ne-
cessa´rio a representac¸a˜o da modelagem da planta, juntamente com as
propriedades a serem verificadas.
Neste cap´ıtulo e´ apresentada a verificac¸a˜o de propriedades, apli-
cada a exemplos de programas em LD. Sa˜o descritas as propriedades,
gerais e espec´ıficas, de programas de CLP que sera˜o utilizadas nas ca-
deias de verificac¸a˜o. E´ feita tambe´m a modelagem do ambiente externo,
necessa´ria para a verificac¸a˜o de cada um dos exemplos. Neste cap´ıtulo
tambe´m ocorre a descric¸a˜o dos exemplos com a traduc¸a˜o das proprieda-
des, representac¸a˜o dos modelos e a aplicac¸a˜o nas cadeias de verificac¸a˜o
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formal.
5.1 Propriedades para a verificac¸a˜o
Nesta sec¸a˜o e´ apresentada a modelagem das propriedades do LD,
que e´ dividida basicamente em duas partes. A primeira sa˜o as pro-
priedades gerais, as quais podem ser aplicadas a todos os exemplos de
programas de CLPs. A segunda sa˜o as propriedades espec´ıficas, relaci-
onadas ao modelo, e que dependem da aplicac¸a˜o.
5.1.1 Propriedades gerais
As propriedades gerais, ou gene´ricas, podem ser aplicadas a todos
os modelos de programas de CLP, mais especificamente aqueles escritos
em LD. Nesta sec¸a˜o sa˜o apresentadas algumas propriedades com suas
descric¸o˜es e formas de especificar. Por exemplo, verificar a ocorreˆncia
de deadlocks e´ sempre importante. O deadlock ocorre quando mais de
um processo requer um determinado recurso ao mesmo tempo, ficando
impedidos de continuar suas execuc¸o˜es, ou seja, ficam bloqueados.
A propriedade de vivacidade (liveness) significa ser poss´ıvel, a
partir de qualquer um dos estados alcanc¸a´veis do sistema, executar to-
das as suas ac¸o˜es. Esta propriedade e´ muito importante na ana´lise de
sistemas, pois quando verificada, indica a inexisteˆncia de bloqueios no
sistema modelado. No caso da vivacidade, e´ importante considerar que
um evento desejado sempre ocorrera´, independente da ocorreˆncia de
outros eventos associados ao modelo, ou seja, indica que determinados
estados do sistema tem de ser atingidos.
Outra propriedade importante e´ a alcanc¸abilidade (reachability).
A propriedade de alcanc¸abilidade ocorre se existir uma sequeˆncia finita
de ac¸o˜es que a conduza a partir de um determinado estado. Se todas
as ac¸o˜es alcanc¸a´veis forem decorrentes deste estado, o sistema e´ dito
alcanc¸a´vel. A lo´gica temporal deve ser feita para que uma determinada
situac¸a˜o, que se deseja verificar, possa ser atingida. Esta propriedade
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pode ser expressa de forma contra´ria tambe´m, ou seja, que um deter-
minado evento nunca ocorre.
A propriedade de justic¸a (fairness) indica que, sob certas condic¸o˜es,
um evento deve ocorrer um nu´mero infinito de vezes. Por exemplo, um
transmissor que tenta enviar suas mensagens um nu´mero infinito de ve-
zes consegue sucesso na transmissa˜o em um nu´mero infinito de vezes.
Sob a forma de lo´gica pode ser representada, por exemplo, da seguinte
forma: []♦ msg enviada ⇒ []♦ msg recebida.
As questo˜es de seguranc¸a (safety) devem ser levadas em consi-
derac¸a˜o, e sa˜o propriedades que sa˜o verificadas para todas as execuc¸o˜es
e em todos os estados. Uma propriedade de seguranc¸a especifica que um
determinado evento nunca deve ocorrer, de acordo com certas condic¸o˜es,
por exemplo, uma ma´quina so´ deve funcionar caso as condic¸o˜es tenham
sido cumpridas [17].
5.1.2 Propriedades espec´ıficas
As propriedades espec´ıficas sa˜o relacionadas diretamente aos mo-
delos dos sistemas a serem verificados [35]. Existem diversas formas de
se especificar e extrair propriedades a partir das especificac¸o˜es dos pro-
gramas escritos em LD do CLP. Uma maneira mais informal e´ atrave´s
da descric¸a˜o literal das especificac¸o˜es do sistema, em que e´ feita a for-
mulac¸a˜o verbal do problema. A escrita das especificac¸o˜es e´ feita a par-
tir do conhecimento do sistema, por meio de uma especificac¸a˜o natural
estruturada. E´ necessa´ria tambe´m a elaborac¸a˜o da tabela de corres-
pondeˆncia lo´gica, para definir qual o significado dos estados lo´gicos.
Uma forma de especificar os requisitos dos sistemas de LD, com
maiores detalhes, e´ atrave´s da matriz de causa e efeito, facilitando a ex-
trac¸a˜o de propriedades atrave´s de lo´gicas, por exemplo, esta e´ a forma
adotada pelo setor do petro´leo (em particular, pela Petrobras). A ma-
triz de causa e efeito trata-se de uma tabela em que se estabelecem as
relac¸o˜es de acionamento do sistema em sequeˆncia. Na primeira linha da
tabela listam-se os sinais que sa˜o as causas para os acionamentos, e na
primeira coluna listam-se os consequentes efeitos nos sinais do sistema.
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Outra forma de descrever as especificac¸o˜es (propriedades do sis-
tema) de um programa mais simples e sequencial e´ o diagrama trajeto-
passo (adotado geralmente pelas indu´strias que trabalham com equipa-
mentos pneuma´ticos). Para projetos maiores, e com paralelismo, pode
ser tambe´m utilizada a linguagem Grafcet, ou SFC, para auxiliar na des-
cric¸a˜o do comportamento do sistema. O diagrama trajeto-passo torna
poss´ıvel a visualizac¸a˜o global dos movimentos e interac¸o˜es do sistema
e suas relac¸o˜es de dependeˆncia, e e´ bastante utilizado em aplicac¸o˜es
pneuma´ticas. Por meio do diagrama trajeto-passo e´ poss´ıvel extrair al-
gumas propriedades espec´ıficas do sistema, como por exemplo, a ordem
de precedeˆncia de ativac¸a˜o de cilindros de um sistema pneuma´tico, como
sera´ visto no exemplo deste Cap´ıtulo. Outro requisito importante, que
este diagrama permite constatar, e´ se ocorre a colisa˜o f´ısica dos elemen-
tos do sistema, ou seja, no caso dos cilindros, se esta˜o estendidos ao
mesmo tempo, pois pode na˜o ser via´vel este acontecimento fisicamente.
Para os exemplos que sera˜o apresentados, e´ importante verificar
tambe´m propriedades espec´ıficas relacionadas com a seguranc¸a f´ısica dos
sistemas. Como por exemplo, em um sistema industrial, se os sinais na˜o
ocorrem ao mesmo tempo, podendo ocasionar defeito em um motor, ou
a precedeˆncia da ordem de acionamento de motores, para que o sistema
funcione corretamente sem riscos de problemas, ou ainda se os sensores
ativam, realmente, os motores certos.
5.2 Modelagem da comunicac¸a˜o com o am-
biente externo
No Cap´ıtulo 4 foram apresentadas as modelagens do comporta-
mento de um programa em LD necessa´rias para a transformac¸a˜o das
linguagens da cadeia de verificac¸a˜o. Neste Cap´ıtulo sa˜o apresentadas as
modelagens do ambiente externo do LD necessa´rias para a aplicac¸a˜o da
verificac¸a˜o formal. Para isso, e´ preciso caracterizar a planta que o pro-
grama do CLP deve controlar, por meio da modelagem dos elementos
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do sistema. A modelagem do ambiente externo de um CLP depende
da aplicac¸a˜o. Neste cap´ıtulo sa˜o tratados os elementos que sera˜o uti-
lizados na aplicac¸a˜o dos exemplos deste trabalho. Primeiramente sa˜o
modelados os processos glue, responsa´veis pela interface de comunicac¸a˜o
com a planta. Depois, os elementos que representam a planta, como por
exemplo, os cilindros, a ventosa, o motor simples e o motor bidirecional.
As plantas escolhidas como exemplos neste trabalho sa˜o um sistema de
automac¸a˜o pneuma´tica e um sistema para um misturador industrial que
sera˜o apresentados nas pro´ximas sec¸o˜es.
De acordo com a modelagem do ciclo de execuc¸a˜o, apresentada
no cap´ıtulo anterior, esta´ prevista a leitura dos sinais oriundos do am-
biente externo e a escrita dos sinais neste ambiente. Estas etapas de co-
municac¸a˜o permitem a interac¸a˜o do processo representando o ambiente
com o envio e recebimento de mensagens com os valores das varia´veis
para o processo ciclo de execuc¸a˜o do programa em LD. A representac¸a˜o
do ambiente e´ dividida de acordo com o nu´mero de elementos do sis-
tema (componentes da planta), ou seja, vai existir um processo para
cada componente.
O glue, que representa a interface de comunicac¸a˜o com o ambiente
externo, e´ divido em dois processos representando os dados de entrada
(por exemplo, sensores) e os dados de sa´ıda (por exemplo, atuadores).
A Fig. 5.1 representa os modelos do comportamento do glue que fazem
a comunicac¸a˜o do processo ciclo de execuc¸a˜o com os processos do ambi-
ente externo, em que o programa principal (processo ciclo de execuc¸a˜o)
exercera´ o controle sobre esses processos de comunicac¸a˜o. O processo
representando os sensores (inputsGlue) recebe o dado de entrada do
ambiente externo (transic¸a˜o sensor, transmitindo o dado de entrada) e
envia para o ciclo de execuc¸a˜o (transic¸a˜o leitura, transmitindo o dado
de entrada). Em FIACRE, o processo glue representando os sensores e´
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Figura 5.1: Modelo dos processos glue de entrada e sa´ıda
from input
select
leitura !dado_entrada; to input
[] sensor ?dado_entrada; to input
end
O processo glue, que representa a comunicac¸a˜o do dado de sa´ıda,
tem comportamento similar ao processo dos sensores, modificando ape-
nas o nome das transic¸o˜es e os dados. O processo representando os atu-
adores recebe o dado de sa´ıda do ciclo de execuc¸a˜o (atrave´s da transic¸a˜o
’escrita’, transmitindo o dado de sa´ıda) e envia para o ambiente externo
(atrave´s da transic¸a˜o ’atuador’, transmitindo o dado de sa´ıda). Em FI-








escrita ?dado_saida; to output
[] atuador !saida; to output
end
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5.3 Exemplo de verificac¸a˜o de um sistema
de automac¸a˜o pneuma´tica controlado
por CLP
Nesta sec¸a˜o sera´ apresentado um exemplo ilustrativo de veri-
ficac¸a˜o formal de programas de CLP escritos em LD que controlam uma
planta. A modelagem da comunicac¸a˜o com o ambiente externo, apre-
sentada na sec¸a˜o anterior, sera´ utilizada tambe´m neste exemplo, nos
quais a aplicac¸a˜o e´ constitu´ıda de um programa em LD para o controle
e da representac¸a˜o da planta. Tambe´m sera˜o apresentados os aspectos
da transformac¸a˜o das propriedades e a aplicac¸a˜o destas no processo de
verificac¸a˜o.
5.3.1 Descric¸a˜o do sistema de automac¸a˜o pneuma´tica
O exemplo desta sec¸a˜o foi desenvolvido pelo grupo de pesquisa do
Laborato´rio de Sistemas Hidra´ulicos e Pneuma´ticos da UFSC (LASHIP)
[5]. O sistema apresentado (Mo´dulo 3) faz parte de um conjunto de
mo´dulos de controle de uma bancada dida´tica de um Sistema de Au-
tomac¸a˜o Pneuma´tica (SAP). Este mo´dulo e´ destinado a` movimentac¸a˜o
de caixas de uma posic¸a˜o (geralmente pro´xima aos mo´dulos de ali-
mentac¸a˜o) para outra, localizada na outra extremidade do cilindro sem
haste (3A1 ). A caixa e´ pega pro´xima a` mesa (cilindro com guias 3A2
avanc¸ado) pela ventosa (3A3 ) e solta na outra ponta do cilindro 3A1
em uma posic¸a˜o elevada (cilindro 3A2 recuado). O mo´dulo, quando
chamado, deve pegar a caixa, movimenta´-la, deixando-a na posic¸a˜o pro-
gramada e retornar para a posic¸a˜o inicial. A chamada do mo´dulo deve
ser executada pelo comando Mod3Ini. O fim da execuc¸a˜o do programa
do Mo´dulo 3 e´ indicado pela varia´vel Mod3Fim. O mo´dulo e´ composto
por um cilindro de duplo acionamento sem haste (3A1 ) com sensores de
fim de curso (3S1 e 3S2 ), um cilindro de duplo acionamento com guias
(3A2 ) com sensores de fim de curso (3S3 e 3S4 ) e uma ventosa (3A3 ),
que possui as varia´veis T1 e T2. A Fig. 5.2 ilustra fisicamente como e´
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composto o Mo´dulo 3 do sistema de automac¸a˜o pneuma´tica (SAP).
Figura 5.2: Representac¸a˜o f´ısica do mo´dulo 3 do SAP [5].
O diagrama trajeto-passo mostra o comportamento desejado dos
diversos elementos da planta (cilindros, ventosa), sua relac¸a˜o entre si,
com os sinais de comando oriundos do CLP e tambe´m com os sinais
dos sensores. O diagrama trajeto-passo neste exemplo e´ dividido em
treˆs partes, uma para cada elemento, sendo que cada n´ıvel corresponde
a um estado deste elemento. Os sinais entre cada uma das partes do
diagrama representam as relac¸o˜es de precedeˆncia exigidas entre cada
elemento e suas relac¸o˜es com os comandos do CLP. A Fig. 5.3 mostra
o diagrama trajeto-passo do mo´dulo 3 do SAP.
Figura 5.3: Diagrama trajeto-passo do mo´dulo 3 do SAP [5].
O programa em LD para o controle do SAP e´ apresentado na
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Fig. 5.4. Este programa, proposto em [5], controla a planta descrita
anteriormente. Um dos objetivos deste trabalho consiste em mostrar
que o sistema composto do CLP (com o programa proposto) e da planta
atende as propriedades descritas no diagrama trajeto-passo.
5.3.2 Modelagem dos cilindros e ventosa do SAP
A modelagem dos elementos utilizados no exemplo do sistema de
automac¸a˜o pneuma´tica consiste na representac¸a˜o de dois cilindros (3A1
e 3A2 ) e de uma ventosa (3A3 ). Os cilindros possuem quatro esta-
dos: recuado, avanc¸ando, avanc¸ado e recuando. O cilindro 3A1 quando
recebe o sinal 3S3 do programa de controle comec¸a a avanc¸ar (estado
avanc¸ando). Quando ocorre o sinal do sensor 3S2, chega ao estado
avanc¸ado. Quando recebe o sinal T2, vai para o estado recuando, apo´s
envia o sinal do sensor Mod3Fim e volta para o estado inicial recuado.
O cilindro 3A2 funciona de forma semelhante, possui os mesmos estados
do cilindro 3A1, mudando apenas os sinais de controle. O segundo cilin-
dro recebe o sinal Mod3Ini para comec¸ar a avanc¸ar, depois envia o sinal
3S4 e vai para o estado avanc¸ado. Recebe o sinal por meio de T1 para
comec¸ar a recuar, depois envia o sinal 3S3 e vai para o estado recuado
novamente. O comportamento da ventosa 3A3 e´ um pouco diferente,
pois possui os estados desligada, acionando, acionada e desligando. A
ventosa recebe o sinal 3S4 para acionar, depois envia o sinal T1 e vai
para o estado acionada. Recebe o sinal 3S2 para desligar, depois envia
o sinal T2 e vai para o estado desligada novamente. As Figuras 5.5, 5.6
e 5.7 representam as modelagens dos cilindros 3A1, 3A2 e da ventosa
3A3, respectivamente.
A partir da modelagem do comportamento desses elementos e´
poss´ıvel descrever em FIACRE os processos que representam os cilin-
dros e a ventosa com os quais programa do CLP vai interagir. A partir
desta modelagem da planta controlada pelo CLP, sera´ poss´ıvel fazer a
verificac¸a˜o utilizando os me´todos e ferramentas citados anteriormente.
As especificac¸o˜es em FIACRE da planta f´ısica, da mesma forma que
os modelos, foram dividas em treˆs processos: dois representando os ci-
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Figura 5.4: Programa em LD para o mo´dulo 3 do SAP [5].
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Figura 5.5: Comportamento do cilindro 3A1.
Figura 5.6: Comportamento do cilindro 3A2.
lindros (3A1 e 3A2 ) e um representando a ventosa (3A3 ). Todas as
varia´veis que comec¸avam com nu´mero foram invertidas e comec¸am com
letra em FIACRE, pois os nomes de varia´veis em FIACRE na˜o podem
iniciar com nu´mero. Para a criac¸a˜o de cada processo, foi utilizada a
ma´quina de estados apresentada anteriormente, ou seja, cada estado do
modelo corresponde a um estado do processo que representa o cilindro
e os sinais representam as transic¸o˜es que permitem a troca de estados.
O cilindro 2 (3A2 ) e a ventosa (3A3 ) tem comportamento similar, mu-
dando apenas os sinais de controle. O processo em FIACRE do cilindro
1 (3A1 ) e´ o seguinte:
process planta_cilindro1 [sinal3S3, leitura_3S2, sinalT2, leitura_Mod3Fim
: bool] (S3_3, S3_2, T2, Mod3Fim: bool) is
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Figura 5.7: Comportamento do cilindro 3A3.
states cilindro1_recuado, cilindro1_avancado, avancando_cilindro1,
recuando_cilindro1
init to cilindro1_recuado
from cilindro1_recuado sinal3S3 ?S3_3;
to avancando_cilindro1
from avancando_cilindro1 S3_2:= true; leitura_3S2 !S3_2;
to cilindro1_avancado
from cilindro1_avancado sinalT2 ?T2;
to recuando_cilindro1
from recuando_cilindro1 Mod3Fim:= true; leitura_Mod3Fim !Mod3Fim;
to cilindro1_recuado
O modelo completo em FIACRE com todos os elementos da
planta, com o programa de controle do CLP e o modelo de comunicac¸a˜o
com a planta do SAP esta˜o no Apeˆndice B1, juntamente com o com-
ponente principal, que e´ responsa´vel pela comunicac¸a˜o entre todos os
processos em FIACRE.
5.3.3 Modelagem e verificac¸a˜o das propriedades do
SAP
De acordo com a abordagem de verificac¸a˜o, e´ preciso traduzir as
propriedades para o formalismo adequado. As propriedades, gerais e
espec´ıficas, sa˜o obtidas segundo as sugesto˜es apresentadas nas sec¸o˜es
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anteriores. Para as duas abordagens de verificac¸a˜o, utilizadas neste
trabalho, e´ necessa´rio no caso da verificac¸a˜o por model-checking, trans-
formar as propriedades desejadas em formulas da lo´gica temporal LTL,
e no caso da verificac¸a˜o por equivaleˆncia, de transforma´-las em especi-
ficac¸o˜es em FIACRE que podera´ ser posteriormente transformado em
LOTOS.
5.3.3.1 Verificac¸a˜o por model-checking do SAP
Para a abordagem lo´gica, utilizando a verificac¸a˜o por model-
checking, e´ necessa´rio traduzir as especificac¸o˜es das propriedades de-
sejadas do sistema para uma lo´gica temporal para poder verifica´-las no
programa em LD do CLP, em conjunto com a planta, traduzido para FI-
ACRE, e posteriormente, para TTS. Como a ferramenta utilizada para
o model-checking e´ o TINA, a entrada deve ser especificada na lo´gica
LTL (de acordo com a Fig. 3.3 apresentada no Cap´ıtulo 3).
Neste trabalho, o sistema global e´ representado na forma de um
TTS, resultado da traduc¸a˜o via linguagem intermedia´ria FIACRE da
composic¸a˜o do programa em LD do CLP com a representac¸a˜o da planta,
e as propriedades sa˜o expressas na forma de fo´rmulas da lo´gica tempo-
ral LTL. Por sua vez, a ferramenta SELT/TINA permite verificar por
model-checking, as propriedades em LTL sobre o sistema descrito em
TTS. Por interme´dio do programa em LD do SAP (editado no PLCO-
pen Editor) e´ gerado o arquivo em FIACRE (apresentado no Apeˆndice
B.1), que serve de entrada para o compilador FIACRE/TTS. Por meio
do arquivo TTS gerado, e´ utilizada a ferramenta SELT/TINA junta-
mente com as fo´rmulas em LTL. O Apeˆndice B.2 mostra o resultado
completo das verificac¸o˜es do exemplo mo´dulo 3 do SAP utilizando o
verificador SELT/TINA.
Para o exemplo do Mo´dulo 3 do SAP foram seguidos os seguin-
tes passos para especificar as propriedades. Primeiramente, e´ feita a
descric¸a˜o detalhada do problema, com as especificac¸o˜es e requisitos do
sistema. Depois, para facilitar o entendimento do funcionamento do
sistema, pode ser feita a elaborac¸a˜o de uma tabela de correspondeˆncia
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lo´gica, para definir qual o significado dos estados lo´gicos das entradas
e sa´ıdas. Acrescentando-se a isto, o diagrama-trajeto passo, que carac-
teriza o estado dos atuadores, assim como as consequ¨eˆncias oriundas
dos sinais de controle do sistema. De posse do diagrama-trajeto passo,
juntamente com a modelagem, e´ poss´ıvel extrair as propriedades do sis-
tema. As relac¸o˜es de dependeˆncia e a ordem temporal obtidas a partir
do diagrama podem ser facilmente transformadas em fo´rmulas da lo´gica
temporal utilizada. Para a modelagem o diagrama trajeto-passo e´ di-
vidido em treˆs partes, uma para cada elemento, sendo que cada n´ıvel
corresponde a um estado deste elemento. Os sinais entre cada uma
das partes do diagrama representam as relac¸o˜es de precedeˆncia exigidas
entre cada elemento e suas relac¸o˜es com o sistema de controle.
De acordo com o que foi tratado na sec¸a˜o sobre propriedades
espec´ıficas, e´ necessa´rio a verificac¸a˜o da precedeˆncia de ativac¸a˜o dos
cilindros e da ventosa, para o sistema do Mo´dulo 3 do SAP, conforme
as seguintes propriedades e a sua traduc¸a˜o para a lo´gica temporal LTL.
Apo´s o avanc¸o do cilindro 2, enta˜o a ventosa acionara´:
[] (avancando cilindro2 ⇒ ♦ acionando ventosa)
O resultado verdadeiro (TRUE ) do verificador SELT/TINA con-
firma a ordem de precedeˆncia assim descrita conforme apresentada no
diagrama trajeto-passo.
Apo´s o acionamento da ventosa, enta˜o o cilindro 1 avanc¸ara´:
[] (acionando ventosa ⇒ ♦ avancando cilindro1 )
Da mesma forma que a anterior, o resultado verdadeiro (TRUE )
gerado confirma a ordem de precedeˆncia.
Apo´s o acionamento da ventosa, enta˜o o cilindro 2 avanc¸ara´:
[] (acionando ventosa ⇒ ♦ avancando cilindro2 )
O resultado falso (FALSE ) do verificador SELT/TINA confirma
que esta ordem de ativac¸a˜o na˜o e´ permitida.
Apo´s o avanc¸o do cilindro 1, enta˜o a ventosa acionara´:
[] (avancando cilindro1 ⇒ ♦ acionando ventosa)
Da mesma forma que a anterior, o resultado falso (FALSE ) ge-
rado confirma que esta ordem tambe´m na˜o e´ permitida.
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Conforme diagnosticado, outro requisito importante, e´ se ocorre a
colisa˜o dos elementos do sistema, ou seja, no caso dos cilindros, se esta˜o
estendidos ao mesmo tempo, como os seguintes. O sinal - na lo´gica
indica a negac¸a˜o da sentenc¸a.
O cilindro 1 e o cilindro 2 nunca estara˜o avanc¸ados ao mesmo
tempo:
[] - (cilindro1 avancado ∧ cilindro2 avancado)
O resultado TRUE da verificac¸a˜o permite afirmar que na˜o havera´
colisa˜o f´ısica dos elementos.
O cilindro 2 e a ventosa nunca estara˜o ativos ao mesmo tempo:
[] - (cilindro2 avancado ∧ ventosa acionada)
O resultado FALSE do verificador confirma que a premissa an-
terior e´ verdadeira. De acordo com o diagrama trajeto-passo na˜o ha´
problema na ativac¸a˜o do cilindro e da ventosa ao mesmo tempo.
O cilindro 1 e a ventosa nunca estara˜o ativos ao mesmo tempo:
[] - (cilindro1 avancado ∧ ventosa acionada)
Da mesma forma que a anterior, o resultado falso (FALSE ) ge-
rado confirma que os cilindros e a ventosa podem ser acionados ao
mesmo tempo.
Os dois cilindros e a ventosa nunca estara˜o ativos ao mesmo
tempo:
[] - (cilindro1 avancado ∧ cilindro2 avancado ∧ ventosa acionada).
O resultado TRUE da verificac¸a˜o confirma que na˜o havera´ um
instante de tempo em que todos os elementos estejam acionados ao
mesmo tempo.
As propriedades apresentadas nesta sec¸a˜o sa˜o apenas um exem-
plo do que e´ poss´ıvel e outras propriedades tambe´m podem ser verifica-
das. Estas propriedades garantem a verificac¸a˜o do funcionamento ba´sico
do SAP, mas outras situac¸o˜es e modificac¸o˜es podem ser acrescentadas
para aumentar ainda mais a confiabilidade do sistema de acordo com
as propriedades desejadas. A extrac¸a˜o automa´tica das propriedades, e
transformac¸a˜o em lo´gica temporal, e´ dificultada pelas diversas formas,
com diversos graus de rigor na sua representac¸a˜o. A forma mais co-
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mum de um usua´rio descrever estas propriedades e´ atrave´s do uso da
linguagem natural com toda as eventuais ambiguidades, contradic¸o˜es e
redundaˆncias que esta comporta. A extrac¸a˜o de fo´rmulas de lo´gica tem-
poral a partir de frases em linguagem natural pode ser facilitada pelo
uso de palavras tais como sempre, no futuro, infinitas vezes, ate´ que per-
mitem expressar relac¸o˜es de ordem entre eventos ou estados ou como
enta˜o, nunca, e, ou, entre outras, para expressar proposic¸o˜es lo´gicas.
5.3.3.2 Verificac¸a˜o por equivaleˆncia do SAP
Para a abordagem comportamental, utilizando a verificac¸a˜o por
equivaleˆncia, e´ necessa´rio traduzir as especificac¸o˜es das propriedades de-
sejadas do SAP para um co´digo em FIACRE, que servira´ para verificar
a equivaleˆncia com o SAP contendo o programa LD e a planta, tradu-
zido para FIACRE. Estes dois co´digos FIACRE sa˜o transformados na
linguagem LOTOS que serve de entrada para a ferramenta CADP desta
cadeia de verificac¸a˜o. Como a ferramenta utilizada para fazer as equi-
valeˆncias e´ o CADP, e´ ainda necessa´ria a utilizac¸a˜o do compilador de
FIACRE para LOTOS, para a entrada na ferramenta (de acordo com a
Fig. 3.4 apresentada no Cap´ıtulo 3).
De acordo com a descric¸a˜o do sistema e do diagrama trajeto-
passo do mo´dulo 3 do SAP, que mostra o comportamento dos sinais e
da atuac¸a˜o dos cilindros e da ventosa, foi poss´ıvel fazer a modelagem des-
tas propriedades. Cada linha do diagrama representa um elemento do
sistema (cilindro 3A1 e 3A2 e ventosa 3A3 ) e cada estado do diagrama
corresponde a um estado dos cilindros e ventosa (recuado, avanc¸ando,
avanc¸ado e recuando). Os sinais de comunicac¸a˜o (sinais dos sensores e
atuadores do sistema) representam as transic¸o˜es entre os estados. Fo-
ram criados dois estados simbolizando o ambiente, que representam a
entrada do sinal oriundo do mo´dulo anterior e a sa´ıda do sinal para o
pro´ximo mo´dulo do SAP, que na˜o fazem parte deste exemplo ilustrativo.
A Fig. 5.8 representa a modelagem das propriedades (correspondentes
ao comportamento desejado) do mo´dulo 3, de acordo com o diagrama
trajeto-passo, atrave´s de um sistema de transic¸a˜o, para facilitar a visu-
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alizac¸a˜o dos sinais.
Figura 5.8: Modelagem geral das especificac¸o˜es do comportamento do
mo´dulo 3 do SAP.
Para o SAP, de acordo com a modelagem, foi poss´ıvel descrever as
propriedades do sistema por meio da linguagem FIACRE. A finalidade
desta etapa e´ poder observar e comparar se o resultado da transformac¸a˜o
para FIACRE do programa descrito em LD, juntamente com a planta,
esta´ em algum tipo de equivaleˆncia com as especificac¸o˜es do sistema
tambe´m descrito em FIACRE. O programa em LD, traduzido para FI-
ACRE, deve conter a lo´gica de controle e os processos representando
a planta (com a descric¸a˜o dos cilindros e ventosa), as especificac¸o˜es do
sistema em FIACRE devem conter os processos com o comportamento
dos cilindros e ventosa. Posteriormente e´ utilizado o compilador FIA-
CRE/LOTOS para a entrada do CADP.
De forma similar aos processos da planta, referente ao programa
de controle em LD, as especificac¸o˜es correspondentes a`s propriedades
desejadas para o sistema SAP, escritas em FIACRE foram dividas em
treˆs processos: dois representando os cilindros (3A1 e 3A2 ) e um repre-
sentando a ventosa (3A3 ). Tambe´m foi preciso criar um processo que
simula a recepc¸a˜o e o envio dos sinais de entrada e sa´ıda do Mo´dulo
3 (outros mo´dulos do SAP completo, na˜o estudado neste exemplo), de
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acordo com a modelagem apresentada. Para criac¸a˜o dos processos, da
mesma forma que os processos anteriores, foi seguida a descric¸a˜o dos es-
tados da modelagem, ou seja, cada estado do modelo corresponde a um
estado do processo que representa o cilindro. A diferenc¸a entre as duas
abordagens e´ que nas especificac¸o˜es das propriedades em FIACRE, o
controle esta´ embutido no comportamento dos cilindros, diferentemente
do programa de controle do CLP, que esta´ separado, atuando sobre a
planta. O cilindro 2 (3A2 ) e a ventosa teˆm comportamento similar ao
cilindro 3A1.
O processo do ambiente para simulac¸a˜o (representac¸a˜o fict´ıcia da
comunicac¸a˜o que o mo´dulo 3 deveria ter com os outros mo´dulos do SAP)
dos sinais de entrada e sa´ıda em FIACRE e´ o seguinte:




from inicio sinalMod3Ini !Mod3Ini;
to fim
from fim sinalMod3Fim ?Mod3Fim;
to inicio
O processo em FIACRE do comportamento do cilindro 3A1 das
especificac¸o˜es das propriedades e´ o seguinte.
process A3_1 [sinalMod3Fim, sinal3_S2, sinal3_S3, sinalT2: bool]
(S3_3, S3_2, T2, Mod3Fim, A3_1, S3_1: bool) is
states cilindro1_recuado, cilindro1_avancado, avancando_cilindro1,
recuando_cilindro1
init to cilindro1_recuado
from cilindro1_recuado sinal3_S3 ?S3_3;
if S3_3 then A3_1:= true; to avancando_cilindro1
else to cilindro1_recuado end
from avancando_cilindro1 S3_2:= true; sinal3_S2 !S3_2;
to cilindro1_avancado
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from cilindro1_avancado sinalT2 ?T2;
if T2 then A3_1:= false; to recuando_cilindro1
else to cilindro1_avancado end
from recuando_cilindro1 Mod3Fim:= true; S3_1:= true; sinalMod3Fim !Mod3Fim;
to cilindro1_recuado
Enta˜o com a traduc¸a˜o do programa de controle em LD, junta-
mente com a planta, para FIACRE e as especificac¸o˜es tambe´m em
FIACRE, estes dois arquivos sa˜o traduzidos para arquivos na lingua-
gem LOTOS. Na verificac¸a˜o por equivaleˆncias, e´ necessa´ria a utilizac¸a˜o
da ferramenta CADP, em que e´ preciso fazer alguns passos anterio-
res, pois a equivaleˆncia e´ feita entre arquivos LOTOS e BCG. Para a
transformac¸a˜o para BCG e´ preciso primeiro um arquivo ’.h’ atrave´s do
comando ’caesar.adt’, no CADP. Com esse arquivo, e´ poss´ıvel enta˜o
gerar o arquivo no formato BCG por interme´dio do comando ’caesar -
bcg’. De posse destes arquivos, e´ poss´ıvel atrave´s do ’bisimulator’ fazer a
equivaleˆncia observacional entre as especificac¸o˜es descritas em LOTOS,
apenas com as transic¸o˜es relevantes para o programa, e o programa
no formato BCG. O resultado verdadeiro (TRUE ) gerado pelo CADP,
apresentado de forma integral no Apeˆndice B.3, comprova a equivaleˆncia
entre os dois sistemas de acordo com a ferramenta de verificac¸a˜o e as
propriedades especificadas.
5.4 Exemplo de verificac¸a˜o de um sistema
misturador controlado por CLP
Nesta sec¸a˜o sera´ apresentado outro exemplo ilustrativo de ve-
rificac¸a˜o formal de um sistema industrial controlado por CLP escrito
em LD utilizando a cadeia de verificac¸a˜o por model-checking. Tambe´m
sera˜o apresentados os aspectos da transformac¸a˜o das propriedades e a
aplicac¸a˜o destas no processo de verificac¸a˜o.
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5.4.1 Descric¸a˜o do sistema misturador
O exemplo desta sec¸a˜o foi apresentado por completo pela norma
IEC 61131-3 [26] e tratado de forma resumida por Rossi e Schnoebe-
len [41]. O sistema apresentado e´ um subconjunto funcional do sistema
MIX2BRIX, apresentado na norma, que controla a mistura de materiais
so´lidos para um sistema industrial de construc¸a˜o civil. O subconjunto
apresentado e´ um misturador (mixer) de produtos que teˆm a origem do
material em um sistema anterior e derrama para o pro´ximo sistema da
planta de produc¸a˜o. A partir do estado inicial (todos os atuadores para-
dos e o misturador no sentido vertical), o bota˜o de in´ıcio e´ pressionado
(ST: 0->1 ), iniciando o motor do misturador (MR: 0->1 ). Depois de
um tempo T1 decorrido, o compartimento comec¸a a girar para o sen-
tido horizontal (MP1: 0->1 ) ate´ o sensor S1 detectar que a posic¸a˜o foi
atingida (S1: 0->1 ). Enta˜o a mistura e´ paralisada (MR, MP1: 1->0 ) e
o misturador move-se de volta para sua posic¸a˜o original vertical (MP0:
0->1 ), ate´ atingir o sensor, representado pelo sinal S0. A qualquer mo-
mento o sinal STOP pode substituir esse comportamento, e seu efeito
e´ parar todos os atuadores, na˜o importando o estado atual. Quando
o sinal STOP desaparece, o sistema recupera seu estado inicial, a es-
pera de uma nova ocorreˆncia do sinal ST. A Fig. 5.9 ilustra fisicamente
como e´ composto o misturador, e as entradas e sa´ıdas do sistema sa˜o
apresentadas na Fig. 5.10.
Figura 5.9: Modelo f´ısico do misturador [41].
Para o exemplo do sistema para um misturador, podem ser des-
critas algumas propriedades analisando a descric¸a˜o literal das especi-
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Figura 5.10: Sistema de entradas e sa´ıdas do controlador CLP do misturador
[41].
ficac¸o˜es do sistema. Uma propriedade importante, por exemplo, e´ que
os sinais MP0 e MP1 na˜o ocorram ao mesmo tempo, podendo ocasi-
onar defeito no motor bidirecional MP. Outra propriedade importante
e´ a ordem de acionamento dos motores MR e MP, para que o sistema
funcione corretamente.
O programa em LD para o controle do sistema misturador e´ apre-
sentado na Fig. 5.11.
5.4.2 Modelagem dos motores do sistema mistura-
dor
Nesta subsec¸a˜o e´ apresentada a modelagem do ambiente externo
referente ao exemplo do sistema para um misturador industrial. Este
ambiente e´ representado por dois motores com os sinais MP (motor bi-
direcional) e MR (motor simples). O motor simples, representado por
MR, possui os estados de desligado e ligado, e e´ acionado pelo recebi-
mento do sinal MR, oriundo do programa de controle. A planta recebe
o sinal, se MR estiver ativo (true), liga o motor, e permanece ligado.
Se o sinal MR estiver desativado (false) desliga o motor, e permanece
desligado. O motor bidirecional, acionado pelos sinais de MP, possui os
estados parado, e os que significam o sentido de rotac¸a˜o, como direita
e esquerda. O motor bidirecional, quando recebe o sinal MP1, se esti-
ver ativo, gira para a direita ate´ acionar o sensor S1 (true) e parar o
motor. Se o sinal MP1 for desativado durante o percurso (not MP1 ) o
motor desliga. Quando recebe o sinal MP0, se estiver ativo, gira para
a esquerda ate´ acionar o sensor S0 (true) e parar o motor. Se o sinal
MP0 for desativado durante o percurso (not MP0 ) o motor desliga. As
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Figura 5.11: Programa em LD para o misturador [41].
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Figuras 5.12 e 5.13 representam as modelagens dos motores MR e MP,
respectivamente.
Figura 5.12: Comportamento do motor simples MR.
A partir do modelo do motor MP e´ poss´ıvel tambe´m modelar os
estados que na˜o devem ser alcanc¸ados, e podem assim ocasionar uma
falha. Por exemplo, partindo do estado girando para a direita, se receber
um sinal MP0, e este estiver ativo, vai para o estado quebrado. O mesmo
acontece partindo do estado girando para a esquerda, que se recebe um
sinal MP1 ativado, tambe´m vai para estado quebrado. Este estado de
falha e´ uma situac¸a˜o na˜o desejada para o sistema, que deve ser garantida
por meio do controle do CLP para nunca ocorrer.
Foram modelados tambe´m os boto˜es de acionamento (START ) e
parada (STOP) do sistema. Se os sinais esta˜o ativos (START e STOP),
ou seja, com o valor true, ficam nos estados ativados e va˜o para os
estados desativados quando os sinais forem desativados (not ou false),
enviando os sinais com os seus valores para a leitura no ciclo de execuc¸a˜o,
simbolizando o in´ıcio e fim do sistema por meio dos boto˜es. As Figuras
5.14 e 5.15 representam as modelagens dos boto˜es START e STOP,
respectivamente.
A partir da modelagem, foi feita a especificac¸a˜o do comporta-
mento dos motores atrave´s de processos em FIACRE. O processo em
FIACRE que representa o comportamento do motor MR do misturador
e´ o seguinte:
process motor_MR [sinal_MR: bool](MR: bool) is
states ligado, desligado
init to desligado
118 5. Verificac¸a˜o de propriedades para programas de LD
Figura 5.13: Comportamento do motor bidirecional MP.
Figura 5.14: Comportamento do bota˜o START.
Figura 5.15: Comportamento do bota˜o STOP.
5.4. Exemplo de verificac¸a˜o de um sistema misturador
controlado por CLP 119
from desligado sinal_MR ?MR;
if MR then to ligado
else to desligado end
from ligado sinal_MR ?MR;
if MR then to ligado
else to desligado end
O processo em FIACRE que representa o comportamento do mo-
tor MP do misturador e´ o seguinte:
process motor_MP [sinal_MP1, sinal_MP0, sinal_S1, sinal_S0: bool]
(MP0, MP1, S0, S1: bool) is
states parado, direita, esquerda, parado_S0, direita_S0, esquerda_S0,




sinal_MP0 ?MP0; if MP0 then to esquerda
else to parado end
[] sinal_MP1 ?MP1; if MP1 then to direita




sinal_MP1 ?MP1; if MP1 then to direita_S1
else to parado_S1 end
[] sinal_MP0 ?MP0; if MP0 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S1
else to parado_S1 end
[] sinal_MP1 ?MP1; if MP1 then to direita_S1




sinal_MP0 ?MP0; if MP0 then to esquerda_S1
else to parado_S1 end
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[] sinal_S1 !S1:=false; to esquerda
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda
else to parado end
[] sinal_S0 !S0:=true; to esquerda_S0
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S0
else to parado_S0 end
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S0
else to parado_S0 end
[] sinal_MP1 ?MP1; if MP1 then to direita_S0




sinal_MP1 ?MP1; if MP1 then to direita_S0
else to parado_S0 end
[] sinal_S0 !S0:=false; to direita
[] sinal_MP0 ?MP0; if MP0 then to quebrado




sinal_MP1 ?MP1; if MP1 then to direita
else to parado end
[] sinal_S1 !S1:=true; to direita_S1
[] sinal_MP0 ?MP0; if MP0 then to quebrado
else to direita end
end
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Os processos em FIACRE que representam os comportamentos
dos boto˜es START e STOP sa˜o os seguintes:


















5.4.3 Modelagem e verificac¸a˜o das propriedades do
sistema misturador
Para o exemplo do sistema para um misturador, por ser um con-
trole menos complexo, algumas etapas na˜o necessitam ser realizadas
para a especificac¸a˜o das propriedades. Foram feitas as etapas de for-
mulac¸a˜o da descric¸a˜o do problema, com as especificac¸o˜es e requisitos do
sistema, a elaborac¸a˜o da tabela de correspondeˆncia lo´gica e a modela-
gem dos motores que constituem o sistema. O Apeˆndice B.4 apresenta a
traduc¸a˜o do sistema misturador completa em FIACRE, de acordo com
as regras de transformac¸a˜o apresentadas no Cap´ıtulo 4, juntamente com
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a planta.
De acordo com o que foi tratado na sec¸a˜o sobre propriedades
espec´ıficas, para o exemplo do sistema misturador, podem ser observa-
das algumas propriedades de acordo com o objetivo do sistema. Uma
propriedade importante e´, de acordo com os sinais MP0 e MP1, na˜o
chegar no estado quebrado. Esta propriedade pode ser verificada tanto
pelo estado do modelo da planta, quanto pelo estado das varia´veis que
representam os sinais MP0 e MP1.
O motor MP nunca pode estar girando para a esquerda e para a
direita ao mesmo tempo, ou seja, no estado quebrado.
[] - (motor MP quebrado)
O motor MP girando para a esquerda implica em na˜o chegar no
estado quebrado.
[] (motor MP esquerda ⇒ - motor MP quebrado).
O motor MP girando para a direita implica em na˜o chegar no
estado quebrado.
[] (motor MP direita ⇒ - motor MP quebrado).
O resultado TRUE do verificador mostra que o controle do pro-
grama funciona corretamente.
Outra forma de verificac¸a˜o poderia ser feita atrave´s dos sinais,
ou seja, os sinais que acionam o motor para direita e esquerda nunca
estara˜o ativos ao mesmo tempo.
Conforme observado, outra propriedade importante e´ a ordem
de acionamento dos motores MR e MP, para que o sistema funcione
corretamente.
Apo´s o acionamento do motor MP para a esquerda, enta˜o o motor
MR acionara´:
[] (motor MP esquerda ⇒ motor MR ligado)
Apo´s o acionamento do motor MP para a direita, enta˜o o motor
MR na˜o acionara´:
[] (motor MP direita ⇒ - motor MR ligado)
O resultado TRUE do verificador confirma o funcionamento cor-
reto de acordo com a descric¸a˜o estrutural do sistema.
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No Apeˆndice B.5 sa˜o apresentados os resultados completos das
propriedades que foram verificadas na ferramenta SELT/TINA.
5.5 Conclusa˜o do cap´ıtulo
Neste cap´ıtulo foi apresentada a verificac¸a˜o de propriedades apli-
cadas nos exemplos para CLPs, do sistema de automac¸a˜o pneuma´tica
(SAP) e do sistema para um misturador (mixer), ambos tendo o pro-
grama de controle (CLP) escrito em LD. Primeiramente, foram descri-
tas as propriedades, gerais e espec´ıficas, dos sistemas controlados, os
modelos das plantas e sua composic¸a˜o com os programas do CLP que
implementam seu controle. Foi feita tambe´m a traduc¸a˜o destas proprie-
dades de acordo com as abordagens por model-checking e equivaleˆncias
(esta apenas para o SAP) e a verificac¸a˜o nos exemplos apresentados. Os
resultados obtidos, de acordo com as ferramentas de verificac¸a˜o utiliza-
das, comprovaram que os programas esta˜o corretos conforme as especi-
ficac¸o˜es desejadas.
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Cap´ıtulo 6
Conclusa˜o
A importaˆncia da padronizac¸a˜o das linguagens de CLP, atrave´s
da norma IEC 61131-3 e´ essencial para o desenvolvimento de programas
visando um baixo custo e menor tempo de implementac¸a˜o, sem perder
a qualidade. O estudo da arquitetura, modelo de software e linguagens
de programac¸a˜o de CLPs facilitaram a modelagem dos programas, bem
como a percepc¸a˜o das vantagens de utilizac¸a˜o da norma, ale´m disso, a
ferramenta de programac¸a˜o PLCOpen Editor, pertencente ao ambiente
Beremiz, e´ de fa´cil utilizac¸a˜o para todos os tipos de programadores, ale´m
de ser software livre. A padronizac¸a˜o utilizada pela ferramenta possibi-
litou a sua integrac¸a˜o na cadeia de verificac¸a˜o de CLPs, com a utilizac¸a˜o
dos arquivos no formato XML representando os programas em LD. A
opc¸a˜o da linguagem LD, como entrada das cadeias de verificac¸a˜o deste
trabalho, deve-se ao fato de ser a mais antiga e amplamente utilizada
pelos programadores de CLP.
A modelagem e verificac¸a˜o formal de programas para CLPs pos-
sibilitam que estes estejam de acordo com as especificac¸o˜es esperadas.
O projeto Topcased proporciona este tipo de desenvolvimento para di-
versos sistemas, por meio de cadeias de verificac¸a˜o formal. Estas ca-
deias esta˜o inseridas no contexto da engenharia dirigida a modelos, com
o objetivo de transformar modelos pro´ximos do usua´rio, em modelos
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para aplicar a verificac¸a˜o formal. A inserc¸a˜o da programac¸a˜o de CLPs,
pela linguagem LD, na entrada da transformac¸a˜o de modelos, possi-
bilita uma nova opc¸a˜o de verificac¸a˜o de sistemas em um ambiente de
desenvolvimento Open Source ja´ consolidado. As cadeias de verificac¸a˜o
propostas neste trabalho possibilitaram duas te´cnicas de verificac¸a˜o for-
mal, bastante utilizadas para diversos tipos de sistemas: model-checking
e equivaleˆncias de modelos. A linguagem intermedia´ria FIACRE, inse-
rida nestas cadeias, possibilita a integrac¸a˜o de diversos tipos de modelos
de entrada nas ferramentas de verificac¸a˜o.
A partir dos conceitos relacionados aos CLPs e suas formas de ve-
rificac¸a˜o e modelagem, juntamente com as definic¸o˜es da engenharia diri-
gida a modelos, foi poss´ıvel caracterizar a transformac¸a˜o dos programas
descritos na linguagem de entrada LD, para CLPs, para a linguagem in-
termedia´ria FIACRE. Neste trabalho foram apresentadas as modelagens
do comportamento de um programa em LD, que constituem a base para
a transformac¸a˜o de modelos. Foram descritas as regras de traduc¸a˜o de
programas em LD para FIACRE, de acordo com a modelagem proposta,
juntamente com as construc¸o˜es em FIACRE dos principais elementos
que compo˜em um programa de CLP. A partir do programa na linguagem
LD, transformado para FIACRE, foi poss´ıvel utilizar os compiladores
ja´ implementados (FIACRE-TTS e FIACRE-LOTOS ) para utilizac¸a˜o
nas ferramentas de verificac¸a˜o formal (TINA e CADP).
A verificac¸a˜o de propriedades dos exemplos de programas para
CLPs (sistema de automac¸a˜o pneuma´tica e sistema para um mistura-
dor), descritos em LD, possibilitou as primeiras validac¸o˜es da modela-
gem de transformac¸a˜o e verificac¸a˜o propostas. Neste trabalho foram
descritas as propriedades dos programas, gerais e espec´ıficas, e as mo-
delagens dos elementos que compo˜em o ambiente externo dos exemplos.
Foi feita tambe´m a traduc¸a˜o das propriedades de acordo com as aborda-
gens por model-checking e equivaleˆncias, e as aplicac¸o˜es da verificac¸a˜o
nos exemplos apresentados. Os resultados satisfato´rios que foram obti-
dos, de acordo com as ferramentas de verificac¸a˜o, comprovaram que os
programas esta˜o conforme as suas especificac¸o˜es.
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Com a conclusa˜o deste trabalho, novas perspectivas e projec¸o˜es
para trabalhos futuros surgiram. A complementac¸a˜o deste trabalho,
a partir dos resultados obtidos, pode ser feita atrave´s dos seguintes
acre´scimos e atividades futuras:
• Expansa˜o das regras de transformac¸a˜o de mais elementos que cons-
tituem o LD, como por exemplo, acre´scimo de blocos funcionais
espec´ıficos;
• Aplicac¸a˜o de outros programas reais de CLPs na cadeia de ve-
rificac¸a˜o, que abrangem problemas diferentes de controle, e so-
bretudo, de maior porte, para poder analisar a escalabilidade do
me´todo e das ferramentas;
• Expansa˜o da entrada da cadeia de verificac¸a˜o para todas as lin-
guagens da norma IEC 61131-3;
• Finalizac¸a˜o da implementac¸a˜o da transformac¸a˜o automa´tica uti-
lizando a linguagem ATL;
• Transformac¸a˜o automa´tica das propriedades desejadas atrave´s da
representac¸a˜o por matriz de causa e efeito.
Este trabalho tambe´m serve como base para que outras pesquisas
e estudos possam ser realizados, tanto na modelagem de programas de
CLP, como para o uso da verificac¸a˜o formal de sistemas. O propo´sito
dos trabalhos futuros e´ deixar o trabalho mais abrangente e com um
potencial maior de sua aplicac¸a˜o. Os resultados iniciais deste trabalho ja´





As linguagens de programac¸a˜o de CLP da norma IEC 61131-3
foram apresentadas no decorrer do Cap´ıtulo 2 deste trabalho. Este
anexo apresenta as principais instruc¸o˜es e operadores das linguagens
para complementar o entendimento. Estas definic¸o˜es foram retiradas
da norma IEC [26].
A.1 Operadores e instruc¸o˜es da IL



















Os operadores encontrados na IL sa˜o:
• LD: Carrega o resultado corrente igual ao operando;
• ST: Armazena o resultado corrente no operando locado;
• S: Set o operando em 1 se o resultado corrente booleano e´ 1;
• R: Reset o operando em 0 se o resultado corrente booleano e´ 1;
• AND: Logica AND;
• OR: Logica OR;
• XOR: Logica OR exclusivo;






• GT: Comparac¸a˜o >;
• GE: Comparac¸a˜o >=;
• EQ: Comparac¸a˜o =;
• NE: Comparac¸a˜o <>;
• LE: Comparac¸a˜o <=;
• LT: Comparac¸a˜o <;
• JMP: Salto para o label;
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• CAL: chama o bloco de func¸a˜o.
Algumas das instruc¸o˜es encontradas no IL podem ser:
• expresso˜es;
• operac¸a˜o de salto;
• chamada de bloco funcional;
• chamada de uma func¸a˜o formal;
• retorno de um operador.
A.2 Operadores e instruc¸o˜es do ST
Para a linguagem ST as estruturas de programac¸a˜o e os operado-
res sa˜o basicamente os mesmos da linguagem IL. As principais instruc¸o˜es
do ST sa˜o as seguintes, juntamente com exemplos de aplicac¸a˜o:
• Atribuic¸a˜o:
A := B; CV := CV+1; C := SIN(X);
• Chamada de bloco de func¸a˜o e sa´ıda FB:
CMD_TMR(IN:=%IX5, PT:=T#300ms) ;
A := CMD_TMR.Q ;
• If:
D := B*B - 4*A*C ;
IF D < 0.0 THEN NROOTS := 0 ;
ELSIF D = 0.0 THEN
NROOTS := 1 ;
X1 := - B/(2.0*A) ;
ELSE
NROOTS := 2 ;
X1 := (- B + SQRT(D))/(2.0*A) ;







1,5: DISPLAY := OVEN_TEMP;
2: DISPLAY := MOTOR_SPEED;
3: DISPLAY := GROSS - TARE;
4,6..10: DISPLAY := STATUS(TW - 4);





J := 101 ;
FOR I := 1 TO 100 BY 2 DO
IF WORDS[I] = ’KEY’ THEN






WHILE J <= 100 & WORDS[J] <> ’KEY’ DO
J := J+2 ;
END_WHILE ;
• Repeat:
J := -1 ;
REPEAT
J := J+2 ;
UNTIL J = 101 OR WORDS[J] = ’KEY’
END_REPEAT ;
A.3 Func¸o˜es ba´sicas para FBD e LD
Nesta sec¸a˜o do anexo sa˜o apresentados os principais blocos de
func¸o˜es utilizados em FBD e LD. Ale´m desses, existem as func¸o˜es iguais
aos operadores descritos para as linguagens IL e ST. A Fig. A.1 apre-
senta os blocos funcionais biesta´veis set e reset, ou seja, dois estados
esta´veis, em que, uma vez que o circuito for acionado permanecera´ in-
definidamente neste estado.
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Figura A.1: Blocos de func¸a˜o set e reset.
A Fig. A.2 apresenta os blocos sens´ıveis a bordas de subida e
descida.
Figura A.2: Blocos de func¸a˜o sens´ıveis a borda.
A Fig. A.3 apresenta o bloco para os temporizadores atrave´s de
pulso, contagem crescente e decrescente.
A Fig. A.4 apresenta os blocos contadores com contagem cres-
cente. A Fig. A.5 apresenta os blocos contadores com contagem decres-
cente. A Fig. A.6 apresenta os blocos contadores crescente e decres-
cente.
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Figura A.3: Blocos de func¸a˜o temporizadores.
Figura A.4: Blocos de func¸a˜o contadores up.
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Figura A.5: Blocos de func¸a˜o contadores down.
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Figura A.6: Blocos de func¸a˜o contadores up-down.
Apeˆndice B
Apeˆndices
Este apeˆndice descreve os co´digos em FIACRE dos programas de
CLP apresentados nos exemplos do Cap´ıtulo 5 e os resultados completos
gerados pelas ferramentas de verificac¸a˜o.
B.1 Programa em FIACRE do SAP
Nesta sec¸a˜o do apeˆndice e´ apresentado o programa em FIACRE
do exemplo do SAP, juntamente com a sua planta. Este programa e´
resultado da transformac¸a˜o de LD para FIACRE e possui o seguinte
co´digo:
/* --------------------------------------------------------------------------- */
/* Programa equivalente ao LD do Mo´dulo 3 */
/* --------------------------------------------------------------------------- */
/* --------------------------------------------------------------------------- */
/* Processo que descreve o funcionamento principal do LD */
/* --------------------------------------------------------------------------- */
process ciclo_execucao [rung_delay, novo_ciclo: none, leitura_3S4, leitura_3S3,
leitura_T1, leitura_T2, leitura_3S2, leitura_Mod3Fim, escrita_T1, escrita_T2,
escrita_3S2, escrita_3S3, escrita_3S4, escrita_Mod3Ini: bool]
(Mod3Ini, Mod3Fim, Manual1, Manual2, Manual3, B21, B22, T1, T2, S0_1, S3_1, S3_2,
S3_3, S3_4, A3_1, A3_2, A3_3: bool) is
/* Estados do sistema */
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states rung1, rung2, rung3, rung4, rung5, rung6, rung7, rung8, rung9, rung10,
rung11, rung12, rung13, rung14, rung15, rung16, rung17, inicio, leitura1, leitura2,
leitura3, leitura4, leitura5, fim1, fim2, escrita1, escrita2, escrita3, escrita4,
escrita5, escrita6










/* Estado inicial */
init to inicio
/* Leitura dos dados de entrada */
from inicio
leitura_3S4 ?S3_4; to leitura1
from leitura1
leitura_3S3 ?S3_3; to leitura2
from leitura2
leitura_T1 ?T1; to leitura3
from leitura3
leitura_T2 ?T2; to leitura4
from leitura4
leitura_3S2 ?S3_2; to leitura5
from leitura5
leitura_Mod3Fim ?Mod3Fim; to rung1
/* Inı´cio da execuc¸~ao do programa */
from rung1 rung_delay;
B21:= Manual2 and not B22; to rung2
from rung2 rung_delay;
B22:= Manual2 or B21; to rung3
from rung3 rung_delay;
P0:= ((not P6 and P7 and ((Manual1 and Manual3) or B21)) or S0_1 or P0) and
not P1; to rung4
from rung4 rung_delay;
P1:= ((not P7 and P0 and ((Manual1 and Manual3 and Mod3Ini) or B21)) or P1)
and not P2 and not S0_1; to rung5
from rung5 rung_delay;
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P2:= ((not P0 and P1 and ((Manual1 and Manual3 and S3_4) or B21)) or P2) and
not P3 and not S0_1; to rung6
from rung6 rung_delay;
P3:= ((not P1 and P2 and ((Manual1 and Manual3 and T1) or B21)) or P3) and
not P4 and not S0_1; to rung7
from rung7 rung_delay;
P4:= ((not P2 and P3 and ((Manual1 and Manual3 and S3_3) or B21)) or P4) and
not P5 and not S0_1; to rung8
from rung8 rung_delay;
P5:= ((not P3 and P4 and ((Manual1 and Manual3 and S3_2) or B21)) or P5) and
not P6 and not S0_1; to rung9
from rung9 rung_delay;
P6:= ((not P4 and P5 and ((Manual1 and Manual3 and T2) or B21)) or P6) and
not P7 and not S0_1; to rung10
from rung10 rung_delay;
P7:= ((not P5 and P6 and ((Manual1 and Manual3 and S3_1) or B21)) or P7) and
not P0 and not S0_1; to rung11
from rung11
rung_delay; A3_2:= P1 or A3_2; to rung12
from rung12
rung_delay; A3_2:= not P3 and A3_2; to rung13
from rung13
rung_delay; A3_3:= P2 or A3_3; to rung14
from rung14
rung_delay; A3_3:= not P5 and A3_3; to rung15
from rung15
rung_delay; A3_1:= P4 or A3_1; to rung16
from rung16
rung_delay; A3_1:= not P6 and A3_1; to rung17
from rung17 rung_delay;
Mod3Fim:= P7; to fim1
from fim1 rung_delay;
S0_1:= false; to escrita1
/* Escrita dos dados de saı´da */
from escrita1
escrita_Mod3Ini !Mod3Ini; Mod3Ini:= false; to escrita2
from escrita2
escrita_T1 !T1; to escrita3
from escrita3
escrita_3S4 !S3_4; to escrita4
from escrita4
escrita_3S2 !S3_2; to escrita5
from escrita5
escrita_3S3 !S3_3; to escrita6
from escrita6
escrita_T2 !T2; to fim2
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/* Processo que descreve glue dos sinais de entrada */
/* --------------------------------------------------------------------------- */
process inputsGlue [leitura_3S4, leitura_3S3, leitura_T1, leitura_T2, leitura_3S2,
leitura_Mod3Fim, sinal3S4, sinal3S3, sinalT1, sinalT2, sinal3S2, sinalMod3Fim: bool]
(S3_4, S3_3, T1, T2, S3_2, Mod3Fim:bool) is
states inicio
init to inicio
/* Recebimento dos sinais oriundos da planta e envio para o ciclo de execuc¸~ao */
from inicio
select
leitura_3S4 !S3_4; to inicio
[] leitura_3S3 !S3_3; to inicio
[] leitura_T1 !T1; to inicio
[] leitura_T2 !T2; to inicio
[] leitura_3S2 !S3_2; to inicio
[] leitura_Mod3Fim !Mod3Fim; to inicio
[] sinal3S4 ?S3_4; to inicio
[] sinal3S3 ?S3_3; to inicio
[] sinalT1 ?T1; to inicio
[] sinalT2 ?T2; to inicio
[] sinal3S2 ?S3_2; to inicio
[] sinalMod3Fim ?Mod3Fim; to inicio
end
/* --------------------------------------------------------------------------- */
/* Processo que descreve glue dos sinais de saı´da */
/* --------------------------------------------------------------------------- */
process outputsGlue [escrita_Mod3Ini, escrita_T1, escrita_3S4, escrita_3S2,
escrita_3S3, escrita_T2, sinalMod3Ini, sinalT1, sinal3S4, sinal3S2, sinal3S3,
sinalT2: bool] (Mod3Ini, T1, S3_4, S3_2, S3_3, T2:bool) is
states inicio
init to inicio
/* Recebimento dos sinais oriundos do ciclo de execuc¸~ao e envio para a planta */
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from inicio
select
escrita_Mod3Ini ?Mod3Ini; to inicio
[] escrita_T1 ?T1; to inicio
[] escrita_3S4 ?S3_4; to inicio
[] escrita_3S2 ?S3_2; to inicio
[] escrita_3S3 ?S3_3; to inicio
[] escrita_T2 ?T2; to inicio
[] sinalMod3Ini !Mod3Ini; to inicio
[] sinalT1 !T1; to inicio
[] sinal3S4 !S3_4; to inicio
[] sinal3S2 !S3_2; to inicio
[] sinal3S3 !S3_3; to inicio
[] sinalT2 !T2; to inicio
end
/* --------------------------------------------------------------------------- */
/* Processo que representa a planta do cilindro 3A1 */
/* --------------------------------------------------------------------------- */
process planta_cilindro1 [sinal3S3, sinal3S2, sinalT2, sinalMod3Fim: bool]
(S3_3, S3_2, T2, Mod3Fim: bool) is
states cilindro1_recuado, cilindro1_avancado, avancando_cilindro1,
recuando_cilindro1
init to cilindro1_recuado
from cilindro1_recuado sinal3S3 ?S3_3;
to avancando_cilindro1
from avancando_cilindro1 S3_2:= true; sinal3S2 !S3_2;
to cilindro1_avancado
from cilindro1_avancado sinalT2 ?T2;
to recuando_cilindro1
from recuando_cilindro1 Mod3Fim:= true; sinalMod3Fim !Mod3Fim;
to cilindro1_recuado
/* --------------------------------------------------------------------------- */
/* Processo que representa a planta do cilindro 3A2 */
/* --------------------------------------------------------------------------- */
process planta_cilindro2 [sinalMod3Ini, sinal3S4, sinalT1, sinal3S3: bool]
(Mod3Ini, S3_4, T1, S3_3: bool) is




from cilindro2_recuado sinalMod3Ini ?Mod3Ini;
to avancando_cilindro2
from avancando_cilindro2 S3_4:= true; sinal3S4 !S3_4;
to cilindro2_avancado
from cilindro2_avancado sinalT1 ?T1;
to recuando_cilindro2
from recuando_cilindro2 S3_3:= true; sinal3S3 !S3_3;
to cilindro2_recuado
/* --------------------------------------------------------------------------- */
/* Processo que representa a planta da ventosa 3A3 */
/* --------------------------------------------------------------------------- */
process planta_ventosa [sinal3S4, sinalT1, sinal3S2, sinalT2: bool, timerT1,
timerT2: none] (S3_4, T1, S3_2, T2: bool) is
states ventosa_desligada, ventosa_acionada, acionando_ventosa, desligando_ventosa,
leitura_inicio, leitura_fim
init to ventosa_desligada
from ventosa_desligada sinal3S4 ?S3_4;
to acionando_ventosa
from acionando_ventosa timerT1; T1:= true;
to leitura_inicio
from leitura_inicio sinalT1 !T1;
to ventosa_acionada
from ventosa_acionada sinal3S2 ?S3_2;
to desligando_ventosa
from desligando_ventosa timerT2; T2:= true;
to leitura_fim
from leitura_fim sinalT2 !T2;
to ventosa_desligada
/* -------------------------------------------------------------------------- */
/* Componente que representa o main do sistema e a composic¸~ao dos processos */
/* -------------------------------------------------------------------------- */
component main is
/* Declarac¸~ao dos intervalos de tempo de cada transic¸~ao */
port
novo_ciclo: none in [1,1],
rung_delay: none in [0,0],
sinalT1: bool in [0,0],
sinalT2: bool in [0,0],
sinal3S2: bool in [0,0],
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sinal3S3: bool in [0,0],
sinal3S4: bool in [0,0],
sinalMod3Ini: bool in [0,0],
sinalMod3Fim: bool in [0,0],
leitura_3S2: bool in [0,0],
leitura_Mod3Fim: bool in [0,0],
leitura_3S4: bool in [0,0],
leitura_3S3: bool in [0,0],
leitura_T1: bool in [0,0],
leitura_T2: bool in [0,0],
escrita_3S2: bool in [0,0],
escrita_Mod3Ini: bool in [0,0],
escrita_3S4: bool in [0,0],
escrita_3S3: bool in [0,0],
escrita_T1: bool in [0,0],
escrita_T2: bool in [0,0],
timerT1: none in [2,2],
timerT2: none in [2,2]
/* Declarac¸~ao dos processos do sistema para ocorrer a comunicac¸~ao atrave´s do
operador de comunicac¸~ao paralela par */
par
rung_delay, novo_ciclo, leitura_3S4, leitura_3S3, leitura_T1,leitura_T2,
leitura_3S2, leitura_Mod3Fim, escrita_T1, escrita_T2, escrita_3S2,
escrita_3S3, escrita_3S4, escrita_Mod3Ini
-> ciclo_execucao [rung_delay, novo_ciclo, leitura_3S4, leitura_3S3,
leitura_T1, leitura_T2, leitura_3S2, leitura_Mod3Fim, escrita_T1,
escrita_T2, escrita_3S2, escrita_3S3, escrita_3S4, escrita_Mod3Ini]
(true, false, true, false, true, false, false, false, false, true, false,
false, false, false, false, false, false)
|| sinal3S3, sinal3S2, sinalT2, sinalMod3Fim -> par
-> planta_cilindro1 [sinal3S3, sinal3S2, sinalT2, sinalMod3Fim]
(false, false, false, false)
|| sinalMod3Ini, sinal3S4, sinalT1, sinal3S3
-> planta_cilindro2 [sinalMod3Ini, sinal3S4, sinalT1, sinal3S3]
(false, false, false, false)
|| sinal3S4, sinalT1, sinal3S2, sinalT2, timerT1, timerT2
-> planta_ventosa [sinal3S4, sinalT1, sinal3S2, sinalT2, timerT1, timerT2]
(false, false, false, false)
end
|| leitura_3S4, leitura_3S3, leitura_T1, leitura_T2, leitura_3S2,
leitura_Mod3Fim, sinal3S4, sinal3S3, sinalT1, sinalT2, sinal3S2, sinalMod3Fim
-> inputsGlue [leitura_3S4, leitura_3S3, leitura_T1, leitura_T2, leitura_3S2,
leitura_Mod3Fim, sinal3S4, sinal3S3, sinalT1, sinalT2, sinal3S2, sinalMod3Fim]
(false, false, false, false, false, false)
|| escrita_Mod3Ini, escrita_T1, escrita_3S4, escrita_3S2, escrita_3S3,
escrita_T2, sinalMod3Ini, sinalT1, sinal3S4, sinal3S2, sinal3S3, sinalT2
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-> outputsGlue [escrita_Mod3Ini, escrita_T1, escrita_3S4, escrita_3S2,
escrita_3S3, escrita_T2, sinalMod3Ini, sinalT1, sinal3S4, sinal3S2, sinal3S3,
sinalT2] (false, false, false, false, false, false)
end
main
B.2 Resultados da ferramenta TINA para
a verificac¸a˜o do SAP
Nesta sec¸a˜o sa˜o apresentados os resultados completos da veri-
ficac¸a˜o por model-checking aplicado no exemplo do SAP utilizando a
ferramenta SELT/TINA. No resultado gerado pela ferramenta tem o
nome da versa˜o utilizada, o nu´mero de estados e transic¸o˜es do arquivo
verificado, a resposta da verificac¸a˜o (TRUE ou FALSE ) e o tempo para
fazer a verificac¸a˜o. Se a resposta for FALSE, gera um contra-exemplo
com o caminho onde a propriedade na˜o e´ verificada, com o nu´mero do
estado e a situac¸a˜o dos estados e varia´veis no momento onde a propri-
edade na˜o e´ verificada. Para este exemplo, as propriedades verificadas
como falsas, garantem tambe´m o funcionamento correto. E´ poss´ıvel
ainda verificar se os elementos da planta esta˜o atuando corretamente,
atrave´s do relato´rio gerado pelo TINA de ana´lise de alcanc¸abilidade (le-
vando em considerac¸a˜o tambe´m os dados) seguindo as classes (estado,
condic¸o˜es das varia´veis e transic¸a˜o) percorridas durante a execuc¸a˜o.
Primeiramente e´ aplicada a fo´rmula para verificar se o ciclo de
execuc¸a˜o e´ sempre completo:
[] (main_inicio => <> main_fim)
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Na sequ¨eˆncia, a verificac¸a˜o da ordem dos acionamentos. Apo´s o
avanc¸o do cilindro 2, enta˜o a ventosa acionara´:
[] (avancando_cilindro2 => <> acionando_ventosa)




Apo´s o acionamento da ventosa, enta˜o o cilindro 1 avanc¸ara´:
[] (acionando_ventosa => <> avancando_cilindro1)
TRUE
0.016s.
A propriedade anterior na˜o e´ valida para, apo´s o acionamento da
ventosa, enta˜o o cilindro 2 avanc¸ara´, e gera o seguinte contra-exemplo
com o caminho onde a propriedade na˜o e´ verificada:
[] (acionando_ventosa => <> avancando_cilindro2)
FALSE
state 0: inicio cilindro1_recuado cilindro2_recuado ventosa_desligada
main_vMod3Ini main_vS0_1 -main_1_t0 ... (preserving T)->
state 76: leitura1 cilindro1_recuado cilindro2_avancado acionando_ventosa
main_vS3_4 main_vA3_2 main_vA3_3 main_vP1 main_vP2 main_vaux_ventosa
-planta_ventosa_t1_main_t4 ...
(preserving - avancando_cilindro2 /\ acionando_ventosa)->
state 218: leitura2 cilindro1_recuado cilindro2_avancado ventosa_acionada
main_vT1 main_vS3_4 main_vA3_2 main_vA3_3 main_vP1 main_vP2 main_vaux_ventosa
-main_t6 ... (preserving - avancando_cilindro2)-> * [accepting]
state 334: rung16 cilindro1_recuado cilindro2_recuado ventosa_desligada
main_vT1 main_vT2 main_vS3_2 main_vS3_3 main_vS3_4 main_vP6 -main_t24 ...
(preserving - avancando_cilindro2)->
state 334: rung16 cilindro1_recuado cilindro2_recuado ventosa_desligada
main_vT1 main_vT2 main_vS3_2 main_vS3_3 main_vS3_4 main_vP6
0.016s.
A propriedade na˜o e´ valida para, apo´s o avanc¸o do cilindro 1,
enta˜o a ventosa acionara´, e gera o seguinte contra-exemplo com o cami-
nho onde a propriedade na˜o e´ verificada:
[] (avancando_cilindro1 => <> acionando_ventosa)
FALSE
state 0: inicio cilindro1_recuado cilindro2_recuado ventosa_desligada
main_vMod3Ini main_vS0_1 -main_1_t0 ... (preserving T)->
state 127: leitura2 avancando_cilindro1 cilindro2_recuado ventosa_acionada
main_vT1 main_vS3_3 main_vS3_4 main_vA3_1 main_vA3_3 main_vP3
main_vP4main_vaux_cilindro1 -planta_cilindro1_t1_main_t7 ...
(preserving - avancando_cilindro3 /\ avancando_cilindro1)->
state 218: rung1 cilindro1_avancado cilindro2_recuado ventosa_acionada
main_vT1 main_vS3_2 main_vS3_3 main_vS3_4 main_vA3_1 main_vA3_3 main_vP3
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main_vP4 main_vaux_cilindro1 -main_t9 ...
(preserving - acionando_ventosa)->* [accepting]
state 283: rung16 cilindro1_recuado cilindro2_recuado ventosa_deligada
main_vT1 main_vT2 main_vS3_2 main_vS3_3 main_vS3_4 main_vP6
-main_t24 ... (preserving -acionando_ventosa)->
state 283: rung16 cilindro1_recuado cilindro2_recuado ventosa_deslgada
main_vT1 main_vT2 main_vS3_2 main_vS3_3 main_vS3_4 main_vP6
0.000s.
Outra propriedade e´ se, em alguma situac¸a˜o, pode ocorrer colisa˜o
dos cilindros, ou seja, estarem acionados ao mesmo tempo. Por exemplo,
o cilindro 1 e o cilindro 2 nunca estara˜o avanc¸ados ao mesmo tempo:
[] - (cilindro2_avancado /\ cilindro1_avancado)
TRUE
0.000s.
A propriedade anterior na˜o e´ garantida para o cilindro 2 e a ven-
tosa, e gera o seguinte contra-exemplo com o caminho onde a proprie-
dade na˜o e´ verificada:
[] - (cilindro2_avancado /\ vetosa_acionada)
FALSE
state 0:inicio cilindro1_recuado cilindro2_recuado cilindro3_recuado
main_vMod3Ini main_vS0__1 -main_t0 ... (preserving T)->
state 96: escrita1 cilindro1_recuado cilindro2_avancado ventosa_acionada
main_vT1 main_vS3_4 main_vA3_3 main_vP2 main_vP3 main_vaux_cilindro2*2
-planta_cilindro2_t2_main_t28
... (preserving cilindro2_avancado /\ ventosa_acionada)->
state 218: escrita2 cilindro1_recuado recuando_cilindro2 ventosa_acionada
main_vT1 main_vS3_4 main_vA3_3 main_vP2 main_vP3 main_vaux_cilindro2*2
[accepting all]
0.016s.
A propriedade anterior na˜o e´ garantida para o cilindros 1 e a
ventosa, e gera o seguinte contra-exemplo com o caminho onde a pro-
priedade na˜o e´ verificada:
[] - (cilindro1_avancado /\ ventosa_acionada)
FALSE
state 0: inicio cilindro1_recuado cilindro2_recuado ventosa_desligada
main_vMod3Ini main_vS0_1 -main_1_t0 ... (preserving T)->
state 147: escrita2 cilindro1_avancado cilindro2_recuado ventosa_acionada
main_vT1 main_vS3_2 main_vS3_3 main_vS3_4 main_vA3_1 main_vP4 main_vP5
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main_vaux_cilindro3*2 -planta_cilindro3_t2_main_t31
... (preserving ventosa_acionada /\ cilindro1_avancado)->
state 218: escrita3 cilindro1_avancado cilindro2_recuado desligando_ventosa
main_vT1 main_vS3_2 main_vS3_3 main_vS3_4 main_vA3_1 main_vP4 main_vP5
main_vaux_cilindro3*2 [accepting all]
0.016s.
Os dois cilindros e a ventosa nunca estara˜o ativos ao mesmo
tempo:
[] - (cilindro1_avancado /\cilindro2_avancado /\ ventosa_acionada)
TRUE
0.000s.
B.3 Resultado da ferramenta CADP para
a verificac¸a˜o do SAP
Nesta sec¸a˜o e´ apresentado o resultado completo da verificac¸a˜o
por equivaleˆncia de modelos aplicada no exemplo do SAP utilizando
a ferramenta CADP. O comando executado no CADP gera o seguinte
resultado, com o programa e a sua especificac¸a˜o:
caesar.open especificacao.lotos bisimulator -observational programa.bcg
caesar.open: using ‘‘/usr/cadp/bin.iX86/bisimulator.a’’
-- caesar.adt 5.3 -- H. Garavel, R. Mateescu, M. Sighireanu & Ph. Turlier --
caesar.adt : analyse syntaxique de ‘‘especificacao’’
caesar.adt : (‘‘especificacao.h’’ existe deja et est a jour)
-- caesar 7.1 -- Hubert Garavel (INRIA Rhone-Alpes) --
caesar : analyse syntaxique de ‘‘especificacao’’
caesar : (‘‘especificacao.c’’ existe deja et est a jour)
caesar.open: using link mode
caesar.open: (‘‘especificacao.o’’ already exists and is up to date)
/usr/cadp/src/com/cadp_cc especificacao.o /usr/cadp/bin.iX86/bisimulator.a
-o bisimulator -L/usr/cadp/bin.iX86 -lcaesar -L/usr/cadp/bin.iX86
-lBCG_IO -lBCG -lm caesar.open:
running ‘‘bisimulator -observational programa.bcg’’ for ‘‘especificacao.lotos’’
TRUE
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B.4 Programa em FIACRE do sistema mis-
turador
Nesta sec¸a˜o e´ apresentado o programa em FIACRE do exemplo
do misturador, juntamente com a sua planta. Este programa e´ resultado
da transformac¸a˜o de LD para FIACRE e possui o seguinte co´digo:
/* --------------------------------------------------------------------------- */
/* Processo que descreve o ciclo de execuc¸~ao do programa LD */
/* --------------------------------------------------------------------------- */
process ciclo [restart, rung_delay, final :none, timer1, timer2, escrita_MR,
escrita_MP0, escrita_MP1, escrita_S1, escrita_S0, leitura_MP1, leitura_MP0,
leitura_MR, leitura_S1, leitura_S0, leitura_start, leitura_stop :bool]
(MR, STOP, MP0, MP1, INITOK, MST, S0, START, S1, IN, Q: bool) is
states idle, rung1, rung2, rung3, rung4, rung5, rung5_2, rung5_3, rung5_4, rung6,
rung7, leitura1, leitura2, leitura3, leitura4, leitura5, leitura6, escrita1,






leitura_start ?START to leitura1
from leitura1
leitura_stop ?STOP to leitura2
from leitura2
leitura_S1 ?S1; to leitura3
from leitura3
leitura_S0 ?S0; to leitura4
from leitura4
leitura_MR ?MR; to leitura5
from leitura5
leitura_MP0 ?MP0; to leitura6
from leitura6
leitura_MP1 ?MP1; to rung1
from rung1 rung_delay;
if STOP then to ESTOP
else to rung2 end
from rung2 rung_delay;
if (not STOP and pre_stop) or not INITOK then
to INIT
else to rung3 end
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from rung3 rung_delay;
MR:= ((START and not pre_start) and not MP1 and not MP0) or MR;
to rung4
from rung4 rung_delay;













MP1:= Q or MP1;
to rung6
from rung6 rung_delay;
MP0:= (S1 and MP1) or MP0;
MR:= not (S1 and MP1) and MR;
MP1:= not (S1 and MP1) and MP1;
to rung7
from rung7 rung_delay;










MP0:= not S0 or MP0;
to INIT2
from INIT2
INITOK:= S0 or INITOK;
MP0:= not S0 and MP0;
to RETURN
from RETURN
escrita_S1 !S1; to escrita1
from escrita1
escrita_S0 !S0; to escrita2
from escrita2
escrita_MR !MR; to escrita3
from escrita3
escrita_MP0 !MP0; to escrita4
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from escrita4





from fim restart; to idle
/* --------------------------------------------------------------------------- */
/* Processo que descreve o funcionamento do temporizador */
/* --------------------------------------------------------------------------- */
process ton [timer1, timer2: bool, timeout: none](IN, Q: bool)is




timer1 ?IN; if IN then to running
else loop end




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
[] timeout; Q:= true; to timeout




timer1 ?IN; if not IN then Q:= false; to idle
else loop end
[] timer2 !Q; loop
end
/* --------------------------------------------------------------------------- */
/* Processo que descreve glue dos sinais de entrada */
/* --------------------------------------------------------------------------- */
process inputsGlue [leitura_S1, leitura_S0, leitura_MR, leitura_MP0, leitura_MP1,
leitura_start, leitura_stop, sinal_S1, sinal_S0, sinal_MR, sinal_MP0, sinal_MP1,
sinal_start, sinal_stop: bool] (S0, S1, MR, MP0, MP1, START, STOP:bool) is
states inicio
init to inicio
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/* Recebimento dos sinais oriundos da planta e envio para o ciclo de execuc¸~ao*/
from inicio
select
leitura_S1 !S1; to inicio
[] leitura_S0 !S0; to inicio
[] leitura_MR !S0; to inicio
[] leitura_MP0 !S0; to inicio
[] leitura_MP1 !S0; to inicio
[] leitura_start !START to inicio
[] leitura_stop !STOP to inicio
[] sinal_S1 ?S1; to inicio
[] sinal_S0 ?S0; to inicio
[] sinal_MR ?MR; to inicio
[] sinal_MP0 ?MP0; to inicio
[] sinal_MP1 ?MP1; to inicio
[] sinal_start ?START; to inicio
[] sinal_stop ?STOP; to inicio
end
/* -------------------------------------------------------------------------- */
/* Processo que descreve glue dos sinais de saı´da */
/* -------------------------------------------------------------------------- */
process outputsGlue [escrita_MR, escrita_S0, escrita_S1, escrita_MP1,
escrita_MP0, sinal_MR, sinal_S0, sinal_S1, sinal_MP1, sinal_MP0: bool]
(MR, MP0, MP1, S0, S1:bool) is
states inicio
init to inicio
/* Recebimento dos sinais oriundos do ciclo de execuc¸~ao e envio para a planta */
from inicio
select
escrita_MR ?MR; to inicio
[] escrita_S0 ?S0; to inicio
[] escrita_S1 ?S1; to inicio
[] escrita_MP1 ?MP1; to inicio
[] escrita_MP0 ?MP0; to inicio
[] sinal_MR !MR; to inicio
[] sinal_S0 !S0; to inicio
[] sinal_S1 !S1; to inicio
[] sinal_MP1 !MP1; to inicio




/* Processo que representa a planta motor do misturador */
/* -------------------------------------------------------------------------- */
process motor_MR [sinal_MR: bool](MR: bool) is
states ligado, desligado
init to desligado
from desligado sinal_MR ?MR;
if MR then to ligado
else to desligado end
from ligado sinal_MR ?MR;
if MR then to ligado
else to desligado end
/* -------------------------------------------------------------------------- */
/* Processo que representa a planta motor bidirecional */
/* -------------------------------------------------------------------------- */
process motor_MP [sinal_MP1, sinal_MP0, sinal_S1, sinal_S0: bool]
(MP0, MP1, S0, S1: bool) is
states parado, direita, esquerda, parado_S0, direita_S0, esquerda_S0,




sinal_MP0 ?MP0; if MP0 then to esquerda
else to parado end
[] sinal_MP1 ?MP1; if MP1 then to direita




sinal_MP1 ?MP1; if MP1 then to direita_S1
else to parado_S1 end
[] sinal_MP0 ?MP0; if MP0 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S1
else to parado_S1 end
[] sinal_MP1 ?MP1; if MP1 then to direita_S1
else to parado_S1 end
end
from esquerda_S1
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select
sinal_MP0 ?MP0; if MP0 then to esquerda_S1
else to parado_S1 end
[] sinal_S1 !S1:=false; to esquerda
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda
else to parado end
[] sinal_S0 !S0:=true; to esquerda_S0
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S0
else to parado_S0 end
[] sinal_MP1 ?MP1; if MP1 then to quebrado




sinal_MP0 ?MP0; if MP0 then to esquerda_S0
else to parado_S0 end
[] sinal_MP1 ?MP1; if MP1 then to direita_S0




sinal_MP1 ?MP1; if MP1 then to direita_S0
else to parado_S0 end
[] sinal_S0 !S0:=false; to direita
[] sinal_MP0 ?MP0; if MP0 then to quebrado




sinal_MP1 ?MP1; if MP1 then to direita
else to parado end
[] sinal_S1 !S1:=true; to direita_S1
[] sinal_MP0 ?MP0; if MP0 then to quebrado
else to direita end
end
/* --------------------------------------------------------------------------- */
/* Processo que representa o bot~ao start */
/* --------------------------------------------------------------------------- */
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process botao_START [sinal_start: bool](START: bool) is
states desativado, ativado
init to desativado
from desativado sinal_start !START:=true;
to ativado
from ativado sinal_start !START:=false;
to desativado
/* --------------------------------------------------------------------------- */
/* Processo que representa o bot~ao stop */
/* --------------------------------------------------------------------------- */
process botao_STOP [sinal_stop: bool](STOP: bool) is
states desativado, ativado
init to desativado
from desativado sinal_stop !STOP:=true;
to ativado
from ativado sinal_stop !STOP:=false;
to desativado
/* --------------------------------------------------------------------------- */




restart: none in [1,1],
rung_delay: none in [0,0],
leitura_S0: bool in [0,0],
leitura_S1: bool in [0,0],
leitura_MR: bool in [0,0],
leitura_MP1: bool in [0,0],
leitura_MP0: bool in [0,0],
leitura_start: bool in [0,0],
leitura_stop: bool in [0,0],
escrita_MR: bool in [0,0],
escrita_S0: bool in [0,0],
escrita_S1: bool in [0,0],
escrita_MP1: bool in [0,0],
escrita_MP0: bool in [0,0],
final: none in [0,0],
timer1: bool in [0,0],
timer2: bool in [0,0],
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timeout: none in [3,3],
sinal_MR: bool in [0,0],
sinal_start: bool in [0,0],
sinal_stop: bool in [0,0],
sinal_MP1: bool in [0,0],
sinal_MP0: bool in [0,0],
sinal_S1: bool in [0,0],




restart, rung_delay, final, timer1, timer2, escrita_MR, escrita_MP0,
escrita_MP1, escrita_S0, escrita_S1, leitura_S1, leitura_S0, leitura_MR,
leitura_MP0, leitura_MP1, leitura_start, leitura_stop -> ciclo
[restart, rung_delay, final, timer1, timer2, escrita_MR, escrita_MP0,
escrita_MP1, escrita_S0, escrita_S1, leitura_S1, leitura_S0, leitura_MR,
leitura_MP0, leitura_MP1, leitura_start, leitura_stop] (false,false,
false,false,true,false,false,false,false,false,false)
|| timer, timer2, timeout -> ton [timer, timer2, timeout] (false, false)
end
|| sinal_MR -> motor_MR [sinal_MR](false)
|| sinal_MP1, sinal_MP0, sinal_S1, sinal_S0 -> motor_MP [sinal_MP1,
sinal_MP0, sinal_S1, sinal_S0] (false, false, false, false)
|| sinal_start -> botao_START [sinal_start](false)
|| sinal_stop -> botao_STOP [sinal_stop](false)
end
|| leitura_S1, leitura_S0, leitura_MR, leitura_MP0, leitura_MP1,
leitura_start, leitura_stop, sinal_S1, sinal_S0, sinal_MR, sinal_MP0,
sinal_MP1, sinal_start, sinal_stop -> inputsGlue [leitura_S1, leitura_S0,
leitura_MR, leitura_MP0, leitura_MP1, leitura_start, leitura_stop, sinal_S1,
sinal_S0, sinal_MR, sinal_MP0, sinal_MP1, sinal_start, sinal_stop]
(false,false,false,false,false,false,false)
|| escrita_MR, escrita_S0, escrita_S1, escrita_MP1, escrita_MP0, sinal_MR,
sinal_S0, sinal_S1, sinal_MP1, sinal_MP0 -> outputsGlue [escrita_MR,
escrita_S0, escrita_S1, escrita_MP1, escrita_MP0, sinal_MR, sinal_S0,
sinal_S1, sinal_MP1, sinal_MP0] (false, false, false, false, false)
end
main
B.5 Resultados da ferramenta TINA para
a verificac¸a˜o do Mixer
Nesta sec¸a˜o sa˜o apresentados os resultados completos da veri-
ficac¸a˜o por model-checking aplicado no exemplo do Mixer utilizando a
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ferramenta SELT/TINA. Atrave´s do arquivo TTS gerado, e´ utilizada a
ferramenta TINA juntamente com as fo´rmulas em LTL.
Primeiramente e´ aplicada a fo´rmula para verificar se o ciclo de
execuc¸a˜o e´ sempre completo:
[] (ciclo_idle => <> ciclo_fim)
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Na sequ¨eˆncia, o motor MP girando para a esquerda implica em
na˜o chegar no estado quebrado.
[] (motor_MP_esquerda => - motor_MP_quebrado)
TRUE
0.019s.
O motor MP girando para a direita implica em na˜o chegar no
estado quebrado.
[] (motor_MP_direita => - motor_MP_quebrado)
TRUE
0.019s.
Outra propriedade importante e´ a ordem de acionamento dos
motores MR e MP, para que o sistema funcione corretamente. Apo´s o
acionamento do motor MP para a esquerda, enta˜o o motor MR acionara´:
[] (motor_MP_esquerda => motor_MR_ligado)
TRUE
0.016s.
Apo´s o acionamento do motor MP para a direita, enta˜o o motor
MR na˜o acionara´:
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