stroke, thromboembolism, and luminal restenosis, that cause reinterventions and, in the worst case, morbidity and mortality [6] , [7] . Similarly, endovascular repair of cerebral aneurysms can sometimes provoke an occasional hemorrhagic event that follows an initially successful treatment. In approximately 1% of cases, the subsequent rupture of the treated cerebral aneurysms is reported between a few days and 3-4 months after the treatment [5] . With respect to stroke, the new rate of 6% has been recently established by the "Pipeline Embolization Device in the Intracranial Treatment of Aneurysms (PITA)" trial [8] , which is unacceptably high and could threaten the general use of flow diverters (FDs) in the future.
It is known that a number of factors play an important role in the outcome of the stent deployment procedure; the key players being the target vessel's geometry and hemodynamics, design and the placement position of the implant, incidence of an arterial injury during the intervention, etc. [9] . For example, it has been reported that neointimal hyperplasia can initiate from arterial injury during the procedure and cause significant stenosis [10] . In general, vessel remodeling can play an important part in these processes [11] . Additionally, several studies have suggested that injuries can also occur after the intervention, caused by the nonuniform expansion of the device or its excessive axial contraction [9] . On the other hand, incomplete contact between the stent-filaments and the arterial wall can increase the risk of intimal hyperplasia [12] , and stent underexpansion can lead to in-stent thrombosis [13] .
The dangerous complications caused by arterial injury and inadequate device apposition could be mitigated by better choice of the stent design [14] and by the appropriate positioning of the implant inside the vessel [15] , [16] . However, there is currently no possibility for a clinician to predict the resulting position and the expanded shape of the device for a given patient before the intervention in a clinical setting. Moreover, knowing the accurate configuration of the device, its attachment to the vessel wall, especially the level of covering of the aneurysmal neck or dissection's entries, would enable the subsequent study of the postinterventional alterations in the hemodynamic environment of the vessel. Subsequent hemodynamic analysis [17] can provide early indications for such complications as stent graft (SG) migration, endoleakage [18] , endotension [19] , thrombus formation, etc.
Although there have been numerous attempts to study the process of stent deployment computationally, they all feature considerable limitations when judged upon their suitability for clinical practice. The approaches reported in the literature can be roughly divided into finite-element analysis (FEA) methods and fast virtual stenting techniques. With respect to FEA methods, This work is licensed under a Creative Commons Attribution 3.0 License. For more information, see http://creativecommons.org/licenses/by/3.0/ there has been a lot of work carried out to analyze the mechanical behavior of stents as well as simulating their implantation. The themes range from studies on the expansion mechanisms [20] , to deployment of the device within patient-specific anatomies [21] , interactions with the vessel wall [22] , and implications on the local hemodynamics [23] . Although highly accurate, these FEA models were not aimed for usage in clinical practice on a day-today basis, where the speed of computations becomes a crucial factor.
In contrast to FEA studies, the second category of the fast virtual methods feature severe simplifications in crucial aspects of the process. Literature survey has revealed only three approaches to stent deployment simulations that aim at evaluating different stent and release scenarios on a patient-specific, clinically relevant basis. In the methodology proposed in [24] , the model is initiated by placing a cylinder along the centerline of a vessel and then deforming it to follow the centerline curvature. Such mapping of the stent geometry as a texture over a cylinder may have implications on the accuracy of stent configurations, especially in regions of high curvature of the vessel. Another study, [25] , models a stent as a deforming cylinder, which is first positioned inside the vessel and thereafter serves as a basis for the reconstruction of the struts' configuration. Similar to the previous approach, this method merely deforms a generic cylindrical structure and does not sufficiently account for the geometrical properties and the design of the device, and its interaction with the vessel. The third method, [26] , explicitly models the stent design by capturing the design elements as soft constrains; however, complex vessel geometries challenge the accuracy of this computational method.
Motivated by clinical need and lack of suitable methods, this study aims at developing a methodology for modeling the virtual deployment of implantable devices inside patients' vessels that features fast computational times and can be used in the clinical practice. Ultimately, such a capability can play a transformative role in aiding clinical decision making in intravascular interventions on a personalized basis and also give rise to overall improvements in the implant design and deployment procedure. We will target interventions performed under radiological guidance both in the abdominal and intracranial areas. Hence, the methodology should be general enough to be able to include a broad range of devices, such as SGs and FDs. With this in mind, we have narrowed down the investigated computational techniques to those that are both sufficiently generic and computationally inexpensive.
Our attention was drawn to the class of methods called deformable models that are widely used in many engineering applications [27] . One version particularly suitable for medical applications is called the elastic analogy, where a deforming body is viewed as an elastic structure, whose deformation is then guided by elastic forces. The elastic analogy in its discrete version is sometimes referred to as the spring analogy; here, mesh edges are treated as artificial springs generating springs' forces, and deformations are governed by the condition of static equilibrium [28] . In the literature, these approaches are often subsumed under the category of the dynamic mesh algorithms and are of a great relevance due to their simplicity of implementation and relatively low computational complexity.
In this paper, we investigate the suitability of the dynamic mesh approaches to the stent deployment problem and report the results of comparison of three different springs analogy methods. We start by describing the overall methodology (see Section II) involved in the virtual stent deployment. This section includes the preprocessing of the devices and vessels data as well as the modeling of the expansion process. The three springs analogy methods investigated are 1) the lineal, 2) semitorsional, and 3) torsional springs, in order of increasing complexity. Their results are compared for two different types of devices: a SG and a FD, representing the most widely used classes of endovascular implants (see Section III). The comparison is performed on different deployment scenarios: 1) in the case of free expansion, 2) in idealized straight vessels, 3) in idealized bent vessels, and 4) in real patient vasculature. The primary goal of the comparisons is to determine whether the use of the more computationally intensive version is eventually justified by the increasing realism of the results. We conclude by discussing the results and limitations of this study and outline planned future directions (see Section IV).
II. METHODOLOGY

A. Preprocessing of Endovascular Stents
This section outlines the initial steps required to create the model of the stent and prepare it for the expansion process.
1) Geometry Reconstruction: SGs are usually comprised of an external self-expanding nitinol wire structure (struts) that is attached to the surface of the graft [see Fig. 1(a) ]. We reconstructed the design of the struts from an X-ray computed tomography scan of the device with the spatial resolution of around 150 μm. The strut wires are approximated by their centerlines, i.e., they are initially modeled without an explicit thickness to enable fast deployment (the thickness is restored for the subsequent CFD analysis). Afterward, the struts' centerline representation is supplemented with a background mesh that emulates the device's sheath and prevents an excessive expansion and distortion of the stent during deployment. The merging of the two meshes (struts and background) can be achieved in two ways: using an isotropic triangulation in which the stent geometry has been given a "best-fit" representation within the background mesh or creating an anisotropic mesh using triangulation constraints, i.e., requiring mesh elements to incorporate the stent struts (see Figs. 1(b) and 3(a) for a zoomed element).
Due to the high porosity, high pore density, and regular struts architecture, the easiest way to model a typical FD (or devices of a similar design) is to use the CAD software to replicate its design. After a 2-D representation has been obtained with CAD, the sheet can then be wrapped around a cylinder to get a 3-D structure. Fig. 1 (c) and (d) shows an example geometry for the commercially available Pipeline Embolization Device (PED, ev3, Irvine, CA, USA). Since FDs have no sheath, there is no need for an additional background mesh.
2) Local Coordinates: For later manipulations of the stent geometry, it is convenient to establish a local coordinate system for the device in order to decouple the mechanical component of computations from the stent positioning in the global coordinate system. The local coordinates can be set along the principal axes of the stent that can be obtained by a principal component analysis performed on the stent vertices. After the analysis, the first component gives the centerline of the stent, whereas the second and third components lie in its circumferential plane.
3) Crimped Configuration: During the minimally invasive stent deployment in the clinical setting, the vascular prosthesis is first crimped and placed into a delivery system. Upon release in a target vessel location, it "springs" back to a load-free configuration under the elastic forces of the material. Currently, most self-expanding devices are made of nitinol (nickel-titanium alloy), which is a superelastic material, that features an elastic response to small deformations of up to 10%, whereas larger strains can be achieved superelastically due to its shape-memory effect [31] .
Thus, we have to start the deployment simulation with the crimping of the device. In order to compute the crimped configuration, we prescribe the displacements to the stent nodes with respect to the load-free configuration. Sometimes the crimping leads to a foreshortening effect, whereby the stent is becoming shorter when deployed, which is observed in real stents, especially, in the case of FDs.
4) Initial positioning:
After the stent has been crimped, the next step in a minimally invasive procedure is the positioning of the catheter in a desired location inside the vessel with the help of a guidewire. Both the guidewire and the catheter are flexible enough to be able to follow the curvature of the vessel they are being pushed through. Once the target destination is reached, such as the neck of an aneurysm or desirable entry in the case of an aortic dissection, the catheter is pulled out to release the stent which starts expanding under the elastic forces of nitinol it is made of (for self-expanding devices).
In order to simulate the initial placement of the device before its release out of the catheter, we deform the crimped device in a way to let it follow the curvature of the vessel's centerline. First, all vertices of the stent are divided into layers depending on their longitudinal position in the stent's local coordinates. Afterward, we deform each layer of the stent according to the deviation of the corresponding vessel's centerline point from the straight line-centerline of the stent. The prescribed displacements for both the crimping and bending procedure give rise to restoring forces acting in the stent structure. The results of these preparatory steps can be seen in Fig. 2 , which shows the placement of three different crimped stents along the centerline of the vessel.
B. Modeling Expansion
In this section, we explore and compare different fast computational methods in order to determine the most suitable approach for modeling the process of stent expansion. First, we briefly describe the overall theoretical framework of the dynamic mesh approaches and then zoom into the details of the three exemplar methods and show how to apply them to the stent expansion problem. The three versions employed are 1) the lineal spring analogy, 2) the semitorsional spring analogy, and 3) the torsional spring analogy. All three versions are approximative methods; however, they feature increasing complexity and precision of the iterative equations. Our ultimate goal will be to investigate their suitability for modeling the stent expansion process and finding out whether the more computationally intensive version is justified by a concomitant increase in precision. In assessing the precision, we are mostly interested in the final configuration of the deployed device (and not in the transient states) as this constitutes the clinically relevant component, especially with respect to the possible subsequent CFD analysis.
1) Theoretical Framework:
The methods we have focused on fall under the category of dynamic meshes, which were originally proposed as a means of dealing with the moving boundary problems that involve the deformation of the computational domain during simulation. In our approach, we will be modeling the stent structure as a dynamic mesh.
A dynamic mesh is often viewed as a continuous or discrete pseudostructural system with fictitious mass, damping, and stiffness properties [32] . Then, the movement of such a mechanical system obeys the semidiscrete equations of dynamic equilibrium
where M, D, and K are the system's fictitious mass, damping, and stiffness matrices, respectively;q indicates a time-derivative of the displacement vector q which is defined by
with t representing time and ξ standing for the coordinates vector of mesh vertices [32] .
The displacement boundary condition is often accompanying the dynamic equilibrium equation
on Γ m , withq(t) representing the known displacements of the moving boundary Γ m . Usually, the boundary nodes of Γ m remain at the same relative positions after the movement, whereas the new positions of the internal nodes are found by iterating (1) with the boundary condition (3).
In the discrete case, the dynamic mesh can be assembled by adding to every node an artificial mass and to every edge an artificial dashpot and an artificial spring to get the damping and the stiffness matrices, respectively.
Very often in applications, the system (1) is reduced to its quasi-static version resulting in a simplified form
Numerical solution: Systems of linear equations in the form Kq = f [such as (4) ] are frequently solved with the Jacobi method. This method is an iterative algorithm, where the matrix K is split into two matrices, diagonal matrix K d and the residual matrix K r , so that K = K d + K r , under the assumption of dominant diagonal elements. Hence,
This implies
Finally, we can derive an expression for q which can serve as a base for iterative solutions q (k +1) :
where k + 1 is the number of the iteration. The algorithm is iterated until it converges, i.e., q (k +1) is equal or close enough to the desired solution. Alternatively to the system approach, the solution can also be found on the element-to-element basis, which takes the following form for an element i:
We will be employing the Jacobi method in the sequel for solving the system of stent forces.
2) Lineal Springs: The idea behind the spring analogy methods entails replacing the mesh by fictitious springs, as schematically depicted in Fig. 3(b) . Each spring then behaves according to Hooke's law, which can be written for the force F i acting on node i from its neighbors as follows:
with δ i indicating the displacement of the vertex i and n i -the number of vertices directly connected to i, k ij stands for the stiffness of the spring connecting the vertices i and j [33] .
Assuming that in equilibrium the force acting on each node is zero, the nodal displacement can be calculated at every time step as a weighted average of the displacements of the neighboring vertices. This gives the following iterative equation (10), which can be derived from (9) by setting the force to zero (k is the number of iterations):
In the case of a moving boundary problem, the known displacements are prescribed to the boundary nodes and then the iterative equation (10) is solved for displacements for all internal nodes on the vertex-to-vertex basis. After a sufficient number of iterations, the new nodal coordinates are determined by adding the final displacement to the old coordinates.
The value of the springs stiffness has implications on how the boundary deformation is propagated to the inner parts of the mesh. Usually the stiffness of lineal springs is set to be inversely proportional to the segment length before the deformation [28] . The intuition behind such a stiffness setting is that mesh vertices that are located in close proximity to each other should exert a stronger restoring force onto each other.
Application to stent expansion: We have developed a method that draws inspiration from the springs analogy and determines mesh movements without known boundary deformations. Since crimping of the stent creates spring forces acting inside the structure, the idea is to allow the nodes in the mesh to move under these forces. The movement takes into account the nodal intertwinement with its neighbors by means of the nodal stiffness, the value of which is set to be equal to the sum of all the springs' stiffness connecting it to the direct neighbors. The point to note is that the background mesh of the SG device is also viewed as consisting of springs which are contributing to the expansion process.
In the expansion procedure, we need to distinguish between the two different displacements (deltas). The first one is responsible for the current configuration of the stent, that is, it accounts for the remaining crimping status of the structure. This delta, that we call crimping delta δ cr , is used to calculate restoring forces in the current (partially) crimped stent. The second delta, called expansion delta δ exp , is the actual displacement with which the stent in expanding in each iterative step. It is used to update the stent vertices' coordinates in the process of deployment. During the deployment process, the two deltas feed into each other.
First, the initial δ cr is determined, which measures the initial crimping deformation. The iterative process starts with the calculation of the restoring forces inside the mesh based on the crimping delta δ cr . Based on this information and stiffness of the vertices, each iterative step of the expansion process determines the current displacement δ exp . Afterward, the current coordinates of stent vertices are updated, as well as δ cr , so that they both correspond to the current status of crimping in the stent structure. The process is repeated until there is no change in the stent structure, that is, no restoring forces are acting on the struts (see the detailed pseudocode of the Incremental Displacement Algorithm for Free Expansion in the box above).
3) Semitorsional Springs: The driving force of the lineal spring analogy is the restoring force created by the stiffness of an edge. However, the process of stent expansion is mostly governed by angular displacements of the stent struts and angular forces. Hence, we investigate an extension of the lineal spring analogy called "semitorsional spring analogy" that takes the angular information into account. The idea is to provide additional stiffening elements by placing a torsional spring at each node of the mesh. The torsion spring would account for the angular displacement of mesh elements and enable controlling mesh deformation. Based on the lineal spring analogy, the behavior of the torsion spring is modeled indirectly by integrating the element's angular values into the stiffness of the spring edge, giving rise to the semitorsional stiffness. Fig. 3(c) schematically demonstrates the idea behind the approach for a 2-D mesh showing torsional springs placed at the corners between adjacent edges of a triangular element.
There have been different proposals in the literature as to how to define the semitorsional stiffness. We have used the definition suggested by [34] that calculates the semitorsional stiffness of an edge (k semitorsional ij ) by gathering angular information from all facing edges in a sum
where n ij is the number of all triangular elements that includes the edge (i − j), θ ij m is the angle facing the edge (i − j) in one of such triangular elements (m), and κ is a parameter for controlling the dimensionality of the resulting stiffness.
Since the value of the sine approaches 0 when the angle approaches 0 or π, the facing edge becomes very stiff when neighboring edges are close to collision. Stiffening the edge slows down the progression in the angle change, preventing thereby the unwanted inversion of elements. Then, the total stiffness of an edge is composed of the sum of the two types of stiffness, the lineal and the semitorsional
The procedure for free expansion is the same as in the lineal case that has been reported in Section II-B2.
4) Torsional Springs:
Another proposal to control the angular deformations of the mesh elements has been to directly implement the artificial torsional springs added to the nodes of the mesh (and not to merely simulate them, as in the previous approach). Then, the torsional stiffness of a torsional spring attached to a vertex i can be defined as
where
is the stiffness of the spring that is attached to the vertex i which is connected with vertices j and k and, thus, associated with the angle θ ij k i (see Fig. 4 ), as proposed by Farhat et al. [32] . Hence, this torsional spring will create torques opposing the change in the angle. We will show the derivation of the torsional method for the 2-D case and then extend it to the 3-D version which is employed for the stent expansion simulation.
a) Kinematics: We use the kinematic formulation proposed by Farhat et al. [32] that was developed under the assumption that only small displacements and rotations occur between two subsequent time steps. The assumption is necessary during the derivation in order to get angular displacements to Fig. 4 . Schematic representation of the torsional spring analogy: an artificial torsional spring is placed at each node controlling angular deformation [32] .
be expressed in terms of vertices displacements in a linear way. Thus, the iterative algorithm based on this method has to sufficiently break down the large deformation that might occur in the course of the simulation into small ones in order to respect the assumption.
Coming back to Fig. 4 , we consider the displacement of a 2-D triangle Δ ij k from its reference position, depicted by a solid line, into a current configuration, shown by a dashed line in the image. The displacement components resulting from the displacement of the triangle vertices i, j, and k are captured in the vector q defined in the following way:
The resulting rotation increment is denoted by the vector
The rotation increment Δθ ij k can be defined in the matrix form in the following way:
where the matrix R ij k is composed as follows:
and the components of the R ij k matrix are built as
In order to express the moments produced by torsional springs as forces acting on the mesh, we first write these moments in a matrix form according to the angular version of Hooke's law
Substituting the expression for Δθ ij k defined in (15), we get
In order to attach the additional torsional springs to a lineal spring mesh, Farhat et al. [32] have proposed the transformation of the moments M ij k into a set of equivalent forces at each vertex gathered in vector F ij k torsion as 
Finally, Farhat et al. [32] define for every element Δ ij k the equivalent forces F ij k torsion produced by the torsional springs as
c) Dimensionality issues: In order to properly integrate both types of springs, some modifications to the original definition of torsional forces proposed by Farhat et al. [32] had to be made. The reason for the alteration is the discrepancy in dimensionality in both types of forces [36] . More precisely, the lineal spring forces are nondimensional quantities, since lineal stiffnesses k ij is inversely proportional to segment lengths (9) . In contrast to that, the torsional forces are dimensional quantities. This is because the torsional stiffness is defined in (17) , where C ij k is dimensionless and R ij k is inversely proportional to the length (16) . Hence, K ij k torsion is inversely proportional to length square, resulting in torsional forces being inversely proportional to the length. Therefore, if we simply added the torsional spring forces to the lineal spring forces, the relative importance of the lineal and torsional springs would depend on the choice of the length units (for example, either meters or millimeters), which clearly should not be the case. In order to avoid this undesirable effect, we have redefined torsional spring forces as nondimensional quantities by scaling the torsional stiffness according to a characteristic length
where scaling constant κ = c can be defined through the local characteristic length of the mesh, such as the average edge length of a triangular element, scaled with a chosen constant c. By the way, the same applies to the semitorsional method and the overlay between the lineal and the semitorsional springs. There as well, the parameter κ was used to control the dimension [see (12) ].
d) Numerical solution algorithm:
We have used the Jacobi scheme to solve the system Kδ = f on a vertex-by-vertex basis, making the following transformation to the original definition given by (7)
Noting that the system should approach static equilibrium, that is, f = 0, and substituting in the above expression Kδ (n ) = F (n ) , the final iterative algorithm for the torsional springs model can be summarized in the form as follows:
Note that in every iteration, torsional and lineal spring forces are computed separately and added afterward to obtain the total force F (n ) = K lineal δ (n ) + K torsion δ (n ) due to different structural organization of stiffness matrices K lineal and K torsion . Since the Jacobi method is operating on the inverse diagonal matrix in every iteration (see Section II-B1), the diagonal components of both stiffness matrices have to be incorporated to overlay the effect of lineal and torsional springs, which is equivalent to adding the two matrices K d torsion + K lineal−nodal . The relaxation parameter ω was permanently set to 0.5.
e) Extension to 3-D stent case:
The main idea for the modification is to use the 2-D torsional spring analogy in the plane of each triangular element and then transfer the results to the 3-D stent world. More precisely, since the stent struts are modeled without taking the thickness into account, each of the triangular elements lies in a 2-D plane, defined by its three points. Thus, it is possible to perform computations in the local coordinate system of the triangular elements, applying the 2-D torsional method and then convert the obtained forces, displacements, etc., to the global coordinate system. Alternatively, we could convert the "local" stiffness matrix obtained for 2-D case into a global 3-D stiffness matrix, which is then used for calculation of forces and displacements in the global coordinate system. We have chosen the latter way, since it does not require storing in memory all the local bases and conversion of displacements into these local coordinate bases.
Hence, after the 2-D stiffness was obtained, we have to transform this stiffness matrix to the global coordinate system. We do that by multiplying it with the basis vectors of the local coordinate system, which is actually a rotation matrix (R) and can be used to switch between the two coordinate systems:
For the stent expansion process, we use the same iterative method that was used in the 2-D case; one iteration is summarized in (19) . With respect to the forces' vector, as before, it contains a sum of both types of forces: lineal overlaid with torsional. This iteration substitutes the Step 2 (Iterate) in the incremental displacement algorithm, described in Section II-B2, which models the free expansion procedure.
C. Modeling the Vessel and the Contact 1) Geometry Reconstruction:
Clinical imaging data are usually obtained in the DICOM format. A sequence of the DICOM images that capture different "slices" of the scanned part of the body in 2-D can be combined to reproduce a 3-D representations of the scanned organ in the process of segmentation. The outcome of the segmentation is a 3-D representation that can be stored as an STL (stereolithography) or any other CAD-like 3-D geometric definition format. For example, the STL file will contain a description of the surface by listing unstructured triangles that make up its mesh, where each triangle is described by the 3-D coordinates of the three vertices that comprise it and the normal to the triangle plane.
2) Contact: The expansion process of the stent is performed on a vertex-by-vertex basis, and the coordinates of a vertex are updated in each iteration as long as no contact between the vertex and the vessel occurs. The check for the contact is performed after Step (b) in the incremental displacement algorithm, where the expansion displacement is calculated for each node and before the nodal update in Step (c). Contact is defined to occur when the distance between the vertex of the stent and any of the vessel's vertices becomes smaller than a chosen parameter . After contact is detected, the displacements for the vertex in contact are still calculated in future iterations. However, its position can only change if it is located within the -boundary of the vessel inner surface.
III. RESULTS
We have performed deployment experiments for two different devices in different vessel geometries in order to compare the three methods. The two devices were chosen to represent "typical" devices used in the two distinct areas of radiological procedures of interest-aortic and cerebral cases.
1) The first device is a SG corresponding to the GORE TAG Thoracic Endoprosthesis (model TGT4010) with dimensions of 4 cm in diameter and 10 cm in length [see Fig. 1(b) ]. The device has 164 struts that are 13 mm in length (on average) and 0.35-mm thick. It is one of the most widely used devices in radiological procedures to treat thoracic aortic aneurysms and aortic dissections. 2) A FD is similar to the commercially available PED, ev3, Irvine, CA, USA) with the diameter of 3 mm and the length of 14 mm [see Fig. 1(c) ], which is one of the two devices currently used in Europe to treat cerebral aneurysms. The device has 3200 struts that are 0.4 mm in length. The stents were crimped to simulate their positioning in the catheter and aligned along the centerline of the target vessel at the relevant positions using the methods described in previous sections. For the first device, the initial crimping was to 20% of its labeled diameter; since in the clinical practice, the SG is compressed into a 24 FR (1FR = 0.333 mm) catheter system, i.e., from 40-mm-outer diameter to 8 mm (24 × 0.333 = 8 mm). With respect to the second device, the PED is usually delivered via a 3 FR microcatheter (3 × 0.333 = 1 mm); hence, it was crimped to the 33% of its load-free diameter.
In all simulations, dimensionality parameters were set to κ = 3 for the semitorsional method (12) , where is the characteristic length of the device element, measured as an average length of a strut. For the torsional case, the scaling was with κ = 3 (18) . These settings were found to produce the best and most stable results, which were in good alignment with the results of the full FEA simulation performed in our validation study [36] . We can iterate here in brief that the error reported in that paper for the springs method was between 2% and 10%, depending on 
, where l k is the length of the strut k in the load-free stent, l k -in the current expanding stent, and S stands for the number of struts (L is measured in % relative to the initial length). 4) Mean nodal force in expanding stent:
where F i is the reaction force at the node i with the index i running from 1 to N . We have conducted experiments in four different deployment scenarios, reported in the coming sections: a) free expansion; b) deployment in a straight tube; c) deployment in a bent tube; d) deployment in real vessel geometries: dissection case for SG and aneurysm case for FD. All models were implemented in MATLAB and executed on an Intel Core 2 Duo with CPU 2.66 GHz with 4 GB of memory and without using any parallelization-a modest setup easily reproducible in any clinic.
A. Free Expansion 1) SG:
From the initially crimped configuration (8 mm in diameter which is 20% of the labeled diameter), the SG device was subject to free expansion until it reached its load-free configuration. Fig. 6 captures the evolution of the expansion process during 300 iterations. The four different convergence metrics are plotted for each of the three springs methods: lineal springs in blue, semitorsional springs in green, and torsional springs in red. Since the released SG is going to "spring back" to Fig. 6 . Free expansion of the SG device for 300 iterations. Upper row: mean nodal distance (δ) and mean angle difference (θ) between load-free and expanding stent. Bottom row: mean strut length difference (L) and mean nodal force in the expanding stent (F ). All three methods were able to reach the load-free configuration. The lineal springs method (in blue) displayed the fastest convergence, after 200 iterations. The semitorsional springs method (green) is the second fastest, converging after 250 iterations. The torsional springs method (red) is the slowest, reaching full expansion only after 500 iterations.
its load-free configuration, the shape of which is also known, the clear way to demonstrate the expansion process is to track the distance to the target load-free stent. Hence, we have measured the average distance from the vertices of the current expanding stent to their counterparts in the load-free device (mean nodal distance), which is displayed in the first graph in the upper left corner. All three spring methods are able to reach the load-free configuration; however, they do so with different speed, with the lineal method being the fastest and the torsional method being the slowest (completely converges only after about 500 iterations).
The evolution of the angles is shown in the upper right corner as the mean angle difference between the load-free and the current expanding stent. This measure is very important since the difference in angles reveals the degree of crimping in the structure and indirectly shows the average angular displacement in every iteration. Again, the lineal method displays faster convergence, semitorsional is similarly fast, and the torsional is the slowest. Equally, it is important to ensure the adequate struts' length evolving throughout the iterative process. This is done by measuring the mean strut length difference which gives the average error length as a relative percentage of the initial length. The bottom left graph displays the behavior of struts' length. The initial iterations corrupt the average length up to 14% (for lineal springs method), but it gets corrected in the course of the expansion process.
Finally, the bottom right graph displays the mean nodal force in the expanding stent which gives account for the reaction forces guiding the expansion process. The point to note is that the forces for semitorsional and torsional methods include the TABLE I  VALUES OF CONVERGENCE METRICS AT THE END OF THE  DEPLOYMENT PROCESS lineal component, for this is how it is calculated in the algorithms. Consequently, it is to expect that the lineal reaction forces are smaller in magnitude. On the other hand, the semitorsional forces are much larger, even after the lineal component has been subtracted from them (almost three times the lineal value).
2) FD:
The FD device was initially crimped to 33% of its labeled diameter and then underwent the free expansion test for 500 iterations. As it was the case for the SG, the lineal springs method displayed the fastest convergence, after about 250 iterations, closely followed by the semitorsional springs. Again, the torsional method converged only after about 500 iterations. The overall behavior of the convergence metrics is similar to the SG case, depicted in Fig. 6 . However, there are some differences with respect to the end values, which are recorded in Table I (cases 4-6). All convergence metrics display zero residual value since the FD returned to the load-free configuration. The lineal method was again the quickest, requiring 250 iterations (it) and 26 s (time in brackets). Fig. 5 illustrates the snapshots of the free expansion for two stents with the lineal spring analogy expansion method.
B. Ideal Vessel: Straight Tube 1) SG:
In this set of experiments, the device was deployed inside an idealized vessel in the shape of a straight cylinder. The diameter of the cylinder was 34 mm, which is a usual vessel size for a 40-mm device, because the grafts are always oversized in the clinical practice for about 30%. As before, the device was crimped to 8 mm and deployed, this time until it reached the vessel walls. The snapshots of the expansion with the semitorsional method after a certain amount of iterations are captured in Fig. 7(a)-(c) . The other two methods displayed a comparable progression. Table I (cases 7-9) shows the convergence of parameters throughout the deployment process. The values in the table are displayed in the format mean max min , with the average value in bold. The lineal springs method displays the fastest convergence rate again. However, torsional springs perform slightly better this time with respect to the final nodal displacement (see δ), which is surprising given their earlier performance in the free expansion case. When the deployment is complete, after about 100 iterations on average, there is a very small but nonzero restoring force that remains due to oversizing, which would help keeping the device placement intact.
2) FD: The PED was crimped to 1 mm and released into an idealized cylinder with the 2.3-mm diameter in order to account for the oversizing. The snapshots of the expansion with the torsional method after a certain amount of iterations are captured in Fig. 7(g)-(i) . The other two methods displayed a comparable progression with a slightly faster convergence. The convergence results can be seen in Table I (cases [10] [11] [12] . The struts length difference remains substantial since struts are not fixed due to the woven design of the device; therefore, the struts can slide, emulated by the flexible nature of the springs. Since the lineal springs method was applied in layers, its convergence is slower than its semitorsional and torsional counterparts (see Table I , cases [13] [14] [15] . The latter two methods displayed a progression comparable to the previous cases, although the semitorsional method is slightly more accurate with respect to the struts' length error. After the deployment is complete, there is a small nonzero restoring force that remains present due to the oversizing of the device and the geometry of the vessel.
Note that metrics that we have used to evaluate the performance of the methods are not suitable for the bent (and more complicated) geometries. For example, the nodal displacements are calculated as the distance from the current expanding stent to the load-free configuration and does not represent a meaningful value, since the load-free configuration is not the target of the expansion this time. In fact, the target is unknown! Nevertheless, we chose to continue to use these familiar metrics merely to compare the difference in the convergence rates of the three methods.
2) FD: The PED was crimped to 1 mm and released in the idealized bent cylinder with the 2.6-mm diameter to account for the oversizing. This time, we have applied the semitorsional method in layers, the snapshots of which can be seen in Fig. 7(j)-(l) . The other two methods were applied simultaneously to all layers. The general convergence values are depicted in Table I (cases [16] [17] [18] .
D. Real Vessel Geometries 1) SG:
We have tested the performance of the virtual deployment algorithm in the case of the aortic dissection. As it would be done in clinical practice, the graft was placed inside the true lumen to cover the initial tear entry and prevent blood from flowing into the false lumen.
The vessel diameter was varying at the deployment site and ranged between 2.9 and 2.1 cm in the distal and proximal location of the device in the true lumen, respectively. Therefore, we had to adjust the dimensions of the modeled SG to match those that would be required in clinical practice. The modified device featured 3.2-cm diameter and 10-cm length.
The opening of the device was started in the center of the device and was progressing to its extremities, as common with this type of devices. Fig. 8 shows the deployment snapshots at different phases during the deployment process. The final configuration was obtained after approximately 200 iterations of the virtual deployment algorithm and required approximately 30 s. The device was in a good opposition to the vessel wall and has covered the initial tear completely. During the opening of the device, the angles and struts' length progressively approach the values corresponding to the load-free configuration. Table I (cases [19] [20] [21] shows the resulting metrics.
2) FD: The final deployment experiment involved a case of a giant aneurysm located in the left ICA artery of a patient (see Fig. 9 ; note the small opthalmic artery originating on the opposite vessel's wall with respect to the aneurysmal sac). The 3-D vessel geometry featured a variation in vessel's diameter from 4.1 mm in the distal and 4.4 mm in the proximal location with respect to the aneurysm. For such dimensions of the vessel, a FD of 4.5-mm diameter and 14 mm in length could be utilized in a clinical setting. Therefore, we had to adjust the modeled FD, reconfiguring it to be 4.5 mm in diameter in order to account for both vessel geometry and oversizing. We have deployed the device over the neck of the aneurysm, applying the torsional method in layers.
As it would be the case in real interventions, the opening of the device was started from the distal extremity of the device and progressed to its proximal end, with respect to the aneurysm sac. Fig. 9 shows the deployment snapshots at different phases during the deployment process. The final configuration was obtained after approximately 500 iterations of the virtual deployment algorithm and required about 2.5 min. The device was in a good opposition to the vessel wall. Table I (cases [22] [23] [24] shows the resulting metrics.
IV. CONCLUSION
In this paper, we have reported on methods for virtual stent deployment. The inspiration for the presented algorithms came from the dynamic mesh methods that are widely used in many engineering applications. Using the spring mesh idea, we have developed algorithms that enable modeling the process of stent expansion and its deployment in vessels. Furthermore, we have compared three different spring analogy methods featuring different properties of the springs and showed their performance in the given problem setting. The three spring analogy methods that were compared are 1) the lineal spring analogy, 2) the semitorsional spring analogy, and 3) the torsional spring analogy. The comparison was based on the results of expansion of two different devices-a SG and a FD-in four different scenarios: 1) in the case of free expansion, 2) in the idealized straight vessels, 3) in the idealized bent vessels, and (4) in real patient cases.
When applied to the stent deployment problem, all three spring analogy methods converged; however, they did so at different rates. The convergence was assessed by different metrics, measuring the displacement and force evolution as well as the evolution of angles between the struts and the struts length. One of the interesting findings entailed the fact that the lineal springs method displays faster convergence rate in all of the four metrics used. Additionally, it produced final results comparable with those obtained by its more sophisticated semitorsional and torsional counterparts. This is surprising since the lineal method constitutes the base for the other two spring methods and is associated with the simplest implementation. In the case of the first device, such outcome for the lineal version was facilitated by the presence of the background mesh, which served as an integrity-preserving element and simulated the angular elements indirectly. For the second device, the fine mesh of the struts effectively produced the effect of the "background" mesh, taking care of the torsional displacements and forces even in the lineal method. In general, the difference in methods is slightly more pronounced for the SG case as compared to the FD (see Table I ).
Another characteristic that was similar to all three springs methods was the small residual error in the struts lengths, even in the final stent configuration. This fact is due to the accumulation of imprecisions along the entire deployment processing chain: the crimping, positioning along the centerline, and the sequence of iterations based on the approximative methods. In the future, the methods should pay more attention to this factor with respect to the struts length. It is possible, however, that a special handling of the struts length is necessary for the springs-based methods, for example, incorporation of an additional constraint into the algorithm to preserve or correct the lengths.
With respect to the speed of the virtual simulation, it was sufficiently fast; the longest simulations lasting about 2.5 min for the patient's case of the cerebral aneurysm with the high density PED device on a very modest hardware platform. Gaining a ten times speed up on a state-of-the-art core is certainly within easy reach. Being implemented in MATLAB, so far, with no parallelization and on slow and antiquated hardware, the models are likely to obtain much better speed. Achieving such fast running times is a very positive outcome, for high speed close to real time constitutes one of the top priorities for the development of deployment methods, as outlined in Section I.
Although the lineal spring analogy method proved suitable for modeling the stent expansion, there are still a number of limitations associated with it and this study. The first one to mention is the fact that the validation of the results was omitted here due to space considerations. The detailed validation is reported in another study that is comparing the results reported here with the results of the FEA [36] . The FEA method, although being very slow, can provide validation for the fast springs methods, assess the eventual divergence in the results, and estimate the error. The comparison is, as we discussed, very favorable to the fast method.
The second point worth mentioning is related to the forces. Since the springs methods presented here are approximative, it is not clear what physical meaning is associated with the restoring forces measured by them. From our comparison (see Table I ), one can see that the lineal forces feature values that are very similar to those reported by the torsional method; in contrast, the semitorsional method is displaying much higher values. Although from the validation study, we know that the lineal forces lie close to the forces reported by the FEA comparative experiments; the full analysis of the force evolution is yet to be undertaken. In the meantime, one could imagine that although the lineal version is powerful enough to model the movable stent structure [and for now it seems like there is no need for the complex (semi-)torsional springs], the more sophisticated methods could be able to provide better force approximations than the "easy" lineal approach. This would mean that they are actually worthwhile to employ for a more thorough analysis of the deployment process.
Related to the force is the physical meaning of the different types of stiffness and their settings. In this paper, the stiffness values were assigned in an arbitrary way, disregarding any considerations of the material properties. In the future, the stiffness values have to be reverse engineered in advance in order to account for the mechanical behavior as closely as possible. We hope to gain more understanding of that in in vitro experiments with stents, planned for the future. Again, it could turn out that the torsional methods are more suitable for the incorporation of realistic stiffness values than their lineal counterpart.
Other limitations of this study include the treatment of the vessel as a rigid body and the simplified contact model employed. We plan to extend the current model by implementing the stent's self-contact and the possibility of the vessel to deform under the forces exerted by the stent. This would require handling the contact between the two bodies-the interplay of forces and displacements-which would provide valuable information for the clinicians, in order to assess the possible shortand long-term implications of the stent deployment treatment. This further-elaborated model would then be validated against real in vivo cases, for which we are gathering pre-and postprocedural data at the moment.
To sum up, this paper demonstrated the overall ability of spring-based methods to model virtual stent expansion in a computationally expedient manner, which constitutes a valuable base for future extensions of the model, with the ultimate goal to enable predictive simulations of the minimally invasive methods in a clinical setting.
