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Automatische Duplikateliminierung in
Aktivita¨tsdiagrammen von Fahrzeugfunktionen
Martin Beckmann1und Aaron Schlutter2
Abstract: Die Spezi®kation von Fahrzeugfunktionen ist eine komplexe Aufgabe. Zum Umgang mit
dieser Komplexita¨t werden zur Beschreibung der Funktionen gra®sche Modellierungssprachen wie
UML verwendet. Bei der Modellierung ko¨nnen Duplikate entstehen, welche Ausgangspunkt fu¨r
Fehler und Inkonsistenzen in der weiteren Entwicklung sind. Dieser Beitrag widmet sich der Eli-
minierung von Duplikaten, welche bei der Spezi®kation von Fahrzeugfunktionen mittels UML Ak-
tivita¨tsdiagrammen auftreten. Es wird dargestellt, wie in UML Aktivita¨tsdiagrammen identi®zier-
te Duplikate automatisiert eliminiert werden, ohne die urspru¨ngliche Funktionalita¨t zu vera¨ndern.
Mehrfach auftretende Elemente werden zusammengefasst und durch das Einfu¨gen von weiteren
Elementen und Verbindungen zusammengesetzt.
Keywords: Automatische Duplikateliminierung, UML Aktivita¨tsdiagramme, Modellbasierte Spezi-
®kation
1 Einfu¨hrung
Zur Beherrschung der zunehmenden Komplexita¨t bei der Entwicklung von Fahrzeugsoft-
ware wird vermehrt modellbasierte Softwareentwicklung verwendet [Br06]. Verhaltens-
modelle wie das UML Aktivita¨tsdiagramm [UM15, S. 371] ko¨nnen dazu genutzt werden,
um Funktionsabla¨ufe zu beschreiben und gra®sch darzustellen. Die Erstellung eines sol-
chen Modells im Rahmen der Spezi®kation kann daher fru¨hzeitig dazu beitragen, Fehler,
Widerspru¨che und Inkonsistenzen aufzuzeigen [AD97]. Eine mo¨gliche Anwendung des
Modells im weiteren Entwicklungsprozess ist die automatische Generierung von Bestand-
teilen einer textuellen Spezi®kation. Diese Generierung ist eines unserer weiteren aktuel-
len Forschungsvorhaben.
Wa¨hrend der Erstellung der Funktionsmodelle ko¨nnen innerhalb des Modells Redundan-
zen auftreten. Diese entstehen oft unabsichtlich, da bei deren Erstellung viele Personen
beteiligt sind und trotz des Einsatzes von gra®schen Werkzeugen der U¨berblick schwierig
ist. Die Redundanzen entstehen jedoch auch absichtlich [LEM02]. Beispielsweise werden
redundante Elemente eingefu¨gt, um die Modelle besser zu gruppieren, wenn ein einzelnes
Element in mehreren Zusammenha¨ngen innerhalb der Fahrzeugfunktion auftritt. Die dabei
entstehenden Duplikate ko¨nnen jedoch Schwierigkeiten bei der Wahrung der Konsistenz
verursachen, wenn die Diagramme in weiteren Entwicklungsschritten verwendet werden.
Duplikate sollten daher entfernt werden.
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Dieser Beitrag widmet sich der Eliminierung identi®zierter Duplikate in UML Aktivita¨ts-
diagrammen. Bei der Eliminierung werden mehrfach auftretende Elemente zusammenge-
fasst. Bestehende Verbindungen der zusammengefassten Elemente werden u¨bernommen
und durch zusa¨tzliche Elemente und Verbindungen so zusammengesetzt, dass die Funk-
tionalita¨t des urspru¨nglichen Aktivita¨tsdiagramms erhalten bleibt.
Dieser Beitrag ist wie folgt aufgebaut. Im na¨chsten Kapitel werden zuna¨chst Grundla-
gen erla¨utert und anschlieûend werden anhand eines einfu¨hrenden Beispiels Annahmen
zum Versta¨ndnis dieses Beitrags dargelegt. Eine U¨bersicht u¨ber verwandte Arbeiten ist im
dritten Kapitel enthalten. In Kapitel 4 wird das Konzept zur Eliminierung der Duplikate
vorgestellt und im fu¨nften Kapitel wird das Konzept auf das einfu¨hrende Beispiel ange-
wendet. Der Beitrag wird mit einer Zusammenfassung und einem Ausblick in Kapitel 6
abgeschlossen.
2 Grundlagen
Im Rahmen dieser Arbeit werden UML Aktivita¨tsdiagramme zur Beschreibung von Fahr-
zeugfunktionen betrachtet. Aktivita¨tsdiagramme sind Petri-Netz a¨hnliche Graphen [UM15,
S. 283]. Mithilfe von Tokens (Marken) wird die Ausfu¨hrungsreihenfolge von Elementen
und damit der mo¨gliche Ablauf des Aktivita¨tsdiagramms modelliert. Fu¨r die Ausfu¨hrung
eines Knotens muss sich ein Token in diesem be®nden. Das Token kann bei Abschluss
der Ausfu¨hrung des Knotens an weitere Knoten weitergegeben werden. Das Verhalten
eines Petri-Netzes beziehungsweise Aktivita¨tsdiagramms kann durch einen Erreichbar-
keitsgraph dargestellt werden. Ein Erreichbarkeitsgraph ist ein gerichteter Graph, der alle
mo¨glichen Reihenfolgen (Pfade) zur Ausfu¨hrung der Knoten zeigt. Ein Knoten des Er-
reichbarkeitsgraphs stellt einen mo¨glichen Markierungszustand aller Knoten des Petri-
Netzes dar.
In Abbildung 1 ist ein Aktivita¨tsdiagramm der Funktion Ladeparameter berechnen dar-
gestellt. Verschiedene Knoten (ActivityNodes) sind u¨ber Kanten (ActivityEdges) mitein-
ander verbunden. Die Funktion hat verschiedene Auslo¨ser, welche als AcceptEventAction
Elemente dargestellt sind. Neben den Auslo¨sern werden bei der Ausfu¨hrung der Funktion
auch Actions durchlaufen. Die Zusammenha¨nge dieser Elemente wird durch ControlNodes
gesteuert. Auslo¨ser und Actions ko¨nnen mit JoinNodes UND-verknu¨pft oder mit Merge-
Nodes ODER-verknu¨pft werden. Weitere in diesem Beitrag genutzte ControlNodes sind
InitialNodes, DecisionNodes und ForkNodes. Es werden nur diese Elemente verwendet.
Der Grund dafu¨r ist, dass die von einem Industriepartner bereitgestellten Fahrzeugfunk-
tionen ausschlieûlich mithilfe dieser Elemente modelliert sind.
Die Actions mit dem Pra¨®x Check stellen U¨berpru¨fungen von Bedingungen dar. Schla¨gt
diese U¨berpru¨fung fehl, so endet der Fluss in diesem Knoten. Der Fluss eines Tokens von
einem Auslo¨ser zu einer U¨berpru¨fung bildet daher eine UND-Verknu¨pfung von Auslo¨ser
und U¨berpru¨fung ab. Eine Mo¨glichkeit, zur Ausfu¨hrung der Action Ladeparameter be-
rechnen zu gelangen, besteht, wenn der Auslo¨ser Verbindung ”eingesteckt” aktiviert wird
und die darauffolgenden U¨berpru¨fungen V<10 km/h, Kl.15 aus und JM start nicht aktiv zu
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Abb. 1: Funktionsablauf der Fahrzeugfunktion Ladeparameter berechnen
wahr ausgewertet werden. Besitzt eine Action oder AcceptEventAction mehrere ausgehen-
de Kanten, so wird an allen ausgehenden Kanten ein Token angeboten [UM15, S. 401].
Dies entspricht der Anwendung von ForkNodes. Treten bei anderen Elementen wie zum
Beispiel DecisionNodes mehrere ausgehende Kanten auf, so wird nur ein einzelnes Token
an einen nachfolgenden Knoten gegeben, welcher das Token akzeptiert [UM15, S. 373, S.
387f].
In der in Abbildung 1 dargestellten Fahrzeugfunktion sind folgende Duplikate enthal-
ten: die Auslo¨ser Verbindung ”eingesteckt” und Verbindung ”undefiniert” sowie die U¨-
berpru¨fungen V<10 km/h und Kl.15 aus. Im Rahmen dieses Beitrags besteht ein Dupli-
kat aus Knoten, welche dieselbe Bedeutung besitzen. Beispielsweise bilden die beiden
U¨berpru¨fungen mit dem Text V<10 km/h ein Duplikat. Es wird davon ausgegangen, dass
die Duplikate bereits identi®ziert sind. Die Identi®kation von Duplikaten bei der Spezi®-
kation ist beispielsweise mit textuellen Vergleichen mo¨glich [Da01]. Es ist jedoch zu be-
achten, dass innerhalb einer Aktivita¨t auch a¨hnliche Elemente den gleichen Namen haben
ko¨nnen [UM15, S. 372] und trotzdem kein Duplikat darstellen. Dies ist beispielsweise der
Fall, wenn von den Elementen mit gleichen Namen verschiedene Aktivita¨ten aufgerufen
werden.
Fu¨r die in dieser Arbeit betrachteten Fahrzeugfunktionen und deren Aktivita¨tsdiagramme
ist dabei die exakte Reihenfolge zur Ausfu¨hrung der Knoten nicht relevant. Vielmehr ist
es notwendig, dass jeweils alle Vorga¨nger ausgefu¨hrt worden sind und die Gesamtanzahl
der Ausfu¨hrungen nicht vera¨ndert wird. Unter Umsta¨nden kann durch das Umformun-
gen des in Kapitel 4 vorgestellten Konzeptes die Ausfu¨hrungsreihenfolge der einzelnen
Knoten vera¨ndert werden. Dies erfolgt durch die mehrfache, zeitversetzte Ausfu¨hrung von
Auslo¨sern. Der Sachverhalt wird in Kapitel 4 genauer erla¨utert.
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3 Verwandte Arbeiten
In [CST02] werden verschiedene Arten von Redundanzen identi®ziert, die in UML Mo-
dellen auftreten ko¨nnen. Dabei ®ndet eine Beschra¨nkung auf die Diagrammtypen An-
wendungsfalldiagramm, Zustandsdiagramm und Sequenzdiagramm bei der Verwendung
wa¨hrend der objektorientierten Analyse statt. Betrachtet werden Redundanzen, die zwi-
schen verschiedenen Modellen auftreten. Auûerdem werden Vorteile aufgezeigt, die durch
die Beseitigung der Redundanzen entstehen wie zum Beispiel die Wahrung der Konsistenz
bei Modi®kationen und die erleichterte Nutzung in spa¨teren Phasen der Entwicklung.
Die Umformung von UML Modellen unter Beibehaltung des Verhaltens ist das Thema
von [Su01]. Es werden Operationen vorgestellt, die genutzt werden ko¨nnen, um Ma¨ngel
im Design zu beseitigen. Ebenso wird begru¨ndet, wieso das Verhalten der Modelle bei der
Durchfu¨hrung der Operationen erhalten bleibt. Der Beitrag stellt Operationen fu¨r Klassen-
diagramme und Zustandsdiagramme vor. Auf den Aspekt der Eliminierung von Redun-
danzen zur Verbesserung der Modelle wird nicht eingegangen.
Zwei Operationen, die auf Aktivita¨tsdiagrammen Anwendung ®nden, sind in [BSF03] be-
schrieben. Die beiden vorgestellten Operationen behandeln die Reihenfolge der Ausfu¨h-
rung von Actions und ob diese parallelisiert oder sequenziert auszufu¨hren sind. Zum The-
ma der Umformung von UML Modellen existieren eine Reihe weiterer Beitra¨ge. Nach
Kenntnis der Autoren widmet sich jedoch keine Arbeit der Eliminierung von Duplikaten.
4 Konzept zum Eliminieren von Duplikaten
Das im Folgenden vorgestellte Konzept zum Eliminieren von Duplikaten in Aktivita¨tsdia-
grammen besteht aus zwei Teilen. Zum einen werden redundante Elemente zusammen-
gefasst und zum anderen muss die Funktionalita¨t vom Aktivita¨tsdiagramm sichergestellt
werden. Dies wird erreicht, indem ein- und ausgehende Kanten der zusammengefassten
Knoten weitergefu¨hrt werden oder unter Umsta¨nden indem neue ControlNodes eingefu¨gt
und mit dem zusammengefassten Knoten verbunden werden. Nach der Zusammenfassung
der Knoten kann zusa¨tzlich nach nicht mehr notwendigen Kanten und ControlNodes ge-
sucht werden. Diese Elemente zeichnen sich dadurch aus, dass nach deren Entfernen aus
dem Aktivita¨tsdiagramm dessen Funktionalita¨t nicht vera¨ndert wird.
In Abbildung 2 sind beispielhaft verschiedene Ausschnitte aus Aktivita¨tsdiagrammen dar-
gestellt. Die Knoten, deren Text mit T beginnt, stellen Auslo¨ser dar. Die anderen Knoten
sind Actions. Ein Hochkomma im Text des Knotens bezeichnet einen redundanten Knoten.
In der ersten Situation in Abbildung 2a sind die Knoten des Duplikats die Auslo¨ser der
Funktion. Die Auslo¨ser besitzen keine eingehenden Kanten. In Abbildung 3a ist die dupli-
katfreie Darstellung zu sehen. Die Auslo¨ser sind in einem Knoten zusammengefasst und
alle ausgehenden Kanten haben als neue Quelle den zusammengefassten Knoten und als
Ziel ein vor der Action be®ndliches DecisionNode. Die Kanten ko¨nnen nicht entfernt oder
zusammengefu¨hrt werden, da vor der Eliminierung durch beide Auslo¨ser zwei Tokens er-
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(a) Situation 1 (b) Situation 2 (c) Situation 3 (d) Situation 4
Abb. 2: Unterscheidung verschiedener Situationen
stellt werden, sodass die Action A1 zweimal ausgefu¨hrt wird. Durch die Umformung wird
beim Auslo¨sen von T1 die Action A1 ebenfalls zweimal ausgefu¨hrt.
(a) Situation 1 (b) Situation 2 (c) Situation 3 (d) Situation 4
Abb. 3: Situationen ohne Duplikate
In den anderen Situationen in Abbildung 2b, 2c und 2d besitzen die redundanten Knoten
eingehende Kanten. In der zweiten Situation ist der Vorga¨nger identisch und die Nach-
folger unterschiedlich. In der dritten Situation sind die Vorga¨nger unterschiedlich und der
Nachfolger ist identisch. In der vierten Situation sind sowohl Vorga¨nger als auch Nach-
folger unterschiedlich. In diesen Situationen werden zusa¨tzliche ControlNodes und Kan-
ten eingefu¨gt, um die Funktionalita¨t beizubehalten. Diese zusa¨tzlichen ControlNodes und
Kanten sind im vierten Fall notwendig, damit durch den Auslo¨ser T1 nach der Beendigung
von Action A1 lediglich Action A2 aktiviert werden kann. Der JoinNode stellt sicher, dass
Auslo¨ser T1 und Action A1 zuvor ausgefu¨hrt worden sind. Der MergeNode dient in der
dritten und vierten Situation dazu, dass Action A1 durch ein einzelnes Token von T1 oder
T2 ausgefu¨hrt werden kann. Der DecisionNode leitet das Token am Ausgang von Action
A1, an den entsprechenden JoinNode weiter. In der zweiten und dritten Situation werden
dabei ControlNodes und Kanten eingefu¨gt, welche nicht notwendig sind und wieder ent-
fernt werden ko¨nnen. Um ein einheitliches Konzept fu¨r diese Situationen zu ermo¨glichen,
werden diese Situationen jedoch gleich behandelt. Eine Vereinfachung ist im Anschluss
mo¨glich.
Fu¨r die Umformung der redundanten Knoten werden zwei Fa¨lle unterschieden:
1. Keiner der Knoten eines Duplikats hat eingehende Kanten.
2. Mindestens einer der Knoten des Duplikats hat mindestens eine eingehende Kante.
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Fu¨r den ersten Fall werden die betroffenen Knoten zu einem Knoten zusammengefasst
und alle ausgehenden Kanten der urspru¨nglichen Knoten haben als Quelle den zusam-
mengefassten Knoten. Im zweiten Fall werden ebenfalls die redundanten Knoten in einen
Knoten zusammengefasst. Alle eingehenden Kanten werden u¨ber einen neuen MergeNo-
de gebu¨ndelt zu dem zusammengefassten Knoten gefu¨hrt. Aus dem zusammengefassten
Knoten geht eine Kante zu einem DecisionNode. Von dort aus gehen Kanten zu JoinNodes.
Zu den JoinNodes fu¨hren zudem eingehende Kanten von den Vorga¨ngern der redundanten
Knoten. Handelt es sich bei den Vorga¨ngern nicht um Actions, werden zusa¨tzlich noch
ForkNodes hinter diesen eingefu¨gt. Diese dienen stattdessen als Vorga¨nger, um die Funk-
tionalita¨t von mehreren ausgehenden Kanten bei Actions nachzustellen. Die ausgehende
Kante des JoinNodes fu¨hrt zu dem dazugeho¨rigen Nachfolger des redundanten Knotens.
Sind keine Nachfolger vorhanden, entfallen die entsprechenden Elemente und Verbindun-
gen fu¨r die ausgehende Kante.
Besonderheiten
Die in Abbildung 2 dargestellten Situationen decken nicht alle Mo¨glichkeiten der beiden
Fa¨lle ab. Es ist denkbar, dass ein Duplikat existiert, welches Knoten besitzt, von denen
ein Knoten einen Vorga¨nger hat, ein anderer Knoten jedoch keinen Vorga¨nger besitzt. Des
Weiteren ist es mo¨glich, dass Knoten von Duplikaten mehr als einen Vorga¨nger oder Nach-
folger besitzen. Ein Beispiel, in denen solche Konstellationen auftreten, ist in Abbildung
4 dargestellt.
(a) Ausgangssituation (b) Explizite Verbindungen (c) Duplikatfrei
Abb. 4: Sonderfall
In Abbildung 4a besitzt die Action A3 keinen Vorga¨nger und zwei Nachfolger. Die Acti-
on A3’ hat zwei Vorga¨nger und einen Nachfolger. Fu¨r den Knoten ohne Vorga¨nger ist ein
InitialNode als Vorga¨nger zu erga¨nzen. Um mit den Situationen mit mehreren Vorga¨ngern
und Nachfolgern umzugehen, mu¨ssen zuna¨chst die impliziten Verbindungen ([UM15, S.
401]) explizit dargestellt werden. Bei Action A3 wird durch die ausgehenden Kanten ei-
ne implizite Parallelisierung vorgenommen (vgl. ForkNode). Bei Action A3’ wird durch
die mehrfachen Vorga¨nger eine implizite UND-Verknu¨pfung erzeugt. In Abbildung 4b
sind das Einfu¨gen eines InitialNodes und die expliziten Verbindungen dargestellt. Der
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zusa¨tzliche ForkNode nach dem InitialNode ist notwendig, da der Knoten des Duplikats
Nachfolger haben kann. In Abbildung 4c ist die Eliminierung nach dem vorgestellten Kon-
zept dargestellt. Als Vorga¨nger und Nachfolger fu¨r die Umformung dienen an den entspre-
chenden Stellen die eingefu¨gten Elemente der expliziten Verbindungen.
(a) Zyklus (b) Zyklus duplikatfrei
Abb. 5: Zyklus im Aktivita¨tsdiagramm
Eine weitere Besonderheit stellen Zyklen in den Aktivita¨tsdiagrammen dar. Ein solcher
Zyklus und dessen Lo¨sung nach dem vorgestellten Konzept ist in Abbildung 5a und in
in Abbildung 5b dargestellt. Das Konzept la¨sst sich korrekt auf eine Reihe von mo¨glichen
Zyklen anwenden. Es ist jedoch noch nicht abschlieûend gekla¨rt, ob dies immer dazu fu¨hrt,
dass die Funktionalita¨t erhalten bleibt.
Vergleich der Erreichbarkeitsgraphen
Allgemein ist fu¨r den Erhalt der Funktionalita¨t eines Aktivita¨tsdiagramms bei der Zusam-
menfu¨hrung von redundanten Knoten darauf zu achten, dass alle mo¨glichen Pfade des
Aktivita¨tsdiagramms erhalten bleiben. Die mo¨glichen Pfade ko¨nnen aus dem Erreichbar-
keitsgraphen des Aktivita¨tsdiagramms ermittelt werden. In Abbildung 6 ist der Erreichbar-
keitsgraph (T1, T2, A1, A1’, A2, A3) mit der Startmarkierung (1,1,0,0,0,0) fu¨r das Akti-
vita¨tsdiagramm aus Abbildung 2d und in Abbildung 7 der Erreichbarkeitsgraph (T1, T2,
A1, A2, A3) mit der Startmarkierung (1,1,0,0,0) fu¨r das Aktivita¨tsdiagramm aus Abbil-
dung 3d dargestellt. Fu¨r den zweiten Erreichbarkeitsgraphen wird angenommen, dass die
neu eingefu¨gten ControlNodes direkt ausgefu¨hrt werden. Diese Elemente sind daher zur
besseren Vergleichbarkeit nicht separat in der Markierung aufgefu¨hrt.
Die mo¨glichen Pfade des Erreichbarkeitsgraphen in Abbildung 6 fu¨r das Aktivita¨tsdia-
gramm aus Abbildung 2d lauten:
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Abb. 6: Erreichbarkeitsgraph (T1, T2, A1, A1’, A2, A3) des Aktivita¨tsdiagramms aus Abbildung 2d
1. T1, A1, T2, A1’
2. T1, T2, A1, A1’
3. T1, T2, A1’, A1
4. T2, T1, A1, A1’
5. T2, T1, A1’, A1
6. T2, A1’, T1, A1
Abb. 7: Erreichbarkeitsgraph (T1, T2, A1, A2, A3) des Aktivita¨tsdiagramms aus Abbildung 3d
Die mo¨glichen Pfade des Erreichbarkeitsgraphen in Abbildung 7 fu¨r das Aktivita¨tsdia-
gramm aus Abbildung 3d lauten:
1. T1, A1, T2, A1
2. T1, T2, A1, A1
3. T2, T1, A1, A1
4. T2, A1, T1, A1
Unter der Voraussetzung A1=A1’ sind die mo¨glichen Pfade der Erreichbarkeitsgraphen
aus Abbildung 6 und 7 a¨quivalent. Die Pfade Nr. 1 und 6 aus Abbildung 6 sind a¨quivalent
zu den Pfaden Nr. 1 und 4 aus Abbildung 7. Die Pfade Nr. 2 und 3 aus Abbildung 6 sind
a¨quivalent zum Pfad Nr. 2 aus Abbildung 7. Das Gleiche gilt fu¨r die Pfade Nr. 4 und 5 aus
Abbildung 6 und den Pfad Nr. 3 aus Abbildung 7.
Im Vergleich der beiden Erreichbarkeitsgraphen ist zudem zu erkennen, dass die Anzahl
und Verteilung der Token in jedem Knoten (d.h. Zustand im Aktivitita¨tsdiagramms) immer
gleich sind, unter der Bedingung A1=A1’ und dass die Anzahl der Token von A1 und A1’
aufsummiert werden.
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Der Erreichbarkeitsgraph ist nur bedingt geeignet, den vollsta¨ndigen Ablauf eines Akti-
vita¨tsdiagramms darzustellen. Zum einen gilt ein Erreichbarkeitsgraph immer nur fu¨r eine
bestimmte Startmarkierung von Token. Fu¨r eine andere Startmarkierung als (1,1,0,0,0,0)
in Abbildung 6 ergibt sich ein neuer Erreichbarkeitsgraph. Zum anderen gibt es keine
vollsta¨ndige Semantik von Aktivita¨tsdiagrammen. ImGegensatz zu Knoten in Petri-Netzen
muss eine Action nicht zwangsla¨u®g in jedem Schaltschritt vollsta¨ndig ausgefu¨hrt werden
in dem Sinne, dass eingehende Token angenommen und nach der Aktivierung innerhalb
des Zeitschritts direkt weitergegeben werden. Ein weiterer Unterschied besteht darin, dass
ein Auslo¨ser jederzeit ausgefu¨hrt werden kann und einen neuen Token produziert.
Durch diese Abweichungen kann es vorkommen, dass unter bestimmten Umsta¨nden der
zuvor bestehende Ablauf einzelner Fa¨lle nicht exakt identisch nach der Umformung be-
steht. Im vierten Fall aus Abbildung 3d kann durch Auslo¨ser T1 die Action A1 ausgefu¨hrt
werden. Anschlieûend liegt an dem DecisionNode nach A1 ein Token. Der Auslo¨ser T2
kann nun direkt A3 ausfu¨hren, ohne dass direkt zuvor A1 ein weiteres Mal ausgefu¨hrt
worden ist. Der Pfad entspricht dann (auszugsweise) T1, A1, T2, A3.
Der entsprechende Erreichbarkeitsgraph (T1, T2, A1, A2, A3) hat dieMarkierung (0,0,1,0,1),
wobei zusa¨tzlich noch ein Token am JoinNode zwischen T1 und A2 am Eingang von T1
vorhanden ist. In diesem Fall wird durch die Ausfu¨hrung von A1 anschlieûend auch A2
ausgefu¨hrt. Der fortgefu¨hrte Pfad lautet T1, A1, T2, A3, A1, A2. Im Vergleich dazu ist ein
mo¨glicher Pfad fu¨r die parallele Ausfu¨hrung von beiden Auslo¨sern T1, T2, A1, A3, A1, A2.
In beiden Fa¨llen werden die gleichen Actions ausgefu¨hrt. Diese Eigenschaft ist fu¨r die in
dieser Arbeit betrachteten Aktivita¨tsdiagramme ausreichend.
Alternativ kann auch mithilfe von speziellen, wertbehafteten ObjectTokens erreicht wer-
den, dass diese nur von bestimmten Actions akzeptiert werden. Auf diese Weise kann die
zuvor beschriebene Konstellation vermieden werden. Als weitere Mo¨glichkeit ko¨nnen Be-
dingungen an den Kanten verwendet werden, die sicherstellen, woher ein Token stammt.
Algorithmisches Vorgehen
Die Fa¨lle sollen nachfolgend an der Umformung in Abbildung 8 verdeutlicht werden.
Dabei werden schrittweise alle Duplikate ausgehend vom Startknoten entfernt und zu-
dem wird gezeigt, dass das vorgestellte Konzept auch fu¨r mehrere Duplikate hintereinan-
der angewendet werden kann, auch wenn diese nicht in gleicher Abfolge vorliegen. Aus
Darstellungsgru¨nden wird auf ForkNodes verzichtet, die notwendig sind, wenn eingefu¨gte
JoinNodes als Vorga¨nger verwendet werden.
In der Ausgangssituation in Abbildung 8a sind drei unterschiedliche Auslo¨ser T1, T2 und
T3 als Startknoten und drei unterschiedliche Actions A4, A5 und A6 als Endknoten vor-
handen. Im ersten Schritt in Abbildung 8b werden zuna¨chst nach allen Knoten der iden-
ti®zierten Duplikate JoinNodes eingefu¨gt. Die JoinNodes a¨ndern den Ablauf des Akti-
vita¨tsdiagramms nicht, sondern dienen als die direkten Nachfolger der redundanten Kno-
ten.
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(a) Ausgangssituation (b) Einfu¨gen von JoinNodes (c) Duplikat A1 entfernt
(d) Duplikat A2 entfernt (e) Duplikat A3 entfernt
Abb. 8: Vorgehen der Duplikateliminierung
Beim Entfernen des ersten Duplikats bestehend aus den Knoten A1, A1’ und A1” wird vor
dem zusammengefassten Knoten ein MergeNode und hinter dem Knoten ein Decision-
Node eingefu¨gt. Alle Vorga¨nger werden mit dem MergeNode verbunden. Der Decision-
Node erha¨lt ausgehende Kanten zu den folgenden JoinNodes. Anschlieûend werden die
Vorga¨nger und Nachfolger der urspru¨nglichen redundanten Knoten miteinander verbun-
den.
Die gleiche Umformung wird im Folgenden fu¨r die Duplikate A2, A2’ und A2” in Abbil-
dung 8d sowie fu¨r A3, A3’ und A3” in Abbildung 8e angewendet. Hierbei ist erkennbar,
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dass die Umformung auch angewendet werden kann, wenn sich die Abfolge der Duplikate
unterscheidet. Zudem ist es unerheblich, in welcher Reihenfolge die Duplikate eliminiert
werden.
5 Anwendung am Beispiel
Zur Eliminierung aller identi®zierten Duplikate in einem Aktivita¨tsdiagramm wird das in
Kapitel 4 pra¨sentierte Konzept fu¨r alle Duplikate angewendet. Abgeschlossen wird es mit
der Minimierung der Anzahl der Kanten und der eingefu¨gten Elemente.
Bei der Anwendung des Konzepts auf das Beispiel aus Kapitel 2 mu¨ssen die vier dort her-
ausgestellten Duplikate betrachtet werden. Das Endergebnis ist in Abbildung 9 dargestellt.
Abb. 9: Funktionsablauf der Fahrzeugfunktion Ladeparameter berechnen duplikatfrei
Die redundanten Knoten der Duplikate von Auslo¨ser Verbindung ”eingesteckt” und von
Auslo¨ser Verbindung ”undefiniert” sind zusammengefu¨hrt. Die ausgehenden Kanten sind
den einzelnen verbleibenden Knoten zugeordnet. Eingehende Kanten sind nicht vorhan-
den. Ebenfalls sind die Knoten der Duplikate von den U¨berpru¨fungen V<10 km/h und
Kl.15 aus zusammengefu¨hrt. Zum Erhalt der Funktionalita¨t sind zwei JoinNodes und ein
MergeNode im Diagramm hinzugekommen. Alle weiteren eingefu¨gten ControlNodes und
Kanten, die wa¨hrend des Vorgehens entstanden sind, werden durch Vereinfachungen wie-
der entfernt.
Im vorliegenden Beispiel sind vier Duplikate eliminiert worden, welche aus jeweils zwei
identischen Elementen bestehen. Das Vorgehen ist jedoch unabha¨ngig von der Anzahl der
identischen Knoten anwendbar. Ebenso gelten keine Beschra¨nkungen fu¨r die Anzahl der
Knoten aus verschiedenen Duplikaten, die hintereinander im Ablauf stehen. Dies liegt
darin begru¨ndet, dass das Vorgehen schrittweise angewendet wird und somit immer ver-
gleichbare Situationen auftreten.
Ein Nachteil der Eliminierung der Duplikate besteht laut Meinung von Anwendern darin,
dass die Darstellung an U¨bersichtlichkeit verlieren kann, da die zuvor bereits bekannte
Anordnung nicht mehr sofort erkennbar ist. Diagramme sind jedoch ab einer bestimmten
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Gro¨ûe nur noch eingeschra¨nkt fu¨r Menschen sofort versta¨ndlich [Mi56]. Daru¨ber hinaus
ist die U¨bersichtlichkeit als Basis fu¨r weitere Schritte in der Entwicklung nicht das prima¨re
Kriterium. Unabha¨ngig davon kann eine u¨bersichtlichere Darstellung mit Duplikaten als
bereits bekannte Darstellung fu¨r den Anwender weiterhin verwendet werden. In diesem
Fall ist eine Synchronisation bei A¨nderungen der beiden Diagramme beispielsweise durch
eine entsprechende Verlinkung anzustreben.
6 Zusammenfassung und Ausblick
Im vorliegenden Beitrag wird erstmalig ein Konzept pra¨sentiert, um in UML Aktivita¨tsdia-
grammen auftretende Duplikate automatisch zu eliminieren. Bei dem vorgestellten Kon-
zept bleibt die Funktionalita¨t erhalten. Dies ermo¨glicht eine bessere Verwendung des Dia-
gramms in darauffolgenden Schritten der Entwicklung. Es sind zwei Fa¨lle dargestellt,
welche unterschieden werden. Je nach Fall wird eine andere Umformung angewendet.
Das resultierende Ergebnis kann anschlieûend auf nicht mehr notwendige ControlNodes
und Kanten untersucht werden, die durch die Duplikateliminierung entstehen. Diese Con-
trolNodes und Kanten sind wieder zu entfernen. Zusa¨tzlich erfolgt eine Betrachtung von
auftretenden Besonderheiten der vorgestellten Fa¨lle und von Zyklen.
Es handelt sich dabei um einen ersten Schritt zur Eliminierung von Duplikaten unter Bei-
behaltung der Funktionalita¨t. In zuku¨nftigen Arbeiten wird adressiert, inwiefern die hier
dargestellten Fa¨lle vollsta¨ndig sind. Damit einhergehend wird an dem formalen Nach-
weis gearbeitet, dass die Nutzung des vorgestellten Konzepts das Verhalten der UML Ak-
tivita¨tsdiagramme erha¨lt. Daru¨ber hinaus bescha¨ftigen sich die Autoren mit weiteren Ele-
menten, die in Aktivita¨tsdiagrammen vorkommen und hier noch nicht betrachtet worden
sind.
Angrenzend an diese Vorhaben stellt die Identi®kation der redundanten Elemente einen
weiteren Aspekt dar, dessen Automatisierung zu erheblichen Zeitersparnissen fu¨hrt und
hilft die Qualita¨t der Diagramme zu verbessern.
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