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Seznam uporabljenih simbolov 
V pričujočem magistrskem delu so uporabljene naslednje veličine in simboli: 
Veličina / oznaka Enota 
Ime Simbol Ime Simbol 
Verjetnost nevarnosti P - - 
Resnost nevarnosti S - - 
Indeks pomembnosti tveganja RPN - - 
Dolžina skupne normale ai meter m 
Kot zasuka okrog skupne normale αi radian rad 
Razdalja od prejšnje Z-osi do skupne normale di meter m 
Kot zasuka okrog prejšnje Z-osi θi radian rad 
Transformacijska matrika za prehajanje med k.s. A - - 
Vektor sklepnih spremenljivk q radian rad 
Vektor zunanjih spremenljivk p - - 
Transformacija med baznim in šestim k.s. robotskega manipulatorja 0T6 - - 
Transformacijska matrika robotskega manipulatorja Trobot - - 
Transformacijska matrika med FRS in referenčnim k.s. robotskega 
manipulatorja 
Tref - - 
Transformacijska matrika med vrhom robota in k.s. orodja Torodje - - 
Transformacijska matrika med referenco sledilnika in točko sledenja Tsledilnik - - 
Transformacijska matrika robotskega manipulatorja z dodanim 
izmikom in šumom 
Trobot - - 
Transformacijska matrika med vrhom robota in točko sledenja Tmarkerji - - 
Tabela 0.1:  Veličine in simboli 
 
ix 
Seznam uporabljenih kratic 
DNK Deoksiribonukleinska kislina 
CT Računalniška tomografija (ang. Computed Tomography) 
ISO Mednarodna organizacija za standardizacijo (ang. International Organization for Standardization) 
IEC Mednarodna komisija za elektrotehniko (ang. International Electrotechnical Commission) 
SOUP Programska oprema neznanega porekla (ang. SOUP – Software Of Unknown Provenance) 
FRS Fiksni referenčni sistem (ang. Fixed Reference System) 
PPCS Nadzorni sistem za pozicioniranje pacienta (ang. Patient Positioning Control System) 
FMEA Analiza možnih napak in njihovih posledic (ang. Failure Mode and Effects Analysis) 
CTCAE Skupni kriteriji za stranske učinke (ang. Common Terminology Criteria for Adverse Events) 
TDCS Nadzorni sistem za zdravljenje in dostavo doze (Treatment and Delivery Control System) 
MCS Nadzorni sistem za gibanje (Motion Control System) 
SOS Varnostni sistem (ang. Systems of Safety) 
SCS Nadzorni sistem (ang. Supervisory Control System) 
SCI Vmesnik za nadzor simulatorjev (ang. Simulator Control Interface) 
OIS Bolnišnični informacijski sistem (ang. Oncology Information System) 
PSD Pripomoček specifičen za pacienta (ang. Patient Specific Device) 
PPSS Simulator sistema za pozicioniranje pacienta (ang. Patient Positioning System Simulator) 
PPS Sistem za pozicioniranje pacienta (ang. Patient Positioning System) 
HAWK Sistem za optično sledenje 
IP ang. Internet Protocol 
HTTP ang. HyperText Transfer Protocol 
JSON ang. JavaScript Object Notation 




Programska oprema medicinskih pripomočkov, kot je tudi nadzorni sistem 
naprave za protonsko terapijo, mora biti izdelana v skladu z ustreznimi standardi, da 
lahko z gotovostjo trdimo, da je dovolj varna in učinkovita za uporabo v stiku s 
pacientom. Cilj pričujočega magistrskega dela je na praktičnem primeru razvoja 
simulatorja sistema za pozicioniranje pacienta pri napravi za protonsko terapijo 
opisati in prikazati vse s strani standardov predpisane postopke razvoja medicinske 
programske opreme.  
V uvodnem delu bralca seznanimo s tehnologijo obsevanja s protonskimi žarki 
in sestavnimi deli naprave za protonsko terapijo. Nakažemo tudi motivacijo za razvoj 
programske opreme po ustreznih medicinskih standardih. 
Sledi predstavitev področja standardizacije medicinskih pripomočkov in 
standarda za razvoj in vzdrževanje medicinske programske opreme IEC 62304. V 
sklopu postopkov iz življenjskega cikla medicinske programske opreme se 
dotaknemo tudi sistemov vodenja kakovosti in uporabe obvladovanja tveganja.  
V nadaljevanju, za namen razvoja simulatorja sistema za pozicioniranje 
pacienta, povzamemo še standard IEC 61217, ki ureja področje koordinatnih 
sistemov in zapisa pozicij v radioterapiji. Predstavimo tudi zahteve glede natančnosti 
pozicioniranja in podamo kratek pregled najbolj pogosto uporabljenih tehnologij.  
Vse skupaj zakroži praktični prikaz aplikacije predstavljenih standardov na 
konkretnem razvoju simulatorja sistema za pozicioniranje pacienta, ki je namenjen 
testiranju in validaciji medicinske programske opreme, natančneje nadzornega 
sistema naprave za protonsko terapijo. S pomočjo postopkov definiranih v standardih 
smo uspešno izdelali programsko kodo in vso pripadajočo dokumentacijo, s katero 
dokazujemo, da simulator ustrezno opravlja svojo funkcijo in ga lahko uporabljamo 
za predvideni namen. 
 
Ključne besede: protonska terapija, medicinska programska oprema, IEC 




Medical device software such as a proton therapy machine control system must 
be manufactured according to the relevant standards so we can prove that it is safe 
and effective enough to be used in contact with the patient. The main aim of this 
master's thesis is to present a practical development example of a patient positioning 
system simulator with all required life cycle processes. 
First we inform the reader about the field of proton therapy and describe the 
subsystems of a proton therapy machine. We also present the motivation to develop 
the software control system according to the medical device standards.   
This is followed by a presentation of medical device standardization and 
medical device software life cycle processes standard IEC 62304. We also briefly 
present the quality management systems and application of risk management 
processes. 
In relation to the patient positioning system simulator development we sum up 
the radiotherapy standard IEC 61217 which defines the coordinates, movements and 
scales. Next is an overview of positioning accuracy requirements and most 
frequently used patient positioning technologies. 
Everything is brought together by a practical application of presented 
standards. We show a development example of a patient positioning system 
simulator which is to be used for testing and validation of medical software, namely 
the proton therapy machine control system. With the help of processes defined by the 
standards we successfully implemented the simulator software and prepared all 
required documentation. The documentation is used to prove that the simulator 
behaves correctly and can be used for its intended purpose. 
 
Key words: proton therapy, medical software, IEC 62304, IEC 61217, patient 
positioning, simulator, robot manipulator 
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1  Uvod 
1.1  Protonska terapija 
Poznamo več načinov zdravljenja rakavih obolenj, v grobem pa jih delimo na 
kirurgijo, kemoterapijo in radioterapijo [1]. Cilj vseh metod zdravljenja je, da 
učinkovito uničijo vse rakave celice v telesu, pri tem pa čim manj poškodujejo 
zdravo tkivo in, v primeru radioterapije, vitalne organe v neposredni bližini 
nezdravega tkiva.  
Pri radioterapiji zdravimo z obsevanjem, najpogosteje s fotoni. Pri tem 
ionizirajoči delci poškodujejo DNK v molekulah na svoji poti [2]. Če so doze 
sevanja pravilno predpisane, pravilno prostorsko dozirane in časovno razporejene, si 
zdrave celice tekom izvajanja zdravljenja lahko opomorejo. Rakave celice pa imajo 
pogosto okvarjeno sposobnost popravljanja DNK, kar hitreje vodi v odmrtje 
poškodovane celice in posledično ozdravitev pacienta.  
Učinek obsevanja je lokalen in omejen na območje v tkivu, kjer se absorbira 
ionizirajoče sevanje. Območje absorpcije pri fotonih je omejeno na nizke globine – 
vstopna doza je v primerjavi z dozo na tarčnem tkivu zelo visoka. Zato je obsevanje 
tumorjev, ki so globlje v telesu, manj učinkovito, hkrati pa prizadenemo okoliško 
zdravo tkivo še z izstopno dozo. Posledice vstopne doze so najbolj vidne na koži, ki 
je po obsevanju pogosto poškodovana [3]. 
Vse bolj razširjena vrsta radioterapije postaja protonska terapija, pri kateri za 
obsevanje uporabljamo pospešene protone. Večina energije se tu sprosti na točno 
določeni globini, pri čemer je vstopna doza pred tarčno globino manjša, za to globino 
pa zanemarljivo nizka v primerjavi s klasično radioterapijo [4][5]. Kot vidimo na 
sliki 1.1, je učinek v primerjavi s klasičnimi metodami radioterapije veliko bolj 




Slika 1.1:  Porazdelitev energije pri protonski in klasični radioterapiji [6]. 
Absorpcijo protonov v tkivu opisuje tako imenovana Braggova krivulja, ki je 
prikazana na sliki 1.2. Prikazuje porazdelitev doze glede na globino v tkivu za 
različne tipe ionizirajočih žarkov. Vidimo lahko, da se pri protonih večina doze 
absorbira na ozkem področju globlje v tkivu, medtem ko se pri rentgenskih žarkih 
(fotonih) večina doze absorbira blizu površine. Globina, pri kateri nastopi Braggov 
vrh (območje, kjer se sprosti največ energije), je odvisna od energije protonov in jo 
reguliramo s hitrostjo delcev. Za Braggovim vrhom absorpcije skoraj ni. 
Pri obsevanju želimo, da je območje največje absorpcije širše, zato obsevanje 
ponovimo pri različnih energijah, s čimer dobimo porazdelitev doze, imenovano  
razširjen Braggov vrh. Razširjen Braggov vrh omogoča ustreznejšo primerjavo 
porazdelitve doze med zdravljenjem s fotoni in protoni. 
 
Slika 1.2:  Distribucija doze različnih ionizirajočih žarkov ob prehodu skozi tkivo. 
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Protonska terapija kaže prednosti pred obsevanjem s fotoni, saj povzroča 
bistveno manj stranskih učinkov [5]. Protonska terapija je zelo obetavna pri 
zdravljenju pacientov s tumorji, ki so blizu vitalnih organov, in  pri otrocih, kjer 
želimo čim bolj zmanjšati dozo, ki jo prejme celo telo, saj sevanje lahko povzroči 
mutacije v zdravem tkivu in nastanek raka kasneje v življenju [7]. S protonsko 
terapijo najpogosteje zdravimo rakaste tvorbe v možganih, hrbtenjači, očeh, drugje 
na glavi in vratu, centralnem živčnem sistemu, pljučih, jetrih in prostati [8]. 
Žal pa je protonska terapija mnogo dražja od klasične rentgenske in posledično 
še ni tako razširjena. Posledično obstaja manj raziskav in prednost pred klasično 
radioterapijo še ni klinično dokazana [9]. Ker gre tu še za relativno novo področje, se 
pričakuje, da se bodo stroški razvoja in postavitve novih naprav v prihodnosti 
zmanjšali. Trenutno protonske naprave še niso dobičkonosne, cena zdravljenja pa je 
v primerjavi s klasično rentgensko terapijo lahko celo tri do štirikrat višja [10]. V 
prihodnosti je mogoče pričakovati, da bo integralna cena posameznega zdravljenja 
pri protonski terapiji celo nižja od rentgenske. Prav tako lahko prevagajo tudi stroški 
povezani z zdravljenjem kasnejših stranskih učinkov obsevanj in izboljšana kvaliteta 
življenja pacientov, kar pa bo potrebno še potrditi s študijami pacientov, obsevanih s 
protoni.  
1.2  Center za protonsko terapijo 
Center za protonsko je sestavljen iz prostora za pospeševalnik, enega ali več 
prostorov za obsevanje in pripadajočih nadzornih sob. Pospeševalnik z žarkovno 
linijo, ki vodi do posameznih prostorov za obsevanje, je postavljen za debelo zaščito 
iz betona in svinca, ki ščiti pacienta in bolnišnično osebje pred nevarnim neželenim 
sevanjem. Ko je pacient ustrezno nameščen pod izvorom žarka, se pred začetkom 
obsevanja radiološki inženir, ki upravlja obsevalno napravo, umakne v nadzorno 
sobo in od tam nadaljuje potek terapije. 
V prostoru za obsevanje pacient imobiliziran leži na posebni mizi, ki je 
pritrjena na robota. Najpogosteje je to posebej prilagojen 6-osni robotski 
manipulator. Za dodatno natančnost skrbi sistem optičnega sledenja, ki določa 
pozicijo mize na kateri leži pacient, s pomočjo infrardečih kamer. V prostoru je 
nameščena še oprema za rentgensko slikanje pacienta pred obsevanjem, ki omogoča 
pozicioniranje tumorja na predpisano mesto. Žarek iz pospeševalnika do pacienta 
pride preko t.i. gantrija, posebnega portalnega žerjava, na katerega je nameščena 
žarkovna linija in omogoča, da žarek v pacienta usmerimo pod poljubnim kotom. 
Vse sisteme v prostoru za obsevanje lahko radiološki inženir upravlja preko posebnih 
 
 
ročnih enot (ang. hand pendant) in zaslonov, ki so nameščeni tako v sobi kot izven 
nje. Sobo za obsevanje opremljeno z opisanimi sistemi lahko vidimo na sliki 1.3. 
 
Slika 1.3:  Primer obsevalnega prostora v centru za protonsko terapijo [2]. 
Zadnji pred pacientom je na poti žarka sistem za dostavo doze. Ta od 
pospeševalnika zahteva delce določene energije in jih z uklanjanjem tudi natančno 
usmerja v posamezne diskretne tarčne točke, na katere je razdeljeno tarčno tkivo 
(tumor). V primeru kakršnihkoli odstopanj odčitkov doze in položaja žarka od 
pričakovanih, se dostava v trenutku prekine. To je t. i. PBS (ang. Pencil Beam 
Scanning) tehnika in je trenutno najbolj napredna in natančna oblika protonske 
terapije [11]. Delovanje takega sistema je shematsko prikazano na sliki 1.4. 
 
Slika 1.4:  Delovanje sistema za dostavo doze pri PBS tehniki [12]. 
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Obsevanje predpiše zdravnik in pri tem določi dozo sevanja za tumor po 
frakcijah ter največjo dovoljeno dozo za okoliške življenjsko pomembne organe. Na 
podlagi teh podatkov in referenčne CT slike medicinski fizik s pomočjo namenske 
programske opreme pripravi načrt obsevanja. Ta se naloži v bolnišnični informacijski 
sistem, od tam pa se pred začetkom terapije prenese na napravo za obsevanje. V 
primeru, da se za potrebe poravnave pacienta pred obsevanjem zajamejo rentgenske 
slike, se tudi te shranijo v bolnišnični informacijski sistem. 
Zelo pomembno vlogo pri postopku obsevanja imajo tudi varnostni sistemi, 
največkrat na osnovi programabilnih logičnih krmilnikov, kamor so priključeni razni 
senzorji, merilniki in stikala. V primeru kakršnegakoli nepričakovanega dogodka se 
tekoči postopek v trenutku prekine, pa naj gre za premikanje robota za pozicioniranje 
pacienta, rentgensko slikanje ali samo obsevanje s protoni. 
 
Torej, skupen integriran sistem, ki ga imenujemo naprava za protonsko 
terapijo, je sestavljen iz naslednjih podsistemov in prikazan na sliki 1.5: 
• Sistem za generiranje žarka – pospeševalnik (1, 2, 3) 
• Sistemi za transport in usmerjanje žarka – žarkovna linija (4), gantri (7) 
• Sistem za merjenje in nadzor dostave žarka 
• Sistemi za pozicioniranje pacienta – robotski manipulator (5, 8) 
• Sistemi za preverjanje pozicioniranja – rentgen (6), optični sledilnik 
• Sistemi za nadzor in izvedbo zdravljenja 
• Varnostni sistemi 
 
Slika 1.5:  Naprava za protonsko terapijo [13]. 
 
 
1.3  Naprava za protonsko terapijo kot medicinski pripomoček 
Naprava za protonsko terapijo je namenjena uporabi v zdravstvu in v primeru 
nepravilnega delovanja lahko predstavlja nevarnost za pacienta, osebje ali okolje. To 
pomeni, da mora biti ustrezno certificirana, preden se lahko uporablja za zdravljenje 
pacientov. Zato jo obravnavamo kot t. i. »medicinski pripomoček«. Obstajata dva 
glavna kriterija, ki jima mora zadostiti medicinski pripomoček: biti mora varen in 
učinkovit [14]. Varen zato, ker lahko povzroči škodo, če ne deluje pravilno, in 
učinkovit, da z gotovostjo lahko trdimo, da je zmožen opraviti svoj namen. 
Ker so kompleksni medicinski pripomočki navadno sestavljeni iz več 
podsistemov, katerih delovanje je tesno povezano med seboj, na podlagi poznavanja 
delovanja enega podsistema ne moremo soditi o varnosti in efektivnosti celotnega 
medicinskega pripomočka. Zato je koristno, da proizvajalci sestavnih delov 
medicinskih pripomočkov svoje izdelke načrtujejo tako, da so že vnaprej pripravljeni 
na certificiranje. To pomeni, da izdelek zadošča vsem relevantnim standardom in 
regulacijam, prav tako pa je kupcu oziroma sestavljavcu celotnega pripomočka že 
vnaprej zagotovljena vsa potrebna dokumentacija, da sestavljeni pripomoček hitreje 
in enostavneje certificira. 
Zahteve po varnosti in efektivnosti so določene glede na državo, v kateri bo 
medicinski pripomoček obratoval. Varnost dokažemo z obsežno dokumentacijo kot 
so poročila o testiranju, podrobni načrti in dokumenti o skladnosti z relevantnimi 
standardi. Na drugi strani dokazovanje efektivnosti zahteva klinične preizkuse, 
primerjavo z drugimi že obstoječimi pripomočki podobnega tipa in demonstracijo z 
navezovanjem na znanstvene raziskave. 
Kljub temu, da se zahteve, ki jim morajo pripomočki zadostiti, razlikujejo med 
državami, pa so na koncu običajno precej podobne. Pogosto namreč države po svetu 
priznavajo uporabo internacionalnih standardov kot veljaven oziroma celo kot 
potreben mehanizem za skladnost lokalnim regulatornim zahtevam.  
Sestavni deli naprave za protonsko terapijo se po delovanju in namenu lahko 
zelo razlikujejo. Lahko so nameščeni v sobi za obsevanje ali pa sploh ne pridejo v 
stik s pacientom. Nekateri deli so mehanski in imajo premikajoče se dele, drugi so 
namenjeni nadzoru in procesiranju ali sestavljeni izključno iz programske opreme. 
Lahko gre za analogne ali delno digitalne naprave, naprave visoke napetosti in tako 
dalje. Vse to vpliva na regulatorne zahteve, ki jim morajo posamezni deli naprave 
zadostiti.  
Poleg specifičnih tehničnih zahtev velja nekaj splošnih zahtev za vse 
medicinske pripomočke. Kot smo že omenili, dokazana morata biti varnost in 
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efektivnost, poleg tega pa mora biti vpeljan še sistem vodenja kakovosti ter definiran 
in izpeljan tudi postopek obvladovanja tveganja. 
Ker izgradnja komponent po medicinskih standardih občutno zviša njihovo 
ceno, pogosto velja pravilo, da za nekatere komponente oziroma podsisteme ni treba 
zagotoviti skladnosti z medicinskimi standardi, vendar le, če je možno dokazati, da 
njihovo nepravilno delovanje nikakor ne bo predstavljalo nesprejemljivega tveganja 
za pacienta ali druge uporabnike. Celo, ko je podsistem ključen za varnost ali 
pravilno delovanje celotne naprave, je mogoče tveganje ublažiti z vpeljavo nadzornih 
ukrepov – mitigacij. To storimo tako, da uvedemo nov podsistem, razvit v skladu z 
medicinskimi standardi, ki je skrbi za varnost ključnega podsistema in ga v tem 
smislu razbremeni. To je pogost ukrep, ki omogoči uporabo industrijskih komponent 
v medicinskih pripomočkih. Mehanizem, ki oceni prvotno tveganje in primernost 
nadzornega ukrepa, imenujemo postopek obvladovanja tveganja.  
Pogosta praksa pri protonski terapiji je, da se pospeševalnik zgradi kot 
industrijska naprava, potem pa se nanj namesti podsisteme razvite v skladu z 
medicinskimi standardi, ki konstantno merijo različne parametre žarka, kot so 
energija, tok in pozicija, in ga lahko izklopijo, takoj ko je kateri od parametrov izven 
toleranc. To se na žalost ne obnese vedno, saj nekateri sistemi zahtevajo tako 
kompleksne varnostne ukrepe, da je potrebno zgraditi redundantno različico sistema 
samo zato, da bi lahko spremljali obnašanje izvirnega sistema. Taka redundantnost je 
zelo neekonomična in privede še do višjih stroškov.  
1.4  Cilj magistrskega dela 
Glavni cilj magistrskega dela je izdelava simulatorja sistema za pozicioniranje 
pacienta, ki se bo uporabljal pri testiranju programske opreme naprave za protonsko 
terapijo v okolju brez strojne opreme. To pomeni, da je simulator namenjen testiranju 
medicinske programske opreme in ga je zato potrebno razviti v skladu z ustreznimi 
standardi. Te smo predstavili v magistrskem delu, skladnost z njimi pa dokazujemo z 
obsežno dokumentacijo, katere priprava je nepogrešljiv del razvoja simulatorja.  
Za razvoj samega simulatorja, ki ne pride nikoli v stik s pacientom in zanj ne 
predstavlja nobene nevarnosti, ni potrebno upoštevati vseh postopkov opisanih v 
standardih. Zahtevani obseg aktivnosti pri razvoju simulatorja smo za namen 
magistrskega dela razširili do te mere, da lahko na praktičnem primeru celovito 
prikažemo vse postopke, ki so s standardi predpisani za razvoj varnostno kritične 
medicinske programske opreme. 
 
13 
2  Standardi in regulative 
Standardi so zbirke tehničnih specifikacij in drugih natančnih meril, ki se 
pogosto uporabljajo kot pravila, navodila, preskusni postopki in definicije 
posameznih značilnosti [15]. Standardi so odobreni s strani priznanih organov in 
temeljijo na priznanih rezultatih znanosti, tehnike in izkušenj ter so namenjeni obči 
in večkratni uporabi, z namenom doseganja optimalne stopnje urejenosti na danem 
področju. Standardi niso obvezni, vendar organizacije in podjetja vse pogosteje 
posegajo po uporabi uveljavljenih in poenotenih standardov, da zvišajo kvaliteto 
svojih produktov in storitev ter hkrati zadostijo vsem regulatornim zahtevam in 
zakonom brez dodatnega dela in nepredvidenih stroškov. 
Najbolj znana organizacija, ki razvija standarde za uporabo po celem svetu, je 
Mednarodna organizacija za standardizacijo (ISO - International Organization for 
Standardization). Pripravlja mednarodne standarde za vsa področja, razen za 
elektrotehniko, kjer je pristojna Mednarodna komisija za elektrotehniko (IEC - 
International Electrotechnical Commission). Uporaba standardov pripomore k 
izdelavi produktov, za katere lahko z gotovostjo trdimo, da so varni, zanesljivi in 
dobre kvalitete. Omogočajo dvig produktivnosti, hkrati pa zmanjšajo napake in 
odpad. 
Mednarodne standarde je mogoče aplicirati direktno ali pa se iz njih izpelje 
nacionalne standarde, ki so po tehnični vsebini enaki, ampak posebej prilagojeni 
določeni državi. Ti lahko vsebujejo druge oznake in simbole oziroma spremembe 
zaradi različnih vladnih regulacij in industrijskih zahtev. Na drugi strani pa 
mednarodni standardi predstavljajo osnovo za premostitev tehničnih razlik in 
regulacij posameznih držav ter ogromno pripomorejo k mednarodni trgovini. 
Pomembno je poudariti, da skladnost z internacionalnimi standardi sama po 
sebi še ne zagotavlja skladnosti z regulativo in zakoni določene države. Zakoni se 
lahko med življenjsko dobo standarda spremenijo, poleg tega pa je pogosto mogoče 
regulativi zadostiti tudi brez upoštevanja standarda. Kljub temu pa je pogosta praksa, 
da vlade pri pripravi dokumentacije in navodil za legalizacijo upoštevajo standarde. 
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Standardi določajo tehnične podrobnosti, vlade pa se lahko osredotočijo na področja, 
ki so za njih bolj relevantna, kot sta na primer varnost produktov in varstvo okolja. 
To pomeni, da so standardi navadno priznani tudi s strani nacionalnih regulatornih 
teles, občasno sicer z določenimi omejitvami ali spremembami. 
Na področju medicinskih pripomočkov, kjer so znanstvene in tehnične zahteve 
zelo visoke, nacionalni regulatorni sistemi pogosto predpisujejo uporabo standardov 
[16]. Standardi se namreč lažje posodabljajo kot zakoni in hitreje ter bolj učinkovito 
sledijo razvoju inovacij na področju, ki ga standard pokriva.  
Področje medicinskih pripomočkov pokriva mnogo različnih tehnologij, od 
težke industrije do nanodelcev in se zelo hitro razvija. Poglobljena analiza in 
regulacija bi lahko postala ovira ter povzročila zastarelost tehnologije na trgu in 
zaustavila prodor najsodobnejših produktov do končnih uporabnikov. Zato se 
regulativa ne spušča v podrobne specifikacije pripomočkov, ampak definira samo 
nujne zahteve po njihovi varnosti in efektivnosti ter jih opiše zelo široko in 
generalno. Vzporedno zahteve po dokumentiranem nadzoru kakovosti, upravljanju s 
tveganji in nadzoru po prodaji zagotavljajo, da so te nujne zahteve nenehno 
izpolnjene. To nujne zahteve odcepi od znanstvenega in tehnološkega razvoja, hkrati 
pa omogoča regulatorju, da jih lahko opredeli brez veliko strokovnega znanja. 
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3  Razvoj in vzdrževanje medicinske programske opreme 
po IEC 62304 
Standard, ki ga bomo podrobno predstavili v magistrskem delu, je IEC 62304 
[17] in določa zahteve ter postopke v življenjskem ciklu programske opreme v 
medicinskih pripomočkih. Polno ime uporabljenega standarda je ANSI/AAMI/IEC 
62304:2006 z dodatkom A1:2015, kar pomeni da gre za nacionalni standard, odobren 
s strani Ameriškega inštituta za nacionalne standarde in Združenja za napredno 
medicinsko instrumentacijo v letu 2006. Mednarodni standard IEC 62304 je 
harmoniziran s strani Evropske unije in Združenih držav Amerike, kar pomeni, da je 
ANSI/AAMI/IEC 62304:2006 z izjemo uvodnih strani identičen standardu IEC 
62304:2006 in predstavlja zadostno osnovo za skladnost z regulatornimi zahtevami 
na obeh trgih. Na ameriškem te za področje medicinskih pripomočkov postavlja 
Zvezna agencija za hrano in zdravila (FDA - Food and Drug Administration), na 
evropskem pa je to na nivoju Evropske unije urejeno z Uredbo o medicinskih 
pripomočkih [18]. 
Standard IEC 62304 definira postopke za razvoj in vzdrževanje visoko 
kakovostne in varne programske opreme za medicinske pripomočke. Definira 
minimalne aktivnosti in naloge, ki jih je potrebno opraviti, da z dovolj veliko 
gotovostjo trdimo, da je postopek razvoja programske opreme zagotavljal 
učinkovitost in varnost končnega izdelka. Skladnost s standardom zagotovimo z 
ustrezno implementacijo zahtevanih postopkov, aktivnosti in nalog, ki so glede na tip 
pripomočka predpisane. Skladnost s standardom dokazujemo s predložitvijo s 
standardom predpisane dokumentacije. 
  
16 3  Razvoj in vzdrževanje medicinske programske opreme po IEC 62304 
 
3.1  Splošne zahteve v življenjskem ciklu medicinske programske 
opreme 
Standard IEC 62304 v uvodu predstavi splošne zahteve, ki niso opisane v 
samem standardu, ampak jim je vseeno potrebno zadostiti pri izdelavi programske 
opreme za medicinske pripomočke. Navezuje se na standarde, ki ta splošna področja 
pokrivajo. Standarde, ki poleg IEC 62304 pokrivajo področje medicinskih 
pripomočkov, shematsko prikazuje slika 3.1. 
 
Slika 3.1:  IEC 62304 v odnosu do drugih standardov, ki pokrivajo področje medicinskih 
pripomočkov. 
3.1.1  Sistemi vodenja kakovosti 
Za proizvajalca programske opreme za medicinske pripomočke je pomembno, 
da lahko dokaže, da njegova medicinska programska oprema zadosti vsem 
strankinim in regulatornim zahtevam.  
  
3.1  Splošne zahteve v življenjskem ciklu medicinske programske opreme 17 
 
To lahko demonstrira na več načinov, saj je v standardu IEC 62304 predpisana 
uporaba sistema za nadzor kakovosti, ki je v skladu z enim od sledečih standardov: 
• ISO 13485 Medicinski pripomočki – Sistemi vodenja kakovosti  – 
Zahteve za zakonodajne namene [19] 
• Nacionalni standard za sistem nadzora kakovosti 
• Standard za sistem nadzora kakovosti zahtevan s strani nacionalnega 
regulatornega telesa 
Pri nacionalnem standardu gre za standard predpisan v državi, kjer se bo 
pripomoček oziroma programska oprema prodajala. Standard IEC 62304 kot vodilo 
za vpeljavo sistema za nadzor kakovosti predlaga napotke v standardu ISO/IEC 
90003 [20], ki pokriva celotno področje programske opreme na splošno. 
Harmonizirani  standard ISO 13485  podaja zahteve za proizvajalce 
medicinskih pripomočkov, natančneje zahteve po sistemih za nadzor kakovosti glede 
na regulativo. V splošnem temelji na standardu ISO 9001 [21] (iz katerega so 
izpeljani tudi napotki ISO/IEC 90003), z nekoliko milejšimi zahtevami po stalnemu 
izboljševanju ter zadovoljstvu strank in z dodatnim poudarkom na specifičnih 
zahtevah za medicinske pripomočke. S certifikacijo po tem standardu organizacije 
dokazujejo svojim kupcem po vsem svetu, da ustrezno obvladujejo proizvodnjo 
medicinskih pripomočkov. Standard pokriva različna področja kot so: varnost in 
učinkovitost, zakonske in infrastrukturne zahteve, zahteve pri razvoju, obravnavi 
pritožb, poročanju regulativnim organom, validacijo, planiranje in izvajanje 
preventivnih ukrepov ter uporabo zahtev skozi celoten življenjski cikel in dobavno 
verigo. 
3.1.2  Uporaba obvladovanja tveganja 
Standard IEC 62304 kot vodilo za postopek obvladovanja tveganja predpisuje 
uporabo standarda ISO 14971 Medicinski pripomočki – Uporaba obvladovanja 
tveganja pri medicinskih pripomočkih [22]. Ta standard definira postopke za 
identifikacijo nevarnosti povezanih z medicinskimi pripomočki, njihovo evaluacijo, 
nadzor in možne mitigacije ter spremljanje učinkovitosti implementiranih ukrepov. 
Zahteve in postopki glede varnosti v tem standardu pokrivajo celoten življenjski 
cikel medicinskih pripomočkov in so neposredno zahtevane s strani standardov za 
nadzor kakovosti, kot je tudi ISO 13485. Standard ISO 14971 je podrobneje 
predstavljen v poglavju 3.4  Obvladovanje tveganja pri medicinski programski 
opremi. 
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3.1.3  Razvrstitev medicinske programske opreme glede varnosti 
Standard IEC 62304 od proizvajalca medicinske programske opreme pričakuje, 
da sistem programske opreme kot celoto razvrsti v enega od treh varnostnih 
razredov. Razdelitev je odvisna od potencialne nevarnosti, ki jo sistem predstavlja za 
uporabnika, pacienta ali ostale osebe. To pomeni, da mora biti za sistem najprej 
izvedena analiza tveganj. 
Razdelitev je sledeča: 
• Razred A: Ni nobene možnosti za poškodbo, zdravje ni nikakor 
ogroženo, brez nevarnosti. 
• Razred B: Možnost za lažjo poškodbo, majhna nevarnost. 
• Razred C: Možna je huda poškodba ali smrt, velika nevarnost. 
V standardu IEC 62304 je pri vsakem odstavku posebej označeno, za kateri 
varnostni razred velja. Za razred C veljajo prav vse zahteve, v primeru da je 
programska oprema razreda B ali A, pa določenih zahtev ni treba upoštevati. Razlika 
v zahtevah glede na razrede ne vpliva samo na zahtevano dokumentacijo in postopek 
dela, ampak posredno tudi na čas in denar vložen v razvoj. Zato je zelo pomembno, 
da je razdelitev pravilna že od samega začetka, saj se s tem izognemo dodatnemu 
delu in predelavam v zaključni fazi projekta. 
V grobem lahko zahteve glede na razrede povzamemo na sledeč način: 
• Razred A: Preprosta projektna dokumentacija, preprosto testiranje. 
• Razred B: Projektna dokumentacija in testiranje. 
• Razred C: Poglobljena projektna dokumentacija in poglobljeno 
testiranje. 
Po začetni razvrstitvi sistema v varnostni razred lahko sistem razdelimo v več 
programskih enot, če je to smiselno. Razdelitev moramo dobro dokumentirati in jo 
pokazati z arhitekturnim dokumentom. Vsako enoto lahko nato ločeno klasificiramo 
in ustrezno znižamo varnostni razred, če enota predstavlja manjše tveganje. V praksi 
to pomeni, da lahko varnostno kritičen sistem razdelimo na več podsistemov, vsak pa 
ima ločeno varnostno klasifikacijo in pripadajoče zahteve. To je potrebno izvesti zelo 
pazljivo, saj moramo poskrbeti, da je celoten sistem še vedno varen in kvaliteten. 
Dokler programski opremi ne dodelimo varnostnega razreda, veljajo zahteve za 
razred C. Če tveganje za hudo poškodbo ali smrt, ki izhaja iz možne napake v 
programski opremi, s pomočjo mitigacijskih ukrepov v strojni opremi ali ločenega 
sklopa nadzorne programske opreme (aplikacija standarda ISO 14971), ki omilijo 
posledice napake ali zmanjšajo tveganje za hudo poškodbo ali smrt, zmanjšamo na 
sprejemljiv nivo, lahko varnostno klasifikacijo zmanjšamo za en razred iz C na B, 
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podobno pa velja tudi za razreda B in A. Postopek določanja varnostnega razreda 
medicinske programske opreme je prikazan na sliki 3.2. 
 
Slika 3.2:  Postopek določanja varnostnega razreda medicinske programske opreme. 
Končno tveganje zaradi napake v programski opremi je mogoče oceniti šele, ko 
je definirana celotna arhitektura programske opreme in ima vsaka enota znano vlogo 
ter je opravljena ocena tveganja in izvedeni pripadajoči ukrepi za zmanjšanje 
tveganja. 
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3.2  Razvoj medicinske programske opreme 
Proizvajalec mora planirati aktivnosti in naloge v povezavi z razvojem 
programske opreme do te mere, da je izvajanje razvoja mogoče. Nujno je 
upoštevanje kompleksnosti glede na varnostni razred programske opreme in oceno 
tveganja, saj za nižje varnostne razrede lahko izpustimo določene faze življenjskega 
cikla in prihranimo odvečno delo. Planiranje se posodablja z ugotovitvami skozi 
izvajanje razvoja in lahko vpliva na analizo tveganja in potencialno tudi na 
spremembo varnostnega razreda programske opreme.  
V planu je potrebno definirati strategijo razvoja programske opreme (poglavje 
3.2.2  Strategije razvoja programske opreme). Prav tako je potrebno opisati postopke, 
ki bodo uporabljeni pri razvoju sistema programske opreme, in navesti vse končne 
produkte, ki bodo dostavljeni stranki (vključno z dokumentacijo). Kot vhodne 
podatke za razvoj programske opreme je potrebno v planu zabeležiti reference na 
sistemske zahteve. Potrebno je poskrbeti za sledljivost med sistemskimi zahtevami in 
zahtevami za programsko opremo ter testiranjem sistema in ukrepi za obvladovanje 
tveganja implementiranih v programski opremi. Plan mora zajemati tudi 
obvladovanje konfiguracije in postopek odpravljanja težav v vseh fazah življenjskega 
cikla programske opreme, ki sta podrobneje opisana v poglavjih 3.5  Obvladovanje 
konfiguracije pri medicinski programski opremi in 3.6  Odpravljanje težav pri 
medicinski programski opremi. 
Sam postopek razvoja medicinske programske opreme po IEC 62304 smo bolj 
podrobno opisali na splošnem primeru razvoja simulatorja za sistem pozicioniranja 
pacienta pri protonski terapiji, v poglavju 6  Aplikacija IEC 62304 na konkretnem 
razvojnem projektu. 
3.2.1  V-model 
Sosledje postopkov pri razvoju programske opreme prikazuje tako imenovani 
V-model. Postopek razvoja programske opreme se začne s specifikacijo zahtev 
končnega uporabnika (levi zgornji kot). Konča se z validacijo celotnega 
medicinskega pripomočka, ki preverja, ali so zahteve uporabnika izpolnjene (zgornji 
desni kot). Vmesne faze vključujejo razčlenitev zahtev, zasnovo in izvedbo, 
integracijo komponent in verifikacijo zasnove. Standard IEC 62304 ne pokriva 
celotnega razvoja prikazanega z V-modelom, ampak samo spodnji del, ki se nanaša 
na programsko opremo in je označen s svetlo zeleno barvo na sliki 3.3: 
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Slika 3.3:  V-model, ki prikazuje sosledje in odvisnost postopkov pri razvoju programske opreme. 
3.2.2  Strategije razvoja programske opreme 
Standard ne predpostavlja točno določenega modela razvoja, kljub temu pa 
zahteva neko soodvisnost in sosledje postopkov, saj so rezultati določenih postopkov 
vhodni podatki za drug postopek. Tak primer je razvrstitev programske opreme v 
varnostni razred, ki zahteva, da je prej opravljena analiza tveganj, na kateri potem 
razvrstitev tudi temelji. 
Zaradi take odvisnosti je postopke v standardu najlažje opisati kot enkratne, 
pretočne, po principu slapa. Lahko pa uporabimo kakšen drugačen tip modela. 
Strategije razvoja so podrobneje predstavljene v standardu ISO/IEC/IEEE 12207 
[23], med njimi so tudi: 
• Slap: Predpostavlja, da postopek razvoja programske opreme izvedemo 
samo enkrat, od začetka do konca. Poenostavljeno to pomeni, da določimo 
potrebe stranke, definiramo zahteve, pripravimo zasnovo sistema in ga 
razvijemo, testiramo, popravimo in dostavimo stranki. Vse zahteve so 
znane in izpolnjene s prvo izdano verzijo. 
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• Inkrementalna: Ta strategija najprej določi potrebe stranke in zahteve, 
nadaljnji razvoj pa poteka obliki zaporednih verzij, kjer vsaka doda več 
funkcionalnosti, dokler sistem ni končan. Vse zahteve so poznane že na 
začetku, da jih izpolnimo pa potrebujemo več verzij. 
• Evolucijska: Tudi ta strategija razvija sistem v zaporednih verzijah, 
ampak se od inkrementalne razlikuje po tem, da se zavedamo, da na 
začetku strankinih potreb še ne moremo v celoti razumeti in tako zahtev 
vnaprej ni mogoče definirati. Strankine potrebe in zahteve so sprva le 
delno definirane, potem pa prečiščene in natančneje določene z vsako 
naslednjo verzijo. Z razvojem in sproščanjem verzij se pridobiva nova 
znanja in rešitve, katere potem služijo za nadaljnje razvojne postopke. 
Ne glede na to, katero strategijo razvoja izberemo, je pomembno, da 
vzdržujemo logično sosledje postopkov, še posebej je potrebno paziti na njihove 
vhodne podatke in rezultate. Pri slapu to dosežemo tako, da odložimo začetek 
naslednjega postopka, dokler niso njegovi vhodni podatki pripravljeni in odobreni. 
Pri ostalih strategijah, še posebej pri evolucijski, je mogoče dobiti rezultate 
nekega postopka še preden so znani vsi njegovi vhodni podatki. Na primer, določeno 
enoto programske opreme lahko definiramo, razvrstimo, implementiramo in 
verificiramo še preden je dokončana arhitektura celotnega sistema programske 
opreme. V tem primeru je potrebno nameniti dodatno pozornost analizi posledic 
sprememb in prepoznavanju njihovega vpliva na že dokončane enote, saj spremembe 
v rezultatih enega postopka lahko vplivajo na rezultate drugega in jih razveljavijo. 
3.3  Vzdrževanje medicinske programske opreme 
Postopek vzdrževanja se vzpostavi po sprostitvi programske opreme in se od 
postopka razvoja razlikuje po tem, da je v primeru nujnih hitrih sprememb dovoljen 
manj obsežen postopek. Za reševanje težav pri sproščeni programski opremi ima 
proizvajalec vzpostavljen sistem zbiranja, sledenja in ocenjevanja povratnih 
informacij ter sistem obveščanja strank in regulatornih teles v skladu z lokalnimi 
zahtevami in zakonodajo. Postopek vzdrževanja mora biti planiran, reševanje težav 
pa mora biti dokumentirano (analiza, ukrepanje, testiranje, sprostitev). Težava mora 
biti analizirana glede na delovanje programske opreme, varnost in zahteve regulative. 
Programska oprema je ponovno validirana in sproščena po opravljenih nadzorih 
glede na plan vzdrževanja. Pomembno je poudariti, da gre v postopku vzdrževanja za 
spremembe, ki niso posledica ugotovitev z vplivom na varnost, ampak v veliki meri 
za dodajanje novih funkcij in nadgradnje z vključevanjem postopkov iz faze razvoja. 
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3.4  Obvladovanje tveganja pri medicinski programski opremi 
Namen vpeljave postopkov obvladovanja tveganja pri razvoju programske 
opreme je, da odkrijemo vsa tveganja, ki jih je mogoče predvideti, in uvedemo 
ukrepe, ki minimizirajo možnost poškodbe pacienta, uporabnika ali okolja, hkrati pa 
še vedno zagotavljamo učinkovitost programske opreme. Pomembno je, da uvedemo 
preventivne in nadzorne ukrepe za vsa odkrita tveganja, tako, da je tveganje, ki 
ostaja, najmanjše možno. Obvladovanje tveganja je neprekinjen in ponavljajoč se 
proces, ki ga je treba izvajati med celotno življenjsko dobo medicinskega 
pripomočka in ga sistematično posodabljati. 
Standard IEC 62304 sam po sebi ne definira postopkov obvladovanja tveganja. 
V ta namen zahteva uporabo standarda ISO 14971, ki določa postopke za opredelitev 
nevarnosti v zvezi z medicinskimi pripomočki na splošno, oceno z njimi povezanih 
tveganj, izvajanje nadzora nad tveganji in spremljanje učinkovitosti nadzora. 
Postopek upravljanja s tveganji je potrebno izvesti samo za programsko 
opremo razreda B in C. V postopku analize identificiramo vse najmanjše enote 
programske opreme, ki bi lahko prispevale k nevarnim situacijam, ugotovljenih po 
ISO 14971. Nato raziščemo, na kašen način se lahko to zgodi. Najpogosteje gre za 
napačno ali nepopolno definicijo delovanja, potencialne napake v delovanju, napačno 
uporabo, ali pa za napake v strojni opremi, ki lahko povzročijo nepredvidljivo 
obnašanje programske opreme. 
Pogosto je sestavni del medicinske programske opreme tudi že obstoječa in 
široko dostopna programska oprema, ki ni bila razvita za namen uporabe v 
medicinskih napravah.  To je tako imenovana programska oprema neznanega 
porekla, ang. SOUP – Software Of Unknown Provenance. Za tako programsko 
opremo pristop k izgradnji ni znan, prav tako niso znani podatki o testiranju, varnosti 
in zanesljivosti. Uporaba take programske opreme v medicinskih napravah ni 
prepovedana, proizvajalci po njej posegajo predvsem zaradi hitrejšega razvoja in 
nižje cene, mora pa biti identificirana in nadzorovana. V tem primeru standard IEC 
62304 kot minimalni ukrep zahteva analizo seznama anomalij (navadno programskih 
hroščev), ki je na voljo za verzijo programske opreme neznanega porekla 
uporabljeno v medicinski napravi. V sklopu postopka obvladovanja tveganja je 
potrebno ugotoviti, če katera od teh anomalij oziroma kakršnokoli nepredvideno 
delovanje SOUP, lahko sproži niz dogodkov, ki bi lahko povzročili nevarne 
okoliščine. 
Za vse ugotovljene potencialne nevarne situacije je nato potrebno dodati 
nadzorni ukrep. Nadzorni ukrep se lahko implementira v strojni ali programski 
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opremi, v delovnem okolju ali v obliki navodil uporabniku. Zaželeno je, da se 
varnost zagotovi že s takim načrtovanjem, ki prepreči, da bi se nevarna situacija 
sploh lahko zgodila. Lahko pa gre za dodane varnostne mehanizme, ki varujejo 
oziroma opozarjajo uporabnika pred možno nevarnostjo. V primeru, da ne obstaja 
nobena druga možnost, je ukrep lahko opozorilo v navodilih za uporabo ali ustrezno 
usposabljanje uporabnikov. Če je rešitev implementirana v programski opremi, jo je 
potrebno dodati med zahteve in ponovno določiti varnostni razred programske 
opreme glede na možne posledice tveganja, ki ga dodani ukrep nadzoruje. 
Zelo pomembno je, da se za vse implementirane nadzorne ukrepe v 
namenskem dokumentu zabeleži sledljivost od nevarne situacije, do zahteve, ki 
nadzorni ukrep implementira, ter naprej do realizacije in verifikacije zahteve. 
Če pride v življenjskem ciklu do sprememb programske opreme (vključno s 
SOUP), jih je potrebno analizirati in ugotoviti, če predstavljajo dodatne možnosti za 
nastanek nevarne situacije. Prav tako je treba preveriti, če spremembe vplivajo na že 
implementirane nadzorne ukrepe. Glede na analizo mora potem proizvajalec ponoviti 
postopek upravljanja s tveganji in implementirati nove nadzorne ukrepe. 
Celoten postopek za obvladovanje tveganja po ISO 14971 je poenostavljeno 
prikazan na sliki 3.4. V začetnih fazah razvoja obvladovanje tveganja definirajo 
informacije, ki so takrat na voljo. V kasnejših fazah, ko so določene bolj podrobne 
zahteve oziroma ko je pripravljen podrobni načrt ali smo že pri implementaciji, pa 
tudi obvladovanje tveganja postane bolj podrobno in se osredotoči na informacije, ki 
jih pridobimo pri razvoju. 
             
Slika 3.4:  Postopek obvladovanja tveganja po ISO 14971. 
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3.5  Obvladovanje konfiguracije pri medicinski programski opremi 
Standard za obvladovanje konfiguracije predpisuje uporabo administrativnih in 
tehničnih postopkov skozi celotni življenjski cikel programske opreme. Predvideva 
identifikacijo programske opreme in vseh predmetov konfiguracije z označevanjem 
verzij in različic. Predvideva beleženje sprememb - tako njihovih zahtevkov kot tudi 
avtorizacijo in sprostitev. Zahteva se spremljanje zgodovine programske opreme, 
predvsem tiste, ki je že sproščena, z namenom, da se zagotovi sledljivost. 
V praksi to pomeni vzpostavitev sistema za nadzor verzij (npr. Subversion, 
git), določitev strukture repozitorijev ter določitev sheme označevanja verzij 
programske opreme, njene konfiguracije, dokumentacije in zunanjih knjižnic. V 
primeru, da pride do zahtevkov za spremembo, jih je potrebno pred izvedbo odobriti. 
Kriteriji za odobritev so lahko različni glede na stopnjo v življenjskem ciklu 
programske opreme (npr. milejši med razvojem in strožji po sprostitvi). Po izvedbi 
pa sledi analiza posledic sprememb in njihova verifikacija. 
3.6  Odpravljanje težav pri medicinski programski opremi 
Definiran mora biti tudi postopek za analiziranje in odpravljanje težav ter 
neskladnosti. Ne glede na razlog težave je analiziranje težave in posledic obvezujoče. 
Vključuje odločanje o izvedbi sprememb oziroma popravkov ter njihovih posledic in 
preverjanje implementacije. Namen procesa je zagotoviti pravočasno, odgovorno in 
dokumentirano reševanje težave, vključno z določanjem trenda. 
V praksi se težavo zabeleži (tip, obseg, nujnost) in poskusi replicirati ter odkriti 
vzrok. Nato sledi analiza v skladu s postopkom obvladovanja tveganja in odločanje o 
izvedbi popravka. Če so potrebne spremembe, se ustvari zahtevek za spremembo. 
Težavo se odpravi v ločeni veji repozitorija, ki je ustrezno označena. Na koncu se 
vejo združi z glavnim repozitorijem, potrdi da je težava odpravljena, poveča verzijo 
programske opreme in poskrbi, da so vsi postopki v zvezi s spremembo, tako 
odločanje, izvedba in testiranje ustrezno dokumentirani. 
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4  Oprema za radioterapijo po IEC 61217 
Da poenotimo zapis pozicij, se v radioterapiji uporablja standard IEC 61217 
Oprema za radioterapijo – Koordinate, gibanje in skale [24]. Definira vse podatke in 
opremo v zvezi z radioterapijo, vključno s slikovnimi podatki bolnikov, sistemi za 
načrtovanje zdravljenja, aparati za slikanje in obsevalnimi napravami. Standard 
določa tudi usklajen niz koordinatnih sistemov, ki se uporablja pri postopku 
radioterapije. Primarno je namenjen napravam za obsevanje s fotoni, v skladu z 
interpretacijo pa se uporablja tudi pri napravah za protonsko terapijo. Take naprave 
so navadno sestavljene iz opreme različnih proizvajalcev, standard pa strmi k temu, 
da zapise in dimenzije poenoti ter s tem zagotovi jasnost in zmanjša možnosti za 
napako. 
Standard definira koordinatne sisteme, njihovo izpeljavo ter označevanje, 
premike in opis pozicij skupaj z enotami. Vsak večji del opreme ima svoj koordinatni 
sistem, ki je glede na del stacionaren. Koordinatne sisteme označujemo z malimi 
tiskanimi črkami, njihove osi pa z veliko črko X, Y oziroma Z in črko koordinatnega 
sistema, ki mu pripada. Vsi koordinatni sistemi so desnosučni kartezični in pri 
ničelnih kotih njihove Z osi kažejo navpično navzgor. Hkrati v prostoru definiramo 
tudi fiksni referenčni sistem (FRS), ki je osnova za izpeljavo vseh ostalih 
koordinatnih sistemov. Izpeljani sistemi so glede na matičnega definirani s 
translacijo po eni, dveh ali treh oseh matičnega sistema in rotacijo okrog ene osi 
transliranega izpeljanega sistema.  
Pomembno je omeniti, da izpeljava koordinatnih sistemov izhaja neposredno iz 
opreme uporabljene pri radioterapiji. Pri starejših napravah za obsevanje z 
rentgenskimi žarki in elektroni se za pozicioniranje pacienta uporablja predvsem 
posebna miza na vrtljivi plošči (slika 4.1). Ta se lahko premika translacijsko, v X, Y 
in Z smereh koordinatnega sistema mize. Rotacija pa je samo okrog osi Z fiksnega 
referenčnega sistema, saj je pomembno, da se zagotavlja tako imenovana 
izocentričnost. To pomeni, da se položaj centralne točke med rotacijo ne spreminja.  
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Slika 4.1:  Primer naprave z vrtljivo mizo za obsevanje z rentgenskimi žarki [25]. 
V preteklosti je bilo tako dovolj, da smo po standardu IEC 61217 pozicijo 
pacienta zapisali s samo štirimi koordinatami [X, Y, Z, rZ]. S pojavom bolj 
naprednih miz in šest-osnih robotskih manipulatorjev, ki omogočajo še rotacijo 
okrog pacientove longitudinalne in transverzalne osi, pa je standard razširil zapis na 
šest koordinat [X, Y, Z, rZ, rX, rY]. Z naprednimi manipulatorji lahko s kombinacijo 
translacij in rotacij dosežemo enake pozicije kot pri ekscentrični rotaciji mize. Vsi 
podatki za zdravljenje so med sistemoma enostavno prenosljivi, ohranja pa se tudi 
združljivost za nazaj.  
Pri zapisu pozicij je glede na standard potrebno upoštevati določena pravila. 
Vse razdalje morajo biti zapisane ali v centimetrih ali v milimetrih, nikakor pa ne v 
obeh. Vse številske vrednosti morajo obvezno imeti predznak, razen če vrednost 
nikoli ni negativna. Koti so zapisani v stopinjah in so vedno lahko samo pozitivni in 
zapisani brez predznaka. 
4.1  Koordinatni sistemi v radioterapiji 
Fiksni referenčni sistem (»f«): 
 
FRS je v prostoru stacionaren. Pri izocentričnih napravah je njegov izvor v 
izocentru naprave. Definiran je tako, da njegova os Yf kaže iz izocentra proti 
gantriju, Zf os kaže navpično navzgor, os Xf pa je njuna normala in kaže desno, če 
gledamo iz izocentra proti gantriju. To pomeni, da je Yf os hkrati tudi rotacijska os, 
okoli katere se vrti gantri. 
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Koordinatni sistem gantrija (»g«): 
Koordinatni sistem je stacionaren glede na gantri, njegov matični koordinatni 
sistem pa je »f«. Izvor sistema je prav tako v izocentru. Os Zg vedno kaže proti viru 
radiacije (protonov), os Yg pa se pokriva z osjo Yf.  
Pri ničelni rotaciji se »g« in »f« pokrivata. Rotacija sistema »g« je definirana 
kot rotacija okrog osi Yg, posledično pa tudi okrog Yf fiksnega referenčnega 
sistema. Rotacija za pozitiven kot pomeni zasuk v smeri urinega kazalca, če gledamo 
iz izocentra proti gantriju. 
 
Slika 4.2:  Fiksni referenčni sistem in koordinatni sistem gantrija [24]. 
Koordinatni sistem podpore za pacienta (»s«): 
Koordinatni sistem je stacionaren glede na tisti del podpore za pacienta, ki se 
rotira okrog vertikalne osi Zs. Navadno je to vrtljiva plošča, s pomočjo katere se 
rotacija tudi realizira. Koordinatni sistem velja tako za izocentrične kot tudi za 
ekscentrične sisteme. Pri prvih gre za vertikalno rotacijsko os, ki je vedno 
stacionarna v prostoru, pri drugih pa je možno to os linearno izmakniti v smereh Xf 
in Yf , tako da ob rotaciji okrog osi hkrati dobimo še translacijo. Njegov matični 
sistem je »f«. 
Pri ničelni poziciji se »s« pokriva z »f«. Rotacija sistema »s« je definirana kot 
rotacija okrog osi Zs, ki je vedno vzporedna z Zf (pri izocentričnih sistemih pa se z 
njo tudi pokriva). Rotacija za pozitiven kot pomeni zasuk v nasprotni smeri urinega 
kazalca, če gledamo od zgoraj. Njegov matični sistem je »f«. 
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Koordinatni sistem za ekscentrično rotacijo mize (»e«): 
Ta koordinatni sistem se uporablja samo pri sistemih z možnostjo ekscentrične 
rotacije. Tam je navpična rotacijska os Ze izmaknjena od Zs v negativni smeri Ys, in 
je stacionarna glede na napravo za ekscentrično rotacijo. Za lažjo predstavo, rotacija 
okrog »s« za nek kot, ki ji sledi rotacija okrog »e« za komplementaren kot, povzroči 
lateralno translacijo mize. Njegov matični sistem je »s«. 
 
Koordinatni sistem za mizo (»t«): 
Koordinatni sistem je stacionaren glede na mizo. Njegov matični sistem je »e«, 
oziroma »s«, če gre za izocentrični sistem. V ničelni poziciji in ko je »e« ničeln, se 
»t« pokriva s »f«. 
 
Slika 4.3:  Koordinatni sistem podpore za pacienta, ekscentrične rotacije mize in mize [24]. 
Koordinatni sistem pacienta (»p«): 
Koordinatni sistem je stacionaren glede na pacienta, njegov matični sistem pa 
je »t«. Njegovo izhodišče je definirano glede na anatomijo pacienta. Pozicija 
izhodišča je odvisna od načina in področja zdravljenja ter se lahko nahaja tudi izven 
pacienta. 
Koordinatna os Xp je vzporedna s presekom pacientove čelne in prečne 
ravnine. Os Yp pa je vzporedna s presekom sredinske in čelne ravnine. Zp je 
vzporedna s presekom sredinske in prečne ravnine. 
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Slika 4.4:  Koordinatni sistem pacienta [24]. 
4.2  Pretvorba koordinat med zapisoma IEC in DICOM 
Informacije o pozicijah in medicinskih slikah pacienta so v bolnišničnih 
informacijskih sistemih običajno shranjene v formatu DICOM [26]. Tako moramo 
pred uporabo pozicij v napravi za protonsko terapijo te ustrezno pretvoriti. 
Orientacijo koordinatnega sistema pacienta glede na konvencijo IEC in DICOM 
prikazuje slika 4.5. 
Iz IEC v DICOM pretvorimo tako, da izvedemo rotacijo za -90° v nasprotni 
smeri urinega kazalca okoli osi Xp. Rotacijsko matriko, v katero za ψp vstavimo -90° 
prikazuje enačba (4.1). 
 [
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Obratno lahko iz DICOM v IEC pretvorimo s pomočjo rotacijske matrike v 
enačbi (4.2), v katero prav tako vstavimo -90°. 
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Slika 4.5:  Transformacija zapisa koordinat med konvencijama IEC in DICOM [24].
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5  Pregled tehnologij za pozicioniranje pacienta pri 
protonski terapiji 
Natančnost je pri protonski terapiji odvisna od več faktorjev [27]. To so 
umerjanje žarka, planirna CT rentgenska slika, konturiranje organov, načrtovanje 
obsevanja, dnevno delovanje pospeševalnika in kalibracijske meritve za posamezne 
energije, namestitev pacienta in poravnava, dostava žarka ter relativna biološka 
učinkovitost sevanja in vrsta tumorja. Skupna negotovost pri protonski terapiji je 
najmanj ±4,5% pri dostavljeni dozi in ±4 mm pri poziciji tumorja, jo je pa zaradi 
kompleksnosti procesa in različnih tumorjev zelo težko natančno določiti. Prispevek 
zaradi namestitve pacienta in poravnave je približno ±2 mm. 
Za pozicioniranje pacienta pri protonski terapiji se največkrat uporabljajo 
posebej prilagojeni 6-osni robotski manipulatorji (primer na sliki 5.1), certificirani za 
uporabo v medicinske namene. Za pravilno interpretacijo podatkov za zdravljenje je 
zelo pomembno, da delujejo v skladu s standardom IEC 61217. Odlikuje jih posebna 
konfiguracija, ki zagotovi visoko nosilnost in minimalno posedanje. Tipična 
natančnost takega manipulatorja v volumnu za zdravljenje je ±0,5 mm. Pomembno 
je, da omogočajo hitro in varno doseganje vseh predpisanih pozicij ter tako 
zmanjšajo čas priprave pacienta pred obsevanjem. Trenutno priprava pacienta 
predstavlja 80% časa potrebnega za celotno zdravljenje. Pacient navadno leži na 
hrbtu ali trebuhu na mizi, ki jo nosi robotski manipulator, in je imobiliziran s 
posebnimi pripomočki. Pravilno pozicijo pacienta za zdravljenje zagotovimo s 
postopkom, ki vključuje imobilizacijo, poravnavo na laserske oznake in rentgensko 
slikanje.  
Ko pacient zaradi bolezni ne more ležati na mizi za celoten čas obsevanja, 
oziroma ko sedeča pozicija prispeva k boljši anatomski poziciji telesa in posledično 
tudi k boljši distribuciji doze, se lahko namesto mize uporabi stol. Tega spet lahko 
nosi 6-osni robotski manipulator, ali pa se premika in nagiba s pomočjo posebnih 
mehanizmov. Stol v kombinaciji s fiksno žarkovno linijo, ki v sobo vstopa  
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vertikalno ali horizontalno, je lahko del cenovno bolj optimiziranih naprav za 
protonsko terapijo, se pa primarno uporablja pri zdravljenju očesnih tumorjev. 
 
Slika 5.1:  Robotski manipulator z mizo za pacienta [28]. 
Kot žarka, pod katerim ta vstopa v telo pacienta, pa je lahko tudi poljubno 
nastavljiv. Za spreminjanje kota v tem primeru skrbi poseben portalni žerjav, t.i. 
gantri, ki omogoča rotacijo žarkovne linije za 180 oziroma 360 stopinj okoli sobe za 
obsevanje. Velikost gantrija glede na obsevalni prostor lahko vidimo na sliki 5.2. Z 
njegovo pomočjo lahko pacienta brez premikanja obsevamo samo pod najbolj 
optimalnimi koti in se tako izognemo vsem vitalnim organom na poti do tumorja. 
Gantri lahko tehta od 50 pa vse do več kot 200 ton, zagotavljati pa mora natančnost 
izocentra znotraj krogle s premerom 1 mm. V primeru posedanja mehanske 
konstrukcije glede na kot gantrija, je potrebno za vsak kot predpisati popravek 
izocentra, ki se ustrezno upošteva pri pozicioniranju pacienta. 
 
Slika 5.2:  3D model gantrija za protonsko terapijo [29]. 
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5.1  Zagotavljanje natančnosti pri pozicioniranju pacienta 
5.1.1  Imobilizacija pacienta 
Imobilizacija pacienta se uporablja že pri zajemu planirne CT slike, njen glavni 
namen pa je zagotoviti enostavno ponovitev namestitve pacienta pri obsevanju in 
preprečevanje premikanja pacienta med obsevanjem. S pomočjo imobilizacije se 
zagotovi tudi udobje in pravilna pozicija pacienta pri dostavi žarka glede na vrsto 
tumorja. Imobilizacija se zagotovi z uporabo različnih podlog, termoplastičnih mask 
in vakuumskih blazin, opornih sistemov ter fiksacijskih obročev za glavo [30]. Nekaj 
primerov takih pripomočkov lahko vidimo na sliki 5.3, uporaba termoplastične 
maske pa je prikazana na sliki 5.4. Največji odklon od referenčne lege, ki je še 
dopusten, je odvisen od dela telesa, ki je obsevan, in od obsevalne tehnike ter znaša 
od nekaj desetink milimetra do 15 milimetrov. 
 
Slika 5.3:  Pripomočki za imobilizacijo pacienta [30]. 
 
Slika 5.4:  Primer imobilizacije glave pacienta in poravnave na laserske oznake [31]. 
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5.1.2  Sistem za optično sledenje 
Redundantna potrditev pozicije robotskega manipulatorja in popravek zaradi 
posedanja mize za pacienta se največkrat zagotovi s pomočjo optičnega sledilnika. 
Ta s pomočjo infrardečih kamer sledi pasivnim ali aktivnim oznakam na mizi za 
pacienta in sporoča njeno točno pozicijo v prostoru. Nadzorni sistem naprave za 
protonsko terapijo kot dejansko pozicijo mize za pacienta upošteva pozicijo 
pridobljeno s pomočjo optičnega sledilnika. Hkrati pa to pozicijo konstantno 
primerja s pozicijo, ki jo sporoča robotski manipulator. V primeru, da se poziciji 
razlikujeta za več kot je predpisano, sistem sproži napako in ustavi postopek 
zdravljenja. Optični sledilnik tipično zagotavlja natančnost okrog 0,3 mm [32]. 
5.1.3  Rentgensko slikanje 
S pomočjo rentgenskega slikanja zagotovimo, da je pacient pred začetkom 
obsevanja imobiliziran v pravilni poziciji. Najbolj pogosto je 2D rentgensko slikanje 
s fiksnim sistemom, ki je umerjen na izocenter sobe. Rezultat primerjave zajetih 
digitalnih rentgenskih slik z digitalno rekonstruiranimi rentgenskimi slikami iz 
planirne CT slike je korekcijski vektor, s katerim popravimo pozicijo pacienta. 
Popravek izvrši robotski manipulator. 
Poleg 2D rentgenskega slikanja se uporablja tudi 3D CBCT (ang. Cone Beam 
Computed Tomography) z napravo direktno integrirano na gantriju ali mizi za 
pacienta, kot lahko vidimo na sliki 5.5. Tako poravnavo lahko izvedemo s pomočjo 
rekonstrukcije 2D projekcij v 3D volumen analogen planirni CT sliki. 
 
Slika 5.5:  3D CBCT naprava za rentgensko slikanje integrirana na mizo za pacienta [33]. 
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5.2  Adaptivno skeniranje 
Poleg že predstavljenih negotovosti imajo na uspešno izvedbo obsevanja velik 
vpliv tudi anatomske spremembe v pacientu (sprememba teže, premikanje črevesja, 
vsebina mehurja, nosnih votlin), ki se zgodijo med zajemom planirne CT slike in 
izvedbo obsevanja [34]. Obsevanje je sestavljeno iz več obiskov, zato je proti koncu 
predpisane terapije lahko oblika tumorja precej drugačna kot na začetku. Zelo velik 
vpliv ima tudi neizogibno premikanje pacienta, kot je na primer dihanje. V praksi se 
v fazi planiranja okoli tumorja doda območje, s katerim kompenziramo morebitne 
negotovosti in maksimiramo dozo dostavljeno tumorju.   
Vse skupaj lahko povzroči popolnoma drugačno porazdelitev doze, kot je bilo 
načrtovano, in neželeno poškodbo zdravega tkiva. Doseg delcev in posledično tudi 
dostavljena doza, je pri protonih namreč zelo odvisna od vrste tkiva, skozi katerega 
prehajajo delci. Na sliki 5.6 lahko vidimo, da v primerjavi z rentgenskimi žarki 
(fotonih), pri protonih že zelo majna razlika v dosegu pomeni zelo veliko razliko v 
dozi, ki jo prejme tarčno tkivo [35]. 
 
Slika 5.6:  Razlika v dozi glede na negotovosti pri rentgenski in protonski terapiji. 
V prihodnosti se zato načrtuje uporaba t. i. »adaptivnega skeniranja«. Tak 
sistem bi realnočasno spremljal pozicijo pacienta in njegovo anatomsko strukturo ter 
ustrezno prilagajal dostavo žarka. Trenutna tehnologija tega še ne omogoča, saj 
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energije protonov, ki jih dostavlja pospeševalnik, ne moremo regulirati dovolj hitro, 
da bi kompenzirali pacientovo gibanje, kot je, na primer, dihanje. Prav tako tudi še ni 
praktično uporabnega načina, s katerim bi dobili vpogled v anatomsko strukturo 
pacienta med zdravljenjem brez prevelikih stranskih učinkov zaradi sevanja.  
Običajno se načrt celotnega zdravljenja pripravi pred začetkom obsevanja. 
Glede na diagnostične slike tekom zdravljenja se načrt lahko adaptira, vendar to še ni 
tako pogosto, saj so postopki zagotavljanja kakovosti zelo zamudni [36].  Prvi korak 
do pravega »adaptivnega skeniranja« pa je že komercialno dostopna tehnologija, pri 
kateri na podlagi dnevne CT slike adaptiramo načrt zdravljenja pred začetkom 







6  Aplikacija IEC 62304 na konkretnem razvojnem 
projektu 
V okviru projekta, kjer smo v podjetju Cosylab izdelali nadzorni sistem za 
napravo za protonsko terapijo, se v fazi razvoja programske opreme v namen 
testiranja uporabljajo simulatorji. Ti posnemajo delovanje realnih zunanjih naprav 
oziroma programske opreme, ki med razvojem ni dostopna. Delovanje programske 
opreme se tako lahko preverja v simuliranem okolju že med samim razvojem, 
oziroma se simulatorje lahko uporabi tudi za uradno testiranje in validacijo 
programske opreme pred sprostitvijo. 
Za same simulatorje po standardu IEC 62304 ne veljajo tako stroga pravila kot 
za dejansko medicinsko programsko opremo, saj nikoli ne pridejo v stik s pacientom. 
To pomeni, da je za simulator dovolj, da zagotovimo, da ustrezno in pravilno 
opravlja svojo funkcijo. Da to lahko z gotovostjo trdimo, je za posamezen simulator 
potrebno spisati zahteve in teste, ki zahteve preverijo in potrdijo njihovo izpolnitev. 
V praksi to pomeni, da je potrebno zahteve ustrezno implementirati v programski 
kodi, na koncu pa delovanje simulatorja preveriti z izvedbo testov.  
Postopkov obvladovanja tveganja in priprave podrobne dokumentacije 
(arhitektura, podrobni načrt, poročilo o pregledu kode), ki jo zahteva IEC 62304 za 
medicinske pripomočke, na nivoju simulatorja ni potrebno izvajati. Kljub temu pa 
bomo, za namen magistrskega dela, vse to pokazali na konkretnem primeru razvoja 
simulatorja sistema za pozicioniranje pacienta. Kjer to ni mogoče, bomo namesto iz 
razvoja samega simulatorja vključili primere iz razvoja nadzornega sistema za 
napravo za protonsko terapijo. 
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6.1  Primer postopka obvladovanja tveganja 
Simulator ni v stiku s pacientom in zato ne predstavlja nobene nevarnosti. 
Postopka obvladovanja tveganja zato ni potrebno izvajati. Tako bomo proces 
obvladovanja tveganja po ISO 14971 predstavili na nivoju komponente nadzornega 
sistema za pozicioniranje pacienta (ang. PPCS – Patient Positioning Control System) 
medicinske programske opreme naprave za protonsko terapijo. PPCS direktno 
komunicira in upravlja z robotskim manipulatorjem. 
V okviru postopka za obvladovanje tveganja je potrebno opraviti analizo 
tveganja. To lahko izvedemo s pomočjo tehnike analize možnih napak in njihovih 
posledic (ang. FMEA – Failure Mode and Effects Analysis). Poleg tega je potrebno 
odgovoriti na vprašanja iz dodatka C.2 standarda ISO 14971. Gre za serijo vprašanj, 
ki nam pomagajo identificirati lastnosti medicinskih pripomočkov, ki bi lahko 
vplivale na varnost. Prav tako je potrebno izpolniti še tabelo iz dodatka E.2, kjer gre 
za seznam različnih potencialnih nevarnosti in nevarnih situacij. Označiti je 
potrebno, katere nevarnosti so relevantne, kakšni so preventivni ukrepi in kakšno je 
tveganje, ki ga predstavljajo. Sledi še opis varnostnih mehanizmov in nadzornih 
ukrepov, ki izhajajo iz postopka obvladovanja tveganja in jih lahko implementiramo 
v programski opremi ali pa v zunanjih sistemih. Pomembno je, da zabeležimo tudi 
vsa preostala tveganja, ki jih ne moremo odpraviti. Izvedena mora biti še analiza 
tveganja za SOUP in implementirani nadzorni ukrepi, ki zmanjšajo tveganja pri njeni 
uporabi na sprejemljiv nivo. Na koncu je potrebno potrditi, da so bile vse aktivnosti 
postopka obvladovanja tveganja ustrezno izvedene, da so vsa preostala tveganja 
sprejemljiva in da so vzpostavljeni mehanizmi, ki omogočajo nadaljevanje procesa 
obvladovanja tveganja tudi v kasnejših fazah življenjske dobe medicinskega 
pripomočka. 
6.1.1  FMEA kriteriji 
Metoda FMEA je namenjena preprečevanju napak, še preden se te pojavijo in 
je ena izmed najbolj uveljavljenih metod za ocenitev tveganja v najrazličnejših 
industrijah, kot so vojaška, letalska, avtomobilska, prehrambena in zdravstvena. 
Najprej definiramo kriterije za oceno tveganja. Pri definiciji kriterijev si 
pomagamo z dodatkom D.3 standarda ISO 14971. Kriteriji so določeni s strani 
proizvajalca specifično za programsko opremo oziroma medicinski pripomoček, ki je 
predmet obravnave ocene tveganj. Kriteriji so lahko glede na informacije, ki so na 
voljo, kvalitativni ali kvantitativni, število nivojev pri posameznem kriteriju pa je 
najmanj tri. 
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Prvi kriterij po katerem ocenimo nevarnost je verjetnost uresničitve nevarnosti 
in ga označimo s črko P (ang. probability). Predstavljen v tabeli 6.1. 
Verjetnost (P) Časovni okvir Opis 
Neverjetno (1) >10000 let Lahko se zgodi v povprečju ne več kot 
enkrat na 10000 let. 
Ni verjetno (2) [30 let, 10000 let] Lahko se zgodi v povprečju ne več kot 
enkrat v življenjski dobi medicinskega 
pripomočka (30 let). 
Redko (3) [1 leto, 30 let] Lahko se zgodi v povprečju ne več kot 
enkrat na leto. 
Občasno (4) [1 mesec, 1 leto] Lahko se zgodi v povprečju ne več kot 
enkrat na mesec. 
Pogosto (5) [1 izmena, 1 mesec] Lahko se zgodi v povprečju ne več kot 
enkrat na izmeno. 
Zelo pogosto (6) <ena izmena Lahko se zgodi večkrat v eni izmeni (8 
ur). 
Tabela 6.1:  Definicija kriterija za verjetnost uresničitve nevarnosti. 
Drugi kriterij je resnost posledice uresničitve nevarnosti in ga označimo s črko 
S (ang. severity). Resnost stranskih učinkov za človeka definiramo glede na CTCAE 
razrede [39]. Kriterij je predstavljen v tabeli 6.2. 
Resnost (S) Za človeka Za opremo 
Zanemarljiva (1) Manjša neprijetnost 
Primeri: daljši čakalni čas (do 30 min), 
prekinitev obsevanja za nekaj sekund, 
ponovitev rentgenskega slikanja, 
zanemarljiva poškodba, doza sevanja 
znotraj toleranc definiranih v 
internacionalnih standardih. 
Ni poškodb oziroma pride do 
začasne prekinitve delovanja 
naprave, ki ni klinično kritična. 
Škoda znaša do 10000 €. 
Majhna (2) Neprijetnost 
Primeri: daljši čakalni čas (med med 30 
in 60 min), poškodba, ki zahteva 
medicinsko posredovanje, klinično 
nerelevantno odstopanje doze od 
načrtovane (stranski učinki nižji od 
CTCAE razreda 1) . 
Dolge prekinitve delovanja 
naprave, ki je klinično kritična. 
Škoda med 10000 € in 100000 €. 
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Resnost (S) Za človeka Za opremo 
Zmerna (3) Večja neprijetnost 
Primeri: daljši čakalni čas (nad 60 
min), poškodba, ki ne pusti trajnih 
posledic, klinično relevantno 
odstopanje doze od načrtovane 
(stranski učinki med CTCAE 
razredoma 1 in 2). 
Poškodovana ali uničena oprema, 
ki se jo lahko enostavno zamenja. 
Škoda med 100000 € in 1000000 €. 
Huda (3) Trajna poškodba 
Primeri: poškodba, ki pusti trajne 
posledice, klinično relevantno 
odstopanje doze od načrtovane 
(stranski učinki med CTCAE 
razredoma 3 in 4). 
Poškodovana ali uničena oprema, 
katere zamenjava terja veliko časa 
in stroškov. Škoda med 1000000 € 
in 5000000 €. 
Katastrofalna (5) Smrt 
Primer: dogodek, ki takoj povzroči 
smrt, akutni stranski učinki. 
Poškodovana ali uničena oprema, 
ki povzroči ustavitev obratovanja 
celotnega objekta. Škoda več kot 
5000000 €. 
Tabela 6.2:  Definicija kriterija za resnost poškodbe. 
Ko ocenimo oba kriterija, lahko za vsako nevarnost določimo indeks 
pomembnosti tveganja (ang. RPN – Risk Priority Number). Izračunamo ga po enačbi 
(6.1). 
 RPN = P × S (6.1) 
Glede na vrednost RPN sta za oceno tveganja definirani dve območji, 
nesprejemljivo in sprejemljivo, kot kaže tabela 6.3. 
Območje RPN Tveganje Zahtevani ukrepi 
10-30 Nesprejemljivo Tveganje je potrebno nujno zmanjšati, do te 
mere, ko to ni več mogoče. V primeru, da je tudi 
po zmanjšanju še vedno v tem območju, se 
opravi analiza med koristmi in tveganji. Če 
medicinske koristi ne prevagajo nad tveganji, 
tveganje ostaja nesprejemljivo. 
1-9 Sprejemljivo Verjetnost in resnost poškodb v tem območju sta 
tako majhna, da je vsako tveganje sprejemljivo.  
Tabela 6.3:  Definicija kriterija za sprejemljivost tveganja. 
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Vse možne kombinacije vrednosti RPN so predstavljene v tabeli 6.4. Indeks 
RPN je glede na sprejemljivost tveganja označen z zeleno (sprejemljivo) ali rdečo 
(nesprejemljivo) barvo. 
   Resnost 
   1 2 3 4 5 








6 Zelo pogosto 6 12 18 24 30 
5 Pogosto 5 19 15 20 25 
4 Občasno 4 5 12 16 20 
3 Redko 3 6 9 12 15 
2 Ni verjetno 2 4 6 8 10 
1 Neverjetno 1 2 3 4 5 
 
Tabela 6.4:  Matrika sprejemljivosti tveganja. 
6.1.2  FMEA za nadzorni sistem za pozicioniranje pacienta 
Za vsako odkrito nevarnost je potrebno podati oceno tveganja oziroma indeks 
RPN na podlagi definiranih kriterijev, pred in po implementaciji predlaganih 
nadzornih ukrepov. Sledi nekaj primerov vnosov v FMEA tabelo iz razvoja 
nadzornega sistema za pozicioniranje pacienta. 
 
Nevarnost R1: Robot se ne premika 
Posledice uresničitve nevarnosti: Čakalni čas 
Izvor nevarnosti: Prekinjena povezava med programsko opremo in robotom ali trk 
Izhodiščna ocena: P: 4, S: 1, RPN: 4 
Predlagani ukrepi: Robota lahko premikamo s pomočjo ročne naprave za premik v 
sili. Mitigacije niso potrebne. 
Posodobljena ocena: P: 4, S: 1, RPN: 4 
Komentar: / 
 
Nevarnost R2: Zgodi se napaka med ročnim premikanjem robota in ta ne dobi ukaza 
za ustavitev. Robot se premika naprej in pride do trka. 
Posledice uresničitve nevarnosti: Katastrofalna poškodba 
Izvor nevarnosti: Prekinjena povezava med programsko opremo in robotom. 
Izhodiščna ocena: P: 3, S: 5, RPN: 15 
Predlagani ukrepi: Oseba, ki premika robota, mora spremljati njegovo gibanje. 
Premikanje lahko ustavi tako, da spusti zasilno stikalo (ang. deadman switch). Robot 
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zazna, da je bila povezava prekinjena in ustavi premikanje. Senzorji za trk bodo 
zaznali trk in premikanje bo ustavil varnostni sistem. 
Posodobljena ocena: P: 1, S: 5, RPN: 5 
Komentar: Senzorji za trk v tem primeru ne morejo zaznati vseh možnih trkov. 
Začetna verjetnost pojava napake je majhna, saj se mora zgoditi med ročnim 
premikanjem robota. Oseba, ki robota premika, mora zasilno stikalo držati dokler 
robot ne trči. 
 
Nevarnost R3: Miza za pacienta se preveč nagne in pacient pade z nje. 
Posledice uresničitve nevarnosti: Katastrofalna poškodba 
Izvor nevarnosti: Miza dovoljuje nagib. Robotu so zaradi napake v programski 
opremi ali sistemu optičnega sledenja posredovani napačni podatki. 
Izhodiščna ocena: P: 6, S: 5, RPN: 30 
Predlagani ukrepi: Robot ima definirane omejitve za hitrost in pozicije nagiba. 
Limite pozicij so definirane tako, da pacient ne more pasti z mize. Tekom nagibanja 
robot oddaja zvočne signale. Sistem preverja, da je korekcijski vektor optičnega 
sledenja znotraj toleranc. 
Posodobljena ocena: P: 1, S: 5, RPN: 5 
Komentar: Limite za robota nastavljene na 5 stopinj. 
 
Nevarnost R4: Pacienta obsevamo v napačni poziciji 
Posledice uresničitve nevarnosti: Napačna doza sevanja 
Izvor nevarnosti: Programska oprema zaradi napake na podlagi informacij iz 
sistema za optično sledenje izračuna napačno pozicijo. 
Izhodiščna ocena: P: 6, S: 4, RPN: 24 
Predlagani ukrepi: Nadzorni sistem primerja pozicijo robota s pozicijo iz sistema za 
optično sledenje. Če se razlikujeta za več kot je dovoljeno, sistem sproži napako. 
Nadzorni sistem redundantno izračuna pozicijo iz sistema optičnega sledenja. 
Posodobljena ocena: P: 2, S: 4, RPN: 8 
Komentar: Redundantno računanje pozicije poteka preko SOUP. Da zagotovimo 
redundantnost, lahko pozicijo najprej preračunamo s pomočjo enega algoritma ter 
nato nazaj v obratni smeri s pomočjo drugega. Če se izhodni podatki ujemajo z 
začetnimi, smo lahko gotovi, da je kalkulacija pravilna. 
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Tveganja na koncu vnesemo v matriko sprejemljivosti tveganja. V tabeli 6.5 
lahko vidimo ocene tveganj pred uvedbo predlaganih mitigacij, Posodobljene ocene, 
ki že upoštevajo mitigacijske ukrepe so prikazane v tabeli 6.6. Vidimo lahko, da smo 
vse nevarnosti uspešno zmanjšali na sprejemljiv nivo. 
 
   Resnost (S) 
   1 2 3 4 5 










6 Zelo pogosto    R4 R3 
5 Pogosto      
4 Občasno R1     
3 Redko     R2 
2 Ni verjetno      
1 Neverjetno      
 
Tabela 6.5:  Izhodiščne ocene tveganj. 
 
   Resnost (S) 
   1 2 3 4 5 










6 Zelo pogosto      
5 Pogosto      
4 Občasno R1     
3 Redko      
2 Ni verjetno    R4  
1 Neverjetno     R2, R3 
 
Tabela 6.6:  Ocene tveganj po uvedbi mitigacijskih ukrepov. 
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6.2  Arhitektura simulacijskega okolja 
Simulacijsko okolje, katerega del je tudi simulator sistema za pozicioniranje 
pacienta, nadomešča strojno in programsko opremo realnega sistema pri 
avtomatskem testiranju medicinske programske opreme, ki se uporablja kot nadzorni 
sistem naprave za protonsko terapijo. Delovanje simulatorjev posnema realne 
sisteme do te mere, da je mogoče izvesti vse scenarije, ki jih predvideva testiranje.  
Konkretni nadzorni sistem naprave za protonsko terapijo se deli na dva dela, na 
Nadzorni sistem za zdravljenje in dostavo doze (ang. TDCS – Treatment and 
Delivery Control System), ki upravlja s pospeševalnikom in skrbi za dostavo žarka, 
komunicira z bolnišničnimi sistemi ter nadzoruje potek zdravljenja, in Nadzorni 
sistem za gibanje (ang. MCS – Motion Control System), ki omogoča uporabniku, da 
upravlja z robotom, gantrijem in ostalimi premičnimi sistemi v sobi za obsevanje. 
Sistema med delovanjem konstantno komunicirata med seboj in eden brez drugega 
ne moreta delovati, razen v posebnem samostojnem načinu. Povezuje ju še Varnostni 
sistem (ang. SOS – Systems of Safety), ki teče na programirljivih logičnih krmilnikih 
(PLK), in spremlja vse varnostne signale in senzorje povezane z delovanjem naprave 
za protonsko terapijo.  
Vse skupaj sestavlja tako imenovani Nadzorni sistem (ang. SCS – Supervisory 
Control System), ki ga testiramo s pomočjo simulacijskega okolja. Simulacijsko 
okolje nadomešča realne sisteme s katerimi komunicira oziroma upravlja Nadzorni 
sistem. Akcije radiološkega inženirja, ki običajno upravlja z realno napravo za 
protonsko terapijo, posnemamo s pomočjo simulatorja uporabnika. Simulatorje 
nadzoruje poseben program, t. i. »Glava« (ang. HEAD), ki pozna scenarije testov in 
jih s pomočjo spreminjanja parametrov in proženja dogodkov na simulatorjih izvaja 
v simulacijskem okolju, enako kot bi to počel uporabnik. Simulatorji med sabo in z 
»Glavo« komunicirajo preko posebnega Vmesnika za nadzor simulatorjev (ang. SCI 
– Simulator Control Interface). V tem pogledu so vsi simulatorji odjemalci in svoje 
parametre ter dogodke registrirajo na SCI strežniku. Hkrati lahko na strežniku 
dostopajo do parametrov in dogodkov ostalih simulatorjev. Ta princip izkorišča tudi 
»Glava«, ki preko strežnika upravlja s simulatorji in tako izvaja scenarije testov. 
Spreminjanje parametrov in proženje dogodkov na simulatorjih je možno izvajati 
tudi ročno, neodvisno od »Glave«, preko spletnega vmesnika za SCI. Nadzorni 
sistem naprave za protonsko terapijo, vključno s komponentami simulacijskega 
okolja, je prikazan na sliki 6.1. 
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Slika 6.1:  Nadzorni sistem s simulacijskim okoljem. 
Simulacijsko okolje sestavljajo naslednji simulatorji: 
• Treatment Console Simulator: Nadomešča delovanje fizične konzole, 
preko katere prožimo začetek obsevanja. Omogoča tudi ustavitev v sili. 
• Synchrotron Simulator: Nadomešča delovanje pospeševalnika (sinhrotrona) 
in žarkovne linije, omogoča vklop in izklop žarka, nastavljanje napajalnikov 
in magnetov, energije delcev ter doze, ki jo dostavlja pospeševalnik. 
• TDCS User Simulator: Nadomešča uporabnika naprave. Simulira 
pritiskanje in vnos podatkov na grafičnih uporabniških vmesnikih (zaslonih) 
TDCS dela  nadzornega sistema in upravljanje s fizičnimi stikali. 
• OIS Simulator: Nadomešča programsko opremo bolnišničnega 
informacijskega sistema. Tu gre za sisteme za shrambo rentgenskih slik in  
podatkov o bolnikih, vključno z načrtom obsevanja. 
• PSD Simulator: Nadomešča sistem pripomočkov specifičnih za pacienta, ki 
se lahko glede na potrebe obsevanja namestijo na izvor žarka tik pred 
pacientom in omogočajo fizično preoblikovanje žarka. 
• ScanDose Simulator: Nadomešča sistem za dostavo doze. Od 
pospeševalnika zahteva delce z energijo predpisano v načrtu obsevanja. 
Njegova naloga je tudi pravilno usmerjanje žarka, da pokrijemo celotno 
območje tumorja. 
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• SOS-PLC Simulator: Nadomešča delovanje PLK, na katerem teče Varnostni 
sistem. Skrbi za spremljanje in nastavljanje varnostnih signalov. 
• MCS User Simulator: Nadomešča uporabnika naprave. Simulira pritiskanje 
in vnos podatkov na grafičnih uporabniških vmesnikih (zaslonih) MCS 
sistema in upravljanje s fizičnimi stikali in ročnimi upravljalnimi napravami. 
• Hand Pendant Simulator: Nadomešča fizične ročne upravljalne naprave, 
prek katerih lahko uporabnik upravlja sisteme v sobi za obsevanje 
(premikanje robota, gantrija, prižig laserjev, luči…). 
• Imaging Ring Simulator: Nadomešča napravo za CBCT slikanje, ki je 
nameščena na mizi za pacienta in se uporablja pri registraciji pozicije 
pacienta pred obsevanjem. 
• VeriSuite Simulator: Nadomešča programsko opremo, prek katere se izvede 
registracija pozicije pacienta pred obsevanjem. 
• Gantry Simulator: Nadomešča krmilnik gantrija in mehanske sisteme, s 
katerimi upravlja: gantri, drsno šobo pospeševalnika in detektorske panele za 
2D rentgen. 
• Patient Positioning Simulator: Nadomešča sistem za pozicioniranje 
pacienta, 6-osni robotski mehanizem (PPS), z vključenim optičnim 
sledilnikom pozicije (HAWK). To je simulator, katerega razvoj bomo 
podrobneje predstavili v tem magistrskem delu. 
6.3  Zahteve za simulator 
Analiziranje in zapis zahtev je pomemben del razvojnega procesa, kjer 
proizvajalec določi in verificira zahteve za programsko opremo. Na podlagi 
strankinih potreb se definira njena funkcionalnost, sprejemljivost delovanja funkcij 
in zahteve za sprostitev. Če gre za medicinski pripomoček, ki ni sestavljen samo iz 
programske opreme, so osnova za zahteve za programsko opremo sistemske zahteve. 
Kot zahteve zapišemo vse funkcionalne in performančne karakteristike 
programske opreme (namen, časovne zahteve, programski jezik in platforma, 
delovno okolje in infrastruktura, kompatibilnost), definiramo vhodne in izhodne 
podatke, vključno z vmesniki med programsko opremo in ostalimi zunanjimi sistemi. 
Zapišemo tudi vse varnostne zahteve (avtorizacija, avtentikacija, informacije 
občutljive narave, integriteta komunikacije, revizijska sled) in opozorila ter alarme, 
ki izhajajo iz programske opreme. Ne smemo pozabiti tudi na uporabniške zahteve 
občutljive na človeške napake (podpora za ročno delovanje, interakcija z opremo, 
omejitve za osebje in področja, ki zahtevajo povečano pozornost osebja). Zapisati je 
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potrebno še zahteve v zvezi s shranjevanjem podatkov in podatkovnimi bazami, 
zahteve za uporabniško dokumentacijo, regulatorne zahteve in zahteve v zvezi z 
namestitvijo programske opreme, obratovanjem in vzdrževanjem. Tudi vse nadzorne 
ukrepe, ki izhajajo iz postopka za obvladovanja tveganja je potrebno zapisati kot 
zahteve. Skladno z zapisom zahtev je potrebno ponovno oceniti tveganje, sploh če 
gre za zahteve ali nadzorne ukrepe, ki se dodajajo in spreminjajo tekom razvoja 
programske opreme. Kot del analize zahtev je potrebno poskrbeti, da se ustrezno 
posodobijo tudi sistemske zahteve. 
Na koncu je zelo pomembno, da zahteve za programsko opremo verificiramo. 
Potrebno je zagotoviti, da zahteve implementirajo sistemske zahteve, vključno s 
tistimi, ki izhajajo iz nadzora tveganja in, da si med seboj ne nasprotujejo. 
Zagotovljena mora biti sledljivost med zahtevami za programsko opremo in 
sistemskimi zahtevami. Zahteve morajo biti zapisane jasno in nedvoumno. Prav tako 
morajo biti izražene na način, ki omogoča vzpostavitev testov in testnih kriterijev, 
preko katerih teste lahko izpolnimo. Priprava testov je podrobneje opisana v poglavju 
6.5  Plan testiranja za simulator. 
Sledi nekaj praktičnih primerov zahtev, ki smo jih zapisali za simulator sistema 
za pozicioniranje pacienta. Vsaka zahteva ima svoje ime in identifikacijsko številko, 
sestavljena pa je iz opisa, utemeljitve in napotkov za testiranje. Z zapisom napotkov 
za testiranje že ob zapisu zahteve preverimo, da jo je možno izvesti in preveriti. 
 
Zahteva: PPSS-R-040 (Zagonski parametri simulatorja) 
Opis: Na simulatorju naj bo mogoče ob zagonu nastaviti vsaj naslednje parametre: 
− IP naslov in vrata SCI strežnika 
− Vrata za PPS vmesnik 
− Vrata za HAWK vmesnik 
Utemeljitev: Podani parametri vplivajo na oziroma so potrebni za osnovno 
delovanje simulatorja. Z nastavitvijo parametrov ob zagonu lahko simulator 
prilagodimo za delovanje v poljubnem okolju. 
Napotki za testiranje: Zaženite SCI strežnik. Potrdite, da se simulator zažene, če 
pravilno nastavite IP naslov in vrata SCI strežnika. Potrdite, da PPS in HAWK 
vmesnik sprejemata ukaze na nastavljenih vratih. 
 
Zahteva: PPSS-R-060 (PPS stanje READY) 
Opis: Simulator naj podpira PPS stanje READY (pripravljen). READY naj bo 
privzeto PPS stanje. 
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Utemeljitev: PPS stanja simulatorja so definirana s specifikacijami realnega 
robotskega manipulatorja. 
Napotki za testiranje: Zaženite simulator in z ukazom za preverbo stanja potrdite, 
da je PPS stanje READY. 
 
Zahteva: PPSS-R-061 (PPS stanje BUSY) 
Opis: Simulator naj podpira PPS stanje BUSY (zaseden). PPS simulator naj bo v 
stanju BUSY medtem, ko izvaja gibanje. 
Utemeljitev: PPS stanja simulatorja so definirana s specifikacijami realnega 
robotskega manipulatorja. 
Napotki za testiranje: Preko PPS vmesnika pošljite ukaz za gibanje. Z ukazom za 
preverbo stanja potrdite da je med izvajanjem gibanja PPS stanje BUSY. Ko se 
gibanje konča, potrdite, da je PPS stanje READY. 
 
Zahteva: PPSS-R-062 (PPS stanje UNHEALTHY) 
Opis: Simulator naj podpira PPS stanje UNHEALTHY (napaka). PPS stanje naj se 
spremeni v UNHEALTHY, ko je sprožen SCI dogodek za prehod stanja v 
UNHEALTHY ali za pritisk gumba za zasilno ustavitev. 
Utemeljitev: PPS stanja simulatorja so definirana s specifikacijami realnega 
robotskega manipulatorja. 
Napotki za testiranje: Sprožite dogodek za prehod PPS stanja v UNHEALTHY in z 
ukazom za preverbo stanja potrdite, da je PPS stanje UNHEALTHY. Z ukazom za 
odpravo napak povrnite PPS v stanje READY (pripravljen) in potrdite, da je PPS 
stanje READY. Sprožite dogodek za pritisk gumba za zasilno ustavitev in z ukazom 
za preverbo stanja potrdite, da je PPS stanje UNHEALTHY.   
 
Zahteva: PPSS-R-063 (PPS stanje COLLISION) 
Opis: Simulator naj podpira PPS stanje COLLISION (trk). PPS stanje naj se 
spremeni v COLLISION, ko je sprožen SCI dogodek za trk. PPS stanje COLLISION 
naj ima prednost pred UNHEALTHY. 
Utemeljitev: PPS stanja simulatorja so definirana s specifikacijami realnega 
robotskega manipulatorja. 
Napotki za testiranje: Sprožite dogodek za prehod PPS stanja v COLLISION in z 
ukazom za preverbo stanja potrdite, da je PPS stanje COLLISION. Sprožite dogodek 
za prehod PPS stanja v UNHEALTHY in z ukazom za preverbo stanja potrdite, da je 
PPS stanje še vedno COLLISION. 
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Zahteva: PPSS-R-082 (SCI PPS dogodki) 
Opis: Na simulatorju naj bo mogoče preko SCI vmesnika sprožiti naslednje PPS 
dogodke, ki naj vplivajo na delovanje simulatorja: 
− Ponovni zagon PPS krmilnika 
− Prehod PPS stanja v UNHEALTHY (nezdravo) 
− Prehod PPS stanja v COLLISION (trk) 
− Pritisk gumba za zasilno ustavitev 
Utemeljitev: Dogodki na simulatorju posnemajo dogajanje, ki je posledica delovanja 
v realnem okolju. Za potrebe izvedbe testiranja dogodke prožimo na zahtevo. 
Napotki za testiranje: Na simulatorju sprožite dogodek za ponovni zagon PPS 
krmilnika. Potrdite, da v času ponovnega zagona komunikacija preko PPS vmesnika 
ne deluje. Izvedite teste za PPSS-R-062 in PPSS-R-063. 
 
Zahteva: PPSS-R-103 (PPS getStatus ukaz) 
Opis: Simulator naj podpira ukaz getStatus (preverba parametrov stanja). Simulator 
naj ukaz sprejme v vseh PPS stanjih. 
Utemeljitev: PPS ukazi za simulator in njihovi parametri so definirani s 
specifikacijami realnega robotskega manipulatorja. 
Napotki za testiranje: Na simulator preko PPS vmesnika pošljite ukaz getStatus. 
Potrdite, da simulator vrne ustrezen odgovor v vseh PPS stanjih. 
 
Zahteva: PPSS-R-103 (PPS gotoCartesian ukaz) 
Opis: Simulator naj podpira ukaz gotoCartesian (premik v pozicijo v kartezičnih 
koordinatah). Simulator naj ukaz sprejme samo v PPS stanju READY. 
Utemeljitev: PPS ukazi za simulator in njihovi parametri so definirani s 
specifikacijami realnega robotskega manipulatorja. 
Napotki za testiranje: Na simulator preko PPS vmesnika pošljite ukaz 
gotoCartesian. Potrdite, da simulator vrne ustrezen odgovor in sproži gibanje samo v 
PPS stanju READY. 
 
Zahteva: PPSS-R-114 (clearErrors ukaz) 
Opis: Simulator naj podpira ukaz clearErrors (odstranitev napak). Ukaz naj povrne 
simulator iz PPS stanje UNHEALTHY ali COLLISION v stanje READY. Simulator 
naj ukaz sprejme v vseh PPS stanjih. 
Utemeljitev: PPS ukazi za simulator in njihovi parametri so definirani s 
specifikacijami realnega robotskega manipulatorja. 
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Napotki za testiranje: Na simulator, ko je ta v stanju najprej UNHEALTHY in nato 
še COLLISION, preko PPS vmesnika pošljite ukaz clearErrors. Potrdite, da se v 
obeh primerih simulator povrne v PPS stanje READY. 
6.4  Podrobni načrt simulatorja 
Preden se lotimo pisanja kode, je potrebno zahteve prevesti v arhitekturno 
zasnovo in podrobni načrt. Simulator razčlenimo ter v posebnem dokumentu 
definiramo vse posamezne gradnike programske opreme, kot so algoritmi, strukture 
podatkov in vmesniki med posameznimi programskimi enotami in zunanjimi sistemi.  
6.4.1  Opis funkcionalnosti simulatorja 
Simulator bo v simulacijskem okolju nadomeščal sistem za pozicioniranje 
pacienta, 6-osni robotski manipulator s pripadajočim optičnim sledilnikom pozicije. 
V realnosti sta to dve ločeni napravi, sicer pa je njuno delovanje tesno sklopljeno 
(pozicije pacienta brez sledilnika niso veljavne), kar pomeni, da ju je smiselno 
nadomestiti z enim samim simulatorjem. 
Simulator dobiva ukaze od Nadzornega sistema za gibanje (MCS), natančneje 
njegove komponente Nadzornega sistema za pozicioniranje pacienta (PPCS). Ta s 
simulatorjem upravlja na popolnoma enak način kot z realnim sistemom.  
Poleg vmesnika za PPCS, simulator podpira še Vmesnik za nadzor 
simulatorjev (SCI). Preko SCI lahko na simulatorju spreminjamo parametre, na 
katere PPCS ne more vplivati in tako omogočimo izvajanje različnih scenarijev. 
6.4.2  Konfiguracija simulatorja 
Simulator ob zagonu zahteva naslednje konfiguracijske parametre: 
Parameter Opis 
sci_ip IP naslov SCI strežnika 
sci_port Komunikacijska vrata (ang. Port) SCI strežnika 
pps_port Komunikacijska vrata robotskega manipulatorja  
hawk_port Komunikacijska vrata sistema za optično sledenje  
Tabela 6.7:  Konfiguracijski parametri simulatorja sistema za pozicioniranje pacienta. 
Ostali parametri niso predmet konfiguracije, ampak so trajno zapisani v 
programski kodi simulatorja. 
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6.4.3  Beleženje dogodkov 
Simulator med delovanjem izpisuje sporočila v terminalsko okno s pomočjo 
Pythonovega modula »logging«. Sporočila uporabniku nudijo vpogled v zgodovino 
dogodkov na simulatorju in omogočajo lažje diagnosticiranje težav. Sporočila so 
glede na resnost razdeljena v več razredov: informacija, opozorilo, »debug« in 
napaka (ang. INFO; WARNING, DEBUG, ERROR). Simulator privzeto prikazuje 
sporočila INFO, WARNING in ERROR, v primeru da želimo podrobnejši vpogled v 
zgodovino delovanja, pa lahko nivo beleženja dvignemo in vklopimo še prikazovanje 
sporočil DEBUG (zelo podrobno delovanje simulatorja). 
Seznam INFO (informacija) sporočil: 
− Zagon PPS/HAWK simulatorja 
− Povezan s SCI strežnikom na <IP naslov> kot <ime simulatorja> 
− Zagon niti za kinematiko 
− Ustavljanje niti za kinematiko 
− Registracija SCI klicev 
− Zagon PPS/HAWK vmesnika 
− Ustavljanje PPS/HAWK vmesnika 
− Ustavljanje SCI odjemalca 
− Izhod iz simulatorja 
− Začetek PPS gibanja <vrsta premika> 
− Cilj gibanja PPS <končna pozicija> 
− Cilj gibanja PPS uspešno dosežen <trenutna pozicija> 
− Spremenjena PPS referenca <nova referenca>, pozicija PPS <nova pozicija> 
− Spremenjena HAWK referenca <nova referenca>, pozicija PPS <nova 
pozicija> 
− Spremenjeno PPS orodje <novo orodje>, pozicija PPS <nova pozicija> 
Seznam WARNING (opozorilo) sporočil: 
− PPS vmesnik onemogočen 
− HAWK vmesnik onemogočen 
− Ponovni zagon PPS krmilnika 
− Ponovni zagon HAWK krmilnika 
− PPS je v gibanju 
− Pritisnjen gumb za ustavitev v sili 
− Zasilno stikalo (ang. deadman switch) ni pritisnjeno  
− PPS gibanje ustavljeno 
− PPS v trku 
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Seznam ERROR (napaka) sporočil: 
− Izbrana PPS referenca <ime reference> ne obstaja 
− Izbrana HAWK referenca <ime reference> ne obstaja 
− Izbrano PPS orodje <ime orodja> ne obstaja 
− Neveljaven ukaz 
− Neznan PPS ukaz 
− Neznan HAWK ukaz 
− Prekinjena povezava s SCI strežnikom 
6.4.4  Simulatorjevi vmesniki 
Simulator s PPCS komunicira preko dveh različnih vmesnikov, vmesnika za 
robotski manipulator in vmesnika sistema za optično sledenje, oba sta določena v 
specifikacijah realne opreme. Vmesnik za nadzor simulatorjev pa je določen s 
posebnim razredom v kodi, kjer so zapisani njegovi parametri in dogodki.  
Vmesnik za robotski manipulator 
Robotski manipulator preko vmesnika sprejema ukaze, s pomočjo katerih lahko 
preverjamo njegovo stanje in parametre, nastavljamo referenco in orodje, prav tako 
pa preko ukazov, če je to dovoljeno s strani signalov varnostnega sistema, robotski 
manipulator tudi premikamo. 
Vmesnik na strani robotskega manipulatorja predstavlja HTTP/1.1 strežnik. Z 
njim komuniciramo tako, da na IP naslov simulatorja in komunikacijska vrata robota 
ter pot (ang. path) »/api« pošljemo HTTP POST zahtevek z JSON podatki v obliki: 
{ 
    "command": "ime_ukaza" 
    "ime_parametra_N": vrednost_N 
    ... 
} 
Kot odgovor strežnik vrne podatke tipa JSON v obliki: 
{ 
    "command": "ime_ukaza" 
    "vrnjeni_parameter_N": vrednost_N 
    ... 
} 
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Vmesnik sistema za optično sledenje 
Sistem za optično sledenje preko vmesnika sprejema ukaze s pomočjo katerih 
lahko preverjamo njegovo stanje, nastavljamo referenco in beremo pozicijo sledenja. 
Vmesnik na strani robotskega manipulatorja predstavlja HTTP/1.1 strežnik. Z 
njim komuniciramo tako, da na IP naslov simulatorja in komunikacijska vrata 
sistema za optično sledenje ter pot »/ime_ukaza« pošljemo HTTP zahtevek. 
Zahtevek je lahko vrste POST, GET, PUT, PATCH ali DELETE. Določeni ukazi 
imajo namreč več različic, glede na to katero vrsto zahtevka uporabimo. Ukazom, ki 
zahtevajo tudi vhodne parametre, te podamo v tipu JSON: 




    "ime_parametra_N": vrednost_N 
    ... 
} 
Kot odgovor strežnik vrne ustrezno HTTP kodo (tabela 6.8) in če je potrebno, 
podatke tipa JSON: 




    "vrnjeni_parameter_N": vrednost_N 
    ... 
} 
Koda Opis 
HTTP 200 Ukaz uspešen 
HTTP 201 Zahtevani objekt uspešno ustvarjen 
HTTP 202 Zahtevek uspešno sprocesiran, status še ni znan 
HTTP 301 Zastarel ukaz 
HTTP 400 JSON napaka 
HTTP 401 Neavtoriziran ukaz v seji 
HTTP 403 Neavtoriziran ukaz 
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Koda Opis 
HTTP 404 Neznan ukaz 
HTTP 410 Zastarel ukaz ali odstranjen zaradi napake 
HTTP 500 Napaka na strežniku 
HTTP 501 Ukaz ni implementiran 
Tabela 6.8:  HTTP kode odgovora na zahtevek. 
Vmesnik za nadzor simulatorjev 
Preko vmesnika za nadzor simulatorjev lahko na simulatorju nastavljamo 
parametre in prožimo dogodke. Vsi parametri in dogodki določenega simulatorja 
morajo biti registrirani na strežniku. To storimo ob zagonu simulatorja, ko ustvarimo 
vmesnik in mu podamo razred z definicijo njegovega vmesnika za nadzor 
simulatorjev. Tabela 6.9 prikazuje vse parametre simulatorja za sistem pozicioniranja 
pacienta, skupaj z njihovim tipom, možnimi vrednostmi in kratkim opisom. 
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Ime parametra Opis Tip Privzeta vrednost 



























Tabela 6.9:  SCI parametri simulatorja za sistem pozicioniranja pacienta. 
Dogodki, ki jih lahko prožimo preko SCI, skupaj z njihovim imenom, opisom 
in pripadajočimi parametri so navedeni v tabeli 6.10. 
Ime dogodka Opis Parameter dogodka 
unhealthy Robotski manipulator v stanju napake / 
emergency_stop Pritisnjen gumb za zasilno ustavitev / 
collision Senzorji so zaznali trk oziroma motnjo 
v delovnem prostoru 
/ 
reboot_pps Ponovni zagon robotskega 
manipulatorja 
Čas ponovnega zagona v 
milisekundah (int)  
reboot_hawk Ponovni zagon sistema za optično 
sledenje 
Čas ponovnega zagona v 
milisekundah (int) 
Tabela 6.10:  SCI dogodki simulatorja za sistem pozicioniranja pacienta. 
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6.4.5  Struktura simulatorja 
Simulator je sestavljen iz treh glavnih delov: iz SCI vmesnika, HTTP strežnika 
in dela, ki skrbi za preračunavanje pozicij in kinematike. Zadnja dva se vsak delita še 
na del za robotski manipulator in del za optično sledenje pozicije. Vsi trije glavni deli 
so pripravljeni kot ločeni moduli in se uvozijo v glavni datoteki.  
Programski jezik Python 2.7, v katerem je napisan simulator, v osnovi ne 
podpira pravega paralelnega izvajanja, omogoča pa, da koda teče v ločenih nitih, 
vendar se v danem trenutku izvaja samo ena, Python pa med njimi avtomatsko 
preklaplja. Skladno s tremi deli simulatorja imamo tri ločene niti, ki se izvajajo 
navidezno paralelno: SCI vmesnik, HTTP strežnik in gibanje robotskega 
manipulatorja.  
Čeprav se niti ne izvajajo sočasno, pa še vedno dostopajo do istega pomnilnika. 
To pomeni, da moramo za atomarne operacije zagotoviti zaščiten dostop do 
pomnilnika, saj se izvajanje določene niti lahko prekine kadarkoli, tudi sredi 
operacije s pomnilnikom in takoj v naslednjem trenutku lahko do istih podatkov 
dostopa druga nit, to pa lahko privede do neželenih sprememb ali okvare podatkov. 
Programska koda simulatorja je sestavljena iz sledečih razredov: 
Razred »PpsSimulator«: Glavni razred simulatorja, ki ustvari objekte za 
hrambo podatkov in preračunavanje pozicij ter zažene ločeno nit, ki izvaja gibanje 
robotskega manipulatorja. Prav tako ustvari in registrira tudi SCI vmesnik za 
simulator. Na koncu inicializacije požene še HTTP strežnik za sprejemanje ukazov. 
Razred »SciInterface«: Definicija vmesnika za nadzor simulatorjev. 
Razred »PpsServer«: Razred z opisom vseh ukazov, ki jih podpira vmesnik 
robotskega manipulatorja. Vključuje tudi logiko za izpolnitev ukaza in sestavljanje 
odgovorov. 
Razredi »HawkServerImeUkaza«: Ker se komunikacijski vmesnik sistema 
za optično sledenje rahlo razlikuje od vmesnika za robotski manipulator, 
potrebujemo za vsak ukaz svoj razred. Vsak razred vključuje opis za različne 
zahtevke, ki jih ukaz podpira, in pripadajočo logiko z navodili za sestavljanje 
odgovorov. 
Razred »RobotData«: Razred za shrambo parametrov simulatorja robotskega 
manipulatorja, ki niso del SCI. Ob inicializaciji si shrani referenco na SCI vmesnik 
za simulator, tako da lahko do SCI parametrov simulatorja dostopamo tudi preko 
tega razreda. Vključuje tudi signale, preko katerih sinhroniziramo niti simulatorja. 
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Razred »TrackerData«: Razred za shrambo parametrov simulatorja sistema 
za optično sledenje, ki niso del SCI. Ob inicializaciji si shrani referenco na SCI 
vmesnik za simulator, tako da lahko do SCI parametrov simulatorja dostopamo tudi 
preko tega razreda. 
Razred »Robot«: Razred s konstantami robotskega manipulatorja in vso 
povezano logiko, ki je potrebna za delovanje simulatorja robotskega manipulatorja. 
Del tega razreda je tudi metoda, ki se zažene kot ločena nit in skrbi za gibanje 
simulatorja robotskega manipulatorja. 
Razred »Tracker«: Razred, ki implementira logiko potrebno za delovanje 
sistema za optično sledenje pozicije. 
Programska struktura simulatorja sistema za pozicioniranje pacienta je 
prikazana na sliki 6.2. Vidimo lahko iz katerih metod in podatkovnih struktur so 
sestavljeni razredi ter kako se povezujejo med seboj. 
 
Slika 6.2:  Programska struktura simulatorja sistema za pozicioniranje pacienta. 
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Poleg lastne kode programska koda simulatorja uporablja sledeče zunanje 
Python module: 
json: Kodirni in dekodirni sistem za JSON strukture podatkov, ki se pri simulatorju 
uporablja za branje in pisanje vsebine HTTP zahtevkov. 
logging: Fleksibilen dogodkovno gnan sistem za beleženje podatkov. 
numpy: Paket za znanstveno računanje z večdimenzionalnimi objekti, ki se pri 
simulatorju uporablja za hrambo podatkov in računanje z matrikami. 
twisted: Dogodkovno gnan omrežni sistem, ki se pri simulatorju uporablja za 
postavitev HTTP strežnikov in procesiranje zahtevkov. 
6.5  Plan testiranja za simulator  
Za uspešno validacijo sistema programske opreme moramo na podlagi zahtev 
za programsko opremo pripraviti seznam testov, s katerimi potrdimo njihovo 
izpolnitev. Za vsak test  je potrebno definirati korake in pričakovane rezultate, skupaj 
s kriteriji za uspešno izvedbo testa. Dovoljeno je, da več zahtev pokrijemo z enim 
samim testom, sploh je to zaželeno, če so zahteve med seboj povezane. Pomembno 
pa je, da je dokazana sledljivost med posameznimi testi in zahtevami za programsko 
opremo. Potrditi je potrebno, da so bile vse zahteve za programsko opremo 
potestirane oziroma je bila njihova izpolnitev preverjena na ustrezen način. Rezultati 
testov se morajo ujemati s kriteriji za uspešnost testa.   
Sledi nekaj praktičnih primerov testov, ki smo jih zapisali za simulator sistema 
za pozicioniranje pacienta. Vsak test ima svoje ime, identifikacijsko številko in 
reference na zahteve, katerih izpolnjevanje preverjamo s testom. Sestavljen je še iz 
opisa, korakov (podrobnih navodil za izvedbo testa) in kriterijev za uspešnost 
oziroma pričakovanih rezultatov. V planu testiranja mora biti poleg vsakega testa 
tudi prostor, kjer lahko zabeležimo podatke o konfiguraciji in testnem okolju, 
rezultate testa in morebitne komentarje ter datum in osebo, ki je test izvedla. 
 
Testno okolje: Red Hat Enterprise Edition Linux 7.3 
Različica programske kode simulatorja: _________________________ 
Različica programske kode SCI strežnika: _________________________ 
 
Test: PPSS-T-040 (Zagonski parametri simulatorja) 
Povezane zahteve: PPSS-R-040 (Zagonski parametri simulatorja) 
Opis: Ta test potrjuje, da je na simulatorju mogoče ob zagonu nastaviti vsaj 
naslednje parametre: 
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− IP naslov in vrata SCI strežnika 
− Vrata za PPS vmesnik 
− Vrata za HAWK vmesnik 
Koraki: 
1. Zaženite SCI strežnik na poljubnih vratih (ang. port). 
2. V ukazu za zagon simulatorja nastavite IP naslov SCI strežnika in vrata, ki 
ste jih izbrali ob zagonu SCI strežnika. Vrata za HAWK vmesnik nastavite na 
8080, vrata za PPS vmesnik pa na 8081:  
pps-hawk_simulator.py -sci_ip <SCI IP> -sci_port <SCI vrata> -
pps_port 8081 -hawk_port 8080  
3. Zaženite simulator. Potrdite, da je zagon uspešen. 
4. Na IP naslov simulatorja na vrata HAWK vmesnika (8080) in pot /status 
pošljite HTTP GET zahtevek. Potrdite, da simulator vrne odgovor s HTTP 
kodo 200.  
5. Na IP naslov simulatorja in vrata PPS vmesnika (8081) pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da simulator vrne odgovor s HTTP kodo 200.  
Rezultat:     Ni bil testiran [       ]     Neuspešen [       ]     Uspešen [       ] 
Komentar: _________________________________________________ 
Izvajalec testa: _________________________ 
Datum: __________________ 
 
Test: PPSS-T-060 (PPS stanja) 
Povezane zahteve: PPSS-R-060 (PPS stanje READY), PPSS-R-061 (PPS stanje 
BUSY), PPSS-R-062 (PPS stanje UNHEALTHY), PPSS-R-063 (PPS stanje 
COLLISION), PPSS-R-114 (clearErrors ukaz) 
Opis: Ta test potrjuje, da simulator podpira PPS stanje READY (pripravljen). 
READY je privzeto PPS stanje. Ta test potrjuje, da simulator podpira PPS stanje 
BUSY (zaseden). PPS je v stanju BUSY medtem, ko izvaja gibanje. Ta test potrjuje, 
da simulator podpira PPS stanje UNHEALTHY (napaka). PPS stanje se spremeni v 
UNHEALTHY, ko je sprožen SCI dogodek za prehod stanja v UNHEALTHY ali za 
pritisk gumba za zasilno ustavitev. Ta test potrjuje, da simulator podpira PPS stanje 
COLLISION (trk). PPS stanje se spremeni v COLLISION, ko je sprožen SCI 
dogodek za trk. PPS stanje COLLISION ima prednost pred UNHEALTHY. 
Koraki: 
1. Zaženite SCI strežnik in simulator. 
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2. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak "READY". 
3. Preko SCI vmesnika sprožite SCI dogodek  unhealthy. 
4. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak 
"UNHEALTHY". 
5. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "clearErrors" 
} 
6. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak "READY". 
7. Preko SCI vmesnika sprožite SCI dogodek  emergency_stop. 
8. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak 
"UNHEALTHY". 
9. Preko SCI vmesnika sprožite SCI dogodek  collision. 
10. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak 
"COLLISION". 
11. Preko SCI vmesnika sprožite SCI dogodek  unhealthy. 
12. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
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} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi še vedno enak 
"COLLISION". 
13. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "clearErrors" 
} 
14. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak "READY". 
15. Preko SCI vmesnika nastavite SCI parameter pps_motion_allowed na 
vrednost True. 
16. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek za gibanje z JSON podatki v obliki: 
{ 
    "command": "gotoCartesian" 
    "position": [1,1,1,0,0,0] 
} 
17. Medtem ko simulator izvaja gibanje, na IP naslov simulatorja in vrata PPS 
vmesnika pošljite HTTP POST zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak "BUSY". 
Rezultat:     Ni bil testiran [       ]     Neuspešen [       ]     Uspešen [       ] 
Komentar: _________________________________________________ 
Izvajalec testa: _________________________ 
Datum: __________________ 
 
Test: PPSS-T-082 (SCI PPS dogodki) 
Povezane zahteve: PPSS-R-082 (SCI PPS dogodki) 
Opis: Ta test potrjuje, da je na simulatorju mogoče preko SCI vmesnika sprožiti 
naslednje PPS dogodke, ki vplivajo na delovanje simulatorja: 
− Ponovni zagon PPS krmilnika 
− Prehod PPS stanja v UNHEALTHY (nezdravo) 
− Prehod PPS stanja v COLLISION (trk) 
− Pritisk gumba za zasilno ustavitev 
Koraki: 
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1. Zaženite SCI strežnik in simulator. 
2. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da simulator vrne odgovor s HTTP kodo 200.  
3. Preko SCI vmesnika sprožite SCI dogodek  unhealthy. 
4. Takoj za tem na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP 
POST zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da simulator ne vrne odgovora.  
5. Čez eno minuto na IP naslov simulatorja in vrata PPS vmesnika spet pošljite 
HTTP POST zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da simulator vrne odgovor s HTTP kodo 200.  
6. Potrdite, da je bil test PPSS-T-060 (PPS stanja) uspešen. 
Rezultat:     Ni bil testiran [       ]     Neuspešen [       ]     Uspešen [       ] 
Komentar: _________________________________________________ 
Izvajalec testa: _________________________ 
Datum: __________________ 
 
Test: PPSS-T-103 (PPS getStatus ukaz) 
Povezane zahteve: PPSS-R-103 (PPS getStatus ukaz) 
Opis: Ta test potrjuje, da simulator podpira ukaz getStatus (preverba parametrov 
stanja). Simulator ukaz sprejme v vseh PPS stanjih. 
Koraki: 
1. Zaženite SCI strežnik in simulator. 
2. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da simulator vrne odgovor s HTTP kodo 200 in JSON podatki v 
sledeči obliki: 
{ 
    "command': "getStatus", 
    "success": True, 
    "error": "", 
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    "mode": "CLINICAL", 
    "state": "READY", 
    "position": <kartezična pozicija>, 
    "jPosition": <pozicija po sklepih>, 
    "isMotionAllowed": False, 
    "healthy": True, 
    "targetReached": False, 
    "moving": False, 
    "collision": False, 
    "reference": <ime reference>, 
    "leaderTool": <ime orodja> 
} 
3. Korak 2 ponovite še za PPS stanja BUSY, UNHEALTHY in COLLISION. 
Potrdite, da je parameter "success" v vrnjeni JSON strukturi v vseh treh 
primerih enak True. 
Rezultat:     Ni bil testiran [       ]     Neuspešen [       ]     Uspešen [       ] 
Komentar: _________________________________________________ 
Izvajalec testa: _________________________ 
Datum: __________________ 
 
Test: PPSS-T-103 (PPS gotoCartesian ukaz) 
Povezane zahteve: PPSS-R-103 (PPS gotoCartesian ukaz) 
Opis: Ta test potrjuje, da simulator podpira ukaz gotoCartesian (premik v pozicijo v 
kartezičnih koordinatah). Simulator ukaz sprejme samo v PPS stanju READY. 
Koraki: 
1. Zaženite SCI strežnik in simulator. 
2. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "getStatus" 
} 
Potrdite, da je parameter "state" v vrnjeni JSON strukturi enak "READY". 
3. Preko SCI vmesnika nastavite SCI parameter pps_motion_allowed na 
vrednost True. 
4. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "gotoCartesian" 
    "position": [1,1,1,0,0,0] 
} 
Potrdite, da je parameter "success " v vrnjeni JSON strukturi enak True. 
5. Z ukazom getStatus spremljajte stanje simulatorja. Potrdite, da simulator 
izvede gibanje in doseže končno pozicijo [1,1,1,0,0,0]. 
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6. Na IP naslov simulatorja in vrata PPS vmesnika pošljite HTTP POST 
zahtevek z JSON podatki v obliki: 
{ 
    "command": "gotoCartesian" 
    "position": [0,0,0,0,0,0] 
} 
Potrdite, da je parameter "success " v vrnjeni JSON strukturi enak True. 
7. Takoj za tem pošljite še en enak HTTP POST zahtevek z JSON podatki in 
potrdite, da je parameter "success " v vrnjeni JSON strukturi enak False. 
8. Počakajte da se gibanje konča, nato pa s pomočjo SCI vmesnika nastavite 
stanje PPS simulatorja najprej UNHEALTHY in nato še na COLLISION. V 
obeh primerih nato na IP naslov simulatorja in vrata PPS vmesnika pošljite 
HTTP POST zahtevek z JSON podatki v obliki: 
{ 
    "command": "gotoCartesian" 
    "position": [1,1,1,0,0,0] 
} 
Potrdite, da je v obeh primerih parameter "success " v vrnjeni JSON 
strukturi enak False. 
9. Z ukazom getStatus potrdite, da je pozicija simulatorja še vedno 
[0,0,0,0,0,0]. 
Rezultat:     Ni bil testiran [       ]     Neuspešen [       ]     Uspešen [       ] 
Komentar: _________________________________________________ 
Izvajalec testa: _________________________ 
Datum: __________________ 
6.6  Izdelava simulatorja 
Pri izdelavi programa je pomembno, da se proizvajalec drži kodirnih 
standardov in pravil uporabljenega programskega jezika, saj je le tako koda jasna in 
razumljiva. Naš simulator je napisan v programskem jeziku Python 2.7. Kodirni 
standardi za Python so definirani v dokumentu PEP8 [40]. Predpisane so stvari kot 
na primer zamik kode, vrsta zamika, največje število znakov v vrstici, postavljanje 
preloma vrstic, prazne vrstice, vrsta kodiranja znakov, poimenovanje modulov, 
razredov, funkcij in spremenljivk, pisanje komentarjev in razni napotki za 
programiranje. Uporaba integriranega razvojnega okolja (ang. IDE – Integrated 
Development Environment) olajša sledenje kodirnim standardom pri izdelavi 
programske opreme, saj jih mnogo že privzeto vključuje sprotno preverjanje 
ustreznosti kode med pisanjem. To velja tudi za integrirano razvojno okolje 
PyCharm [41], ki je namenjeno razvoju programske opreme v jeziku Python, in smo 
ga uporabili pri pisanju kode simulatorja sistema za pozicioniranje pacienta. Hkrati 
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to integrirano razvojno okolje nudi tudi napreden urejevalnik kode, enostavno 
navigacijo med datotekami in integrirana orodja za izvajanje kode ter odpravljanje 
napak. 
Pred začetkom razvoja programske opreme je potrebno vzpostaviti sistem za 
nadzor verzij in odpreti repozitorij, kamor se bo shranjevala programska koda. V 
našem primeru smo za razvoj simulatorja uporabili GitLab [42]. Ta omogoča, da na 
programski kodi dela več oseb hkrati, zagotovljeno pa je tudi pregledno spremljanje 
vseh njihovih prispevkov in označevanje verzij. Poleg tega GitLab nudi še podporo 
za upravljanje in načrtovanje projektov, sledilnik težav ter orodja za avtomatsko 
testiranje in distribucijo programske kode. Preko sistema za nadzor verzij se 
programska koda med razvojem sproti shranjuje na strežnik in omogoča, da novo 
funkcionalnost razvijamo ločeno od že delujoče kode, ter da se v primeru težav 
kadarkoli vrnemo na starejšo različico programske kode. 
Programska koda simulatorja je glede na načrt razdeljena v več datotek, vsaka 
od njih pa predstavlja določen del funkcionalnosti simulatorja. Programsko opremo 
gradimo tako, da posamezne datoteke uvažamo oziroma uporabljamo v novih 
datotekah. Glavno datoteko, ki posredno uporablja in povezuje vse ostale datoteke ter 
omogoča zagon programa, lahko poženemo v terminalskem oknu s pomočjo Python 
tolmača (ang. interpreter). 
6.6.1  Poročilo o pregledu kode 
Po izdelavi programske kode sledi njen pregled. Pregled lahko opravi oseba, ki 
ni avtor kode in je dobro seznanjena z uporabljenim programskim jezikom in 
razvojnimi orodji. Zelo je pomembno, da je pregledana tista verzija kode, ki je potem 
tudi dejansko sproščena. S pregledom se zagotovi, da so izpolnjene vse zahteve, da je 
programska koda izdelana v skladu s podrobnim načrtom in standardi jezika v 
katerem je napisana. Izsledki pregleda se lahko kot komentarji vstavijo kar v samo 
kodo, lahko pa jih vnesemo v namensko orodje. Vse ugotovitve morajo biti 
upoštevane oziroma je njihovo neupoštevanje potrebno utemeljiti. Ko odpravimo vse 
ugotovitve ali pa te niso relevantne za varnost in so ustrezno utemeljene, oseba, ki je 
opravila pregled kode, pripravi poročilo. 
6.6.2  Delovanje in uporaba simulatorja 
Simulator za delovanje potrebuje delujoč SCI strežnik, saj na njem ob zagonu 
registrira svoje parametre in dogodke. Prav tako preko SCI strežnika dobiva podatke 
o signalih varnostnega sistema, brez katerih ne moremo izvajati gibanja. Ob ustavitvi 
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SCI strežnika, ta pošlje signal vsem povezanim simulatorjem, ki se prav tako 
ustavijo. 
Simulator sicer deluje samostojno in čaka na ukaze preko HTTP strežnika. Če 
je ukaz pravilno strukturiran, ga lahko pošljemo iz kjerkoli, ne le iz PPCS, ki 
načeloma komunicira s simulatorjem, ko ta deluje v simulacijskem okolju. Zato 
programska koda simulatorja teče navidezno paralelno v treh ločenih nitih. Hkrati 
lahko sprejema ukaze preko SCI ali HTTP strežnika in izvaja gibanje, če je bilo to 
zahtevano s HTTP ukazom. Dokler se gibanje izvaja, bo simulator negativno 
odgovoril na vse nove ukaze za gibanje. 
6.6.3  Kinematika 
Robotski manipulator podpira več različnih ukazov za gibanje. Gibanje lahko 
zahtevamo v zunanjih ali notranjih koordinatah, prav tako pa lahko zahtevamo 
inkrementalni oziroma stalni premik v smeri poljubne osi. Enako lahko zahtevamo 
inkrementalno oziroma stalno rotacijo okoli poljubne osi v prostoru. 
Ker ne poznamo modela inverzne kinematike konkretnega robotskega 
manipulatorja, smo pri simulatorju premik v zunanjih koordinatah realizirali na zelo 
preprost način. Za vsako koordinato glede na nastavljen čas gibanja linearno 
razdelimo razliko med končno in začetno pozicijo. Nato tekom gibanja v zanki, za 
katero nastavimo čas izvajanja, vsaki koordinati prištevamo svoj inkrement, dokler 
ne dosežemo končne pozicije. 
V primeru gibanja v notranjih koordinatah za izvedbo premika uporabimo 
model direktne kinematike robotskega manipulatorja. Na podlagi tabele Denavit-
Hartengergovih (DH) parametrov (tabela 6.11) lahko sestavimo njegov direktni 
geometrijski model [43]. 
 
i ai αi di θi 
1 -1,2 0 0 θ1 + π/2 
2 0,36 π/2 0,536 θ2 
3 0 π/2 0 θ3 + π/2 
4 0 π/2 -1,1655 θ4 
5 0 - π/2 0 θ5 + π/2 
6 0 0 -0,3395 θ6 
Tabela 6.11:  Tabela DH parametrov za robotski manipulator. 
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Homogene transformacijske matrike A, za prehajanje med koordinatnimi 
sistemi, zapišemo z zaporedjem transformacij v enačbi (6.2). 
𝑨𝑖−1 𝑖(𝒒𝑖) = 𝑇𝑟𝑎𝑛𝑠(0,0, 𝑑𝑖) 𝑅𝑜𝑡(𝑧𝑖−1, 𝜃𝑖) 𝑇𝑟𝑎𝑛𝑠(𝑎𝑖, 0,0) 𝑅𝑜𝑡(𝑥𝑖, 𝛼𝑖) = 
=  [
𝑐𝜃𝑖 −𝑠𝜃𝑖𝑐𝛼𝑖 𝑠𝜃𝑖𝑠𝛼𝑖 𝑎𝑖𝑐𝜃𝑖
𝑠𝜃𝑖 𝑐𝜃𝑖𝑐𝛼𝑖 −𝑐𝜃𝑖𝑠𝛼𝑖 𝑎𝑖𝑠𝜃𝑖
0 𝑠𝛼𝑖 𝑐𝛼𝑖 𝑑𝑖
0 0 0 1
] (6.2) 
Končno lego zadnjega koordinatnega sistema glede na osi baznega 
koordinatnega sistema opisuje matrika 0T6, ki jo izračunamo po enačbi (6.3) s 
postmultiplikacijo posameznih matrik A. 














Slika 6.3:  Ponazoritev direktnega geometrijskega modela manipulatorja v začetni legi. 
Ker je izvor fiksnega referenčnega sistema »f« (4.1  Koordinatni sistemi v 
radioterapiji) v izocentru sobe za obsevanje, je tja potrebno premakniti tudi bazni 
koordinatni sistem robotskega manipulatorja. Hkrati robotski manipulator omogoča 
še poljubno nastavljanje reference in orodja. Tako moramo pri izračunu upoštevati 
tudi ti dve transformaciji. Na sliki 6.3 lahko opazimo, da je Z-os šestega 
koordinatnega sistema usmerjena navzdol. Da bi se model obnašal enako kot realni 
robotski manipulator, je pred transformacijo za orodje potrebno ta koordinatni sistem 
obrniti tako, da Z-os kaže navzgor, X-os v smeri -Y in Y-os v smeri -Y šestega 
koordinatnega sistema robotskega manipulatorja. 
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Celotno zaporedje transformacij, s katerim dobimo pozicijo robotskega 
manipulatorja v zunanjih koordinatah glede na pozicije v sklepih prikazuje enačba 
(6.4). 
 𝑻𝑟𝑜𝑏𝑜𝑡 = 𝑇𝑟𝑎𝑛𝑠(0, −1,95, −1,25) 𝑻𝑟𝑒𝑓 𝑻
0
6(𝒒) [
0 −1 0 0
−1 0 0 0
0 0 −1 0
0 0 0 1
] 𝑻𝑜𝑟𝑜𝑑𝑗𝑒(6.4) 
V primeru, da se spremeni referenca ali orodje, novo pozicijo v zunanjih 
koordinatah dobimo po enačbah (6.5) in (6.6). Na tem mestu omenimo še, da se 
orodje med obratovanjem naprave za protonsko terapijo ne spreminja, medtem ko 
referenco spreminjamo glede na kot gantrija. Za vsak kot je predpisan popravek za 
izocenter, ki kompenzira mehansko povešanje gantrija. 
 𝑻𝑟𝑜𝑏𝑜𝑡_𝑛𝑜𝑣𝑎 = 𝑻𝑟𝑒𝑓_𝑛𝑜𝑣𝑎
−1 𝑻𝑟𝑒𝑓 𝑻𝑟𝑜𝑏𝑜𝑡 (6.5) 
 𝑻𝑟𝑜𝑏𝑜𝑡_𝑛𝑜𝑣𝑎 =  𝑻𝑟𝑜𝑏𝑜𝑡  𝑻𝑜𝑟𝑜𝑑𝑗𝑒
−1 𝑻𝑜𝑟𝑜𝑑𝑗𝑒_𝑛𝑜𝑣𝑎 (6.6) 
Pozicija robotskega manipulatorja v zunanjih koordinatah je zapisana po 
standardu IEC 61217, s šestimi koordinatami [X, Y, Z, rZ, rX, rY]. Iz matrične 
transformacije v zapis po IEC 61217 pretvorimo s pomočjo enačbe (6.7). 
𝑻𝑟𝑜𝑏𝑜𝑡 = [
𝑛𝑥 𝑜𝑥 𝑎𝑥 𝑝𝑥
𝑛𝑦 𝑜𝑦 𝑎𝑦 𝑝𝑦
𝑛𝑧 𝑜𝑧 𝑎𝑧 𝑝𝑧















𝑟𝑋 = asin ( 𝑜𝑧) 
𝑟𝑌 = atan2( −𝑛𝑧 ,  𝑎𝑧) 
𝑟𝑍 = atan2( −𝑜𝑥 ,  𝑜𝑦) 
𝒕 = 𝑹𝑧(𝑟𝑍)
𝑇 ∙ [𝑝𝑥 𝑝𝑦 𝑝𝑧] 
𝒑 = [𝒕    | 𝑟𝑍 𝑟𝑋 𝑟𝑌]                                                (6.7) 
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Obratno lahko transformacijsko matriko iz IEC 61217 pozicije zapišemo s 
pomočjo enačbe (6.8). 
 𝒑 = [𝑋 𝑌 𝑍 𝑟𝑍 𝑟𝑋 𝑟𝑌] 
𝑹𝑍 = 𝑹𝑧(𝑟𝑍) 
𝑹𝑋 = 𝑹𝑧(𝑟𝑋) 





0 0 0 1
] [
1 0 0 𝑋
0 1 0 𝑌
0 0 1 𝑍










0 0 0 1
](6.8) 
Robotski manipulator je možno premikati tudi tako, da zahtevamo 
inkrementalni premik v smeri poljubnega vektorja v prostoru, pri čemer je izvor 
vektorja lahko fiksni referenčni sistem »f« ali pa koordinatni sistem orodja. To 
pomeni, da moramo v primeru, ko je izvor koordinatni sistem orodja, vektor najprej 
izraziti v FRS. To storimo tako, da ga premultipliciramo z rotacijo koordinatnega 
sistema orodja glede na FRS. Smerni vektor nato normiramo in ga pomnožimo z 
želeno razdaljo, ter enostavno prištejemo k px, py in pz v transformacijski matriki za 
robotski manipulator. 
Poleg tega lahko zahtevamo tudi inkrementalno rotacijo okoli poljubne osi 
(vektorja) v prostoru. Vektorju definiramo izvor in smer, izražen pa je lahko v FRS 
ali koordinatnem sistemu orodja. Rotacijo realiziramo tako, da najprej skonstruiramo 
rotacijsko matriko za želen kot v nasprotni smeri urinega kazalca okoli osi, ki je 
podana s smerjo vektorja. Končno transformacijsko matriko rotacije dobimo tako, da 
najprej izvedemo translacijo v točko rotacije (izvor vektorja), tam izvedemo rotacijo 
in se preko inverzne translacije vrnemo nazaj v prvotno pozicijo. Če je rotacija 
izražena v FRS, transformacijsko matriko rotacije premultipliciramo transformacijski 
matriki za robotski manipulator. V primeru, da imamo rotacijo izraženo v 
koordinatnem sistemu orodja, pa jo postmultipliciramo. 
6.6.4  Sistem za optično sledenje 
Optično sledenje robotskega manipulatorja simuliramo tako, da na zahtevo 
izračunamo matriko sledenja na podlagi trenutne pozicije robotskega manipulatorja, 
ki ji dodamo naključen izmik in šum. Pri tem je zelo pomembno, da upoštevamo 
trenutno referenco in orodje, ki sta nastavljena na simulatorju robotskega 
manipulatorja. Namreč, pri realnem sistemu optični sledilnik vedno vrača fizično 
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pozicijo mize v prostoru, ne glede na nastavitve na robotskem manipulatorju in 
njegovo pozicijo preračunano preko reference in orodja. 
 Da zagotovimo, da se poziciji, ki ju vračata robotski manipulator in sistem za 
optično sledenje ujemata, mora biti sistem za optično sledenje ustrezno kalibriran. 
Tako je s kalibracijo njegov bazni koordinatni sistem postavljen v izocenter in se 
ujema s tistim na robotskem manipulatorju. Tudi sistem za optično sledenje podpira 
nastavljanje reference, s čemer upoštevamo popravek zaradi mehanskega povešanja 
gantrija. Tako zagotovimo, da sta referenci obeh sistemov v vseh trenutkih enaki.  
Poleg tega, sistem za optično sledenje sledi točki na mizi za pacienta, ki je 
definirana z markerji in se ne ujema s točko, v kateri je postavljen koordinatni sistem 
orodja robotskega manipulatorja. Zato ob kalibraciji poiščemo še transformacijo, ki 
nas pripelje od markerjev do vrha robota (robot brez orodja). Celotna transformacija 
za izračun matrike sledenja je prikazana z enačbo (6.9), posamezne koordinatne 
sisteme in transformacije med njimi pa lahko vidimo tudi na sliki 6.4. 
 𝑻𝑠𝑙𝑒𝑑𝑖𝑙𝑛𝑖𝑘 = 𝑻𝑟𝑒𝑓_𝑠𝑙𝑒𝑑𝑖𝑙𝑛𝑖𝑘
−1 𝑻𝑏𝑎𝑧𝑎_𝑠𝑙𝑒𝑑𝑖𝑙𝑛𝑖𝑘𝑎 𝑻𝑟𝑒𝑓 𝑻𝑟𝑜𝑏𝑜𝑡 ∆ 𝑻𝑜𝑟𝑜𝑑𝑗𝑒
−1 𝑻𝑚𝑎𝑟𝑘𝑒𝑟𝑗𝑖(6.9) 
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6.7  Testiranje in validacija simulatorja 
Po izdelavi simulatorja je potrebno izvesti testiranje, s katerim potrdimo, da 
simulator deluje kot je bilo načrtovano. Za validacijo simulatorja je dovolj, da 
uspešno izvedemo vse teste po planu testiranja, ki preverja, da so vse zahteve za 
simulator ustrezno izpolnjene. Če gre za varnostno kritično programsko opremo,  
mora biti testiranje izvedeno na dejanski strojni opremi ali na končnem medicinskem 
pripomočku, oziroma v simuliranem okolju (kar je tudi uporabna vrednost našega 
simulatorja), se pa zahteva, da so v tem primeru simulatorji validirani. 
Ko testiramo, moramo konsistentno beležiti rezultate testov in v primeru, da 
test ni uspešen, tudi vse anomalije. Zabeleženih mora biti dovolj informacij, da lahko 
test ponovimo pod enakim pogoji (uporabljen plan testiranja ter evidenca opreme in 
testnega okolja), znana pa mora biti tudi identiteta osebe, ki je test izvedla. Vse 
anomalije, odkrite s testiranjem, je potrebno obravnavati s pomočjo procesa za 
odpravljanje težav. 
Testiranje lahko izvede kdorkoli kompetenten, lahko tudi izven podjetja 
proizvajalca, vendar odgovornost na koncu vedno nosi proizvajalec. Pomembno je, 
da oseba, ki test izvaja, ni avtor programske kode, ki se testira. Zelo pomembno je 
tudi, da proizvajalec na koncu oceni rezultate testiranja in ugotovi primernost 
delovanja. V primeru, da po koncu razvoja programske opreme še vedno obstajajo 
anomalije, morajo biti te zabeležene in ovrednotene, da se zagotovi, da je tveganje, ki 
ga predstavljajo, sprejemljivo. 
Vsi testi, ki smo jih pripravili za simulator, so bili uspešno izvedeni. To 
pomeni, da simulator ustrezno opravlja svojo funkcijo in lahko na podlagi 
izpolnjenega poročila o testiranju dokazujemo, da je validiran. To je tudi pogoj, da 
lahko različico programske kode simulatorja, ki smo jo testirali, uporabljamo za 
testiranje medicinske programske opreme. V primeru, da v programski kodi 




7  Zaključek 
V magistrskem delu smo podali celovit pregled postopka razvoja in 
vzdrževanja varne in učinkovite medicinske programske opreme. Opisali smo vse 
faze življenjskega cikla programske opreme, ki so definirane v standardu za razvoj in 
vzdrževanje medicinske programske opreme IEC 62304, in njihovo izvedbo uspešno 
prikazali na praktičnem primeru razvoja simulatorja robotskega manipulatorja.  
Dosežen je bil tudi glavni cilj magistrskega dela, validacija razvitega 
simulatorja robotskega manipulatorja. Vsi pripravljeni testi so bili uspešno izvedeni, 
kar potrjuje, da simulator izpolnjuje vse predpisane zahteve. S pripadajočo 
dokumentacijo, izdelano tekom razvoja, lahko dokazujemo, da simulator ustrezno 
opravlja svojo funkcijo in ga lahko uporabljamo v njegov predvideni namen, za 
testiranje programske opreme naprave za protonsko terapijo. 
Poleg samega razvoja simulatorja smo predstavili tudi standard IEC 61217, ki 
ureja področje koordinatnih sistemov in zapisa pozicij pri opremi za radioterapijo. S 
standardom predpisane koordinatne sisteme in zapis pozicij smo upoštevali v fazi 
izdelave programske kode simulatorja. 
Ena izmed možnih izboljšav glede funkcionalnosti simulatorja je priprava 
modela inverzne kinematike robotskega manipulatorja in preračunavanje kotov v 
sklepih glede na pozicije vrha robota. Tako bi lahko bolj natančno posnemali gibanje 
in spreminjanje konfiguracije realnega robotskega manipulatorja. Če bi dodali še 
možnost za izvajanje trajektorij in model robotskega manipulatorja umestili v 
virtualno 3D okolje, bi se lahko skoraj v popolnosti približali obnašanju realnega 
robotskega manipulatorja. Z vsemi naštetimi izboljšavami bi lahko realno prikazali 
obnašanje manipulatorja v bližini singularnosti in omogočili avtomatsko zaznavanje 
trkov. Tako bi se simulator lahko uporabljal ne le za testiranje programske opreme, 
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