We study a colourful generalization of the linear programming feasibility problem, comparing the algorithms introduced by Bárány and Onn with new methods. We perform benchmarking on generic and ill-conditioned problems, as well as as recently introduced highly structured problems. We show that some algorithms can lead to cycling or slow convergence, but we provide extensive numerical experiments which show that others perform much better than predicted by complexity arguments. We conclude that the most efficient method for all but the most ill-conditioned problems is a proposed multi-update algorithm.
Introduction
Given colourful sets S 1 , . . . , S d+1 of points in R d and a point p in R d , the colourful feasibility problem is to express p as a convex combination of points x 1 , . . . , x d+1 with x i ∈ S i for each i. This problem was presented by Bárány in 1982 [Bár82] . The monochrome version of this problem, expressing p as a linear combination of points in a set S, is a traditional linear programming feasibility problem.
In this paper, we study algorithms for the colourful feasibility problem with a core condition from an experimental point of view. We learn several things. First this problem is easy in a practical sense -we expend more effort to generate difficult examples than to solve them. Second, while the classical algorithms for this problem already perform quite well, we introduce modifications that achieve a substantial improvement in practical performance. Third, we construct examples where ill-conditioning leads to slow convergence for the some otherwise very effective algorithms. And finally, we remark that a simple greedy heuristic provides competitive results in practice but we find a case where it fails to solve the problem at all. Additionally we provide benchmarking that we hope will encourage research on this attractive problem.
Definitions and Background
We concentrate on the important subcase of colourful feasibility problem where we have d + 1 points of each colour, and p ∈ conv(S i ) for i = 1, . . . , d + 1. We call d+1 i=1 conv(S i ) the core of the configuration. We will call such a problem a colourful feasibility problem, in this paper colourful feasibility problems are assumed to have a non-empty core. In this core case, by Bárány's colourful Carathéodory theorem [Bár82], a solution is guaranteed to exist, and the problem is to exhibit a solution. Recently Bárány's result has been strengthened to show that quadratically many solutions must exist, see [BM05] and [ST05] . The problem of finding a solution to a colourful feasibility problem is described in [BO97] as "an outstanding problem on the border line between tractable and intractable problems".
Several close relatives of the colourful feasibility problem are known to be difficult. For example, the case where we have d colours in R d and no restriction on the size of the sets has been shown to be strongly NP-complete through a reduction of 3-SAT. We refer to [BO97] for more details.
In [Bár82], Bárány proposed a finite algorithm A1 to solve colourful feasibility, and in [BO97] Bárány and Onn analyzed the complexity of A1 and a second algorithm A2. Both these algorithms are essentially geometric, and the complexity guarantees depend crucially on having the point p in the interior of the core. In effect, the distance between p and the boundary of the core can be considered as a measure of the conditioning of the problem. Thus for a configuration S we define ρ to be the radius of the largest ball around p that is contained in the core. The results for A1 and A2 are effectively that they are polynomial in d and 1/ρ. We remark, though, that for configurations of d + 1 points in d + 1 colours on the unit sphere S d ⊆ R d , ρ will be small even if the problem has a favourable special structure, and quite small otherwise.
Without loss of generality, we can take the point p to be the vector 0 in R d . Some additional preprocessing will be helpful. If 0 is a point in one of the S i 's, then the solution to the colourful feasibility problem is trivial. Otherwise, we can scale the points of the S i 's so that they lie on the unit sphere S d . The coordinates in any resulting convex combination can then be unscaled as a post-processing step. We call a system of d + 1 sets of d + 1 points a configuration, and often denote it as S = {S 1 , . . . , S d+1 }. We use a the bold font to signal a colourful object, except with 0 where bold is used to distinguish the vector from a scalar. We remark that restricting the sets to have size d + 1 is not a burden since, given a larger set, solving a monochrome linear feasibility problem allows us to efficiently find a basis of size d + 1 with 0 in its convex hull.
Seven Algorithms
In this paper we consider the theoretical and practical performance of seven algorithms for finding a colourful basis. The algorithms considered are the algorithms of Bárány A1 and Bárány and Onn A2, modifications of these algorithms which update multiple colours at each stage, which we will call A3 and A4 and a hybrid A5 of these designed to take advantage of the strengths of both algorithms. For purposes of comparison, we also consider two simple approaches that perform well under certain circumstances: a greedy heuristic where we choose the adjacent simplex of maximum volume A6 and a random sampling approach A7. All our implementations are initialized with using the first points from each colour. Following are descriptions of the algorithms, see [Hua] for MATLAB implementations of each. Besides A7, they are implemented as pivoting algorithms with the respective pivot selection rule.
3.1. Bárány's Algorithm A1. We begin with the algorithm proposed by Bárány [Bár82] , which is a pivoting algorithm. It begins with say a random colourful simplex ∆. The point x nearest to 0 in ∆ is computed. If x = 0, then x must lie on some facet of ∆. Consider the colour i of the vertex of ∆ that is not on this facet. Look for the point t of colour i minimizing the inner product t, x . Then we replace the point of colour i from ∆ with the point t to get a new simplex. The algorithm then repeats beginning with the new simplex.
The convergence of this algorithm relies on the fact that 0 is in the core of the configuration. For this reason the affine hyperplane perpendicular to the vector x cannot separate 0 from the points of colour i. Thus the next simplex will have a point closer to 0 than ∆ did, and the algorithm will converge in finitely many steps. If, additionally, the core has radius at least ρ around 0, then there is a guarantee on the amount of progress in a given step, which depends on ρ. Effectively the guarantee is that the number of iterations of A1 is O(1/ρ 2 ). Since an iteration can be done in polynomial time, this proves that A1 runs in time polynomial in the input data and 1/ρ. Consult [BO97] for details and a proof.
We note that the complexity of a single iteration is dominated by the cost of the nearest point subroutine. This is can be solved as a continuous optimization problem, but complicates our life with numerical issues: It can be solved to less or greater precision, either risking numerical error or increasing the running time. For the purposes of our benchmarking, we used the MATLAB built-in quadprog() which gave fairly good results, see Section 5.2.
3.2. Bárány and Onn's Algorithm A2. The reliance of A1 on nearest point calculations is certainly a disadvantage. Partly motivated by this, Bárány and Onn proposed an alternate algorithm for the colourful feasibility problem whose calculations involve only linear algebra. This algorithm, A2, is described in [BO97] .
Essentially, the closest point x to 0 on the simplex ∆ is replaced in this algorithm by a point y on the boundary of ∆ that can be computed algebraically. The initial choice of y could be one of the vertices of the initial simplex. In subsequent iterations, a colour j corresponding to a zero coefficient in y is chosen. An improving vertex v of colour j is found, and y new is updated by projecting 0 onto the line segment between y and v and finding where the resulting vector enters the new simplex. As with A1, this algorithm takes O(1/ρ 2 ) iterations, and hence is polynomial in the input data and 1/ρ, see [BO97] .
The implementation of A2 proposed in [BO97] takes time Θ(d 4 ) for a single iteration. The bottleneck is computing y new , which is the intersection of the line segment from 0 to a point p and the new simplex. In fact we observe that this can be done in time O(d 3 ). First, compute the defining equations for the simplex Ay new ≥ b by inverting the homogenized matrix of the vertices. We know the intersection point will be of the form y new = αp. We can substitute this into the above inequalities to get α(Ap) ≥ b and simply take α to be the maximum value of b i /A i p for i = 1, 2, . . . , d + 1. This is implemented in [Hua] .
3.3. Multi-update Bárány A3. We are interested in getting practically effective algorithms for the colourful feasibility problem. To that end, we propose the following modification of A1. If it happens that the nearest point x to 0 of the current simplex ∆ lies on a lower-dimensional face of ∆ -i.e., on more than one facet -then we update every colour that is not a vertex of that face before recomputing x. Since all the new points will be on the 0 side of hyperplanes separating 0 and ∆ through x, the convergence proofs of A1 and A2 still apply to this algorithm. The advantage of this new algorithm, which we call A3, is that when possible it updates several colours without recomputing a nearest point.
Since this algorithm makes at least as much progress as A1 at each iteration, we get convergence in at most the same number of iterations. A given iteration may take longer, since it has to update multiple points. However, aside from the nearest point calculation, all steps in an iteration of A1 can be performed in O(d 2 ) arithmetic operations. Hence the additional work per iteration of A3 is O(d 3 ), and the bottleneck remains the single nearest point calculation.
3.4. Multi-update Bárány and Onn A4. Similarly, we can adjust algorithm A2 to update y only after pivoting multiple colours in the case where y lies on a low-dimensional face. This is particularly useful at the start if we use the setup proposed in [BO97] where the initial point y is a vertex of ∆. We call this algorithm A4.
As with A3, we expect this algorithm to take no more iterations than the algorithm on which it is based, namely A2. Again we note that all steps in an iteration of A2 except for computing the intersection of a line segment and a point take O(d 2 ) arithmetic operations, so the additional work per iteration of A4 as compared to A2 is at most O(d 3 ). Thus an iteration of A4 will be asymptotically at most a constant factor slower than an iteration of A2.
3.5. Multi-update Hybrid A5. In Section 5 we describe a situation where A2 and A4 make extremely slow progress because they repeatedly return to the same simplex, see the example in Section 6.1. A practical solution to this is to run A4, but use a computationally heavy step from A3 if we detect that A4 is returning to the same simplex. We implemented such a hybrid algorithm A5.
3.6. Maximum Volume A6. For purposes of comparison, we also consider the performance of a greedy heuristic, where we move from ∆ to an adjacent simplex of maximum volume given that the pivoting hyperplane separates ∆ from 0. This heuristic, which we call A6, uses simpler linear algebra than A2, and by taking large simplices often gets to 0 in a small number of steps.
For a given candidate pivoting facet it is possible to choose the point that generates the maximum volume simplex with that facet by looking at the distances of the points of the candidate colour to the hyperplane containing the facet. A single volume computation via a determinant can be done in time O(d 3 ) per candidate colour, thus an iteration of A6 takes O(d 4 ) time. Since the list of candidate colours may not be all that large in typical situations, we can hope that the cost of an iteration will often be less than that.
3.7. Random Sampling A7. Finally, we consider a very simple guess and check algorithm where we sample simplices at random and check to see if they contain 0. Intuitively we would not expect such an algorithm to work well. However, as discussed in [DHST05] , solutions to a given colourful feasibility problem may not be all that rare, and in some cases can be quite frequent. Since guessing and checking are relatively fast operations, it worth considering the possibility that this naive algorithm is faster than more sophisticated algorithms at least in low dimension. We call this algorithm A7.
One attractive feature of A7 is that the cost of an iteration is low -we only have to generate a random simplex and then test if it contains 0. The test can be done in O(d 3 ) time by linear programming.
Random, Ill-conditioned and Extremal Problems
To better understand how various algorithms perform in practice, we produced a test suite of challenging colourful feasibility problems, which includes generic, ill-conditioned and highly structured problems. In this section we describe three types of colourful feasibility problems that we consider when evaluating the practical performance of an algorithm. See [Hua] for a MATLAB implementation of each of these problem generators.
4.1. Unstructured Random Problems. The first class of problems we consider are unstructured random problems. We take d + 1 points in each of d + 1 colours on S d . The only restriction we require is that 0 is in the core We achieve this by taking the last point to be a random convex combination of the antipodes on S d of the first d points. We call this generator G1.
4.2.
Ill-conditioned Random Problems. Next, we consider ill-conditioned problems. We place d points of a given colour on the spherical cap around the point (0, 0, . . . , 0, 1) and the final point of that colour in the opposite spherical cap, again as a convex combination of the antipodes. In our implementation of this, the maximum angle between a chosen vector and the final coordinate axis is a parameter, and points are concentrated towards the centre rather than uniformly distributed on the cap. Since the points all lie in a tube around the final coordinate axis, we call these tube generators. We implemented two tube generators: G2 randomly places either 1 or d points of colour i on the positive side of the axis, while G3 always places d points of colour i on the positive side of the axis.
Problems with a Restricted Number of Solutions.
Finally, we consider problems where we control the number of colourful simplices containing 0. The paper [DHST05] provides new bounds for the number of possible solutions to a colourful linear program with 0 in the interior of the core. It turns out that the number of simplices containing 0 in dimension d can be as low as quadratic in d, but not lower, see [BM05] and [ST05] , or as high as d d+1 + 1 (with ρ > 0), which is more than one third of the total number of simplices. Constructions are given for colourful feasibility problems attaining both these values.
The probability that a simplex generated by d+1 points chosen randomly on S d contains 0 is 1/2 d , see for example [WW01] . Thus in a uniformly generated random problem of the type generated by G1, we would expect about 1/2 d of the (d + 1) d+1 colourful simplices to contain 0. This is not a large fraction, but in the context of an effective pivoting algorithm such as A1 which may pivot several neighbours to a given solution, and pivot several neighbours of the first neighbour onto it, etc., we can entertain the idea that for a random configuration most simplices are close to a solution. See Section 6.3 for further discussion.
In any case, we would not be surprised if the difficulty of a colourful feasibility problem increases as the number of solutions, i.e. simplices containing 0, decreases. To that end, we have written three problem generators based on the constructions in [DHST05] . The first, G4 generates perturbed versions of the configuration from [DHST05] with many solutions. These problems have d d+1 + 1 of the (d + 1) d+1 simplices containing 0, many more than random configurations, and we would expect them to be quite easy. The second, G5, generates configurations where one point of each colour is close to each vertex of a regular simplex on S d . There are d! solutions corresponding to picking a different colour from each vertex, note that this is still much less than the (d+1) d+1 /2 d expected in a random configuration. Finally, we have G6, which generates perturbed versions of the configuration from [DHST05] which has only d 2 + 1 solutions.The generators G4, G5 and G6 randomly permute the order the points appear within each colour.
All these problems are ill-conditioned in the sense that points are clustered closely together. Also ρ will be quite small for G4 and G6, although the construction G5 effectively maximizes ρ for configurations on S d at 1/d.
Benchmarking and Results
In this section, we describe the results of computational experiments in which we run our colourful feasibility algorithms against our problem generators. We focus on the number of iterations that an algorithm takes to find a solution, but in Section 5.2 we also include information about the cost of iterations. The two particularly difficult, but fragile, examples of Sections 6.1 and 6.2 are not included in these results.
Iteration Counts.
For each type of problem we ran tests of the algorithms in dimensions 3 × 2 n for n = 0, 1, 2, 3, 4, 5, 6, 7. Dimension 3 is our starting point since the seven algorithms degenerate to three simple and effective algorithms in dimension 2. We use the factor 2 increase to sample higher dimensions with less frequency as we get higher. We believe this yields a reasonable sample of low, intermediate and high dimensional problems.
Note that a colourful feasibility problem instance in dimension d consists of (d + 1) 2 points in dimension d. Thus the size of the input is cubic in d. At present it is logistically difficult to generate and store a colourful feasibility problem in dimension d = 1, 000. After dimension 100, it also becomes increasingly difficult to cope with numerical errors, especially for the algorithms that include nearest point calculations, namely A1, A3 and A5. For this reason we do not include results for these algorithms beyond d = 96 for except for the relatively well-conditioned G1 problems where we stopped at d = 192.
As one would expect, the guess-and-check algorithm A7 performs badly as d increases, except on problems from the G4 generator which have an abundance of solutions. We only include results from the A7 algorithm when they can be completed in a reasonable amount of time.
The results of our computational experiments are presented in the graphs below and the tables in Appendix C. Each graph presents results for a single random generator on a loglog scale with the average iteration count of each algorithm plotted against the dimension. Additionally, the tables contain the values of the largest iteration count observed in each type of trial; these show the similar trends to the averages, although we notice that A2 and A4 sometimes perform substantially worse than the average, especially in the presence of ill-conditioning. The reasons for this are discussed in Section 6.2.
For each generator at d = 3 we sampled 100,000 problems, at d = 6 and d = 12 we sampled 10,000 problems, at d = 24 and d = 48 we sampled 1,000 problems and finally for d ≥ 96 we sampled 100 problems. Because of the varying sample sizes, it may not be entirely fair to compare the maxima listed in Appendix C between dimensions. The results are plotted on as log-log graphs in Figures 1-6. We remark that polynomials appear asymptotically linear in log-log plots, with the slope of the asymptote being the exponent of the leading term of the polynomial and the y-intercept of the asymptote representing the lead coefficient. In Figure 1 we see that A1 and A2 appear to be taking a polynomial number of iterations to solution, while A6 and A7 do not appear to be polynomial. Since each algorithm takes a polynomial time per iteration, the graphs of time versus dimension show similar trends.
For the tube experiments, we used an angle parameter of π/6, which is to say that all the vectors used made an angle of at most π/6 with the x-axis. Smaller angles produce worse results for A2, A4 and A6. The example of A6 cycling, see Section 6.1 and Appendix A, was found using a smaller angle with G2. The tube experiments summarized in Figures 2 and 3 show the impact of ill-conditioning on all the algorithms. For A1, A3, A5 and A6, convergence is slightly slower and numerical errors become more common. With these algorithms, our experiments began to crash at dimension 192. By contrast for the better conditioned problems from G1, the three algorithms with minimum distance calculations crashed only at dimension 384 and A6 would in any case take too long on problems of this size. Nevertheless, these algorithms remain effective at d = 96.
The algorithms A2 and A4 are more robust in the sense that they are not as prone to crashes due to numerical errors. This is the advantage of relying entirely on straightforward linear algebra computations rather than considering nearest points or volumes. At the same time, they converge much more slowly due to problems of the type described in Section 6.2 and Appendix 6.2.
If we decrease the angle parameter which controls the width of the tube and hence the conditioning, the results become more pronounced. That is to say, A1, A3, A5 and A6 become less stable numerically and experience a further mild degradation in performance when not affected by numerical errors, while A2 and A4 become substantially slower. We comment that the A7 algorithm performs about the same on G2 problems as it did on G1 problems. This simply means that G2 problems typically have a similar number of solutions to G1 problems. As one would expect, solutions to the one-sided tube problems generated by G3 are rarer than solutions to G1 and G2 problems since the most of the points are clustered on one side. Hence A7 performs much worse on this type of problem.
The problems with many solutions produced by G4 are solved very quickly by all the algorithms, as illustrated in Figure 4 . In this case the random sampling algorithm A7 offers excellent performance. With the abundance of solutions, most of the algorithms solve such problems in an expected constant number of iterations. The exception is A2 which needs Θ(d) iterations at the start to unwind the nearest point substitute y from a vertex to an interior point on a facet. Since all the algorithms begin by checking the feasibility of the initial simplex, the G4 problems are often solved in 0 iterations.
For the simplex structured problems of G5, we see all the algorithms except A7 perform very well, despite the relative scarcity of solutions. We see that the other algorithms have exactly the proper response to this structure -they systematically take points near vertices that are not part of the current set. In the case of A1, a new vertex of the simplex will be added at each step to give convergence in at most d iterations, for A2 it takes one pass through the d + 1 colours, and for the multi-update algorithms A3, A4 and A5 one or two passes through the colours. Algorithm A6 also solves these problems in a reasonable number of iterations.
Finally, we see that the problems from G6 where solutions are scarce are indeed more difficult than random problems, but that, except for the A7 algorithm, the impact on algorithmic performance is mild. See Figure 6 . Curiously, the G6 problems are the most difficult problems for the A1 algorithm. The multi-update algorithms A3, A4 and A5 perform extremely well. Figure 6 . Results for G6. Figure 7 we present the average iteration times observed for all seven algorithms on problems from the G1 generator. The raw data for this graph is in Appendix D. We comment that the average time to complete an iteration does not change significantly with the problems type, so we have not included the similar graphs for other generators. The data shows that in our implementation of these algorithms, the average time for an iteration is never very large. For the slowest algorithms in the highest dimensions the average iteration took less than 2 seconds.
Cost per Iteration. In
We see some interesting trends in the graphs. First, in low dimensions all the iteration times are very fast and are presumably dominated by fixed startup costs. As the dimension increases, we begin to see the asymptotic behaviour. The algebraic algorithms A2 and A4 show the expected Θ(d 3 ) behaviour, which appears linear in the log-log plot. Asymptotically, the average time for an iteration of A4 is about 10 times longer for an iteration of A2.
The algorithms A1 and A3, which depend on a minimum distance calculation, take longer on average to complete an iteration than A4. The extra cost for the multiple updates in A3 is relatively small. However, the asymptotic slope of these lines appear higher than for A2, which means that the nearest point calculations are causing the iterations to take time Ω(d 3 ). The algorithm A6 has iteration times not much worse than A2 in low dimension, but its asymptotics look close to O(d 4 ) as suggested in Section 3.6. Algorithm A7 exhibits Θ(d 3 ) iteration time and is asymptotically about twice as fast on average per iteration than A2.
Unlike the other algorithms, the average iteration time for A5 will be substantially affected by the conditioning of the problem. Using the well-conditioned G1 problems, A5 usually degenerates to A4 and has a very similar average iteration time. As the problems become more ill-conditioned, A5 will begin to use A3 steps as well, and the average iteration time will increase towards the average iteration time for A3. 
Conclusions
Our experiments reveal several features of colourful feasibility algorithms. After considerable searching, we found a problem instance which caused A6 to cycle. We also found that A2 and A4 can converge extremely slowly in the face of ill-conditioning although A1 and A3 continue to perform reasonably well on the same examples. We conclude that computationally the best algorithms are A3 and A4 and remark that these tightened algorithms do yield substantial gains over the originals. 6.1. A Cycling Example for A6 in Dimension 4. In Appendix A we exhibit an example in dimension 4 for which the maximum volume heuristic cycles. This example was found using our tube generator G2 to produce configurations where for each colour, four points are tightly bunched around (-1,0,0,0,0) and the fifth point is close to (1,0,0,0,0) or viceversa. The example is fairly ill-conditioned, but not excessively so: we rounded the values we found for text formatting purposes, and observed that 0 remained in the core and that the behaviour of the algorithm was unaffected.
Close examination of the iterations of this example turns up nothing out of the ordinary. Since this example shows that A6 can cycle, it is remarkable that it happens so rarely. It did not occur in the entire test suite of Section 5. We tested extensively in dimensions 3 and 4, and were unable to find any examples of cycling in dimension 3 or any examples of cycling in dimension 4 with cycle length shorter than 6. Higher dimensions and longer cycle lengths do occur.
One explanation for the results is that as one might expect, A6 is an effective heuristic in a typical situation. The distinguishing feature of the few bad examples is that the points are placed in such a way that the simplices cluster into a few groups of similar shape and volume. The heuristic of taking the maximum volume is then not very helpful in choosing promising simplices. We note that this example is solved easily by the other algorithms. 6.2. Flip-flopping During Convergence for A2: 40,847 Iterations in Dimension 3. We constructed an example of a colourful feasibility problem in dimension 3 that takes 40,847 iterations to solution using a basic implementation of A2. The exact points we used are contained in Appendix B. The algorithm is initialized with the simplex that uses the first point of each colour. At the fifth iteration, the algorithm reaches a situation where the current point y lies on a facet F of colours 2, 3 and 4 very close to 0. Using this point the algorithm will pick the point of colour 1 that has minimum dot product with y. The second and third points of colour 1 lie almost in the directions of y and −y, however neither of these forms a simplex with F containing 0. In fact the fourth point of colour 1 does form a simplex containing 0 with F , but it is nearly orthogonal to y. As a result, after two iterations, A2 returns to the same simplex. The point y will be recomputed at each step, and is slightly closer to 0 when the algorithm returns to the previous simplex. However, the improvement is quite small. Of course ρ is also very small, so this is consistent with the performance guarantee described in Section 3.2. The algorithm then proceeds to return to the same simplex more than 20,000 times, with an incremental improvement to y at each iteration before finally taking the fourth point of colour 1 and terminating.
As one would expect with a very ill-conditioned problem, this example is numerically fragile -the current version of our code normalizes the coordinates before starting and does not suffer the same fate. However bad behaviour is fairly typical. The tube generator for ill-conditioned problems in [Hua] produces problems whose ill-conditioning depends on a parameter defining the width of the tube. As the width decreases, we get an increasing number of cases where A2 and A4 take enormous numbers of iterations.
We remark that, in contrast, A1 never returns to the same simplex, so it cannot suffer from this type of flip-flopping. Indeed in dimension 3 it could do no worse than visiting all 4 4 = 256 simplices. At least 10 of these must contain 0, see [BM05] , so the algorithm must terminate in at most 246 iterations. It is quite hard to see how this limit could be approached. The authors wonder if a Klee-Minty-like example, see [KM72] , of worst-case behaviour for Bárány's pivoting algorithm could be constructed.
Overall Effectiveness of Algorithms.
Despite the examples of Sections 6.1 and 6.2, the results presented in Section 5 show that, except for A7 and to a lesser degree A6, all the algorithms did a good job of solving all the problems. We did find that the methods which include nearest point calculations were more vulnerable to numerical errors than A2 and A4, since our implementations began to crash once we got much past d = 100, especially on ill-conditioned problems. For the most part, reduced iteration counts of the nearest point algorithms do not offset the extra time spent per iteration compared to A2 and A4, since neither iteration count is very high. In some cases of extreme ill-conditioning, such as in Section 6.2, A2 and A4 will take many additional iterations and be much slower compared to the nearest point algorithms. In this situation either a hybrid algorithm such as A5, or the basic A1 or A3 would work better.
We had hoped that the hybrid algorithm A5 would offer the benefits of A4, namely speed and robustness in high dimensions, while stopping long periods of flip-flopping from occurring. This did happen to a degree, but in our benchmarking experiments the net time savings were negligible, while A5 retained A3's tendency to crash due to numerical errors in high dimension.
6.4. Advantages of Multiple Updates and Initialization. The multi-update algorithms A3 and A4 do provide substantial gains over their single update counterparts, A1 and A2. In the case of A3, we get a large reduction in iteration count at very little cost in terms of iteration time. In our benchmarking experiments, this produced times that were competitive with A2 and much better than A1. The gains for A4 relative to A2 are less impressive. In our benchmarking experiments, A4 consistently averaged a 10% to 40% savings in total time to solution.
In fact, A2 is not as well suited as A1 to take advantage of multiple updates. The point y close to 0 computed by A2 will almost always lie in the interior of a facet of ∆, meaning that A2 will only have a single candidate colour to pivot. In contrast, in high dimension, the closest point x to 0 will often lie on a relatively low dimensional face of ∆, allowing multiple updates throughout the algorithm.
One difficulty for A2 is that it begins with y at a vertex. In a normal situation, the first d steps of A2 will each increase the dimension of the smallest face containing y by one until y lies in the interior of a facet, without necessarily yielding a much better current simplex. The multi-update A4 does this all in the first iteration in less time than it takes A2 to do d steps.
We have not discussed the effects of the initial simplex in this paper, but we can employ various heuristics to choose a good initial simplex. A few of these are implemented in [Hua] . We found that the most useful initialization heuristic was to run the first iteration of A4. This runs in O(d 3 ) time and improves the subsequent iteration counts of the algorithms, with the obvious exception of A7. Even A4 experiences a reduced iteration count, since the point y found by the initialization is not passed to the algorithm. 6.5. Theoretical Complexity of the Algorithms. In Section 3, we remarked that Bárány and Onn proved a worst-case bound for A1 and A2 of O(1/ρ 2 ) iterations up to numerical considerations and we improved their iteration time for A2 from O(d 4 ) to O(d 3 ). We also mentioned that we do not expect the multi-update and hybrid algorithms to improve the theoretical bounds. From the example of Section 6.1, we see that A6 is not guaranteed to converge. The expected running time of A7 is 1 over the probability that random simplex contains 0, i.e. around 2 d for random problems, and as bad as (d + 1) d+1 /(d 2 + 1) for the type of problems generated by G6.
The poor performance of A2 on ill-conditioned problems and examples like that of Section 6.2 confirm the worst-case predictions of Bárány and Onn's analysis. On the other hand, we did not see this type of behaviour for A1, and it is hard to see how it could occur.
The model proposed in Section 4.3 is that a pure pivoting algorithm such as A1, defines a set of rooted trees on the (d + 1) d+1 simplices. Each simplex which contains 0 is the root of a tree, and we draw an edge between the vertices representing simplices ∆ 1 and ∆ 2 if when A1 encounters ∆ 1 it pivots to ∆ 2 . Then the worst performance of the algorithm in terms of the number of iterations would be the height of the highest tree. A smart algorithm will produce short trees by pivoting several simplices to a given simplex at a lower level.
Consider a situation where trees have a constant expansion factor k near the base, that is, low level vertices are connected to roughly k vertices in the level above. The number of trees is p(d + 1) d+1 where p is the probability that a simplex contains 0. If the trees expand up to height h, each tree will contain on the order of k h vertices. Then we must have k h p(d + 1) d+1 ≤ (d + 1) d+1 , the total number of vertices. Rearranging, we get h ≤ − log k (p). This expression predicts the average iteration count for A1 to grow linearly for G1 problems, to be constant for G4 problems and to grow at Θ(d log d) for G6 problems. All of these match very well with our observed results. The G5 problems are predicted to be more difficult than they are observed to be, but that is not surprising given their simple structure. 6.6. Future Considerations. We finish by returning to the motivating question of Bárány and Onn: Is there a polynomial time algorithm for colourful feasibility? By improving the implementation of A2, we have improved the worst case for this algorithm from O(d 4 /ρ 2 ) to O(d 3 /ρ 2 ), however the dependence on ρ has not improved. Indeed our experiments give strong evidence that the analysis for A2 is tight.
The situation for A1 is less clear. We do not see the same bad behaviour with illconditioned problems that we found for A2, so it is possible that a better guarantee exists for this algorithm. In light of the model suggested in Section 6.5 it is quite difficult to see how to construct a Klee-Minty-like bad case for A1 as discussed in Section 6.2. We view this as an appealing challenge. 
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