The use of formal knowledge representation structures, or ontologies, has found immense applicability for the interoperability of software systems, e.g., alignment of software and business process models. Toward the management of such knowledge structures, an important foundational problem is that of ontology reuse -it is uncommon for new applications or for different components within one application to use an already available ontology in its entirety. Depending on component specific requirements, typical re-usages are restricted to refined versions of an existing ontology, with the refinement taking the form of a contraction of the knowledge contained therein. Furthermore, when the ontology is used to ascribe meaning to independently existing 'resources' (e.g., documents collections, source code, software manuals, process template repositories) by way of meta-data, there exists a direct mapping between different views/re-uses of an ontology and their respective semantic scopes within an annotated resource repository thereby leading to the concept of view/reuse dependent resource retrieval. We implement a framework that supports ontology reuse by way of a requirement driven sub-ontology extraction methodology. Additionally, based on this concept of a sub-ontology, we implement the idea of a user/component 'requirement profile' consisting of semantic descriptions of the user's interest within a 'resource repository' that has been annotated with semantic types from the ontology under consideration. A generic framework that implements these ideas and its application in the domains of Medical Information Retrieval systems and Business Process Management Systems (BPMS) is presented.
Introduction
The new era of semantic web has enabled users to extract semantically relevant data from the web through the use of a domain-based shared and formal knowledge representation structure, referred to as an 'Ontology'. Formal ontologybased representation schemes have found extensive applicability in domains as diverse as Information Retrieval Systems in Medicine and Bioinformatics, e-Health Information Systems, Business Process Management Systems (BPMS) etc. The common element underlying all these domains is the use of, sometimes implicitly, an ontology that defines the uniform structure of concepts and relationships in the domain in one form or another. Typical uses of an ontology in the aforementioned domains include: (a) Semantic annotation and categorisation of resources (or other semi/un-structured data sources) in a repository [13] . (b) Interoperability across systems and even within sub-systems when the overall system is distributed in nature. Here, ontologies facilitate a common, consensual understanding between distributed sub-systems and bridge the gap between businesses and software engineering process (e.g., through a business process ontology), and similarly, to facilitate the alignment of different software process models in software engineering (e.g., through a software process ontology [12] ). In general, underlying the aforementioned application domains are the closely related themes of interoperability of large-scale (component-based) software systems and the efficient and semantic retrieval of their resource requirements. Within the context of the class of these applications, the following problem is identifiable at two distinct levels: (1) Foundational (Domain Independent) Level: It is uncommon for new applications within an existing domain to use an already available ontology in its entirety. In most cases, depending on the needs, a new application will use refined version(s) of the existing ontology, with the refinement taking the form of either an expansion (i.e., addition of more concepts and relationships), contraction (i.e., extraction of a sub-ontology that is consistent and independent in itself) or both if previously held domain knowledge is invalidated and new knowledge is added at the same time [7] . The reason this problem is foundational or general is that it can be solved on the basis of an abstract notion of an ontology, without resorting to any particular domain-specific details. (2) Application Level: As the size of an ontology grows bigger, so does (not necessarily as a consequence) the size of the content or data-sources that are annotated using the concepts and relationships in the ontology. Likewise, when only partial views (sub-ontologies) of an existing ontology are used, the semantic range of the sub-ontology in the overall annotated dataset is significantly narrowed; a ramification, as will be explained shortly, which can be neatly exploited in novel ways for semantic information retrieval.
We propose OntoMove, a knowledge or ontology based approach that addresses both, the foundational and application level problems and offers a unified framework that is applicable across diverse application domains. At the foundational level, OntoMove is capable of extracting subontologies from an existing domain-ontology on the basis of user-specified requirements. By using our sub-ontology extraction methodology, the user applications or software components will be able to reuse and share common concepts and properties of an existing ontology, rather than creating a brand new ontology or use the existing (base) ontology parts of which remain unutilised. At the implementation level, we propose a generic semantic information retrieval methodology that is grounded on the foundational concept of a sub-ontology. We demonstrate the manner in which a sub-ontology, obtained on the basis of user specified requirements, can be used to narrow down the scope the users/component's interest in the resource that is annotated using the given ontology. We demonstrate the usability of our proto-typical system in the context of a Medical Information Retrieval system (with every user specific need as a new component) that involves the use of a massive data-set, namely the Medical Therapeutic Guidelines (TG) [28] , as the annotated resource. Another application scenario that is demonstrated is that of a Business Process Management System, focusing on aspects relevant to a process template manager (i.e., a user controlled component that is instantiated several times) and a set of process templates, which is the annotated resource that is used by the template manager. In both scenarios, proposed solutions to both aspects of the problem are illustrated. The novelty of our system is that it generates user/component/application specific tailored subontologies as well as the set of data-sources that are relevant to the tailored requirement of every new component, into one encapsulated module. Furthermore, it must be noted that OntoMove utilises semantic web standards RDF(S) and OWL, as well as domain-specific standard[s] and vocabularies; this ensures maximum generality and wide acceptability of the framework within domain-specific zones.
The rest of the paper is organised as follow: section 2 briefly discusses the concept of an ontology as a formal knowledge representation structure. Some of the foundational issues in ontological research are highlighted from a software engineering viewpoint and related work analysed and compared in that context with our proposed framework, which is then elaborated in section 3. Section 4 presents illustrative scenarios aimed at highlighting the diversity of the potential applications of the proposed OntoMove framework. Finally, we discuss the future direction of our work in this area in section 5.
Knowledge-Based Approaches in Software Engineering
Ontology -A Formal Knowledge Representation Structure
Ontologies play a pivotal role by providing a source of shared and precisely defined terms that can be used as (meta-data) resource annotations in order to make those resources more accessible to automated agents. Although there are inherent distinctions between a taxonomy and a ontology, ontologies as typically used on the semantic web and software engineering applications consist of a hierarchical description of important concepts in a domain, along with descriptions of the properties of each concept. The degree of formality employed in capturing these descriptions can be quite variable, ranging from natural language to logical formalisms, but increased formality and regularity clearly facilitates machine understanding [8] . The Web Ontology Language (OWL), is a knowledge representing scheme designed specifically for use on the semantic web; it exploits existing web standards (XML and RDF), adding the familiar ontological primitives of object and frame based systems, and the formal rigor of a very expressive Description Logic (DL) [9] . The Knowledge Base (KB) of a typical DL based system comprises of two components, the TBox and the ABox. The TBox introduces the terminology, i.e., the vocabulary of an application domain, while the ABox contains assertions about named individuals in terms of this vocabulary. The logical (DL) basis of the OWL language means that reasoning services can be provided in order to make OWL described resources more accessible to automated processes thereby allowing one to infer implicitly represented knowledge from the knowledge that is explicitly contained in the knowledge base. From a formal point of view, OWL can be seen to be equivalent to a very expressive DL, with an OWL ontology corresponding to a DL 'terminology' (Tbox) whereas instance data pertaining to the ontology making up the 'assertions' or Abox.
Ontology Management
The past few years have witnessed a range of application and research oriented results in the area of ontology management and processing. Most of these results encompass areas such as ontology evolution, ontology editing and alignment, ontology merging etc. We will describe here some of the existing works and outline how our proposed OntoMove differs from those existing systems.
The work in [14] covers the area of ontology reuse and evolution in the context of ontology management within a distributed system environment. Their proposed method allows the creation of a new ontology by reusing an existing ontology, whilst taking into consideration ontology evolution and integration given the fact that the created ontologies are distributed on many different sites. Similar work by the same authors in [15] also describes the notion of 'ontology registration' in order to provide means to locate existing ontologies for reuse. While this work has addressed many important issues in a distributed ontology environment, there are a few areas that have not been fully addressed. Firstly, the proposed method lacks a proper technique to optimise the created (reused) ontologies -although an algorithm to check the validity of the ontology is proposed, the method does not include a mechanism to derive the most optimum ontology. Note that optimality involves several criteria revolving around the size of the resulting ontology, e.g., semantic simplicity and/or the minimisation of redundant content in the resulting ontology. Furthermore, the method lacks the all-important notion of a 'user/application requirement', which is indeed the essence of ontology reuse per se. Secondly, the proposed technique only focuses on the extraction of a new ontology from an existing ontology, without consideration for retrieving other artefacts or resources that might be linked or annotated against the existing ontology -any refinement of the structure or extent of the ontology bears a direct relation to its semantic scope within whatever resources have been described using that ontology. Fianlly, the work in [6] is related to the foundational problem being addressed in this research. It focuses on reasoning and improvised consistency checking for a massive ABOX (instance part) by its partitioning into a 'summary Abox' that is free of redundancies that are present in the original Abox. The main motivation behind their work is the optimisation of space and time factors involved in 'reasoning' with massive Abox or instance data, with their solution methodology using a logical (i.e., DL) approach for the manipulation of Abox data. The main motivation behind the 'foundational problem' being addressed in OntoMove is to produce a 'new view' of an existing TBOX (and hence the corresponding Abox). MOVE achieves this by proving the semantic correctness and well-formed'ness of the new ontology, which is derived by the application of 'heuristics' or 'optimisation schemes'. The heuristics are extra-logical in nature and are based on a very general characterisation of the notion of an 'Ontology'.
Within the context of direct applications of ontologies in software engineering, there have been some works in using an ontological approach for domain modelling and engineering in software engineering area [5] , [4] . The work in [5] proposes a method to restrict a modelling language such as UML to enable certain specification descriptions only based on the domain semantics as mentioned in the ontology. The motivation behind this work is to avoid the inconsistencies that often occur between the analysis (domain model) and the design models. In [4] an approach to build a domain ontology and to map the domain ontology into object-oriented structures is introduced. The argument behind this is the fact that such domain model will not be directly useful to operational reuse unless it is adapted to the common technology within the domain, which is the object-oriented technology within the software engineering domain. Recently, there have also been a number of ontologies introduced in business process model [1] , ontologies to model software patterns [26] and the use of semantic web technologies in general toward the development of software maintenance methodologies [10] . All these works highlight the increase of interest in software engineering field to utilise ontology as a mean to standardise processes or tasks. However, despite these recent efforts, there has been no real focus on tailoring the ontologies to meet user specific needs as well as to integrate them with the extraction of ontology-annotated data sets or resources. We believe this focus will play an important role in applying the notion of reuse in ontology engineering.
Finally, it is important to differentiate the system proposed in this paper with the existing tools for ontology editing and alignment such as Protégé [23, 17] , or OntoEdit [18]. Whilst the above tools provide efficient techniques to view, visualise, edit and align ontologies, they do not particularly address the issues of (i) user-driven automatic extraction of valid sub-ontologies, and (ii) semantic and structural optimisation of the resulting ontologies. In addition, these tools do not address the application level annotation and linking.
3 OntoMove -Knowledge-Based Profiling and Acquisition
Overview of the Framework
OntoMove stands for 'Ontologies on the MOVE'. The term 'MOVE' itself is an acronym for 'Materialised Ontology View Extraction', which is the title of the research project that is foundational to the work reported herein. A brief overview of the OntoMove framework illustrated in Fig. 1 follows: We use the general term 'component' to refer to an application or user that can supply a set of requirements that is expressed using a pre-defined scheme involving the concepts and relationships from a base ontology. Henceforth, this will be referred to as a 'component requirement specification'. Specifically, this requirements specification is essentially an approximate or incomplete specification of the needs of a requesting component and takes the form of a partial labelling of the domain ontology. Details notwithstanding, the labelling is the component's (potentially conflicting) expression of interest and consists On the basis of the initial requirement specification, a profile of the requesting component is derived (see 'requirement profile derivation' in Fig. 1 ) based on the concept of a sub-ontology. A component profile is a complete 1 requirement specification that is derived using the partial/initial requirement specification that is provided by the component. Between the initial requirements specification for a component and the derivation of its complete requirement profile lies a complex process (as detailed in section 3.2) that is representative of our solution to the foundational-level problem involving the contraction of an ontology.
At the application level, we subscribe to a general notion of a resource since the actual type of a resource is irrelevant to our resource acquisition framework. However, in our illustrations of the proposed methodology in section 4, we focus on resources as being functional process templates and unstructured or semi-structured data sets that are of interest in their respective domains being analysed. The assumption that is applicable in this context being that irrespective of the precise type of a resource, the resource under consideration should be (semantically) categorised using a welldefined ontology that is comprehensively representative of the resource domain. Resource acquisition refers to the process of selectively acquiring (i.e., filtering) resources from a resource repository. Also, the concept of 'resource annotation' is a well-defined topic in the community, and its usage in this work consistent with the commonly held interpretation -the categorisation or classification of resources based 1 The concept of completeness is non-trivial and involves qualitative benchmarks along several dimensions. This is elaborated in section 3.2.
on a some domain specific criteria such as functionality, its semantic type and similarity to others resources. Although shown as a part of the framework, 'resource annotation' is presently semi-automatically performed using a external tool (see section 3.4). Finally, by a 'component requirement manager', we refer to that part of the framework which facilitates the creation and maintenance of component requirement specifications, associated requirement profiles, resource repositories and the mapping between a requirement profile and the corresponding resource repository.
Component Requirement Profiling Using Sub-Ontologies
It is uncommon for new applications within an existing domain to use an already available ontology in its entirety. In most cases, depending on the needs, a new application will use refined version(s) of the existing ontology. This concept of utilising sub-ontologies has an interesting application: when only partial views (sub-ontologies) of an existing ontology are used, the semantic range of the subontology in the overall annotated dataset is significantly narrowed; something that leads to the idea of a 'requirement specification' based 'component/application requirement' profile derivation. This problem has stimulated our work in the area of sub-ontology extraction 2 . The extraction process, referred to as Materialised Ontology View Extraction (MOVE) [31, 3] , is capable of deriving materialised views, also referred to as sub-ontologies, from a massively sized base ontology. Note that the resulting ontology is semantically complete [2] and a valid ontology independent of the base ontology. This is achieved in MOVE through the enforcement of relevant constraints that take the form of various optimization schemes such as requirements consistency (RCOS), semantic completeness (SCOS), wellformedness (WFOS), and total simplicity (TSOS) that ensure the quality and the optimality of the resulting view. For example, RCOS checks for the consistency of the user specified requirements for the target ontology in the form of the labelling. SCOS considers the completeness of the concepts, i.e. if one concept is defined in terms of an another concept, the latter cannot be omitted from the subontology without loss of semantic meaning of the former concept. Furthermore, it might be possible that the user requirements (labelling) is consistent, but there might be statements that inevitably lead to a solution that is not a valid ontology. WFOS contains the proper rules to prevent this from happening. Finally, applying TSOS to an existing solution (along with its requirements specification) will result in the smallest possible solution that is still a valid ontology. Fig. 2 shows a schematic of the sequential extrac-tion process that we call MOVE. The process begins with the import of the ontology externally represented using an OWL ontology. The actual extraction process/execution of optimization schemes is initiated by way of requirements specification by a user or another application and the execution of the other optimization schemes.
Figure 2. MOVE: Requirement Profiling Using Sub-Ontologies
Whereas the details of the relevant extraction mechanism being employed are beyond the scope of our current discussion, it is important to note that an externally provided requirements specification is used as the basis of the derivation/extraction process. The sub-ontologies derived by MOVE are valid independent ontologies, known as Materialized Ontologies, that are specifically extracted to meet certain component needs. In the extraction process, no new information is introduced (e.g., adding a new concept). However, it is possible that existing semantics are represented in a slightly different manner (i.e., a different view is established). Intuitively, the definition states that -starting from a base ontology, elements may be left out and / or combined, as long as the result is a valid ontology, i.e. should be a valid ontology even if the base ontology is taken away. In the process, no new elements should be introduced (unless the new element is a combination of a number of original elements, i.e., the compression of other elements).
Dynamic Profile Driven Resource Acquisition
We incorporate the idea of a sub-ontology based user profile that contextualises an application's or component's requirements on the basis of the semantic information (i.e., concepts and relationships among them) that is present in the corresponding sub-ontology. The profile is derived by applying the Materialised Ontology View Extraction (MOVE) algorithm on a incompletely specified component requirements specification that is supplied by the requesting component. The main steps of the overall process are as follows (see section 4 practical illustations):
1. Component Requirement Specification: The requesting component selects semantic types and properties from the base ontology (knowledge base) on the basis of the area of its requirements (i.e., interest/specialisation). Note that this specification is rather crude and does not constitute a valid sub-ontology. In fact, the specification itself might be inconsistent in which case a concrete profile may not be derivable. This and other aspects, as previously discussed in section 3.2, are handled by various optimisation scheme present that constitute the sub-ontology derivation algorithm.
Requirement Profile Derivation:
A consistent requirements specification is the input for our subontology extraction (referred to as profile derivation) algorithm, namely MOVE. A sub-ontology essentially establishes a context on the basis of the user requirements specification and is indicative of the requesting component's preferences in terms of the semantic types, properties (and their dependencies as derived by MOVE) that were either explicitly specified in the requirements specification or were implicitly considered essential for inclusion by MOVE. This process (see section 3.2), is more intricate than has been made out to be; however, details not being relevant here, we direct interested reader to [31] or [3] for an in-depth illustration.
3. Profile Driven Resource Retrieval: Once a context has been established in the form of a requirement profile, resource retrieval performed within the context of the profile narrows the range of the resources (in the resource repository) by including only those resources that are representative of the semantic types that are present in the context. Note that the retrieval stage is also dependent on the resource annotation index (see section 3.4), which is basically a mapping of the resources within the resource repository to the semantic types within the domain ontology on the basis of their utility, functionality, placement within the ontological hierarchy etc.
The Semantic Scope of a Requirement Profile: For every semantic type within a presently active 'requirement profile' (or multiple profiles), the steps illustrated in Listing 1 are performed in order to derive the semantic scope of the profile within a resource repository. In the following, we briefly explain the algorithm in Listing 1 for establishing the semantic scope of semantic type from the profile within a annotated resource repository: In step 2 of the algorithm, if a primitive concept is selected ', then it is simply added to the established semantic scope denoted by ResultSet. In step 3, if a property is selected instead, then find the Domain (domainConcept) and Range (rangeConcept) of the selected property and perform this algorithm for each of them. Finally, in step 5, the ResultSet that is obtained is essentially a set of concepts from the profile. Complement this set by including all concepts that have been defined to be equivalent (using OW L : sameAs property) to any concept present in the original result set. This step is likely to widen the semantic scope of the results by including the synonym concepts. Once the set of concepts resulting from the application of above mentioned steps is obtained, the annotation index is queried to retrieve the list of annotation objects that exist for each of the concept included in the result set. Finally, the information in each annotation object is used to generate a (presentable) list of resources that lie within the scope of the requirement profile under consideration. 
Semantic Resource Categorisation
Semantic resource categorisation by annotation is a wellresearched and understood topic; several tools exist for the categorisation of resources based on their semantic content in semi-automate ways [20, 21] . In this work, we are not interested in the categorisation per se. Presently, the resource retrieval module within OntoMove presumes the existence of an annotation index that provides the mapping between resources and ontological descriptions. Toward the application scenario illustrated in section 4, we are using OntoMat [20] , which is a publicly available semi-automatic annotation tool.
Design and Implementation
OntoMove has been designed to work with ontologies represented in the OWL language. This is driven by the fact that OWL is the emerging industry standard and is recommended by the W3C [30] for the representation of ontologies. Furthermore, numerous semantic web tools (e.g., Protégé OWL Plugin [24] , OntoMat [20] ) supporting OWL have been already developed in the open-source community. In addition, tool builders have developed powerful reasoning systems that support reasoning with ontologies represented in the OWL language (e.g., RACER [25] ). This is useful for potential users of OntoMove who want to extend the framework in order to utilise the reasoning capability that is inherent with an OWL based representation scheme. The entire OntoMove framework illustrated in Fig. 1 has been implemented in Java and the JENA ontology API has been utilised to create and manipulate OWL ontology models. As long as domain ontologies are represented in OWL and the resource annotations follow the presently used (OntoMat) annotation vocabulary, the system is usable with any ontology and an arbitrary set of resources.
As mentioned previously, although the annotation phase is shown as a part of the overall OntoMove framework, that functionality is presently being utilised via OntoMat [20] , which is a publicly available tool for resource annotation. An important feature of our system is that new annotations may be performed and integrated within the system dynamically; this is absolutely essential since annotation is not a one time job and is best performed incrementally because of the qualitative nature of the task and the fact that resource repositories are frequently updated and/or extended. A built-in 'annotation-indexer' maintains and builds the relationships, namely index entries, between the existing semantic types and their instances in the medical TG. Additionally, the annotation-indexer also computes important statistics relevant to the existing annotations, which is useful in determining the quantity and quality of the annotations being performed. These statistics can be dynamically obtained from within the system. For purposes of efficiency, the index generated by the annotation-indexer is serializable-deserializable; as such, generation of the index is a one-time task and user may choose to reload an existing index or re-generate one if there has been some change in the information sources. For maximum flexibility, the annotation-indexer and its associated statistics have been implemented to be usable either with or independent of the main OntoMove application.
Applications

Medical Resource Retrieval
We demonstrate the application of our OntoMove framework for improving the efficacy of information retrieval in the Medical Information Systems (MIS) domain. Here, the main objective is to produce semantically correct results whilst retrieving information from the vast knowledge sources (i.e., the resource repository) available in the form of the Medical Therapeutic Guidelines (TG) [28] . Moreover, since the domain knowledge captured in the ontology is based on the Unified Medical Language System (UMLS) [29] knowledge sources, namely the UMLS Semantic Network (SN) and UMLS Metathesaurus R , the approach is compatible with controlled vocabularies and classifications used in patient records, administrative health data, bibliographic & full-text databases, and expert systems. The resource retrieval phase is based on the previously (section 3.3) elaborated concept of a 'requirement profile', which is a key aspect within the OntoMove framework. The overall set of semantic types and their instances contained in medical domain vocabularies is massive, for e.g., Gene Ontology [27] , GALEN [19] and the UMLS [29] sources used in this work. As such, semantic profiling of a user's field of specialisation or interest is necessary functionality in any medical domain information retrieval system, given the structural and semantic extent of any medical domain information source. Since an individual user is unlikely to be interested in every conceivable category of medical data that is present in the information sources or the vocabularies. It is envisaged that OntoMove's capability to produce semantically correct sub-ontologies based on user preferences will significantly improve the quality of information retrieval in the medical TG domain.
UMLS Knowledge Source Server (UMLSKS)
The UMLSKS has been used to gain access to the vast amount of knowledge contained in the UMLS by way of its two main components, viz -the UMLS Metathesaurus R and the UMLS Semantic Network. Fig. 3 is a extremely narrow view of the semantic network and is indicative of the sort of semantic types present in it. The UMLSKS allows the user to (manually or programmatically) request information about particular Metathesaurus concepts, including attributes such as the concept's definition, its semantic types, concepts that are related to it, hierarchical context details etc, all of which can be restricted to source specific details. The UMLSKS also allows the user to request information about the attributes themselves, for example, by querying for all concepts that have been assigned to a particular semantic type, or by querying for 
Domain Knowledge -UMLS Semantic Network Ontology
The UMLS Semantic Network (UMLS-SN) represents the meta-level of the medical ontology that we develop for purposes of annotation. This is because the UMLS Metathesaurus uses UMLS-SN as its meta level to define medical domain concepts from various medical vocabularies. We represent the entire UMLS-SN taxonomy in the form of a subsumption hierarchy in the OWL language, i.e., as an OWL ontology (referred to as the UMLS-SN ontology henceforth). Although all semantic types have been mapped, we have not mapped every property or relationship that exists between the semantic types; this is because the set of relationships between the semantic types is too massive to be used in its entirety and also because it is not our objective to develop a comprehensive mapping of the entire UMLS-SN in the OWL language (furthermore, the ontological or knowledge engineering perspective to be applied whilst mapping the UMLS semantic network to the OWL language is problematic [11] ). Obviously, the ontology that results is basically a very small view of the base UMLSKS -one that concerns our use of UMLSKS. The resulting ontology is imported in OntoMat [20] in synchrony with the medical information sources, namely the Medical Therapeutic Guidelines (TG) [28] . A subset of the guidelines are then annotated using the ontology that we imported into OntoMat following which the modified (annotated) resources are serialized as a different version. 
Medical (TG) Resource Retrieval Interface
As elaborated in section 3.2, we incorporate the idea of a sub-ontology based user profile that contextualises the respective user's area of interest and/or specialisation on the basis of the semantic types (& relationships among them) that are present in the corresponding sub-ontology. The profile itself is derived by applying the profile derivation algorithm (i.e., MOVE) on a incompletely specified 'Requirement Specification' supplied by the end-user.
For the resource retrieval after the derivation of a requirement profile, the user performs a search query (see Fig.  5 consisting of arbitrary keywords (along with the usual means to combine keywords). Prior to the search, the user applies a profile (See Fig. 4 ) in the context of which the search is to be performed. Note that it is also possible to apply more than one profile at the same time, for example, applying a patient and pharmacist profiles in conjunction. As discussed previously, the effect of applying a profile (or a combination of them) is to establish context based on semantic information about the users area of interest that is contained in the profile. As can be seen in Fig. 5 , the retrieved search results are sequentially listed in the lower part of the interface in a sequential manner -the precise order of the results is based on the conceptual similarity/distance between the identifiable semantic type of the search keywords with the annotations that are present in the retrieved documents. In addition to a brief summary of every document that is retrieved, the user also has access to a detailed Semantic Report (i.e., information about other Metathesaurus items that are present in the same document and might possibly be of interest to the user) and an utility-oriented Annotation Viewer (i.e., explicitly querying the semantic extent of a concept/property within the resource repository). 
Business Process Management Systems
The application of our framework in this domain is similar in nature to the one discussed for the medical domain in section 4.1. The methodology being the same, only the domain specific knowledge (i.e., the ontology) and the type of resource varies.
The Knowledge Base For exemplary purposes, we utilise the MIT process handbook, which is a comprehensive framework for organizing large amounts of useful knowledge about business processes [16] . The handbook primarily consists of 3 types of knowledge: (1) Generic models of typical business activities (e.g., buying, making, and selling) that are universal traits of any business activity, (2) Specific case examples of interesting activities that particular businesses have undertaken and (3) Frameworks for classifying all this knowledge [16, chapter 8, pg . 221]. The knowledge contained in the handbook (presently 8000 business processes) has been represented in the OWL language and is available for public use [22] . The hierarchy illustrated in Fig. 6 , an extremely small view the overall knowledge base, is illustrative of the types present in the process ontology. The Resource Process templates are reusable process model structures that can be instantiated and tailored to specific modelling requirements. They serve as knowledge and resources of legacy system for further reuse. In general, a process template (for business, software or other processes) consists of meta-level information including a systematic description of items such as inputs to the process, anticipated outcomes, products involved, actors, triggers, subprocesses and so forth. We adopt a simple XML/RDF based representation scheme for the process template (see Listing 2) . The semantic types present in the process handbook ontology can then be used to annotate a set of business process templates (i.e., the resource). Listing 3 is exemplary of an annotation object that utilises the concept 'HireEmployee' from the process handbook ontology in Fig. 6 to annotate the process template in Listing 2. Note that the precise nature of a process template is not relevant in so far as the application of our framework is concerned. In fact, as long as the annotation vocabulary in Listing 3 is being adhered to, the resource repository can exist independent of the framework. The Use Case -Semantic Retrieval of Process Templates Within a BPMS, it is common to have a process template retrieval component that is instantiated several times whenever new projects (or business processes) are initiated. The main objective of this component is to facilitate the reusability of existing process templates contained within (and continuously to) a repository. In fact, such a component (and use-case) is typical of other process-modelling systems too, including those modelling software-development processes 3 . Restricting ourselves to a BPMS, our framework can be directly applied for the selective filtering of business process templates (during the retrieval phase) on the basis of user specified requirements. Assuming that the process templates (Listing 2) have been annotated (in the vocabulary in Listing 3) using the knowledge contained in a process ontology (see Fig. 6 ), the framework can be directly applied to derive a requirement profile that is representative of the requirement specifications of a new project (see 3.2). Once this is achieved, the process templates that lie within the semantic scope of the requirement profile are easily derivable in the manner illustrated in section 3.3.
Conclusion and Future Work
We proposed and implemented a framework for the refinement of ontologies for purposes of their reuse. The mechanism to reuse ontologies, coupled with the profiling of an application's interest in a subset of the ontology is used to implement the idea of semantic profiling and acquisition a component's resource requirements. The following extensions to the existing framework are in progress: Requirement profile derivation in the present system is performed in a built-in sequential manner. We are working toward utilizing the distributed architecture for the profile derivation algorithm that has been designed for use in a distributed cluster environment by porting an existing platform-dependent version (see [3] ) to the present Javabased framework. The distributed architecture is essential in order to make the profile derivation process computationally optimal in a WWW environment by leveraging a cluster setup that is not uncommon for a business organisation. We are achieving this goal via the medium of web-services, i.e., a web-service performing as a mediator between the distributed profile derivation framework operating in a Linux cluster (supplied VPAC, Australia) and the Java-based OntoMove application. Furthermore, work is in progress to develop built-in functionality, similar to that utilized via OntoMat, to create manual annotations using our custom annotation vocabulary. Although essentially similar to OntoMat in terms of the overall results obtained, this built-in functionality will differ in two regards: (a) Instead of an RDFbased annotation schema, we develop a annotation ontology in the OWL language, (b) The annotation schema itself will not be static as is the case with OntoMat thereby allowing users to specify their own annotation types. Most importantly, these extensions also facilitate the provision of the entire requirement driven resource retrieval methodology within one framework or application.
