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ABSTRACT
This Master of Engineering thesis describes the design and implementation of a syndication-
based messaging protocol for the global RFID network. The motivation behind the design is to
develop a scalable model that can be applied to "Internet of Things" technologies, which are
used to encompass the large data volume of physical objects in the world. In striving to achieve
this, the underlying publish/subscribe system implementation can be applied to large-scale
communication and information networks. The messaging protocol presented is text-based; this
approach offers a human-understandable, user-friendly protocol. Similar to RSS version 2.0, the
format of the message conforms to existing XML specifications, but also adopts a structure that
represents the RFID data organization more clearly. As an example method, Windows Forms
applications were created to provide a Graphical User Interface (GUI) component for visualizing
the publish/subscribe messaging model. The design implements a lightweight messaging
protocol that is both scalable to model large-scale networks and extensible to allow aggregation
of content across multiple data sources.
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Chapter 1 Introduction
1.1 Background and Motivation
1.1.1 Radio Frequency Identification (RFID) and the Electronic Product Code (EPC) Network
Radio Frequency Identification (RFID) is an emerging technology which has potential
applications in any field that requires a system of identification or a method by which to track
individual items. As an example, RFID technology has become widely adopted in supply chain
management, including product management and inventory tracking. RFID tags used in the
supply chain field are called Auto-ID tags. The benefits of RFID are not limited to supply chain;
RFID technology could be applied on a much broader scale if the data retrieved from RFID tags
is processed, managed, and shared systematically. If such data could be represented by a
standardized information network, then the storing and retrieval of information could be easily
shared between personal machines managed by local users and network machines managed by
large-scale network servers. Furthermore, a standardized information network would enable
efficient retrieval of information from devices, such as medical and health-monitoring apparatus,
and various kinds of sensors embedded throughout the surrounding environment.
Currently, RFID tags that are embedded within products are called smart labels, and
many organizations that have employed RFID technology have implemented standards for such
smart labels. The development of RFID tag standards for use in retail supply chain gave rise to
the Electronic Product Code (EPC) system for tag identification. The EPC provides useful
information about the tag and serves as a method by which to uniquely identify the
corresponding product item. Namely, EPCglobal is an organization that is leading the
development of EPC standards for RFID technology. The EPC standards that EPCglobal has
developed include specifications for a hierarchy of RFID information identification, capturing,
and exchange. Driven by the low cost associated with tags and readers, these standards have
become increasingly adopted by organizations that have implemented RFID technology.
In order for RFID technology to fully reach a widespread presence on the global scale,
however, the implementation of the EPC network model must have large scalability. The model
must be able to accommodate large-scale information storage, information sharing for various
use cases, and for accurate information retrieval. Figure 1-1 below shows the architectural
framework of the EPCglobal standards [1].
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Figure 1-1. Architectural framework of the EPCglobal standards.
Currently, research has been conducted towards developing a software simulator that
models the flow of information through the upstream and downstream supply chain cycles. The
main focus of the research presented in this thesis is the implementation of a scalable software
model for the EPC network messaging protocol. The messaging protocol presented in this thesis
takes a syndication-based approach; the messaging format adopts a structure similar to that of
RSS Web feeds. The messaging protocol described in this thesis is a lightweight, text-based
implementation that presents a large measure of scalability for communication within the EPC
network model.
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1.1.2 RSS
RSS was originally developed as a standardized document format for publishing information that
is frequently updated on the Web, such as online news or blog sites. RSS provided an efficient
and accurate content retrieval system that automatically aggregated updates and presented it in
the form of Web feeds. The RSS feed format extends the existing XML schemas and has
evolved to the current RSS 2.0 version. The use of XML-format messages has contributed to the
widespread popularity and acceptance of RSS, because RSS feeds provide simple and human-
understandable content summary. Moreover, from the software standpoint, the extensibility of
XML schemas offers an inherent scalability to the RSS model.
RSS has triggered the explosion of online news syndication, and the large number of RSS
readers, which are tools that aggregate the RSS feeds, that are currently available has enabled
virtually any site to provide RSS feeds for interested subscribers. RSS has become the de facto
standard for feed subscriptions across the Web. Though still mostly used for online news
syndication, the RSS feed model can be readily applied for the general purpose of collecting and
disseminating updated information regularly. For some cases, however, the RSS model is not
the most optimized choice for a web-scale information channel, but research has been conducted
to improve these performance issues. Some of these issues will be addressed in later sections.
1.1.3 EPC Information Services (EPCIS) Events
Within the EPC network context, the information or data of interest lies within the EPC
Information Services (EPCIS) specification. EPCIS is a specification developed by EPCglobal
and whose goal is to "enable disparate applications to leverage Electronic Product Code (EPC)
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data via EPC-related data sharing, both within and across enterprises" [2]. EPCIS organizes
information into two categories: Event data and Master data. Event data "arises in the course 
of
carrying out business processes, and is captured through the EPCIS Capture Interface and made
available for query through the EPCIS Query Interfaces. Master data is additional data that
provides the necessary context for interpreting the event data" [3]. Figure 1-2 below illustrates
the relationship between EPCIS Event data and Master data [4].
Event
t
Master Data
t
I
Event
Event
Event
t
----------------
Master Data capture outside
ofEPCIS 1.0 scope
t
Event
Figure 1-2. Diagram illustrating the relationship between EPCIS Event data and Master data.
The data used in this research focuses on EPCIS Event data, namely two types of EPCIS
Events: Case Commissioning Events and Pallet Commissioning Events. More types of EPCIS
Events exist, but the data used in this work included the above two types of events. The data
used is from official EPCIS XML documents.
1.1.4 The Publish/Subscribe Model
The RSS messaging model is based on the publish/subscribe model. In a publish/subscribe
system, interested parties subscribe to messages published by one or more publishers. The
identity of and details about the subscribers are not of relevance to the publisher; the publisher's
function is solely to provide updated content to all of its subscribers. Thus, from the publisher's
standpoint, the subscribers are disparate, anonymous entities, which are free to subscribe or
unsubscribe to any or all of the messages the provider can provide. Multiple types of messages
(and therefore multiple kinds of RSS feeds) often exist in RSS messaging. Two standard
methods by which message types are selected include choosing messages by its topic (topic-
based) or by its content (content-based). The scalability of the publish/subscribe model allows
an arbitrary number of clients to subscribe to the publisher, as the subscribers and publishers are
separate entities bound only by the communication channel. For example, in the RSS model,
client subscribers receive and view feeds via RSS readers (feed aggregators). The websites
offering RSS feeds can support very large numbers of subscribers, but the details regarding its
individual subscribers are of no significance to the feed providers.
Furthermore, clients may subscribe to multiple RSS sites, and the feed providers may or
may not have knowledge of the clients' subscriptions. Hence, messaging occurs only between
interested parties (subscribers and publishers), and by consequence, the generated network traffic
in the RSS publish/subscribe model is less than that of a network model in which messages are
broadcast to all listeners. Nonetheless, the RSS model contains inherent inefficiencies which
may lead to poor performance as mentioned previously. In particular, the "use of naive polling
for detecting updates leads to poor performance and limited scalability as clients do not detect
updates quickly and servers face high loads imposed by active polling" [5]. Research has been
done to develop optimization methods which strive to alleviate such performance issues.
1.2 Previous Work: The Corona Publish/Subscribe Model
Research has been done to develop a high-performance, large-scale publish/subscribe system.
The Corona model [6] is a novel publish/subscribe implementation that incorporates a unique
"optimal resolution of performance-overhead tradeoffs" [7] by developing "techniques to solve
typical resource allocation problems that arise in distributed systems through decentralized, low-
overhead mechanisms" [8]. Figure 1-3 below shows a visual representation of the Corona
computing cloud architecture.
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Figure 1-3. The architecture of the Corona Publish/Subscribe Model.
Specifically, Corona addresses the issue of scalability in relation to content retrieval from
the Web: "[at] sufficiently large scales, the task of allocating bandwidth is difficult even for
computers...examples of such applications [occur] in large scale sensor networks, in investment
managements systems that track commodity prices, and in many adaptive distributed systems for
detecting events. All of these applications pose a fundamental tension between the polling
bandwidth required to achieve fast event detection and the corresponding load imposed 
by
periodic polling" [9].
Corona attempts to maximize the performance of the publish/subscribe system by
modeling the tradeoff between available bandwidth and latency as a mathematical optimization
model. Using this mathematically model, the most efficient method to "allocate
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bandwidth...using a decentralized algorithm that works on top of a distributed peer-to-peer
overlay" [10].
Further analysis and detailed performance discussion of the Corona model can be found in the
cited reference.
1.3 The Proposed Model
In this thesis work, a similar RSS publish/subscribe messaging model has been implemented for
the EPC network model. As mentioned, a significant advantage to implementing a text-based
messaging protocol versus a binary message approach is user-readability. The information
contained within RSS feeds is understandable, descriptive, and the content can be easily
interpreted by the human reader. Furthermore, the use XML offers a robust sustainability, as it is
"platform-independent...[and] relatively immune to changes in technology" [11].
In this model, RFID data exchange among the different components of the RFID
information network is accounted for. The lowest level of RFID data exchange is between the
RFID tag and RFID reader. Once the reader collects the data from the tag, the information can
be transferred to a machine. Finally, on the network level, machines can exchange stored RFID
data across the network servers. At every level of data retrieval, the information is relayed in the
form of RSS feeds; hence, the communication is always via RSS messages. At the lowest tag-
reader communication level, every tag 'talks RSS' with the readers. (When the reader scans the
tag, the tag sends back a message in the format of a RSS feed with the RFID data.) Similarly,
the reader also 'talks RSS'; the reader can publish RSS feeds to other readers within range.
These messages may also be communicated wirelessly to machines on a network, provided that
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the machines have RFID data-reading devices installed. Whether the message receiver is a RFID
reader or a machine, it is allowed to subscribe to specific types of data. Once subscriptions are
created, the machine or device will be able to receive RSS feeds containing relevant data.
Furthermore, in the proposed model, the publisher may also serve as a central repository for data,
but its main function is to handle requests for subscriptions for interested clients and to manage
these subscriptions until the clients choose to unsubscribe to the service.
The communication scope via RSS is not limited to tag-reader communication, but also
encompasses communication between host server machines on the EPC network and the central
repository. The server machines can also communicate with other server machines by sending
and receiving RSS feeds. Figure 1-4 below shows a visual representation of the proposed
model.
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Figure 1-4. Overview diagram of an RSS-based publish/subscribe system for the EPC
network.
1.4 Organization of This Thesis
This thesis presents an RSS-based implementation of a publish/subscribe model for
communicating EPCIS Event data messages. Chapter 2 describes the system model
implementation. Chapter 3 presents a discussion of the implementation, future work, and
describes two specific applications of this model. Chapter 4 presents a summary and conclusion
of the work.
Chapter 2 Design and Implementation
2.1 Publish/Subscribe System Implementation
As introduced in 1.1.4, the Publish/Subscribe Model is an asynchronous messaging model based
on the notion that the information provider does not specify nor retain information regarding the
identity of the information receiver(s). The information provider merely organizes the types of
information it can provide into distinct categories or topics, and interested parties can subscribe
to receive any or all of the available distinct types. When an update occurs, the subscribers are
notified by the publisher. When the publisher publishes the updated content, the distributed
feeds are collected client-side via feed aggregators or RSS readers. The task of the publisher is
to ensure that all subscribers receive the feeds; how the information is retrieved and displayed by
the client subscriber is not part of the publisher's functionality. The RSS feeds may include the
data content directly within the message payload or may only contain information regarding the
original data source. Within the EPC network context, the feed describes information about an
EPCIS data.
The implementation of the RSS messaging protocol described in this chapter follows the
publish/subscribe model design. The information, which contains EPCIS Event data, is
organized into an XML document similar to a RSS version 2.0 feed. In this specific
implementation, however, the structure of the feed is adapted to accommodate the structure
defined in the EPCIS specifications. The design of this model includes four components: the
RSS service, the Publisher, the Subscriber, and the RSS Reader.
The model was implemented in C# using Microsoft's Windows Communication Foundation
(WCF) framework under the .NET Framework 3.5 in the Visual Studio 2008 environment.
The WCF programming framework supports Service Oriented Architecture-style (SOA)
services. Within the context of SOA, services are hosted in a host environment to provide a
specific set of functionalities and allow consumers to invoke such functionalities and consume
the services. In a WCF service, the Service Contract is the interface which includes the methods
(operations) that the service supports. The Service class implements these methods, and
consumers communicate with the services through endpoints. Each endpoint specifies a binding,
which contains the necessary configuration settings for communication, such as the address of
the hosted endpoint.
2.1.1 The RSS Service
The RSS Service contains the interfaces that define the contracts between the components of the
publish/subscribe messaging protocol. The RSS service provides a list of supported operations
that handle creating and managing subscriptions from client subscribers. The RSS Service also
manages the service configurations and binding details, such as establishing the appropriate
connections when the service is started. The RSS service exposes an endpoint for
communication, and waits for the client to request to subscribe to feeds.
In WCF, The supported operations defined the service contract are listed in the
I'l::bSuibSe rvi eContr ct interface:
[ServiceContract (Name = "PubSubService",
SessionMode = SessionMode.Required,
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CallbackContract =
typeof (IPubSu.bServiceCailback) ) )
public interface IP ubSubServiceContract
{
[Ope rationCon tract ()
int Subscribe(string guestName);
void PublishEventA(string guestName,
string eventType);
void PublishEventB(string guestName,
string eventType);
[OperationContract (IsOneWay = true)]
void Unsubscribe(string guestName);
int eventCount,
int eventCount,
The Sess ionMode. Required property field specifies that the service contract requires
an appropriate binding to be configured. The service operations are executed only within the
scope of the session. The CallbackContract = typeof (IPubSubServiceCallback)
attribute specifies that the associated callback contract is IPubSubServiceCallback.
The Subscribe operation allows a client to subscribe to feeds. The Unsubscribe
operation allows the client to unsubscribe to feeds. The feeds that the Publisher publishes are
either of two types of EPCIS Event data: Case Commissioning Events or Pallet Commissioning
Events. Even though the service contract interface supports only two types of Events in this
model, an arbitrary number of types could be included. The design of the model is such that the
operations relating to event-publishing contain the same functionality and operation signature.
The IsOneWay = true OperationContract annotation for both the Subscribe and
Unsubscribe operations specify that these operations are explicitly one-way notifications. The
service will not wait for the operation execution to be complete before releasing the connection.
In effect, this prevents a deadlock from occurring between a service operation and a
subsequently invoked callback operation. If IsOneWay = true is specified, there will not be
an expected reply on these operations.
The RSS Service essentially defines a pair of interfaces: the service contract and the
callback contract. The service contract, IPubSubServiceContract, is implemented by the
service and contains the operations that are available for the client subscribers to invoke. The
callback contract, IPubSubServiceCallback, is implemented client-side and contains the
operations that are available for the service to invoke on the client endpoint. The callback
contract is specified in the service contract CallbackContract attribute, so the
IPubSubServiceCallback interface is automatically associated with
IPubSubServiceContract. (This eliminates the need to explicitly specify
[serviceContract (...) 1 for the callback contract.) The two-way communication between the
server-side and client-side define a WCF a duplex service. The pair of interfaces described
above defines the operations that make up the duplex service.
The binding configurations are the standard WCF NetNamedPipeBinding binding. This
binding configuration supports on-machine communication and are specified as follows:
string pipeAddress = "net.pipe://localhost/PubSubService/";
NetNamedPipeBinding pipeBinding = new NetNamedPipeBinding ();
host.AddServiceEndpoint (typeof (IPubSubServiceContract),
pipeBinding, pipeAddress);
Though NetNamedPipeBinding bindings only support on-machine communication, this
type of binding is optimized to deliver the best performance among the built-in standard WCF
bindings [12].
2.1.2 The RSS Client/Subscriber
The client functionalities are contained within the PubSubClient namespace. As mentioned
previously, the callback contract IPubSubServiceCallback operations are implemented in
the client class. The callback contract specifies the operations that are available for the service to
invoke on the client endpoint:
public interface IPubSubServiceCallback
[OperationContract(IsOneWay = true)]
void NotifyNewSubscribe(string guestName);
[OperationContract (IsOneWay = true) ]
void NotifyEventCountChanged(string guestName, int
eventCount, string eventType);
[OperationContract (IsOneWay = true)]
void NotifyNewUnsubscribe(string guestName);
}
The NotifyNewSubscribe operation notifies all current subscribers that a new client has
subscribed to the service. The NotifyNewUnsubscribe operation notifies all current
subscribers that an existing subscriber has unsubscribed to the service. The
NotifyEventCountChanged operation notifies all subscribers that a new event has been
published and the event count has been incremented.
In the client class implementation, the CallbackBehavior attribute is specified as follows,
similarly to the service contract behavior:
[Ca!lbackBehavior (ConcurrencyMode = ConcurrencyMode.Single,
UseSynchronizationContext = false)]
The configuration setting ConcurrencyMode. Single specifies that only a single callback is
allowed to enter the callback object. There are multiple operations defined in the callback
contract, but this setting ensures that the WCF threads executing callback operations are
serialized. This prevents a deadlock from occurring if more than one WCF thread attempts to
access the callback at the same time or during the execution of another callback operation.
In a duplex service, a callback may be received during the processing of a service contract
message. By default settings, the callback service operation would not be invoked, because the
service contract operation is already in a process wait and the callback may have been received
on a separate thread. However, the UseSynchronizationContext = false configuration
allows callbacks to be received even during a wait or processing of a different thread. In the case
of the received callback, the UseSynchronizationContext = false configuration
overrides the default (current) SynchronizationContext. Specifically, this implementation
implements Windows Forms applications, so the UseSynchronizationContext = false
configuration allows callbacks to be received during thread execution in the WinForms
SynchronizationContext.
Aside from implementing the callback operations that are available for the service to invoke, the
client also hosts the callback object. The client does this by initiating a callback interface
connection to the service via the proxy. The variable name of the connection used in this
implementation is _pubSubService:
_pubSubService = new PubSubServiceClient (new
InstanceContext (this));
_pubSubService. Open ();
The binding configuration used in the client namespace is the same as that server-side. Client-
side, however, the binding configuration settings are specified in the configuration file, instead of
being programmatically defined. This is to eliminate the need to program for multiple clients;
the clients share identical binding configurations, so they all utilize the same configuration file.
The binding configuration settings (under <bindings>) are specified as follows:
<netNamedPipeBinding>
<binding name="NetNamedPipeBinding_PubSubService"
closeTimeout="00:30:00" openTimeout="00:30:00"
receiveTimeout="00:30:00" sendTimeout="00:30:00"
transactionFlow="false" transferMode="Buffered"
transactionProtocol="OleTransactions"
hostNameComparisonMode=" StrongWildcard"
maxBufferPoo1Size="924288" maxBufferSize="95536"
maxConnections=" 50"
maxReceivedMessageSize=" 95536">
<readerQuotas maxDepth="32"
maxStringContentLength=" 9192"
maxArrayLength="96384" maxBytesPerRead="9096"
maxNameTableCharCount=" 96384"/>
<security mode="Transport">
<transport protectionLevel="EncryptAndSign" />
</security>
</binding>
</netNamedPipeBinding>
2.1.3 The RSS Publisher
The publisher handles the publishing of events to the subscribed clients. In the publisher class
implementation, the publisher may publish one of two types of EPCIS Events, Case
Commissioning Events and Pallet Commissioning Events. The publisher is not pre-fixed and is
designated at runtime. In order to initiate event-publishing, the publisher must first subscribe to
the service (in the same way that a client subscribes to the service). Consistent with the
underlying publish/subscribe model, the implementation of the publisher is parallel to that of the
client: a client which can publish events is in effect also acting as a publisher, and a publisher
which subscribes to another publisher is in effect also acting as a client.
Unlike a subscriber, however, the publisher has the capability to end further event-publishing.
Once the publisher ends event-publishing, the service is closed and the clients will not be able to
subscribe, unsubscribe, or receive feeds any further. Similar to the subscriber implementation,
the publisher class hosts a callback object for the service to invoke callback operations on. In
particular, each time an event has been successfully published, the publisher notifies the service.
The CallbackBehavior attribute settings for the publisher is identical to the settings for the
subscriber. The binding configurations for the publisher are also identical to the configurations
for the subscriber.
2.1.4 The RSS Reader
The RSS Reader summarizes and displays the EPCIS Event data feeds in a collective setting.
The functionality of the RSS reader is similar to that of the standard RSS readers available, i.e.
Google Reader. The RSS Reader provides an alternative method from the publish/subscribe
service to retrieve and view feeds. In the publish/subscribe implementation described above, the
feeds are published to the subscribing clients by the publisher. The feeds are published based on
the type of EPCIS event, and the publisher has the option to publish only one or both types of the
event data. The Reader aggregates the feeds from the EPCIS documents stored in the database
and extracts the relevant EPCIS Event data. The Reader then constructs the feeds according to
format defined in this model and displays a summary list of all of the feeds. The summary of
each feed shows the EPC number and time of the EPCIS Event. The feeds are sorted by EPC
number.
An additional option to view more detailed information about the EPCIS Event is also
implemented. The Reader also provides a link to the underlying XML document, if the user
wishes to view the EPCIS Event data directly.
The Reader implementation utilizes the LINQ component to read the XML documents in
the database, specifically, LINQ to XML, which is provided in the .NET framework.
2.2 Messaging Protocol
In this implementation, the feed format used for message sending and receiving is modeled after
the RSS version 2.0 format.
2.2.1 Constructing the Message as a Feed
Organizing the EPCIS Event data into a feed to be published is the central task behind
constructing the message. This task is handled by the classes implemented within the
FeedManager namespace, namely the FeedBuilder CASE COMM EVENTS and the
FeedBuilder PALLET COMM EVENTS classes.
The FeedBuilder CASE COMM EVENTS and the
FeedBuilder PALLET COMM EVENTS classes first extract the relevant information from the
XML documents stored in the database (EPCIS Event data documents). Then, the individual
feeds are constructed based on the format defined for an EPCIS Event. The FeedManager
namespace defines a class, EpcisEvent, which encapsulates the information associated with an
EPCIS Event:
class EpcisEvent
public string time;
public string epc;
public string action;
public EpcisEvent(string time, string epc, string action)
this.time = time;
this.epc = epc;
this.action = action;
}
The time class member variable specifies the time the EPCIS Event occurred, in the
following format: 2006-06-25T00:01:00Z. The epc member variable specifies the EPC number
for the EPCIS Event, in the following format: urn:epc:id:sgtin:0614141.107340.1. The action
member variable specifies the action associated with the EPCIS Event; as an example, the action
ADD means to add the event to the event list. Though not limited to, these three attributes are
used to uniquely identify a particular EPCIS Event for this implementation.
The feed builder classes utilize LINQ to XML, provided in the Microsoft .NET
framework, to read the XML documents and to construct the XML documents to publish as
feeds. Each feed is constructed as an XDocument. In order to convey the EPCIS Event
information more accurately, the EPCIS Event feeds use the <event> element tag, instead of
the <item> element tag in a RSS 2.0 file. Within each <event> element, the details of the
EPCIS Event are included. The elements and element attributes included in each EPCIS Event
feed are enclosed as follows:
XDocument feed = new XDocument(
new XDeclaration("l.0", "utf-8", null),
new XComment("EPCIS event"),
new XElement ("rss",
new XAttribute("version", "2.0"),
new XElement("file", file),
new XElement ("event",
new XElement("time", e.time),
new XElement ("epc", e.epc),
new XElement ("action", e.action))));
Before a feed is ready to be published by the publisher, an event ID is generated for the
EPCIS Event:
string eventId = Guid.NewGuid() .ToString();
XElement eventIdGuid = new XElement("eventIdGuid", eventId);
The event ID is implemented as a Globally Unique Identifier (GUID) and included as the
eventId element value. The purpose of the eventId element is to uniquely define each event
that is published as a feed.
2.2.2 Aggregating the Feeds
The EPCIS Event feeds are aggregated from the database XML documents as follows:
feedSourceFiles.ForEach(
delegate (string file)
{AggregateFeedsFromFile(file) ; });
feedSourceFiles is a List<string> collection, which stores the filenames of the
XML documents available in the database. The method
AggregateFeedsFromFile (file) aggregates the feeds from each individual XML
document. Each EPCIS Event feed is constructed according to the format described in 2.2.1.
2.3 Graphical User Interface (GUI)
The Graphical User Interface (GUI) component of this model was designed and implemented
using Windows Forms. The Windows Forms applications provide a simple graphical
representation of the RSS feeds being published by the Publisher and received by the
Subscribers. The Windows Forms applications also utilize Windows Forms Controls to delegate
event-handling between the RSS Service, the RSS Publisher, and the RSS Subscribers.
Furthermore, the Windows Forms GUI provides a simple interface by which the user can
interactively simulate the publish/subscribe messaging system.
2.3.1 Windows Forms Implementation of the Publish/Subscribe Messaging System
Four different Windows Forms applications are included in this implementation. The first
Windows Forms application is the Publish/Subscribe System Setup Form:
Figure 2-1. A screenshot of the Setup Form Graphical User Interface (GUI).
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This form is displayed once the service is started and the service endpoint has been configured
properly. The Setup Form allows the user to specify the number of clients joining the service
and to launch the clients. If the user wishes to end the service, this form allows the user to close
the service.
The second Windows Form application is the EPCIS Event Publisher Form:
Figure 2-2. A screenshot of the Publisher Form Graphical User Interface (GUI).
This form is displayed when the Publish/Subscribe service is launched. This form allows the
user to enter the name of the Publisher (or the code number of the Publisher). The Launch
button allows the designated publisher to subscribe to the service and begin publishing events.
The Publisher form also shows the different types of publishable EPCIS Events available. In this
implementation, there are two types of EPCIS Events available, Case Commissioning Events and
Pallet Commissioning Events. Once a button to publish an event is clicked, the EPCIS Event
feed is displayed in the window at right. The running total of the number of RSS feeds that the
Publisher has published is displayed at bottom left. Furthermore, each time a new client
subscribes to the service or an existing client unsubscribes to the service, a message with the
name of the client is shown in the display window at right. Finally, the user has the option to end
further event-publishing by clicking the End button.
The third Windows Form application is the EPCIS Client Form:
Figure 2-3.
Ciet Code#
RSS Feeds Receive& unkown
A screenshot of the Client Form Graphical User Interface (GUI).
This form is displayed when the service clients are launched. This form allows the user to enter
the name of the Subscriber (or the code number of the Subscriber). The Subscribe button
subscribes the client to the service and enables receiving feeds from the Publisher. The
Unsubscribe button unsubscribes the client to the service and the client will no longer receive
any feeds. Each time the Subscriber receives a feed, the feed is displayed in the display window.
39
;;"111--- -~~--- ~-------
The running total of the number of RSS feeds received is displayed at bottom center. Each time
a new client subscribes to the service or an existing client unsubscribes to the service, a message
with the name (or code) of the client is shown in the display window.
The figure below shows the Publish/Subscribe system running with two client subscribers. The
figure caption provides additional details regarding the features of the GUI component.
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Figure 2-4. 1. The service has been started and two clients have been launched.
2. The publisher name/code has been entered. The Publisher has been launched
and is ready to publish events.
3. The display window logs the time when the publisher and the two clients
subscribed to the service.
4. A Case Commissioning Event has been published by the Publisher.
5,6. The client code has been entered. The client has been subscribed to the
service and is ready to receive EPCIS Event feeds.
7. A feed containing information about a Pallet Commissioning Event has been
received by the subscriber.
Figure 2-5. A detailed screenshot of the Publisher Form.
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Figure 2-6. A detailed screenshot of the two Client Subscriber Forms.
The publish/subscribe messaging system supports multiple clients to subscribe to the RSS
Service. As an example to demonstrate the system's scalability, the figure below shows the
publish/subscribe system running with nine client subscribers.
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Figure 2-7. Screenshot of service running with nine clients.
2.3.2 Windows Forms Implementation of the RSS Reader
The fourth Windows Forms application is the RSS Reader Form:
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Figure 2-8. A screenshot of the RSS Reader Graphical User Interface (GUI).
This form is displayed once the RSS Reader is launched. The RSS Reader displays a summary
of the feeds in the display window at right, including the EPC number and the time of the EPCIS
Event. The feeds are sorted by the EPC number. Upon scrolling over the feeds, the detailed
information associated with the EPCIS Event is displayed in the window at right. Double-
clicking the feed in the feed summary list will open the original XML document where the
EPCIS Event is listed. Figure 2-9 below shows the corresponding EPCIS document that is
launched when the user double-clicks over the feed summary of a Case Commissioning Event.
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Screenshot of RSS Reader opening XML data document.
2.3.3 Marshaling the User Interface (UI) Thread
In 2.1, the property setting UseSynchronizationContext = false used in the
publish/subscribe messaging system implementation is briefly explained. A more detailed
explanation is provided here. The explanation refers to the issue of executing service requests on
different threads. By default, Windows Communication Foundation (WCF) executes a callback
request on the thread that created the callback object originally. The default choice is not always
the most appropriate thread to execute the process; by setting UseSynchronizationContext
= false, WCF will instead employ worker threads to execute such requests.
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Figure 2-9.
In some cases, it is desirable to designate a particular thread to execute a process, namely the
User Interface (UI)-related processes on the UI thread. Furthermore, this prevents a potential
deadlock scenario: a user-triggered event invokes a service contract method on the UI thread.
The service contract operation will in turn wait for a corresponding callback contract operation to
be completed. However, the callback operation will also be processed on the UI thread (the
thread that invoked the callback originally). A deadlock will occur because the UI thread has
already been in a wait for the service contract operation to return. In order to prevent this from
happening, all updates to the Windows Forms applications (both Publisher and Client(s) forms)
will be designated to be executed on the UI thread. This is achieved using the
SynchronizationContext class and the SendOrPostCallback delegate, both of the
System. Threading namespace.
The implementation marshals the UI thread as follows: when the GUI components (Windows
Forms) are initialized, the Form classes store the SynchronizationContext in a local
variable.
SynchronizationContext_UI = SynchronizationContext.Current;
Each time an UI-related update is processed, the corresponding update method will be delegated
to the SendOrPostCallback delegate. The SendOrPostCallback delegate will then be
passed as the delegate parameter to the SynchronizationContext_UI. Post method. The
SynchronizationContextUI. Post method will be invoked to process the update to the
Windows Forms. This will ensure that the UI update will always be executed within the desired
Synchroni zationContext UI Synchroni za t ionContext.
Chapter 3 Discussion and Future Work
3.1 Discussion
3.1.1 Advantages to Implementing an RSS Approach
The major advantage to implementing a text-based messaging protocol is usability. Text-based
messages can be more readily interpreted by the human reader than other types of messaging
formats, such as binary messaging using the TCP transport protocols. Text-based messages are
descriptive, versatile, and straight-foward to construct. Aside from the human-readability aspect,
such messages also offers extensibility; the existing XML schemas underlying RSS feeds
provide inherent an extensibility. In developing a messaging protocol for large scale networks,
RSS messages are much less difficult to debug and to test than binary messages, as tracing
TCP/IP streams would be prone to error as the scale of the network increases.
A disadvantage of using a text-based messaging protocol like RSS is message verbosity.
A structured document format, however, can alleviate this problem; the RSS version 2.0 feed
format addresses this issue by providing a well-defined standard that handles data organization
and can represent data within verbose messages in a clear fashion. The messaging protocol
implemented in this thesis work adopts a similar feed structure that provides data organization
within the message format.
3.1.2 Scalability of the Publish-Subscribe Messaging Model
The model described in this thesis presents a messaging protocol that is scalable for large
publish/subscribe systems. The RSS-based messaging protocol offers a method to syndicate
disparate types of information. Hence, multiple types of EPCIS Event data can be easily
incorporated into the model. By similar reasoning, the data is not limited to EPCIS Event data;
any content that follows the defined feed format can be incorporated into the messaging protocol.
Furthermore, from the publish/subscribe implementation aspect, the model can also
scaled to include a large number of client subscribers or publishers. This can be easily achieved
because the subscriber and publisher implementations are effectively decoupled. The model
does not limit the number of subscribers allowed, and the model can be extended to include
multiple publishers. From the software standpoint, any message exchange between a publisher-
subscriber pair is configured in the same way. Thus, the model can be scaled to include an
arbitrary number of subscribers. As mentioned previously, the publisher and the subscriber
implementations are parallel; a publisher may also serve as a subscriber, and a subscriber may
also implement event-publishing functionalities. The scalability of the model, however, is
limited by the GUI component applications. In the presented model, the performance of the
Windows Forms applications is the main bottleneck factor in the scalability of the system.
3.2 Future Work
3.1.2 Alternative Approaches to the Implementation
The binding configuration used in this model is the standard WCF NetNamedPipesBinding
configuration. Though this binding configuration offers a performance advantage [13], it is
limited to on-machine communication. WCF offers other built-in binding configurations which
support cross-machine communication. Alternative binding configurations can be easily adopted
in the implementation without affecting the design of the RSS publish/subscribe model.
An alternative implementation to the publish/subscribe model is to use a REST
approach. The publish/subscribe system can be adapted to a support REST-style service
implementation with "plain old XML" (POX) message exchange. WCF supports REST-style
service implementation.
3.1.3 RSS Extensions for EPCIS Events
The model can be extended to handle additional types of EPCIS data, such as Master Data. In
order to incorporate additional types of EPCIS data without affecting the structure of the existing
data format, extensions can be built for the EPCIS Event feeds. Extensions can also be built to
incorporate data from sources other than EPCIS Event data documents. The purpose of building
such extensions would be to allow aggregating information from multiple data sources and to
display the different types of information within a single feed.
3.3 Applications of the Model
Two applications of the messaging model described in this thesis have been documented. The
first application is an ongoing project occurring in Torino, Italy, called Digital Region:
Piedmont. The Digital Region project aims to create a large-scale information and
communication network that integrates different sectors of the regional infrastructure. The RSS
messaging protocol is proposed as a lightweight messaging protocol for the information network.
A detailed description regarding the application is presented in the official project proposal [14];
an overview is included in 3.3.1.
The second application is documented in an official proposal submitted to the Microsoft
Health Vault Be Well Fund 2008 Request For Proposal (RFP) [15]. This project, named the
Human Information Bus, aims to implement an RSS-based messaging protocol for sharing
health-related data and patient medical records between mobile phones, personal computers
(PCs), and network servers. A detailed description regarding this application is presented in the
official project proposal; an overview is included in 3.3.7.
3.3.1 Digital Region: Piedmont Introduction and Background
In recent years, there has been a significant trend within the global web development community
towards providing large-scale services to improve different aspects of daily human life. Ever
since Tim O'Reilly coined the words "the emergent Internet operating system," this trend has
been further fueled by the scalability of services build over the Web. These Web services,
particularly those based on sensor networks and utilizing other data sources to monitor our
physical environment, can have a significant impact on the citizen population in the modem
society. The ultimate goal of these web-hosted services is to provide east, accurate, and quick
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access to large amounts of useful information and to allow a large network of connected users to
access and share this information. Once the data sources are connected, governments and other
agencies can overlay coordination and decision making among the sectors to optimize resources,
reduce pollution, and increase response time for emergencies.
Access to information can change the way in which people behave and respond to
situations, especially in emergencies. In Europe, 40% of the 1 billion cell phones now have
Internet access and could access mobility information if it were available, such as traffic
congestion, parking availability, road works etc. Providing mobility information for the
Piedmont region to a wide range of users is the central goal of this project. To do this, we need to
build a collection of Web Services that expose and integrate a wide range of mobility data
sources. Ultimately, the goal is to be able to query across all mobility data sources in a
transparent way. Thus, the Digital Piedmont is a project that aims to build an integrated
management system to provide a reliable network for users to share information across the
Piedmont regional infrastructure.
Figure 3-1. Overview diagram of Digital Piedmont project.
The design and deployment of the Digital Piedmont would provide a feasible system by
which different industrial sectors, spanning from energy to transportation and logistics, could be
managed within an integrated sensor network. Such a system could control mobile
communication across the infrastructure, as well as manage transportation flow and congestion.
From the software standpoint, the implementation of the sensor network requires an
infrastructure similar to an operating system design that is both lightweight and specialized to
manage the relevant resources and operations. As such, several software components are
fundamental to a system design and are addressed in this proposal.
Each sensor node within the network must provide an interface that is lightweight to
allow for portability. Additionally, the communication system should also implement a
lightweight protocol to allow for ubiquitous communication between the sensor nodes and the
central processor. Specifically, the commands sent from the central computer to the nodes and
the transfer of data should follow a lightweight standardized communication protocol. An
example of a lightweight communication protocol for the Web is RSS (Really Simple
Syndication). News syndication sites provide feeds to interested users, and these feeds are
collected by RSS feed aggregators automatically, thus providing the most updated news content.
Users can then view the content of these feeds without having to actually hit the news sites.
Users can choose which kinds of feeds they would like to receive through subscriptions.
3.3.2 Implementing RSS as the Communication Protocol
The Communication protocol is an important aspect of the system and must be precisely
integrated with the security framework to provide secure and efficient transfer of data and
information across the different sectors. A detailed discussion on the Communication
Specifications is provided here:
The Communication Specifications describe the requirements for network
communication, i.e. the protocol for exchanging information over the network. First, the issue of
Addressing must be considered. Addressing specifies a mechanism that allows services (or
machines within the network) to communicate destination and addressing information. The
content of the information includes this information (i.e. in the message payload) and thus hands
the responsibility of addressing to the message itself. The addressing information provides a way
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to make sure that the information reaches the correct destination machine. By including
addressing information in the message payload, the network is not responsible for providing
addressing and does not have to rely on the transport layer to ensure that information is relayed
correctly.
Furthermore, this provides a standardized method of storing addressing information
within the communicated information's content and a standardized mechanism of dispatching
addressing information when needed.
Secondly, the issue of Eventing must be considered. Eventing is a mechanism by which
services allow each other to subscribe to one another's Events. For example, Events which arise
from related sectors will be of interest for each other, and through subscriptions, these sectors
will be able to exchange information about these Events. The Eventing specification defines a
protocol for one service to subscribe to another service's events and also for each service to
manage its subscriptions. The specification must define a mechanism to create and delete
subscriptions, define the expiration of subscriptions and a method to renew subscriptions, define
a mechanism to handle delivery of information (or failure to), and also define a mechanism for
Subscription Managers. The Subscription Manager must also handle security considerations,
such as communication security and control of access.
Another component of the Communication Specifications is the Metadata Exchange
Specifications:
These specifications describe the requirements for secure metadata exchange between
services, including the exchange of a service's Policy information, Discovery information
regarding the location of resources, and general Metadata Exchange information. The Policy
specification describes the mechanism by which a service can convey its policies to other
services, including the security level the service is capable of and also its security constraints.
The Discovery specification defines the protocol to locate a service or resource in the
network. The protocol must be a multicast protocol, where a discovery request is sent to a
multicast group, and matching targets respond directly to the service initiating the request. For a
large network with many endpoints, this protocol must handle the scalability concern and
minimize the need for polling. Services that are open for discovery (i.e. are allowed to be located
by other services) can choose when to disable this functionality. Finally, the Discovery
specification must address the security issue in order to prevent security threats during the
discovery process. Figure 3-2 below shows the Discovery process of sending a probe and upon
finding a match, providing the resource location back to the Client Node.
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Figure 3-2. Schematic of Discovery process.
Even though the above example illustrates RSS news syndication feeds, the general
structure of the RSS system is very similar to that needed for information exchange system
within Digital Piedmont. Using a RSS-format communication system allows for a highly
adaptable protocol, because RSS is based on existing standardized XML schemas. The RSS
Specifications describe the schemas for RSS-format documents and the communication markup
language format. As RSS is based on existing XML Schemas, these specifications will be closely
modeled after current XML Specifications, including specifications on XML Namespaces and
XML Schema.
However, the simplicity of the communication protocols (whether RSS or some other
protocol) should not compromise the security and privacy of the data being transferred. The
security component must be designed such that identity and privacy are considered and
accounted for from the start of the data transferring process. The identification system must be
capable of validating the identity of the message sender/originator, as well as provide a
mechanism to authenticate the outgoing message.
3.3. 3 Implementing a Security Framework
Furthermore, the security component should allow for a certain extent of redundancy in order to
ensure reliable delivery of any sequence of one or more data sent. A mechanism to check for
malformed messages should be implemented; if a message's format is incorrect, (i.e. does not
conform to the format of the chosen protocol) then a new message should be formed and resent.
A mechanism to check for message interception or failure to reach the destination should also be
implemented. One possible mechanism to achieve this is to send response messages back and
forth between the receiving end and the sender stating whether the message was received.
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Figure 3-3. Security component handles Service Requests from the client-side and Service
Responses from the server-side.
Figure 3-3 shows communication between a central server node and one client node. As
shown, the security handlers play an important role in making sure the information sent between
the client and server are encrypted and decrypted correctly. Once the service request is received
on the server-side, the client identity is validated against a directory database. The security
system described here incorporates mechanisms that are similar to those included in the Web
Services Security specification (WS-Security). These mechanisms check for communication
integrity, communication authentication, and communication confidentiality, which 
are
discussed in further detail below. WS-Security also provides a mechanism to attach security
tokens to communicated information, though this is not required. It is important to design 
a
security system that is extensible to accommodate different levels of security needed for
communication across the system. A detailed discussion of the Security Specifications for this
particular system is provided here:
The Security specifications define a mechanism to provide a security layer over the
network. For communication, this specification describes a mechanism to provide
communication integrity and confidentiality through security tokens. The security token is
associated with the information content, and there are multiple types of tokens allowed.
Encryption technologies provide a method to generated keys that are opaque. Digital signatures
are also included with these tokens and keys to provide verification of the identity of the sender
and the originator. This fully supported mechanism to protect and authenticate communication is
built over claims in the security token, which are used to bind the identity of the security token to
the message created. Specifically, the security mechanism is extensible and is capable of
verifying different security models.
Figure 3-4. Diagram showing two different models of Security Token reference. Local
Reference (left) includes the Security Token within the message (i.e. payload), whereas Remote
Reference (right) retrieves the Security Token at a specific resource (URI). Both models
associate the Security Token with an Xml Signature.
3.3.4 Implementing a Federation Framework
The issue of Federation must also be considered within the security framework. Federation
allows multiple disparate security frameworks to give access to each other's resource
management. Federation allows a service or network sector with a specific security framework to
authorize, manage, and share its resources with other services through secured access.
The accessibility terms are defined based on the security principals of the initiating
security framework, but the identities and attributes of the federated security frameworks must
also be considered. The final decision regarding access permission is made by the security
framework that controls the resource, but the decision mechanism can be chosen by all parties
involved. Specifically, the decision is based on the trust relationships established between the
security frameworks. The Federation specification defines mechanisms for handling and
negotiating the identities and attributes of the security frameworks, as well as the authentication,
authorization, and privacy aspects of the federation transactions.
The Federation mechanism must allow for scalability and have the capability to integrate
existing systems into the federation. Furthermore, the security mechanisms described above must
be extended to encompass the Federation framework, allowing federated frameworks to adhere
to a standardized security principal while simultaneously leverage different security models,
including different types of encryption algorithms, security tokens, or generated keys. Thus, the
Federation framework defines a method for the unification of information through identity,
attribute, authentication, and authorization information. The goal of federation is define policies
in order to allow security principal identities and attributes to be shared across trust boundaries.
Figure 3-5 below shows three different Federation examples. Top Left shows Federation
within one security framework (Sector I's security framework). Top Right shows Federation
between two security frameworks (Sector I and Sector II). Here, the Federation Framework
dictates access between the trust domains of the sectors based on the existing trust relationships.
Finally, Bottom shows Federation between three different Sectors I, II, and III.
Sector ISector I
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Figure 3-5. Diagrams of Federation examples.
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3.3.5 Performance Considerations
Beyond the communication and security components, the operation system should follow an
event-driven design with event-selection and event-handling mechanisms. This design most
accurately models the structure of the communication system across the sensor network.
Currently, the Web employs a pull-based architecture, but as the demand for the most updated
information increases, the rate of sending and active polling can significantly slow down the
network. On the server side, the active polling will impose a heavy load, and on the client side,
it will not be able to detect updates quickly enough. This poor performance severely limits the
scalability of the system.
\7
Figure 3-6. Optimized publish-subscribe model relies on an optimization algorithm to
appropriately allocate resources for specific client requests.
A solution to alleviating this performance dilemma lies in the optimized publish-
subscribe design. In the optimized publish-subscribe model, clients can receive updated
information quickly and efficiently through subscriptions without imposing as heavy of a load on
the servers. A client can subscribe to certain (types of) relevant data and will only receive
updates from servers servicing those types of data. An optimization algorithm can further
alleviate the polling load by monitoring communication and allocating the resources among the
servers, then delivering the data asynchronously to the clients. Figure 3-6 visualizes the role this
optimization method plays in delegating client service requests to server nodes. This
P"3a
optimization algorithm seeks to maximize the performance amid the computational expense
versus network latency tradeoff. Constant polling will allow clients to receive updates more
frequently, but the heavy network traffic can potentially lead to congestion. Therefore, 
it is
important to design an optimized publish-subscribe system that achieves the best performance
within the server load limits.
Figure 3-7. This figure above shows an example message and its content. An EPCIS Event is
contained within an RSS feed, which is based on existing XML schemas.
?xml version-"1.0" ?>
<rss version-"2.0">
<channel>
< ttle>unm:epc-id:s tln:0614141.107340.1 </title>
<nk>http: //rfldjmitedu/epc/urn:epc:idsotin:0614141.107340.1</link>
<description>information on the EPC um:epc;id:sgtin:0614141.107340.1</description>
<language>en-us</language>
<pubDate>Friday, 2 March 2007 04:00:00 GMT</pubDate>
<lastBuildDate>Frlday, 2 March 2007 09:41:01 GMT</lastBuildDate>
<docs> http://rfd.mit.edu/tedh/rss</docs>
<generator>Auto-ID EPC server 1.0</generator>
mmamnan -ditor> atnldmiteda u<m anaamnodtor>
- Case commissioning event
<title> EPC touch 1 <l/title>
<link>http: /rfid.mit.edu/epc/urn:epc:id stln:0614141.107340.1toudch </link>
<description>location e.g. http://maps.google.com</description>
<pubDate> Fiday, 2 March 2007 04.05:00 GMT</pubDate>
---- Receive pallets event
</cnanne>
<jlrss>
5
<ih
</jI
3.3.6 Summary of Architecture
Other important system components are needed to support internal data storage (within the
network) and systems management. A power management mechanism is also needed, and a
time-synchronization mechanism is needed to ensure communication timestamps are based on a
uniform time standard. Figures 3-8 shows an overview diagram and organizational chart of the
sensor network and summarizes the different components discussed in this proposal.
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Figure 3-8. Overview diagram of the software components in the sensor network system.
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Figure 3-9. SensorMap visualization of the Piedmont region, with different kinds of FilterSensors located on the map.
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Figure 3-10. Sattelite image visualization of Torino, showing the locations of different
kinds of sensors on the map.
Figure 3-11. Sattelite image visualization of the Genoa Docks, showing the locations of
different kinds of sensors on the map.
A deliverable of the Digital Piedmont for the near future will be to incorporate working
sensors across the region. These sensors will capture different kinds of information useful to the
different sectors, and this information will be stored and can be queried based on the
infrastructural operation system described in this proposal. Figures 3-9 through 3-11 show the
kinds of results this deliverable would provide: Similar to SensorMap (Microsoft), images of
regional maps will display the locations of the different sensors, as well as the current readings
and information available. In additional, satellite images could also be used to relay similar
information. Colloration with Microsoft is ongoing right now to develop and deploy this
technology for the Piedmont region.
Additionally, a deliverable for this project would be the incorporation of comprehensive
health and medical records into the system data storage. If the software system is implemented,
this information, including patient health record, medical history, current medication, treatment
progress, etc. could be accessed easily and quickly from the database. This scenerio would have
tremendous impact on the well-being of the citizen population. For example, disease outbreaks
could be detected almost instantaneously based on the updated medical records. In the case of
virus that is spreading quickly, this information could be used to quarantine affected citizens
from those that are unaffected.
Furthermore, in conjunction with the transportation sector, this information could be used
to monitor traffic flow and aid in quarantine as well. Diseases that humans are capable of
carrying require a reaction time as little as possible to prevent a widespread outbreak. Thus, if
medical records reflecting this information can be accessed immediately, the situation can be
attended to by multiple sectors in the most efficient manner. This deliverable is similar to the
initiatives proposed by both Microsoft HealthVault and Google Health. The impact that such a
network hub of medical information could have is very significant for the population and, at the
same time, relatively straight-forward to integrate into the existing system. Figure 3-12 below
shows the concept behind the online health records database center. A centralized, standardized
management mechanism of medical information has immense, immediate benefits for the
general population.
Hospital,
clinic, or
patient care
I
AL
Hospital PC
network
'iedmont Health Network
, . . . . , _ _ -*_ 1_
I
Personal health record
1
Figure 3-12. Diagram of the online health records database center.
In conclusion, a summary view of all the development options available to an architect of
mobility solutions is shown in Figure 3-13, with examples of specific visualizations, connection
points, and access channels. As shown in this diagram, there are many cross-cutting concerns for
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devices, services, and access technologies, such as how to manage identity and trust across all
these different layers. The discussions and technical specifications presented in this proposal
provide efficient solutions and a practical approach to resolving these issues in order to build an
integrated operating system for the Digital Region project.
Summary chart of the sensor network system structure.Figure 3-13.
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3.3.7 Microsoft Health Vault Be Well Fund: PocketHealth Introduction and Background
PocketHealth addresses the management of the personal health record (PHR) for the goal of
significantly improving primary prevention. Current primary prevention initiatives seek to deter
the development of disease through preventive programs. Such preventive measures integrate
with local health departments and clinical services. In doing so, the quality and efficiency of the
available health resources and facilities at the local community level is tightly coupled with the
management of health information and patient records. In this context, we are proposing a PHR
storage and management system using the mobile phone platform with near field communication
(NFC) technology. Currently, the Health Vault Connection Center allows users to retrieve health
data from medical devices directly and connect to the online Health Vault center.
With NFC technology and the mobile phone platform, we propose an additional service
layer which allows personal data to be stored in and retrieved from the user's mobile phone as
well. The data store on the phone will be populated from different sources, such as the medical
practices, laboratories, and pharmacies. Our proposed solution is PocketHealth, an NFC-enabled
Mobile Phone PHR. PocketHealth will contain basic information (age, height, weight, blood
pressure, etc.) as well as specialized medical information (past surgeries and operations, current
medical prescriptions, history of illnesses, etc.). More importantly, the information will be
secured using a granular security protocol designed to ensure data integrity and privacy.
Figure 3-14. The user can pick up health data at various data sources, such as her routine
check-up results from the local clinic, hospital records, prescription information from the
pharmacy, laboratory test results, or her personal health progress tracking from her home PC.
The information can be stored securely on her NFC-enabled mobile phone, and she will be able
to access and share all of or parts of her health information conveniently via her phone.
A sample usage scenario is as follows. The patient, upon arriving at the doctor's office,
simply scans her phone against the NFC reader and the patient health record is transferred to the
doctor's computer via the NFC link. At the end of the appointment, the patient can take the
Doctor's guidelines, prescriptions, and notes through the NFC interface. Similar scenarios would
take place at the pharmacy, laboratory, and other sources of health data.
p(
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Figure 3-15. The user can share her personal health record (PHR) stored on her NFC-enabled
mobile phone by simply scanning her phone against the NFC-enabled mouse at the doctor's
office. The data will be transmitted wirelessly and rendered on the doctor's computer.
3.3.8 Advantages of Implementing RSS for PocketHealth
The proposed model provides several significant advantages over the current health care delivery
system. Firstly, storing the PHR in the patient's cell phone reduces waiting time by eliminating
the need to fill out paper forms each time a patient visits the doctor's office. This also minimizes
the amount of paper records and eases the burden of managing office files and handling the
transfer of paper files through the mail (i.e. in the case that the patient relocates and switches
doctors/clinics). Moreover, this system will drastically reduce the amount of required health
record paperwork and assist the ongoing transition to electronic health records. Secondly, the
PHR in the mobile phone can prevent unnecessary duplicate tests, which will provide the patient
faster and better treatment in the case of an emergency. Thirdly, the data structure proposes a
standardized health care record file format leveraging the standards work to date such as the
Continuity of Care Document (CCD).
Currently, plans to integrate medical information have faced the grand challenge of
standardization against the varying data models across organizational boundaries. In recent
years, the supply chain industry, with much less regulation has tried a similar undertaking. The
cost of integration, however, has been so high that the industry has sought an alternative in
integrating across the Radio Frequency Identification Number (RFID). In the case of health, the
human carrying the phone can be the integration vehicle: analogous to the computer bus that
routes data among the different components, the human retrieves medical data at each data
production point (medical devices, the home, health clinics, hospitals, etc.) and stores this data
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for further access and use. In essence, the human moves the medical information from point to
point, but also serve as the integration vehicle. This Human Information Bus can be thought of as
the backbone of the health ecosystem.
3.3.9 Implementing a Refined Granularity in the Permissions
In the proposed system, the permissions model will require a refined granularity. Specifically,
the individual user needs to be able to control how much and what kind of information is
exchanged in different use cases. Furthermore, the user needs to have control over the delegation
of permissions. For example, the user may want to allow a laboratory to write a test result to her
profile, but she may also choose to limit the permission to a one-time use, one-time write
scenario. This security protocol would be implemented for both the client-side software (phones)
as well as the server-side software (home PCs, network computers and server machines at the
hospital, clinic, pharmacy, or laboratory).
In addition to the aforementioned security protocol the proposed system would have
added benefits: if every patient's medical data follows a standardized format, the patient can be
more accurately diagnosed, receive treatment more promptly, and nurses/doctors across different
hospitals can understand and share patient information more transparently. Another important
aspect is data ownership. The PHR in the mobile phone bestows the ownership of medical
information to the patient herself, thus providing her the mobility and the freedom to choose
exactly which medical information she would like to present to her doctor.
The potential contribution to the primary prevention field of this project is significant and
is not limited to the patient ownership of her PHR in the mobile phone. Coupled with the
Health Vault Connection Center, the PHR in the mobile phone provides a universal system of
storing and sharing information. The mobile phone serves as an information gateway between
the home and the doctor's office. PocketHealth can provide the user an easy way of accessing
her PHR and health information stored in her Health Vault account. This system also encourages
healthy lifestyles by allowing the patient to track her medical progress and improvement, even
on a day-to-day or week-to-week basis, via her PHR on the mobile phone. From the hospital,
clinic, pharmacy, laboratory, or other data source's point of view, this project creates an
integrated system of health information storage and an interface to share such relevant
information among data sources.
Figure 3-16. The contribution of this project will be a novel method to store and share personal
health information conveniently and efficiently via the NFC-enabled mobile phone. The system
will provide a secure interface to share data in sync with HealthVault, while bestowing the
ownership of personal health records (PHR) to the user.
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3.3.10 Summary of the Potential Contributions of PocketHealth
This project will produce several important assets insofar as the patient's active role in primary
prevention is concerned. The proposed system will create a standardized platform to access,
store, and share the patient's personal health record (PHR) through her NFC-enabled mobile
phone. Coupled with the Health Vault Connection Center, the PHR in the mobile phone provides
a universal system of storing and sharing information. The easy access to user information
connects the patient at home, where she can view her PHR online and log into her Health Vault
account on her computer, to the doctor at the hospital, where initial diagnosis, analysis, and test
results can be sent back to the patient. This project offers an additional data storage method and
provides the user an alternative method by which to retrieve data. This system builds upon the
current mobile phone platform with an extension to NFC technology, and takes advantage of the
large scalability of the mobile phone platform. The results can be readily disseminated to any
computer via any mobile phone user. The cost of purchasing NFC readers to install in doctor's
offices, clinics, hospital, and health care centers is minimal compared to the financial amount
needed to maintain the current system. One specific example would be the use of NFC-enabled
computer mice as the reading device. Such mice are currently available and can be purchased at
a low price. The indications of positive health outcomes can be demonstrated through the
patient's tracking of health progress via her PHR on the mobile phone. By encouraging the
patient to take an active role in maintaining a healthy lifestyle, the positive health outcomes of
this project are fundamental to the success of universal primary prevention.
In summary, the following components will be delivered:
-Use cases for the doctor's office, pharmacy, and laboratory
-Granular security protocol framework
-PHR data model standard for mobile device
-Doctor's office client/server software to store, access, manage, and share PHRs on the NFC
phone
-Pharmacy's client/server software to store, access, manage, and share PHRs on the NFC phone
-Lab's client/server software to store, access, manage, and share PHRs on the NFC phone
Health Vault interfacing software to create, read, update, and delete PHRs.
Chapter 4 Conclusion
In conclusion, the work described in this thesis presents an implementation of a syndication-
based messaging protocol for the global RFID network. The design of the underlying model is a
publish/subscribe system that is scalable to large-scale communication networks and information
systems. The implemented messaging protocol is text-based; this approach offers a human-
readable protocol that is both user-friendly and straight-forward to debug. Text-based messaging
protocols and, in particular, those that conform to existing XML schemas, provide versatility and
platform-independence. These advantages have driven the deployment of web applications and
have contributed to the industry's adoption of such protocols. In this implementation, the
message format is an XML document that is similar to RSS version 2.0 feeds. However, these
feeds further accommodate the structure and content of EPCIS Event data, in order to present the
relevant information in a clear and concise format. The structure of the feed can be easily
extended to incorporate additional types of RFID data. As an example approach to visually
represent the publish/subscribe messaging system, Windows Forms applications were developed
to provide a Graphical User Interface (GUI) to the model. Consistent with the motivation behind
the design of the presented model, the main contribution of this project is a lightweight
messaging protocol that is scalable to be applied to large-scale network models and is extensible
to allow aggregation of content across multiple data sources.
The underlying model is not without potential inefficiencies. In the case of frequent
polling, the performance of a publish/subscribe system may be compromised by the limited
bandwidth available. Research, such as the work behind the Corona model described in Chapter
I, is being done to alleviate such performance issues by developing optimization methods to
maximize resource allocation.
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Figure A-1. Class Diagrams for the Publish/Subscribe Service Interfaces.
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