Abstract Emerging with open environments, the software paradigms, such as open resource coalition and Internetware, present several novel characteristics including user-centric, non-central control, and continual evolution. The goal of obtaining high confidence on such systems is more difficult to achieve. The general developer-oriented metrics and testing-based methods which are adopted in the traditional measurement for high confidence software seem to be infeasible in the new situation. Firstly, the software development is changed from the developer-centric to user-centric, while user's opinions are usually subjective, and cannot be generalized in one objective metric. Secondly, there is non-central control to guarantee the testing on components which formed the software system, and continual evolution makes it impossible to test on the whole software system. Therefore, this paper proposes a trust-based approach that consists of three sequential sub-stages: 1) describing metrics for confidence estimation from users; 2) estimating the confidence of the components based on the quantitative information from the trusted recommenders; 3) estimating the confidence of the whole software system based on the component confidences and their interactions, as well as attempts to make a step toward a reasonable and effective method for confidence estimation of the software system in open environments.
Introduction
Internet acts as a global open environment for exchanging and sharing various resources for people all over the world. In early days, the World-Wide Web weaved on the Internet is designed as a web of information. However, with the development of the distributed object-oriented technology, such as EJB, .NET and Web Services [1] , there are more and more autonomous software entities which are independently developed, deployed and maintained as software services in such open environments. It is time to weave the distributed computation resources. A shift from the web of information to the web of computation is underway, and enables a new software paradigm: software system is dynamically formed with distributed autonomous software entities as a temporal or persistent coalition to carry out specific tasks set by users. This new form of software, named open resource coalition by Mary Shaw [2] or called Internetware by Lu [3] , will be the mainstream of the software systems, and promote the Internet to play a greater role in personal life. However, how to obtain high confidence on such software systems is still a big problem, and even more urgent and difficult to answer than before. Firstly, the open environment introduces more uncertainties which lead to various software defects [4] than the closed one, while the objective of obtaining high confidence software in closed environments has not yet been achieved effectively [5] . Secondly, the open environment and new software paradigm bring more opportunities for enterprises and individuals than before, but they are seldom accepted with confidence due to the absence of reasonable methods of software measurement. Thirdly, the models, methods and techniques which are adopted in the traditional software measurement for high confidence software systems are infeasible in such new settings, because they are proposed and developed in the context of the closed and static environment.
The traditional software measurement methods assume that the developer is the leading actor in the software development lifecycle, and try to constitute one general metric or framework for evaluating the software from the developer's point of view. For example, the Software Technology for Adaptable, Reliable Systems (STARS) has adopted a framework for characterizing Mission Critical Computer Resources (MCCR) in eight dimensions, including function, resources, schedule, performance, quality, personnel, methodology, and environment [6] . Furthermore, some traditional measurement models decompose quality into several factors, such as reliability, maintainability, testability, correctness, flexibility, etc. [7] , which are mostly from the developer's perspective. In addition, as Mary J. Harrold states in [8] "Testing activities support quality assurance by gathering information about the nature of the software being studied", the traditional software measurement methods intensively rely on the software testing.
The traditional measurements for software system in closed environments are limited to be applied to the software paradigm in open environments with the following new characteristics:
• User-Centric. Software systems in open environments are mostly constructed for some specific tasks set by users. In this settings, users determine which resources can be integrated, and how to construct the system based on their own metrics, including functional correctness, and non-functional properties such as performance, usability, and reliability [9] . Obviously, one general developer-oriented metric is not suitable for such situations.
• No Central Control. Software system is dynamically formed from the external resources which are independently created and managed by others. The user of the system lacks direct control over the components. Moreover, resources may be transient, and online or offline every now and then. It makes black-box testing on such resources impossible.
• Continual Evolution. In order to adapt the changes of the external resources and user's requirements, both the components and structures of the software systems must change over time. It makes testing on the whole system infeasible.
In fact, the above-mentioned characteristics raise new issues for software measurement, including how to describe the various metrics of users, what methods can be used to substitute for the testing of gathering information about external resources, and how the user can assess how well expectations on the system and its components will be met during the runtime.
In order to answer the questions discussed above, this paper proposes a trust-based approach to estimating the confidence of software system. The approach includes three key points: 1) using the user's minimum expectations on components and system from functional and non-functional aspects to describe the metrics. Different metrics include different non-functional aspects, and have different weight distributions on these aspects; 2) using the social network which is established by trust relations between people to gather information about the objects to be evaluated (i.e., external resources); 3) quantifying the confidence as the likelihood that component or system meets the user's metric, and using the information gathered in 2) and the structure information of the system to estimate the likelihood approximately. This approach is simple and easy to implement, and maybe helps to obtain high (or sufficient) confidence software system in open environments. This paper is organized as follows. In Section 2, the motivations and related work are provided. Section 3 contains an overview of the trust-based approach for estimating the confidence of software systems. Section 4 focuses on the confidence estimation of the component, including the mechanism for collecting information from trusted principals, the value-based model for describing user's metrics, and calculating the confidence based on the information about the components. Section 5 describes the confidence estimation of the whole software system based on the architecture information of the system and the confidence of components. Finally, we conclude our paper in Section 6.
Motivation and Related Work
As we have argued above, the new form of software in the open environment has more and more attraction now, while traditional measurement techniques are not competent to estimate the confidence of this new kind of software, and existing work on the software system in open environments often has shortness in the measurement of confidence. [9] puts forward a homeostasis model which tries to keep software in a normal status by defining, detecting, and repairing the abnormalities, but it does not deal with the measurement of software system sufficiently, which makes the model not convincing enough and hard to be applied. In order to solve this problem, we try to make use of existing techniques in other related fields to form a reasonable and feasible approach to estimating the confidence of the software system in open environments.
In the open environment, it is difficult to perform testing on both software components and systems, which barrages the main source of the quantitative information for software measurement. Thus, the key problem in confidence estimation is how to acquire information. In fact, lacking information to make decision is a ubiquitous issue in other research fields such as authentication and authorization in security protection of distributed software systems, software reliability estimation in development of component-based software systems, and so forth. After a rough browse on them, we find that there has been plenty of previous work on how to solve the problems which are similar to those we meet with. We mainly focus on two of the research work, one is trust management, and the other is architecture-based reliability.
Trust management [10−12] proposed an approach which describes the explicit trust relation between individuals in different security domains and groups together principles to deal with decentralized authentication and authorization. It is effective to solve the uncertainty situation that the resource owner and the requester are unknown to one another.
Architecture-based reliability estimation [13, 14] is introduced as a white-box approach to estimating software reliability that takes into account the information about the architecture of the software system made out of components. It is an appropriate way to combine the local information of components into a holistic estimation of the system, instead of testing the whole laboriously.
Let us take a reconsideration over the software system in open environments. There are two similar situations which are likely to apply such ideas of the abovementioned research work to the confidence estimation.
• Multifold participants, including users of software systems, developers of the individual resources, owners and other consumers of the resources, etc., are involved in the whole lifecycle of the open software systems, rather than the developer who is the dominant principal in the traditional system. Especially, the relationships between participants are more complicated here as a result of interest separation.
• More resources of various kinds are dynamically assembled to construct one software system in open environments so as to fulfill specific task which are distinct from the static and monotonous modules in the traditional system. Moreover, the interactions between components are more stochastic and complex than before since the resources are loosely coupled without one central authority.
So, from the viewpoints of the participant and resource, the software system in open environments is illustrated by Fig.1 , where the upper layer is the social network formed by implicit trust relations between participants while the lower layer is the structure formed by interactions between resources (or components). From the layered view of the open system shown above, it seems that trust management technique offers a feasible way to deal with the intricate trust relation among large numbers of participants and guarantee the validity of the information coming from the third-party. On the other hand, the architecture of component-based system provides a clear description for the composition of a great amount of external resources and preserves the stability of revocation relation among them. Thereby, we propose a trust-based confidence estimation approach in which historical using records of the ongoing software can be viewed as evidences and gathered through trust relation discovery in the social network. Then, the confidence on the resource can be computed based on the useful records while taking the user's expectation into account. Finally, with the architecture of the system described, the overall confidence on the system is able to be obtained.
Overview of the Trust-Based Approach
In the traditional software development, the software lifecycle can be clearly divided into stages including requirement acquirement, design, coding, testing, and maintenance, etc. Relationships among the participants are also simple and steady: users are in need of software of some kind, developers then build a product according to the requirements mainly by themselves once for all, further adjustments may be necessary due to the changes. But in the open environments, there may be no clear bounds between the development stages; relationships are not just the producerconsumer style, there may be partners, adversaries, etc. What is worse, due to the dynamical essence of the environment, principals, relationships and development processes will change all the time. So it is hard to get a clear idea of the whole system as before, to say nothing of doing analysis on the system.
In such a capricious and elusive environment, software systems may appear in a 3-layer manner, as shown in Fig.2 . A middle layer is needed to help users utilize resources offered by other developers to finish a special task; this middle layer can be a development infrastructure, intelligent software, or an external service, etc. The effect of this layer is to free users from the uncertain environment and encapsulate changes they are supposed to confront: it should do most of the work automatically to ease the users' burden; it should ask users' advice to guide the system's behavior when necessary to keep user-friendly; it should collect useful information in the background to assist users making decisions, as they cannot handle it themselves in an environment devoid of central control; it should adjust itself continuously to keep up with users' changing requirements. These will make it possible to build software with special functionality in the new environment. Our trustbased approach will further follow this 3-layer structure to make an estimation of the result software, which can be used to build software that the users will be confident about to a certain extent. layer. Requirements should be first acquired from users to guide the whole work, the requirements should be on both functional and non-functional aspects to express users' expectations completely and accurately; a blueprint of the software including the software structure and expectations on each component can then be made; suitable resources in the open environment should be selected corresponding to the expectations, and the selected ones will be composite to realize the blueprint as an initial implementation, and then an estimation should be performed to decide whether an improvement (or evolution) is necessary. Monitoring of the requirements, resources and architecture will be executed all the time, and adjustments should be done timely when changes occur to keep the system's high confidence.
There are two critical fields where further research should be done:
• Confidence estimation of the resource There is a great deal of resources in the open environment, which enables the developer to select benevolent and competent ones to construct the software (denoted by the part in red rectangle in Fig.2 ). To select a resource from candidates, software should first generate expectations on each resource from the users' requirements as criteria for the selection, and then evaluate the candidates with the criteria to do a selection. In Section 4 we will discuss the latter in detail, as the requirement decomposition is often context-dependent and hard to be included in a general frame, and we will just leave this job to the users in this paper. The research on automatic requirement decomposition may be referred to in future.
• Confidence estimation of the system The software submitted to the users should be in line with their requirements as much as possible. So it is necessary to find a way to estimating the confidence of the whole system (denoted by the part in red rectangle in Fig.2 ), to decide whether an improvement is needed. Section 5 will give a method to composite the components confidence into a condensed value with the software architecture information to denote the confidence of the system; it also gives extra information for optimizations.
Confidence Estimation of the Component
In this section, we first discuss the approach to estimating the confidence of the software component. It is the chief factor to construct the whole software system since the more reliable components are, the more feasible it is to pursue a high confidence system. Inheriting the overall confidence defined in Section 1, we define the confidence of the software component as: the likelihood that the ongoing software component can fulfill the user's expectation which is expressed by different weights allocated on various functional and nonfunctional aspects. Therefore, the approach to computing the component's confidence is related to three kinds of problems: 1) the description of the user's personalized expectation on the software component to reflect various focus points; 2) the collection of credible historical using records so as to evaluate the software component; 3) the quantitative method to compute the confidence of the software component based on numerous operational data gathered.
In the following part of this section, we suggest a trust-based approach to solving these problems, which enables users to express their personalized demands on functional and non-functional aspects, seeks for reliable evidences by trusted recommenders in the social network so as to prevent advertisement and imputation because of separated interest of different community, employs a reasonable function based on the probability theory to estimate the component's confidence which guides the user to select the credible component (also called component resource, we use component in the following for short) from candidate resources. Finally, we append a concise illustration to show our primary idea.
Description of the User's Expectation
Generally, people use the expectation to express their tolerance bound on the required object's performance. And it is also the criterion to judge whether the operational result is satisfying. Thus, before computing the confidence on the software component for the specific user, it is necessary to describe his expectation in advance.
We define the user's expectation (UE) in the binary tuple which consists of two items: profile and expectation:
Profile represents the basic information of the user such as interaction time, location and other personal information which probably will be used to reason in the context of component discovery when the user happens to describe the requirement in a subjective way, e.g., in the e-commerce environment, the required "delivery duration" depends on the distance between the consumer and the seller while the size "small" can be explained based on the buyer's common taste. These relevant knowledge can be connoted by the ontology model [15] which is a shared domain concept composed of entities, relations, functions, instances and can be understood by machine. Expectation is the bottom line set by the user to express his requirement on the functional or nonfunctional aspects of the software. Similar to Profile, we can also store expressions of expectations in the uniform ontology model UE. Even, so as to facilitate the component discovery, we can design UE as a supplementary according to the software description in the practice, such as OWL-S [16] , WSMO [17] . In order to present our method systematically, we first formalized the expectation here which can be extracted from the ontology model as well:
where FExp is the expectation of users on the functional requirement which must be satisfied as the precondition and NFExp is about the non-functional expectation which could be selective to fulfill. Additionally, NFExp can be divided into several aspects and assigned different weights to express required level. It can be defined as:
in which, NFAspect and NFWeight are one-to-one correspondence denoted as:
where NFWeight i is computed as:
It is the probability that the user will only focus on NFAspect i when estimating the confidence of NFExp. NFWeight i reflects special preferences of users which come from a large amount of experiences accumulated in the daily life. However, for each user, as different numbers and kinds of aspects are concerned about, the length and content of NFExp is distinct from others'.
Evidence Collection Based on Trust Relations
Different from traditional confidence computation approaches which make efforts on improving the reliability through removing bugs found from multiple kinds of test cases on the system, we estimate the confidence of components which have been released by computing satisfying degrees on historical runtime results. Therefore, in order to compute confidence, we need volumes of actual historical records on the performance of components including operational data of various aspects. We regard direct interaction experiences of various aspects reflected from running software components as evidences in practice. However, it is hard to guarantee whether collected evidences are the exact runtime data in the distributed environment without a global monitor. In the paper, we propose an evidence collection mechanism based on trust relations in the social network whose main idea is to turn to the trusted friends and ask for information of the unknown components.
Defining Trust Relation
Trust [18] is a complex term which has not formed into a consensus in the literature yet, but common factors of the trust are accepted as subjective, predictive, variable and context-aware which means that trust can be expressed as various subjective beliefs such as confidence on the specific capability after frequent interactions in some domain, belief in recommendations as similar taste and recognized honesty character of reputation by public. Furthermore, trust information gathered from diverse source reflects different trust facet of the entity which will also influence the weight of his recommendation given to others. In our method, we mainly focus on one aspect of trust which reflects the honest character in the personality trait of an individual. In other words, if one trusts a friend, he will believe what he said is exactly according to the fact.
We define the binary trust relation in the form of TR(subject, object) where subject and object are two individuals. By this formalism, the assertion "Peggy trusts the information provided by Tony" is expressed by notation (Peggy, Tony) ∈ TR. Also, TR satisfies properties of reflexivity, anti-symmetry and transitivity formalized as follows: 1) Reflexivity: Let P be a person. TR satisfies the reflexivity property which means that (P, P ) ∈ TR, namely P trusts the information recorded by himself.
2) Anti-symmetry: Let P 1 , P 2 be any two different persons. If there exists the relation (P 1 , P 2 ) ∈ TR, the notation (P 2 , P 1 ) ∈ TR cannot be deducted. In other words, P 1 trusts what P 2 said but contrarily it is not true if there is no such relation defined previously.
3) Transitivity: Let P 1 , P 2 and P 3 be three people, not necessarily different from each other, and they have the relation that (P 1 , P 2 ) ∈ TR, (P 2 , P 3 ) ∈ TR, then the relation between P 1 and P 3 can be inferred as (P 1 , P 3 ) ∈ TR. It means that an individual will trust friends of his friends.
Evidence Collection Model
As properties of the trust relation described above, the evidence collecting can be performed in the user's social network formed by trust relation. When the user wants to estimate a component on the Internet, he will first check whether he has using experiences on it. If not, he will ask friends for recommendation which probably involves two kinds: if the component provider can be trusted, or if using experiences of the component were recorded, so the evidences discovery in the user's social network becomes a task of TR chain discovery as illustrated in Fig.3 which is sort of trust credential chain discovery in the trust management of security access control [19] . When the user Sub has no relevant historical record to evaluate the software Obj, he initiates an evidence discovery target of TR(Sub, Obj ) and asks his friends for using experiences or trust relation with the Obj. Expressions 1)∼7) show that there exist five paths for the subject to obtain running performance of the object. Here, the arrow with real line denotes that the entity on the left side has the friend who is on the right side while the arrow with broken line means that the entity has interaction records with the object. If the trust relation chain shows that the object's provider can be trusted by the subject, Sub will use the test data provided by the provider directly to compute its confidence.
Additionally, observing that distinct aspects are focused on by different consumers, we can use an intelligent tool such as mobile agent [20] to collect and filter the information independently on the distributed information source. Concrete work involves aspects matching among different description formats of users, related computation of satisfying invocation numbers based on reasoning the user's profile and expectation, gathering information of the same kind, etc.
Confidence Estimation Algorithm
With the evidences gathered, we compute confidences of the functional demand, the concerned non-functional aspect and the whole component in sequence. Above all, we denote confidence as Conf which is a real value in the range of [0, 1]. It is calculated from four kinds of expressions: Conf Asp(), Conf FExp(), Conf NFExp() and Conf Comp() for aspect, functional, non-functional and component respectively. In the following, we will describe computation methods step by step.
Estimate the Confidence of Required Aspects
For each invocation in the history, the past user recorded the operation data from multiple aspects concerned by employing certain mechanisms such as the real time monitor. Let us consider the recommender R i , the software component Component j and one of its aspect Aspect k as an instance, a binary tuple (Suc Aspect k , Tot Aspect k ) can be computed according to the bottom line set by the recent user. Here, Suc Aspect k denotes the satisfied number of Aspect k , while Tot Aspect k means the total number of R i 's interaction records with Component j which include Aspect k . For all n recommenders, we compute the confidence on Aspect k as:
According to the Bernoulli's law of large numbers in probability theory that if the number of the examples is big enough, the frequency of the satisfied interactions can be regarded as the confidence of the aspect. Similarly, the confidence of all the required aspects can be computed by the same formula.
Estimate the Confidence of Functional and Required Non-Functional Property
The evaluation on the functional property of the software is objective and it is quite easy to compute Conf FExp() by synthesizing feedback from all recommenders as:
More complicated, since the confidence on the non-functional property is related to several different aspects required by users, it is necessary to take the customized weight set by the user into account. Thereby, the function Conf NFExp() is:
Here, Conf, Weight and Conf are all real numbers in the interval of [0, 1] . If all the m interested aspects are assigned different weights, the confidence can be computed according to the total probability theorem:
where m j=1 w j = 1. w k denotes the weight which is set by users to express their preferences. It means the probability that the user may sometimes only focus on the result of certain aspect when picking up the software component.
Estimate the Confidence of the Component
After computing the confidence on the functional and non-functional properties of the component separately, we combine them to gain the whole confidence:
Here Conf, Conf and Conf are all the real value in [0, 1] and the first two are respective confidence of functional and non-functional properties. The formula is as follows:
Finally, with the confidence value computed based on evidences, the user will pick the software resource with the highest satisfaction degree from many candidates of similar function to play a role in the whole system. However, even if the open software system has been built up, the self-evolved progress is running continually. If abnormal behaviors are detected and exceed the user's tolerance, the system will run the re-selecting process automatically to pick another one to substitute for the degraded component.
In conclusion, our approach is flexible in the situation that 1) the user-centric open system which is designed to meet with ever changing requirement and dynamically adjust strategy to compute components' confidence according to various expectations of users, as it is convenient to increase and reduce the number of user's expectations at will in our method; 2) the open system without a uniform supervised mechanism which needs additive information to estimate the performance of the existing resources, since we rely on direct interaction records provided by trusted recommender of the user to evaluate a software; 3) the open system of continual evolution which requires to select the right component from multiple resources on the Internet to act as the internal component from time to time, also our method is a reasonable estimation to substitute for testing which cannot put in practice in such settings.
Case Study
The house decoration agency (HDA) shown in Fig.4 is an application of the open system which has three main parts: user, the integrated system and the external resources distributed on the Internet.
When a user wants to use HDA, he first uploads his own requirement through a client installed on the PC or a web service provided by the system. HDA analyzes the requirement profile and divides it into several sub-requirements, e.g., the user wants a quotation of the sofa for double, the response can be received in one second but the data in the quotation had better be updated in three days, and if the information is fresh enough, a little delay on the response of quotation is tolerable. Then, it turns to choose corresponding components from multiple computing resources distributed on the network to take charge of different functions in the specific task. The trust-based confidence estimation approach is used here to check whether the functional and non-functional property of the component is as good as that claimed by the provider.
As the method described in this section, we first expressed the user's expectation on the sofa quotation component in the HDA as in Table 1 . Then, we gather the relevant historical experience from the user's social network as reliable evidences to compute the confidence of different aspects respectively, which can be used to compute functional and nonfunctional confidences, ultimately we can get the confidence of the whole component. Evidences collected Table 2 where names of recommenders are denoted the same as those in Fig.3 . From Table 2 , we can find that due to different concerns of various users, the numbers of using records related to several aspects are not equal to each other. Additionally, although the performance of response aspect is not satisfying all the time, it is still sufficient correctness to fulfill the expectation of the user since he does not depend on this aspect heavily. Overall, the confidence of the software component computed will then be used to estimate the confidence of the whole software system in the next section.
Confidence Estimation of the System
This section will focus on how to integrate the confidence of components into a condensed value to build our confidence in the whole software system. Unlike the confidence of the components, the confidence of a software system is hard to define, due to the diverse preferences of different people. To ensure the generality, we prefer to define the confidence of the software system as the probability that all the key parts of the system are executed satisfactorily in one round. This probabilistic definition is very similar to the one of software reliability in [21] , except that the confidence is a broader concept. We can still use the work on software reliability [22, 23] for reference. But the open environment in which the software system lives has brought forward some new requirements:
• High Efficiency. In the open environments, software is usually built temporally, and it is not costefficient and tolerable to do an exhaustive analysis. The capricious environment also demands that the analysis should be done in a short time to keep the result up to date.
• Sufficient Accuracy. The requirement of high efficiency makes it hard to get an extremely accurate result. But sufficient accuracy is required, or it will mislead the advanced clients to make a wrong decision.
• Directory. The method should supply necessary information for the clients to help them make an improvement, so that the software can evolve continuously to be adapted to the open environment.
In the remaining of this section, we will try to give a feasible method for confidence integration, to solve the following questions respectively: how to describe and extract the software architecture information of systems, how to calculate the confidence of the whole system with this architecture information. At last an example will be given.
Description and Extraction of the Software Architecture
Software architecture, as Shaw and Garlan have defined in [24] , [is a level of design that] involves the description of elements from which systems are built, interactions among those elements, patterns that guide their composition, and constraints on these patterns. The architecture information, especially the interact information, can show us in what way the software will behave in the runtime, so it must be considered in the confidence integration if we want to get an accurate enough value. With the help of software architecture, we can also do sensitivity analysis and optimizations, which will help the advanced clients improve the confidence, not just evaluate it. These are why we have based our method on the software architecture.
As our method relies heavily on the software architecture, it is important to find a proper way to denote the architecture information. There is already a lot of work done on that. Gokhale used a probabilistic control flowchart to denote the software architecture in [22] , but the control flowchart cannot deal with concurrency which is common and inevitable to be used to develop flexible software in open environments. OWL-S uses several control constructs to describe the architecture [16] , which is still unable to model some complex constructs, such as nested repetition, recursion. Finally, we decided to use Petri Nets to describe the architecture, inspired by Aalst's work on Workflow Management in [25] . Fig.5 is an example of software architecture description using Petri Nets. The transitions can be mapped to the components and some auxiliary control parts, and the places denote the control transfer from one component to another, a token in a place means the following components are ready to run. It is easy to see the track of the token implies the running path of the software.
The Petri Nets can be drawn according to the following typical control constructs: 1) Sequence Sequence is the most common construct; it denotes that the components are executed one after another. 2) Selection Selection implies decision; it means that the program will select exactly one component to execute out of the alternatives, in the light of the environment in the runtime. Apparently we are not able to predict the decisions the program will make in the future, but we can estimate the probabilities of the branches. Fig.6(b) shows how to describe the selection in Petri Nets, with the probability marked on the corresponding edge.
3) Repetition Repetition is a common control construct used by programmers to execute some components repeatedly. Fig.6(c) is the corresponding denotation. In the figure, we can also see some values, which are the probabilities of leaving and returning to the repetition.
4) Concurrency
Concurrency means the components will all be executed, simultaneously or in any order. In Fig.6(d) , transitions B and C which represent two components will both be activate. Place A is used to split the control flow into multiple paths, which will be synchronized at place D which is usually called "a barrier". In some occasions there may be no barrier, which means each path will be executed to the end, this is very like the effects of "fork" which is a system call in UNIX-like operating systems.
5) Goto
Although "goto" is hardly used nowadays, it is still valuable. There are some complex control constructs, such as nested break, recursion and exception handling, which cannot be dived into the above 4 basic control constructs. But with the help of "goto", we can describe all kinds of control constructs. The denotation of "goto" is easy, we just need to connect the components with a place in the middle, and the figure is the same as Fig.6(a) . We can learn from the above that this denotation is very similar to control flowchart, but is more generalized, as it is able to deal with concurrency with the help of Petri Nets; on the other hand, there is already a lot of work done in Petri Nets analysis, such as validation and verification [25] , which is not the issue of this paper. The structure information of the software is easy to obtain, as this kind of information is usually hard coded in files. But the probabilities which determine the software's behaviour are hard to predict. In traditional software development, this kind of information can be obtained by testing. But in the open environments, testing is impractical, which we have clarified in preceding sections. What we can do is to set an initial value in the beginning, which can be a defined value or offered by experts. In the runtime we can monitor the software's behaviour and accumulate the information. With the more and more accurate information, we can adjust the confidence value repeatedly to improve our knowledge of the whole software, and some responses may be made.
Calculating the Confidence of the System
We have discussed the way to evaluate the confidence of a single component in Section 4 and the method to draw out the architecture information in Subsection 5.1, thence it is time for us to discuss how to integrate confidence of the individual components into a condensed value.
Before we come to the detail of the integrating method, we would like to introduce some notations first.
In this subsection, we use Ω to denote the whole software, and when we are dealing with a special subsystem we use S to denote it, C 1 , C 2 , . . . , C n are used to denote the subsystem's components.
There are also some useful functions. 1) prob() prob() depicts the probability a following component will be executed. The value is contained in the architecture information.
2) conf() Confidence is the topic in this paper. We use a function conf() to denote that. conf(A) will be the confidence value of component A. We can learn from the formula that dependence shows the sensitivity of the whole system to the components. This measure can be used to facilitate the sensitivity analysis and offer information for optimizations.
As we known, software is assembled by several parts in a bottom-up way, and in most occasions the assembling style is considerably apparent and in a simple pattern. Intuitively we can integrate the confidence according to the way in which the software has been constructed. The detail of this method is discussed below according to the different composite style.
1) Sequence
Assuming that the subsystem is composed by components C 1 , C 2 , . . . , C n which will be executed one after another. We can get:
2) Selection Assuming that the subsystem will select one component from candidates C 1 , C 2 , . . . , C n to execute, we can get:
There are mainly two types of repetition. One is fixed-round repetition which means the times for which the repetition body will be executed is predetermined. Assuming the repetition body A will be executed for n times, we can get the confidence and dependence by:
The other type of repetition is condition-based repetition, which means the control will stay in the repetition body until certain condition has been met. If we know the probability that the repetition body will be returned to, for example prob(A), we can estimate the confidence by:
4) Concurrency
It is difficult to calculate the confidence of a subsystem composed in a concurrency style, due to the diverse requirements in practice. Sometimes we demand that all the components should succeed; other times we only need several of them be successful. But there are two basic types of concurrency that is easy to be processed.
One of them is and-concurrency, which means we can only declare that the whole part is executed successfully when each component is executed successfully. Assuming the subsystem is composed by components C 1 , C 2 , . . . , C n , the confidence and dependence can be calculated by (5.2) and (5.3).
Or-concurrency is the other type, it means when one of the components is executed successfully, the whole can be said to be successful. The confidence and dependence can be calculated by:
As we have defined "and" and "or" which are the basic logical operators, we can deal with the more complicate relations which are only the compounds of them, such as "at least two component succeed".
We can construct a tree to describe the structure of the software, the root is the whole software, the intermediary nodes corresponds to the subsystems composed with classical control constructs and the leaf is the atomic component. So we can calculate the whole software's confidence conf (Ω ) step by step along the tree in a bottom-up way. The dependence value is also easy to calculate, assuming that a is an atomic component, and the whole software Ω is composed by  C 1 , C 2 , . . . , C n in the highest level, we can get dep(Ω , a) by (5.4), where dep(C i , a) can be calculated recursively.
It is easy to see that the computing complexity is O(n),
where n is the number of components.
This method is compatible with the open environments where changes occur continuously. When the confidence value of a component has changed, we can easily update the whole value along the path which is from the corresponding leaf to the root, and the computing complexity is O(log n), which is the height of the tree. We can also ignore the changes of the components with low dependence value, as their changes will not affect the whole system dramatically. When the architecture has changed slightly, it is also easy to deal with; we just need to adjust the related parts of the tree. In the worst case which seldom occurs, the architecture has changed greatly, that is still not a problem, as we can redo the work quickly.
This method is also useful for the sensitivity analysis and optimizations, as the dependence value reflects the importance of components. We can improve the whole system's confidence greatly if we focus on the improvement of the components with higher dependence.
An Example of Estimating the Confidence of the System
An experiment has been performed on the example denoted by Fig.5 to show the validity and applicability of our confidence calculation method. In this experiment, the transitions are tagged with 0 to 6 from left to right for convenience, and we can get an equivalent tree (Fig.7) according to the Petri Nets. The transitions tagged with 1 and 5 do not correspond to the components, so they are not in Fig.7 , the others appear as leaves at the bottom. The intermediate nodes of the tree represent the control constructs. With the confidence of components, we can use our method to calculate the confidence of the whole system, which is 0.6838. The confidence value of the components and the intermediate results are marked besides the corresponding nodes in Fig.7 .
The value of dependence we have introduced in this paper can be shown by Table 3 . In the second row, dependence of the system on each component is calculated and filled, and the third row denotes the system's confidence when the confidence of a single component has been increased by 5%. It can be seen that the improvement of the component with higher dependence value can bring up greater improvement of the system, and this offers a reference for us to do optimizations.
Conclusions and Future Work
In this paper, we attempt to utilize the trust relations between principals to collect and analyze the quantitative information of the resource, such as operational results from other users, testing data from the providers or developers, etc., and then estimate the likelihood that the resource will come up to the user's minimum expectations, instead of performing tests on resource directly which is not applicable in open environments. Furthermore, the estimation of the whole system can be made with the help of architecture information. Our approach is easy to be implemented as one infrastructure which can help user to determine whether the systems or the components meet his expectations effectively and automatically.
However, our work is still preliminary, which can be improved in the following aspects.
• The trust model used in our approach is very simple. The trust facets which will probably influence the effect of the recommendation can be considered in future work. Moreover, the reputation system can be integrated in our approach to enhancing the capability of the gathering information.
• The synthetical method used in the estimation of the system is infeasible for some complex composite styles, mainly due to the "goto" style control structures, e.g., nested break, recursion and exception handling.
Analytical method may be applied to our future work to deal with these complex situations.
There are many challenges for obtaining high confidence software systems in open environments. In this paper, we try to response these challenges, and hope to have convinced the reader that a number of benefits can be derived from our attempts.
