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Capítulo 1
Introduión
Dependiendo de las propiedades algebraias de las palabras ódigo de un
ódigo orretor de errores, podemos lasiarlo omo lineal o no lineal. Este
proyeto se entra en el aso de los ódigos orretores de errores onstruidos
sobre el alfabeto binario, es deir, uyas palabras se omponen de eros y
unos.
Como su nombre india, los ódigos lineales umplen la propiedad de
linealidad, on lo ual podemos expresarlos mediante un subespaio vetorial.
Este heho es muy útil a la hora de trabajar on ellos en un ordenador, ya
que podríamos representar un ódigo de una ardinalidad onsiderable on
una base de vetores que generan todas las palabras del ódigo. Por otro
lado, los ódigos no lineales presentan la desventaja de la no linealidad. Esto
hae que su tratamiento en un ordenador sea muy ompliado, ya que si
tenemos muhas palabras ódigo, forzosamente tendremos que guardarlas
todas en memoria, ya que no disponemos de una representaión lineal on la
que disminuir el tamaño utilizado.
Aquí empieza este proyeto. La idea es onseguir representar ódigos no
lineales de una manera similar a la que se utiliza en los ódigos lineales, es
deir, busar una manera de minimizar el espaio oupado en memoria. Para
esto, nos entramos en la idea del núleo de un ódigo, al que llamaremos
kernel. El kernel es una parte del ódigo que, independientemente del tipo
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del ódigo (lineal o no lineal), siempre es lineal. Cuando enontramos el
kernel del ódigo, partiionamos el resto del ódigo en lases, y de ada lase
esogemos un representante. A partir de estos representantes y del kernel,
podemos generar todo el ódigo, aunque sea no lineal. En el peor de los
asos, en el que el kernel esté ompuesto sólo de una palabra, tendríamos que
guardar todas las palabras del ódigo, pero onforme va reiendo el número
de palabras del kernel, vamos mejorando el espaio oupado. Además, hay que
tener en uenta que el kernel sí es lineal, así que se puede guardar simplemente
una base de vetores que lo generen.
Este proyeto se entra, iniialmente y omo prinipal objetivo, en ser
apaes de representar ódigos binarios no lineales de manera eiente en un
ordenador, utilizando el intérprete de Magma. Para ello, nos basamos en la
idea del super dual, que es una generalizaión del dual para ódigos lineales.
Para onstruir el super dual, utilizaremos el kernel y los representantes de
las lases anteriormente itados.
1.1. Objetivos
A grandes rasgos, los objetivos que hemos ido realizando a lo largo de la
vida de este proyeto han sido los siguientes:
1. Estudiar el álulo del kernel e implementar una funión en Magma
que lo alule.
2. Estudiar el super dual e implementar en Magma una funión que lo
alule a partir del kernel y los líderes de las lases.
3. Pensar ómo representar en Magma los ódigos binarios no neesaria-
mente lineales utilizando el super dual. Implementar onstrutores de
ódigos binarios no neesariamente lineales.
4. Implementar funiones que alulen las invariantes de un ódigo, fun-
iones para trabajar on las palabras de un ódigo y funiones boleanas
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que nos den más datos sobre un ódigo. Implementar un onstrutor
de ódigos binarios aleatorio.
5. Testear todas las funiones implementadas y omprobar su orreto
funionamiento. Realizar ejemplos de funionamiento de nuestro pa-
quete.
6. Esribir la doumentaión del apítulo de ayuda del libro de Magma
on ejemplos.
7. Esribir la memoria del proyeto.
1.2. Contenido de la memoria
Esta memoria se divide en varios apítulos. Veamos una pequeña desrip-
ión de lo que se va a tratar en ada uno de ellos.
Bases teórias: Veremos las bases teórias de este proyeto. Teoría gene-
ral de ódigos binarios, así omo teoría sobre el kernel y el super dual
de un ódigo. También se desribirán algunas propiedades del super
dual, que permitirán desarrollar funiones para trabajar on ódigos
no lineales.
Planiaión del proyeto: Veremos los objetivos del proyeto en pro-
fundidad, así omo las diferenias entre la planiaión temporal iniial
y la real del proyeto. Desglosaremos el proyeto en tareas y veremos
uánto tiempo nos ha llevado ada una de ellas.
Desarrollo del proyeto: Expliaremos on detalle qué ha sido neesario
implementar para el paquete de Magma, así omo el entorno en el que
hemos trabajado. Veremos ómo hemos resuelto los problemas que han
ido surgiendo.
Handbook of Magma funtions: Capítulo del manual de ayuda de
Magma. Veremos de manera explíita qué funiones se han imple-
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mentado, así omo una breve expliaión y ejemplos de ada una. Este
apítulo está esrito en inglés debido a que se tiene que integrar en el
libro de ayuda de Magma.
Conlusiones y resultados: Expliaremos de manera resumida los re-
sultados del proyeto. También, posibles mejoras que se pueden imple-
mentar en futuros proyetos.
Bibliografía.
Apéndie A: CD on el ódigo fuente, tests, ejemplos y manual.
Capítulo 2
Bases Teórias
En este apítulo veremos uál es la base teória sobre la que nos hemos
apoyado para la orreta realizaión de nuestro paquete de software. Nos
hemos basado en teorías desarrolladas en varios artíulos, [4, 5℄, así omo en
libros de teoría básia de ódigos, [6, 8℄.
2.1. Coneptos básios
Para empezar, deniremos qué es un ódigo orretor de errores. En las
omuniaiones digitales, se pueden produir errores. Un ódigo orretor de
errores onsiste en un método basado en la idea de introduir redundania
en los datos a transmitir para que, en el aso de que se produza un error, el
reeptor sea apaz de orregirlo.
En nuestro aso, nos entraremos en los ódigos binarios. Sea Zn
2
el espaio
vetorial de dimensión n sobre el uerpo nito Z2 = GF (2). La distania de
Hamming entre dos vetores x, y ∈ Zn
2
, d(x, y), es el número de oordenadas
en las uales x e y dieren. La distania de Hamming umple la propiedad de
simetría, es deir, el resultado de d(x, y) y d(y, x) es el mismo. Deniremos un
ódigo binario omo un subonjunto de Zn
2
. Los elementos de este subonjunto
se denominan palabras ódigo. La distania mínima de Hamming de un ódigo
es la distania de Hamming más pequeña entre todas las parejas de palabras
5
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ódigo diferentes. Así, deniremos un ódigo binario C(n,M, d) omo un
subonjunto de Zn
2
on ardinalidad M y distania mínima de Hamming d.
Un ódigo binario puede ser lineal o no lineal. Los ódigos binarios lineales
son aquellos que están denidos sobre el uerpo nito Z2 y que, además
de ser un subonjunto de Zn
2
, son un subespaio vetorial. Así, podemos
asegurar que la palabra ero (palabra en la que todas sus oordenadas son
ero) pertenee al ódigo. Por el ontrario, si un ódigo binario es no lineal,
entones no se umple que sea un subespaio vetorial y, por lo tanto, la
palabra ero no tiene porqué perteneer al ódigo.
Dos ódigos binarios C1 y C2 de longitud n son isomorfos si existe una
permutaión π tal que C2 = π(C1) = {π(c) | c ∈ C1}. Dos ódigos binarios
C1 y C2 de longitud n son equivalentes si existe un vetor a ∈ Zn2 y una
permutaión de oordenadas π tal que C2 = {a+ π(c) | c ∈ C1}.
Sea C un ódigo binario no lineal. Si la palabra ero no está en C, onsi-
derando un nuevo ódigo binario C ′, tal que C ′ = C+c para ualquier c ∈ C,
podemos asegurar que la palabra ero pertenee al ódigo binario C ′, que es
equivalente a C.
Dos propiedades estruturales de los ódigos binarios son el rango y la
dimensión del kernel. El rango de un ódigo binario C, r = rank(C), es
simplemente la dimensión de la expansión lineal, 〈C〉, de C. El kernel de un
ódigo binario C se dene omo K(C) = {x ∈ Zn
2
| x+C = C}. Si la palabra
ero pertenee a C, entones K(C) es un subespaio lineal ontenido en C.
Denominaremos la dimensión del kernel de C omo k = dimension(K(C)).
Estos parámetros r y k se pueden usar omo distinión entre ódigos binarios
no equivalentes, ya que los equivalentes tienen los mismos parámetros r y k.
Además, r y k nos permiten deidir si un ódigo binario es lineal o no, ya
que si el ódigo binario no es lineal, se umple que K(C) ⊂ C ⊂ 〈C〉. Los
tres onjuntos son iguales úniamente uando el ódigo binario es lineal.
Deniremos también los oneptos de matriz generadora y matriz de on-
trol de un ódigo. Dado un ódigo C, su matriz generadora, G, es una matriz
uyas las forman una base de C, es deir, es una matriz que genera todas
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Figura 2.1: La relaión entre K(C), C y 〈C〉 en un ódigo no lineal es K(C) ⊂
C ⊂ 〈C〉
las palabras ódigo de C. Antes de denir qué es una matriz de ontrol, es
importante denir el onepto de ódigo dual. Dado un ódigo lineal C, su
ódigo dual es C⊥ = {x ∈ Zn
2
| x · y = 0, ∀ y ∈ C}, donde x · y es el produto
esalar de x e y . Si C es lineal, C⊥ también es lineal. También es fáil ver que
C⊥⊥ = C. Así, la matriz generadora del ódigo C⊥ es la matriz de ontrol
de C. La matriz de ontrol nos permite saber si una palabra es del ódigo o
no, ya que las palabras ódigo operadas on la matriz de ontrol, dan ero
omo resultado.
Son importantes también los oneptos de lases y líderes de las lases.
Sea C un ódigo binario y x una palabra ódigo de C, llamaremos lase al
subonjunto x+C = {x+ y | ∀ y, x+ y ∈ C} de C. Es deir, la lase x+ C
está formada por las palabras que resultan de sumar todas las palabras del
ódigo C a x, siempre y uando la palabra resultado perteneza a C. Además,
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K(C) = C = <C> 
Figura 2.2: En un ódigo lineal el kernel es igual al ódigo, es deir, K(C) =
C = 〈C〉
en nuestro aso, x es el líder de la lase x+ C.
Para aabar, veremos qué es un ódigo perfeto y un ódigo perfeto ex-
tendido. Un ódigo C de longitud n es perfeto si para algún entero r ≥ 0,
ada elemento de Zn
2
está a distania menor o igual que r de, exatamente,
una palabra ódigo de C. Sea C un ódigo perfeto, si añadimos un dígito de
paridad a todas sus palabras ódigo, obtenemos el ódigo C∗. Podemos deir
que C∗ es un ódigo perfeto extendido de C.
2.2. Representaión de ódigos binarios
Un ódigo binario no lineal C se puede esribir omo la unión de su kernel
K(C) más los trasladados del kernel, es deir,
C =
t⋃
i=0
(
K(C) + ci
)
,
donde c0 = ~0. Lo que haemos es subdividir el ódigo C en unas uantas
lases, [c1, c2, . . . , ct], que son traslados del kernel. El número de lases se
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C
=⇒
K(C)
c1 +K(C)
c2 +K(C)
.
.
.
ct +K(C)
Figura 2.3: Ejemplo de división de un ódigo binario en K(C) y las lases de
C
alula en funión de la dimensión del kernel, k, y la ardinalidad del ódigo,
M , es deir, t + 1 = M/2k, donde t es el número de trasladados del kernel.
Así, tendremos el ódigo binario C dividido en el kernel y sus t trasladados,
es deir, tendremos t + 1 lases. De ahora en adelante, nos referiremos a
[c1, c2, . . . , ct] omo líderes de las lases. En la gura 2.3 se ve gráamente
la división de un ódigo binario no lineal en el kernel y las lases.
Sea C un ódigo binario de longitud n tal que la palabra ero pertenee a
C, on kernel K(C) de dimensión k y líderes de las lases S = [c1, c2, . . . , ct].
Es fáil ver que podemos representar el ódigo binario C omo el kernel más
los líderes de las lases, es deir, C puede ser representado por la matriz
(
H
S
)
,
donde H es una matriz generadora de K(C). Como K(C) es un subespaio
lineal, podemos representarlo de manera ompata omo un ódigo binario
lineal, aprovehando su matriz generadora binaria de tamaño k×n. El kernel
oupa un espaio en memoria del orden de O(nk). Además, el kernel más los
t líderes de las lases ci, donde i ∈ {1, . . . , t}, oupa un espaio de orden
O(n(k + t)).
Para el aso t = 0, es deir, uando el ódigo binario C es lineal, tenemos
que C = K(C) y que el ódigo puede ser representado por su matriz gene-
radora binaria, osea que el espaio en memoria es de orden O(nk). Cuando
t+1 = M , quiere deir que el kernel K(C) sólo está formado por una palabra,
que es la palabra ero. Por onsiguiente, el resto de lases estarán formadas
de una sola palabra. Por lo tanto, esta soluión es tan mala omo representar
el ódigo omo un onjunto de todas sus palabras ódigo, osea que su orden
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sería O(nM) donde M >> k.
La representaión expuesta es una representaión ompata del ódigo
C pero no es reomendable para la mayoría de situaiones ya que no es
independiente de ualquier matriz generadora partiular H , es deir, esta
representaión es demasiado poo exible a la hora haer transformaiones
básias de las. Por ejemplo, si permutamos una de las las de S on una
de las las de H , la matriz ya no representa el mismo ódigo. Por esto,
utilizaremos la siguiente representaión.
El sistema de paridad del ódigo binario C es una matriz binaria de di-
mensión (n− k)× (n + t), (G|S), donde G es la matriz generadora del dual
del kernel, K(C)⊥, de dimensión (n−k)×n, y S = (G ·c1 G ·c2 . . . G ·ct), de
dimensión (n−k)× t. El super dual del ódigo binario C es el ódigo binario
lineal generado por el sistema de paridad (G|S). Notar que si C es un ódigo
binario lineal, el super dual es el ódigo dual C⊥. Por lo tanto, el sistema de
paridad de un ódigo binario es una generalizaión de la matriz de paridad
para ódigos binarios lineales.
2.3. Propiedades del super dual
Ha sido neesario estudiar ómo podemos deidir si dos ódigos binarios
C1, on on matriz de paridad generalizada (G1|S1), y C2, on matriz de
paridad generalizada (G2|S2) son iguales, o bien si C1 está ontenido en
C2. También se ha estudiado ómo podemos saber si una palabra ódigo x
pertenee a C, y ómo alular algunos parámetros del ódigo, adaptándonos
al super dual.
Para saber si C1 = C2, teniendo en uenta la representaión que nos
proporiona el super dual, el número de las de las matries (G1|S1) y (G2|S2)
tiene que ser el mismo. Además, el kernel de C1 tiene que ser igual al kernel
de C2, o equivalentemente, el espaio generado por G1 tiene que ser igual al
generado por G2. Así tendremos también que S1 y S2 tienen el mismo número
de las. Finalmente, hay que omprobar que los líderes de las lases de C2
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son palabras ódigo de C1 o vieversa.
Para ver si C1 ⊆ C2 se ha tenido que haer un estudio más en profundidad,
ya que el problema no es trivial. Primero de todo, hay que omprobar que las
longitudes de ambos ódigos son iguales. Para que C1 esté ontenido en C2,
la ardinalidad de C1 tiene que ser menor o igual a la ardinalidad de C2. En
este momento, tenemos dos aminos a seguir. El primero es que se umpla
que K(C1) ⊆ K(C2). En este aso, es suiente on omprobar que todos los
líderes de las lases de C1 forman parte de C2. Sin embargo, si el kernel de
C1 no forma parte del kernel de C2, no podemos asegurar que C1 * C2.
Si el segundo kernel no ontiene al primero, tenemos que trabajar on
la porión de kernel en que los dos kernels oiniden, es deir, neesitamos
k = K(C1)
⋃
K(C2). Una vez alulada la unión de los dos kernels, tenemos
que extender una base de k sobre el kernel de C2. Ahora, para que C1 ⊆ C2
se tiene que umplir que todas las nuevas palabras ódigo que hay en la base
extendida perteneen a C2. Si esto se umple, ya sólo nos queda mirar que
los líderes de las lases de C1 perteneen a C2 y que el resultado de sumar
las nuevas palabras de la base extendida a los líderes de las lases también
pertenee a C2. En este momento, ya podemos saber si C1 está ontenido en
C2.
Si queremos saber si una palabra ódigo, x forma parte del ódigo binario
C, on matriz de paridad generalizada (G|S), hay que plantearse dos asos.
El primero, que es el más senillo, es el aso en que C es lineal, osea que la
matriz de paridad generalizada es G, que es la matriz de ontrol de C. En
este aso, el proedimiento habitual es suiente, es deir, multipliamos la
palabra x por la matriz de ontrol de C y, si su resultado es ero, es deir, si
G×x⊤ = 0, podemos asegurar que x pertenee a C. Hay que tener en uenta
que, debido a la representaión a partir del super dual, tenemos que mirar si
la palabra x pertenee al kernel, es deir, hay que omprobar que x ∈ K(C).
Si C es un ódigo no lineal, en el aso que G×x⊤ 6= 0, no podemos asegurar
que x no pertenee a C. Hay que omprobar si el vetor G × x⊤ es una de
las olumnas de la matriz S. Es deir, x pertenee a C si G × x⊤ = 0 o si
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G× x⊤ es una olumna de la matriz S.
Para el álulo del rango y la dimensión del kernel, también se tiene que
tener en uenta que nuestro ódigo se representa on la matriz (G|S), osea
que tendremos que amoldarnos a esto para realizar los álulos. Para alular
la dimensión del kernel, k de C, sabiendo que G es la matriz generadora de
K(C)⊥, tendremos que k es la resta de la dimensión de G menos la longitud
del ódigo C. Para alular el rango de un ódigo binario C uya matriz de
paridad generalizada es (G|S), tenemos que sumar la dimensión del kernel
al rango de S. También hemos tenido que estudiar ómo saber si un ódigo
binario ha sido onstruido a partir de un ódigo uaternario, o un ódigo
Z2Z4-aditivo. Este problema tampoo es nada trivial, o por lo menos, no es
tan trivial omo esperábamos.
Los ódigos uaternarios son aquellos que se onstruyen sobre el alfabeto
Z4 = {0, 1, 2, 3}. Los ódigos Z2Z4-aditivos son ódigos uyas palabras tienen
oordenadas en Z2 y en Z4. Para pasar de Z4 a Z2, utilizamos la notaión en
ódigo de Gray. El ódigo de Gray onsiste en ordenar 2n números binarios
de tal forma que ada número sólo tenga un dígito binario diferente a su
predeesor. Así, un mapa de Gray podría ser:
0 ↔ 00
1 ↔ 01
2 ↔ 11
3 ↔ 10
Para pasar de ódigos uaternarios a ódigos binarios se utiliza este mapa
de Gray. De esta forma, ada palabra que tiene longitud n en Z4, se onvierte
en una palabra de longitud 2n en Z2.
Para pasar de ódigos Z2Z4-aditivos a ódigos binarios, la idea es la mis-
ma. En el proyeto [3℄, se han desarrollado funiones que realizan esta onver-
sión de ódigos Z2Z4-aditivos a ódigos binarios utilizando también el mapa
de Gray.
En ambos asos, la deisión de si un ódigo binario está onstruido a partir
de un ódigo uaternario o Z2Z4-aditivo, pasa por omprobar que el espaio
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generado por el ódigo binario es la antiimagen de un ódigo uaternario o
Z2Z4-aditivo bajo el mapa de Gray.
Las funiones implementadas en este nuevo paquete son apliables a ó-
digos binarios no neesariamente lineales.
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Capítulo 3
Planiaión del proyeto
Ya hemos omentado los objetivos en la introduión, pero en este apí-
tulo se verán más a fondo. También veremos la planiaión que teníamos
iniialmente, y en qué se ha onvertido al nal.
3.1. Objetivos
1. Estudiar el álulo del kernel. Es difíil, omputaionalmente hablando,
alular el kernel de un ódigo binario de una manera eiente. Inten-
tamos mejorar la funión desarrollada en [7℄ y [9℄ , KernelZ2(C), que
ya se intentó mejorar en un proyeto del año pasado [2℄.
2. Implementar una funión en Magma que alule el kernel teniendo en
uenta las mejoras implementadas el año pasado en [2℄. Nuestra imple-
mentaión debe ser lo más eiente posible, tanto en omplejidad de
álulo, omo en tamaño oupado en memoria. Deidimos que retorna-
remos el kernel omo un ódigo binario lineal y los líderes de las lases
omo una lista de palabras ódigo.
3. Estudiar el super dual. Hemos de deidir si es interesante apliarla a
nuestro problema para representar ódigos binarios no neesariamente
lineales. El heho de poder representar un ódigo no lineal a partir de
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una matriz nos puede ser muy útil.
4. Implementar enMagma las funiones neesarias para alular el super
dual de un ódigo binario C. De esta manera, representamos un ódigo
no neesariamente lineal omo el super dual alulado a partir del kernel
de C y los líderes de las lases.
5. Comenzar a realizar el paquete deMagma para ódigos binarios no ne-
esariamente lineales. Hay que pensar ómo vamos a representar estos
ódigos. Podemos basarnos en la estrutura que Magma utiliza para
ódigos, o rear una representaión totalmente nueva. Nos inlinamos
por la opión de reutilizar la estrutura que Magma utiliza para ódi-
gos, ya que así será más fáil integrar nuestro paquete en el intérprete.
6. Deidir qué atributos vamos a añadir a la estrutura de datos deMag-
ma para representar nuestro ódigo de forma únia. Consideramos ne-
esario guardar la longitud, el kernel y los líderes de las lases, así omo
un boleano que nos diga si el ódigo es lineal o no.
7. Implementar los onstrutores de ódigos binarios no neesariamente
lineales. Deidimos a partir de qué tipos de datos (seuenias de ve-
tores, subespaios lineales, matries, et) vamos a permitir onstruir
ódigos binarios en Magma on esta estrutura.
8. Implementar funiones que alulen las invariantes de un ódigo (lon-
gitud, ardinal, distania mínima de Hamming, rango y dimensión del
kernel, et).
9. Implementar funiones para trabajar on las palabras ódigo. Estas
funiones nos permitirán saber si una palabra u pertenee al ódigo
binario C, o nos retornarán una palabra ódigo aleatoria del ódigo
binario.
10. Implementar funiones boleanas que nos pueden dar más datos sobre
el ódigo on el que estemos trabajando, omo por ejemplo, saber si un
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ódigo es perfeto, o si es binario lineal, si está onstruido a partir de
un ódigo Z4 o un ódigo Z2Z4-aditivo, et.
11. Implementar un onstrutor de ódigos binarios aleatorio, es deir, un
onstrutor que tan sólo reibe la longitud y la ardinalidad del ódigo
y lo genera de manera aleatoria. También damos la opión de introduir
la dimensión del kernel a este onstrutor de ódigos binarios aleatorio.
12. Testear todas las funiones implementadas y omprobar su orreto
funionamiento. A partir de unos datos de entrada, ver si obtenemos
la salida esperada.
13. Realizar ejemplos de funionamiento de nuestro paquete para inluirlos
en la arpeta de ejemplos del paquete y esribir el apítulo de ayuda
del libro de Magma en inglés.
14. Esribir la memoria del proyeto.
3.2. Planiaión Temporal
En su planteamiento iniial, este proyeto tenía, omo ondiión indis-
pensable, alular el kernel de un ódigo binario no lineal, y alularlo de
manera eiente. He de deir que, aunque mi diretora de proyeto onaba
en que sobrara el tiempo suiente omo para realizar también un paque-
te para Magma, yo no estaba muy seguro ya que el álulo del kernel me
pareía omplejo y difíil de haer de manera eiente. No obstante, la idea
era implementar esta funión del kernel, realizar un paquete para Magma
para el tratamiento de ódigos binarios no neesariamente lineales, y realizar
algunas funiones de onstruión de familias de ódigos partiulares.
Aun así, al nal no se han podido realizar las funiones de onstruión de
familias de ódigos partiulares, debido a que algunas de las tareas anteriores
resultaron más ompliadas de lo que reíamos y, por tanto, se han alargado
más de lo previsto, omo se muestra en la gura 3.1.
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Figura 3.1: Planiaión temporal real
Hablando de fehas, este proyeto ha tenido una duraión aproximada de
8 meses, que omprenden el período de otubre de 2007 a mayo de 2008. Si
lo desglosamos, teniendo en uenta los objetivos y las tareas que se ven en la
gura:
KernelZ2: La implementaión de esta funión nos ha llevado un total
de dos meses. Se iniió en otubre de 2007 y la dimos por orreta a
nales de noviembre.
SuperDual: Una vez que sabemos alular el kernel y los líderes de
las lases, los utilizamos para implementar el super dual. Para esto,
tardamos menos, y en unos 10 días implementamos y testeamos la
funión de álulo del super dual. Así, nos fuimos de vaaiones en
invierno on una parte muy importante del proyeto heha.
Construtores: Cuando volvimos en enero de 2008, nos quedaba im-
plementar el paquete, así que entre estudiar qué queríamos exatamen-
te e implementar onstrutores para los ódigos, estuvimos un par de
semanas. Haia el nal del proyeto, nos dimos uenta de que tenía-
mos algunos pequeños errores que hubo que orregir, pero no fue nada
dramátio, y por eso no se muestra en el diagrama de Gantt.
Invariantes: Esta ha sido, quizá, la parte más senilla de realizar. El
álulo de estas propiedades de los ódigos es senillo y rápido, y sólo
invertimos en esta parte una semana.
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Operaiones: Estas funiones tampoo fueron muy ompliadas. No
fueron tan triviales omo las anteriores, pero tan sólo requirieron diez
días de trabajo, en paralelo on las funiones de pertenenia y las de
propiedades.
Pertenenia e igualdad y Propiedades: Sin duda, estas dos par-
tes han sido las más duras en uanto a trabajo se reere, y por ello las
pongo en el mismo punto. La diultad teória de las funiones aquí im-
plementadas ha heho que hayamos tenido que haer nuevas versiones
ontinuamente.
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Capítulo 4
Desarrollo del proyeto
En este apítulo veremos los detalles de implementaión del proyeto, así
omo una breve expliaión del entorno que se nos ha proporionado para
trabajar.
4.1. Entorno de desarrollo
Para realizar este proyeto, el Departament d'Enginyeria de la Informaió
i de les Comuniaions (dEIC), me proporionó un ordenador en la sala de
proyetistas del departamento, así omo aeso a una uenta en un servidor
del Grupo de Combinatoria y Codiaión (CCG).
El ordenador de proyetistas es un Intel Pentium 4 a 2.00 GHz, on 512
MB de RAM. El sistema operativo es una Fedora 5. Disponemos de una opia
de Magma en un servidor llamado Mawilliams, que tiene un proesador de
doble núleo, 2GB de RAM, y onexión por ssh habilitada.
Magma es un paquete de software privativo de alta alidad desarrollado
en Australia. Tiene una gran antidad de funionalidades en teoría de nú-
meros, geometría algebraia, teoría de grafos y teoría de ódigos. Trabaja
on un lenguaje espeializado para matemátios. A ontinuaión, vamos a
desribir algunas de sus araterístias más importantes:
Magma tiene una interfaz por linea de omandos pero no tiene interfaz
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gráa. En nuestro proyeto, esto no ha sido una desventaja, ya que no
neesitamos interfaz gráa para nada.
Magma tiene un soporte limitado para omputaión numéria e inte-
graión simbólia. No es posible para el usuario nal denir sus propios
tipos de datos, pero los desarrolladores de Magma suelen esuhar las
petiiones de los usuarios de añadir nuevos tipos de datos al núleo
esrito en C de Magma para poder ofreerlas en la siguiente versión
del programa.
Magma da grandes failidades a la hora de guardar todo lo que se
ha heho durante una sesión, aunque, por ejemplo, no existe ninguna
manera de guardar en diso un objeto independiente que se haya reado.
Magma tiene una librería grande y muy optimizada. Es muy potente y
útil para la investigaión en iertas áreas, omo la teoría de ódigos. La
gran mayoría de Magma está esrito en C, osea que se pueden utilizar
las funionalidades de algunas librerías de C ya existentes. No obstante,
este linkado sólo se puede realizar reompilandoMagma, y, por tanto,
los usuarios nales no pueden haerlo, ya que areen del ódigo fuente
para reompilarlo. Además, debido a que Magma es privativo, algunas
librerías libres no se pueden linkar debido a restriiones de lienia.
Atualmente Magma da soporte a funionalidades básias para ódigos
sobre uerpos nitos y ódigos sobre anillos de enteros y anillos de Galois.
Todos estos tipos de ódigos son lineales. Además, Magma nos provee de
funiones para el aso espeial de ódigos binarios lineales, que son los que
se onstruyen sobre el uerpo nito GF (2), o de manera equivalente, sobre
el anillo Z2.
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4.2. Implementaión en Magma
4.2.1. Cálulo del kernel en Magma
A la hora de implementar el paquete para trabajar on ódigos binarios
ya sean lineales o no lineales, teníamos que seguir un orden más o menos
estrito, es deir, lo primero de todo es onseguir alular el kernel de un
ódigo binario C de manera eiente. En proyetos de años anteriores ya se
había intentado haer esta funión.
En [7℄ y [9℄, simplemente se hizo una implementaión de la deniión
matemátia de kernel en Magma. Es deir, la implementaión de la fórmula
K(C) = {x ∈ Zn
2
| x + C = C}
Esta primera versión, evidentemente, daba resultados orretos. El problema
es que para ódigos de relativamente poas palabras, la funión empezaba a
tardar muhísimo en alular el kernel. En la gura 4.1 se ve la diferenia
entre la primera versión del álulo del kernel, y la versión implementada
en el proyeto atual. Por ejemplo, para un ódigo de 1024 palabras, que no
son muhas, la implementaión anterior omienza a ser poo eiente. Por lo
tanto, omparándolo on la primera versión, mejoramos muhísimo el álulo
del kernel.
En [2℄ se intentaron mejorar los resultados de la funión implementada
en [7℄ y [9℄ introduiendo la idea del subespaio lineal. Ya que el kernel es
un subespaio lineal que se puede generar on una base de vetores, y dado
que Magma trabaja de manera muy eiente on espaios vetoriales, ¾Por
qué no representar el kernel omo un subespaio vetorial? Partiendo de esta
base, el proyetista implementó la segunda versión del álulo del kernel, que
mejoraba bastante el funionamiento de la anterior, omo se muestra en la
memoria de su proyeto. Aun así, omo se ve en la gura 4.2, onseguimos
mejorarla. Esta segunda versión alulaba el kernel más rápido que la primera
versión, pero aun así, uando el número de palabras reía, su tiempo de
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Cardinalidad
del ódigo
Cardinalidad
del kernel
Tiempo
Versión 1
Tiempo
Nuevo
Mejora
16 4 0.000 0.000 0.000
32 8 0.010 0.000 0.010
64 8 0.000 0.010 -0.010
128 16 0.010 0.010 0.000
256 32 0.070 0.010 0.060
512 64 0.460 0.020 0.440
1024 128 3.280 0.070 3.210
2048 128 12.910 0.230 12.680
4096 1024 386.550 0.650 385.900
8192 512 776.450 2.410 774.040
Figura 4.1: Comparaión on la primera versión
ejeuión se inrementaba de manera espetaular, omo se ve en el último
aso, en el que el tiempo se multiplia por más de diez.
Cardinalidad
del ódigo
Cardinalidad
del kernel
Tiempo
Versión 2
Tiempo
Nuevo
Mejora
16 4 0.000 0.000 0.000
32 8 0.000 0.000 0.000
64 8 0.000 0.000 0.000
128 16 0.000 0.010 -0.010
256 16 0.010 0.020 -0.010
512 32 0.060 0.030 0.030
1024 128 0.250 0.070 0.180
2048 256 1.120 0.200 0.920
4096 128 5.300 0.760 4.540
8192 128 16.010 2.800 13.210
16384 2048 180.960 10.010 170.950
Figura 4.2: Comparaión on la segunda versión
Siguiendo on la idea de utilizar espaios vetoriales, pero dándole un
enfoque totalmente nuevo, omenzamos a implementar nuestra versión de
la funión, utilizando omo base un algoritmo implementado en C por el
Grupo de Combinatoria y Codiaión (CCG), y adaptándolo a Magma. El
algoritmo es el siguiente:
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funt KernelLeaders(C : array [1 . . M ℄ of CodeWord, M : integer)
onst
KERNEL = 0
NOT PROCESSED = -1
LEADER = -2
endonst
var
kernelSet : array [1 . . M ℄ of integer
leadersSet : array [1 . . M ℄ of integer
kernelBound : integer
ount, i, j : integer
endvar
begin
QSort(C)
ount <- 1
C[1℄.state <- KERNEL
C[i℄.state <- NOT PROCESSED for all i > 1
kernelSet <- {1}
leaderSet <- {}
if Weight(M) = 1
then
kernelBound <- M/4
else
kernelBound <- M
fi
i<-2
while ount <= M || #kernelSet <= kernelBound do
if C[i℄.state = NOT PROCESSED
then
v <- C[i℄.v
if C + v = C
then
for u in kernelSet do
j <- BinarySearh(C, v + u)
C[j℄.state <- KERNEL
kernelSet <- kernelSet union {v + u}
ount <- ount + 1
for  in leaderSet do
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j <- BinarySearh(C, v + u + )
if C[j℄.state = NOT PROCESSED
then
Union(C, , C[j℄)
ount <- ount + 1
else
Find(C, , C[j℄)
Union(C, , C[j℄)
fi
od
od
else
C[i℄.state <- LEADER
ount <- ount + 1
leaderSet <- leaderSet union {v}
for u in kernelSet do
j <- BinarySearh(C, v + u)
Union(C, v, C[j℄)
od
fi
fi
i<-i+1
od
if #kernelSet > kernelBound
then
kernelSet = C
leaderSet = {}
fi
return(kernelSet, leaderSet)
end
Aunque el núleo de Magma está esrito en C, no podemos utilizar este
ódigo diretamente. El problema es que Magma es un programa privativo,
y no somos desarrolladores para ellos. Por otro lado, tampoo es posible dar
uso en Magma a la salida del programa heho en C.
La idea del algoritmo es alular el kernel y los líderes de las lases (ver
apítulo 2), pero sin proesar una vez todas las palabras, es deir, proesamos
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una palabra, deidimos si pertenee al kernel o no, y, en aso armativo,
añadimos al kernel la palabra ódigo y todas las que se generan sumándole
las palabras que ya forman parte del kernel.
En Magma, esta idea mejora muho más debido a que, omo ya hemos
omentado, Magma es muy eiente en el tratamiento de espaios vetoria-
les. Así, si resulta que la palabra ódigo que estamos proesando pertenee al
kernel, añadimos al subespaio del kernel esta palabra y todo el subespaio
generado por ella.
Este algoritmo ha sufrido bastantes ambios en su adaptaión aMagma.
Para empezar, en el algoritmo se guardan las palabras ódigo en una estru-
tura que ontiene la palabra ódigo, su estado y su peso. En Magma, no
neesitamos el peso, así que no lo guardamos. En el algoritmo, el peso se uti-
liza para optimizar las búsquedas binarias que se haen. Dado que Magma
nos provee de otras funionalidades, no es neesario que hagamos ninguna
búsqueda de este estilo.
Otro ambio muy importante es la manera de retornar el kernel. En el
algoritmo, se retorna el kernel omo un onjunto de todas sus palabras. En un
prinipio se pensó en retornar el kernel omo un espaio vetorial, ya que es
muhísimomás óptimo tanto en memoria oupada omo en tiempo de álulo.
Pero en un momento de la vida del proyeto, se deidió que era más útil
devolverlo omo un ódigo binario lineal, ya que al utilizar la representaión
del super dual, nos interesaba más que el kernel fuera diretamente un ódigo.
Dado que para el álulo del super dual se trabaja on la matriz generadora
del ódigo generado por el kernel, si seguíamos devolviendo un subespaio
vetorial, tendríamos que alular el ódigo generado por el kernel, para saber
su matriz generadora y así alular el super dual. Como Magma representa
sus ódigos on su matriz generadora y algunos parámetros más, deidimos
que guardar el kernel omo un ódigo era muho más prátio, y más teniendo
en uenta que la representaión que utiliza Magma para los ódigos y para
los espaios vetoriales, son equivalentes tanto en tiempo de álulo omo en
memoria oupada.
28 CAPÍTULO 4. DESARROLLO DEL PROYECTO
La implementaión de esta funión ha sido uno de los puntos que más
han pesado en el proyeto. Era imperativo alular el kernel de una manera
más óptima que la implementada en proyetos anteriores, si queríamos llegar
a haer un paquete de software eiente. Por ello, nos hemos volado en
la realizaión de esta funión desde el iniio de la vida del proyeto. Así,
a nales de noviembre, obtuvimos una buena soluión. La funión se llama
KernelZ2(C).
El siguiente paso era implementar el super dual en Magma. Como vimos
en el apítulo 2, una vez que tenemos el kernel y los líderes de las lases, es
senillo alular la matriz de paridad generalizada que se utiliza en el sistema
del super dual. Si reordamos, esta matriz es de la forma (G|S), donde G
es la matriz generadora del dual del ódigo generado por el kernel y S se
onstruye multipliando la matriz G por los líderes de las lases.
A diferenia de la funión KernelZ2, y para nuestra sorpresa, esto no
nos llevó muho tiempo. Estuvimos unos diez días entre implementaión y
pruebas de la funión.
4.2.2. Representaión de ódigos binarios en Magma
Una vez implementado el super dual, debíamos diseñar e implementar el
paquete para trabajar on ódigos binarios. En este momento teníamos una
manera robusta de representar ódigos binarios no neesariamente lineales
en Magma, y la intenión era basar todo el paquete en el kernel, los líderes
de las lases y el super dual. Este ha sido el grueso del proyeto, que nos ha
oupado desde la vuelta al trabajo en enero, hasta bien entrado abril.
Lo primero que debíamos pensar era ómo íbamos a estruturar los ódi-
gos reados on nuestro paquete. Teníamos dos opiones:
1. Crear una estrutura de datos en la que guardar la matriz de paridad
generalizada y los parámetros del ódigo.
2. Utilizar el tipo de datos Code existente en Magma añadiendo los am-
pos que hiieran falta.
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Después de pensarlo, deidimos que la segunda opión era, en nuestro aso,
mejor. Como la idea es representar ódigos a partir de otros ódigos, este
tipo de datos nos iba bien, y aunque debíamos añadirle algunos ampos, la
soluión es muy elegante y se amolda mejor a Magma.
Primero de todo, deidimos que un ódigo no neesariamente lineal se
representaría on un ódigo lineal más unos uantos atributos. Así, en la
variable que representa al ódigo, guardaríamos el super dual generado a
partir del kernel y los líderes de las lases, es deir, el ódigo on matriz de
paridad generalizada (G|S), y algunos atributos más.
También nos planteamos qué neesitábamos añadir al tipo Code para
identiar ada ódigo de forma únia. Después de un par de reuniones,
deidimos añadir los siguientes atributos:
Longitud. Magma ya implementa una funión que retorna la lon-
gitud de un ódigo, pero debido a que nuestra representaión no es
exatamente la misma que utiliza Magma, la funión implementada
por el intérprete no se puede utilizar, ya que retornaría la longitud to-
tal del ódigo super dual, que es la longitud del ódigo más el número
de lases. Este atributo y la matriz de paridad generalizada (G|S) son
indispensables a la hora de trabajar on ódigos representados on el
super dual, ya que, la longitud nos permite separar G y S.
Kernel. Aunque podríamos obtener este atributo a partir de la longi-
tud y la matriz de paridad generalizada, onsideramos que sería intere-
sante tenerlo previamente alulado, ya que se utiliza ontinuamente a
la hora de trabajar on los ódigos representados por el super dual.
Líderes de las lases. Es una lista de palabras ódigo. Con ada pa-
labra representamos toda una sublase del ódigo. Este es otro atributo
que no es estritamente neesario guardar pero, de manera similar al
kernel, se utiliza ontinuamente a la hora de trabajar on ódigos re-
presentados por el super dual.
Distania mínima. Como la distania mínima es algo omplejo de
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alular, al guardarla omo una parte del ódigo, nos aseguramos de
que sólo se alula una vez.
Condiión de linealidad. Este es un entinela que nos die si el ódigo
es lineal o no lo es. Durante la ejeuión de las funiones desarrolladas
en el paquete, es interesante saber si el ódigo es lineal o no para dar
un tratamiento u otro.
Una vez deididos los nuevos atributos, empezamos a pensar en los ons-
trutores. Había que denir los datos de entrada del onstrutor, es deir, las
estruturas de datos a partir de las uales podemos generar un ódigo binario
lineal o no lineal. Siguiendo la linea de otro proyeto del departamento [3℄,
deidimos onstruir nuestros ódigos a partir de:
Una lista de vetores sobre V = Zn
2
,
o una matriz m× n sobre el anillo Z2,
o un subespaio vetorial de V = Zn
2
,
o un ódigo binario lineal de Magma,
o un ódigo uaternario lineal de Magma,
o un ódigo Z2Z4-aditivo [3℄.
Si estamos en el primer aso, simplemente enviamos la lista de vetores
a la funión KernelZ2, que alula el kernel. Con el kernel y los líderes, ya
tenemos suiente para deidir si el ódigo resultante será lineal o no. Es
fáil ver que, si la lista de líderes de las lases está vaía, el ódigo es lineal,
ya que todas las palabras ódigo perteneen al kernel, y el kernel, omo ya
se ha diho, es lineal. Por lo tanto, mirando la lista de líderes, atuamos de
una manera u otra en funión de si está vaía o no. Si el ódigo no es lineal,
alulamos el super dual on el kernel y los líderes de las lases y rellenamos
los ampos nuevos del tipo de datos:
La longitud es el número de oordenadas de las palabras ódigo.
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El kernel y los líderes son exatamente los que retorna la funión
KernelZ2
La distania mínima, por defeto, no se alula en los ódigos no linea-
les, a no ser que el usuario haga una llamada a la funión de álulo,
en uyo aso se alula y se añade en este atributo.
El entinela se pone a false.
Si por el ontrario el ódigo es lineal, para seguir siendo eles a la idea
del super dual, el ódigo que guardamos tiene que ser su ódigo dual, y los
nuevos ampos:
La longitud es, de la misma manera que en los no lineales, el número
de oordenadas de las palabras ódigo.
El kernel y los líderes son exatamente los que retorna la funión
KernelZ2, pero en este aso, la lista de líderes está vaía.
La distania mínima, en este aso sí que se alula, ya que Magma
implementa funiones eientes de álulo de distania mínima para
ódigos lineales.
El entinela se pone a true.
El segundo aso, en el que la entrada es una matriz m × n, onvertimos
las las de la matriz en una lista para tratarla exatamente de la misma
forma que en el aso anterior, y una vez tenemos la lista de las, generamos
el ódigo binario omo en el primer aso.
El terer aso, también es senillo, ya que, al ser la entrada un subespaio
vetorial, podemos armar que el ódigo resultante será lineal y, por lo tanto,
no es neesario alular el kernel. Lo que haemos es generar un ódigo binario
lineal a partir del subespaio, y rellenar los ampos de la estrutura de manera
onveniente. Podríamos ver este aso omo una onversión de un subespaio
vetorial a nuestra estrutura espeial.
32 CAPÍTULO 4. DESARROLLO DEL PROYECTO
Hasta este aso, las onstruiones eran más o menos fáiles de haer, ya
que apenas teníamos que ontemplar asos espeiales. Realmente, el amino
a seguir en estos asos estaba muy bien denido. Pero uando llegamos a los
ódigos omo entrada del onstrutor, nos dimos uenta de que los asos no
eran tan triviales omo habíamos pensado en un prinipio.
Podemos tener omo entrada un ódigo binario lineal, un ódigo uater-
nario lineal o un ódigo Z2Z4-aditivo. Los dos primeros asos se pueden unir,
ya que ambos son del tipo Code de Magma. Si el ódigo es binario lineal, no
tenemos muhos problemas, ya que simplemente miramos si el ódigo tiene
nuestra estrutura, en uyo aso, simplemente retornamos la entrada, o, por
el ontrario, es un ódigo onstruido diretamente on los onstrutores que
nos ofree Magma, lo ual quiere deir que el ódigo es lineal y la onstru-
ión del ódigo se redue a realizar una onversión del tipo de datos Code a
nuestra estrutura.
Si el ódigo es uaternario, lo primero que tenemos que haer es onvertir
las palabras ódigo del alfabeto uaternario al alfabeto binario a través del
mapa de Gray (ver apítulo 2). Al haer esta onversión, podemos enontrar-
nos on que un ódigo que en uaternario es lineal, al onvertirlo a binario
es no lineal. Para saber si la onversión va a resultar no lineal, disponemos
de la funión HasLinearGrayMapImage. Esta funión nos die si un ódigo
uaternario tiene una imagen binaria lineal, y si la tiene, retorna una ba-
se de vetores que generan la imagen binaria lineal. En aso ontrario, hay
que llamar a la funión GrayMapImage, que nos devolverá una lista de ve-
tores. Estos vetores son todas las palabras ódigo del ódigo uaternario,
onvertidas al alfabeto binario. Con esta lista, ya tenemos todo lo que nee-
sitamos para llamar a la funión de álulo del kernel y empezar el proeso
de onstruión de un ódigo binario (no lineal, en este aso) a partir de uno
uaternario.
Por último, el aso de los Z2Z4-aditivos, es un aso espeial. Una librería
para este tipo de ódigos ha sido desarrollada en el Grupo de Combina-
toria y Codiaión (CCG) omo otro proyeto del departamento [3℄. Las
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palabras que forman estos ódigos tienen oordenadas en Z2 y en Z4. Su
representaión en Magma, en este aso, se hae mediante una estrutura
de datos que ontiene todos los parámetros que se neesitan para tratar
un ódigo de este tipo. Uno de los ampos de la estrutura es el ódigo
Z2Z4-aditivo. Como tenemos oordenadas uaternarias, tenemos que haer
también una onversión, omo en el aso anterior. En este aso, ontamos
on funiones desarrolladas en [3℄. El resultado de las funiones es similar a
las que utilizamos en el aso de los ódigos uaternarios. Las funiones son
HasZ2Z4LinearGrayMapImage y Z2Z4GrayMapImage. Estas dos funiones son
una versión de las funiones anteriormente itadas HasLinearGrayMapImage
y GrayMapImage adaptadas para trabajar on ódigos Z2Z4-aditivos. Median-
te la funión HasZ2Z4LinearGrayMapImage, sabremos si existe una imagen
binaria lineal a través del mapa de Gray y, si existe, obtendremos la ba-
se de vetores que la generan. Si no existe, tenemos que utilizar la funión
Z2Z4GrayMapImage para que nos retorne una lista on todas las palabras
ódigo del ódigo Z2Z4-aditivo onvertidas al alfabeto binario, y generamos
nuestro ódigo a partir de esta lista de vetores.
4.2.3. Paquete de ódigos binarios en Magma
Una vez terminados los onstrutores, y siguiendo la estrutura de Mag-
ma, teníamos que implementar funiones para trabajar on nuestros ódigos.
En esta línea, implementamos funiones lasiadas en uatro tipos:
1. Invariantes de un ódigo binario.
2. Operaiones sobre las palabras ódigo.
3. Pertenenia e igualdad.
4. Propiedades de los ódigos binarios.
Las invariantes de un ódigo binario son parámetros del ódigo que se
rean al denirlo y no ambian aunque sometamos el ódigo a transforma-
iones isomorfas. Para ada invariante, denimos una funión que lo alula:
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BinaryLength(C) nos retorna la longitud del ódigo C.
BinaryCardinal(C) retorna la antidad de palabras que perteneen a
C.
BinaryMinimumDistane(C) retorna la distania mínima del ódigo C.
Si ya se ha alulado anteriormente, retornamos el valor del atributo
que guarda la distania mínima de C. Si no se ha alulado, se alula
y se guarda en el ampo orrespondiente.
BinaryRank(C) retorna la dimensión del rango del ódigo C.
BinaryKernelDimension(C) retorna la dimensión del kernel del ódigo
C.
BinaryKernel(C) retorna el kernel y los líderes de las lases de C.
Además de esto, la funión BinaryParameters(C) nos devuelve una lista en
la que enontramos la longitud, la ardinalidad y la distania mínima de C.
En partiular, la funión BinaryMinimumDistane(C) que hay ahora en
el paquete, se podría deir que es una segunda versión. La primera imple-
mentaión miraba la distania entre todas las palabras del ódigo.
Esta segunda versión alula la distania mínima del kernel, aprovehando
que es un ódigo lineal. Una vez alulada esta distania, se entra en los
líderes de las lases. De esta forma, alulamos la distania entre todas las
palabras de una lase y todas las palabras de las siguientes lases, tratando
el kernel omo si fuera una lase más, es deir, omo si fuera la primera
lase. Así, nos ahorramos el álulo manual de la distania en el kernel y
no repetimos álulo de diferenias, ya que apliamos d(u, v) = d(v, u) (ver
apítulo 2).
Las funiones del tipo operaiones sobre las palabras ódigo, son funiones
que o bien retornan una palabra ódigo, o bien utilizan las palabras ódigo
omo parámetro. Así tenemos:
BinaryRandom(C) nos devuelve una palabra al azar del ódigo C.
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IsInBinaryCode(C,u)/IsNotInBinaryCode(C,u) son dos funiones que
nos dien si la palabra u pertenee a C o no.
Estas funiones no nos ostaron muho. No fueron triviales, pero, la verdad
es que el planteamiento que se hizo iniialmente fue muy aertado, así que
las implementamos on bastante rapidez.
Los dos siguientes tipos son funiones uyo resultado es true o false.
En el aso de las funiones de pertenenia e igualdad, se utilizan para ver la
relaión que hay entre dos ódigos de entrada. Las funiones son:
IsBinarySubset(C,D)/IsBinaryNotSubset(C,D) nos die si el ódigo
C está ontenido en el ódigo D.
IsBinaryEqual(C,D)/IsBinaryNotEqual(C,D) nos die si los ódigos
C y D son iguales.
Estas funiones han supuesto todo un reto a la hora de haerlas o-
rretamente y además de manera eiente. Lo que en un prinipio nos pa-
reió trivial, al nal se omplió sobremanera, sobre todo en el aso de
IsBinarySubset(C)(ver apítulo 2). Puesto que Magma dispone de fun-
iones para deidir si un ódigo es parte de otro, pensamos que sería algo
muy fáil de implementar, pero nos dimos uenta de que los resultados ob-
tenidos al utilizar las funiones que nos ofree el intérprete, no podían ser
orretos, ya que nuestros ódigos se onstruyen a partir del kernel y los
líderes, y ésto es lo que tenemos que utilizar para estas funiones de deisión.
Por último, nos quedan las funiones ontenidas en el tipo propiedades
de los ódigos binarios. Mediante estas funiones podemos saber otras ara-
terístias del ódigo que no hemos alulado aún. Son las siguientes:
IsBinaryCode(C) nos die si un ódigo está onstruido sobre el alfabeto
Z2 = {0, 1}.
IsBinaryLinearCode(C)/IsZ2LinearCode(C) nos die si un ódigo
está onstruido sobre el alfabeto Z2 = {0, 1} y si, además, es lineal.
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IsBinaryPerfetCode(C) nos die si un ódigo binario es perfeto.
IsBinaryExtendedPerfetCode(C) nos die si un ódigo binario es
perfeto extendido.
IsZ4LinearCode(C,p) nos die si un ódigo binario C está onstruido
a partir de un ódigo uaternario al que se le aplia una permutaión
p.
IsZ2Z4LinearCode(C,alpha,p) nos die si un ódigo binario C tiene
omo base un ódigo Z2Z4-aditivo, a partir del ódigo C, una permuta-
ión p y alpha, que es un parámetro propio de los ódigos Z2Z4-aditivos
que nos die uantas oordenadas de la palabra ódigo perteneen al
alfabeto Z2.
Exeptuando los dos primeros asos, estas funiones también nos han sorpren-
dido por su omplejidad (ver apítulo 2). Igual que nos pasó anteriormente,
esperábamos implementarlas en muho menos tiempo e invirtiendo menos
esfuerzo del que al nal fue neesario.
Así llegamos al nal de la implementaión del paquete software que nos
habíamos planteado. Debido al poo tiempo que quedaba y teniendo en uen-
ta que había que testear este paquete y esribir la doumentaión, deidimos
que dejaríamos en el tintero las funiones de reaión de familias de ódigos
binarios partiulares.
4.3. Testeo
Una vez reado el paquete, hay que testear su orreto funionamiento.
Hemos implementado un test para la funión del kernel, y otro test para el
paquete de Magma. A parte, también hemos heho una pequeña funión
que muestra las mejoras de la funión del kernel respeto de las anteriores
versiones.
Para efetuar el test del kernel se genera un ódigo binario no lineal
a partir de un ódigo Z2Z4-aditivo. El onjunto de palabras que forman el
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ódigo se da omo entrada de las funiones de álulo de kernel. Así, tenemos
dos kernels alulados on dos funiones distintas uyos resultados deberían
ser iguales o, por lo menos, equivalentes, ya que el espaio generado por los
dos kernels tiene que ser el mismo. Comprobamos la igualdad de los espaios
generados y retornamos si ha habido éxito o no. Para omparar, utilizamos
los resultados de la funión desarrollada en [2℄, ya que alula más rápido
que la funión implementada en [7℄ y [9℄, y los resultados son orretos.
Para testear el paquete, hemos heho un test que pasa por todas las
líneas de ódigo implementado. En este aso, ha habido muho trabajo, ya
que había que ontemplar muhísimos asos. La idea es darle a ada funión
una entrada on la que sabemos qué resultado vamos a obtener, es deir, para
ada entrada, sabemos uál va a ser su salida. De esta manera, se omprueba
el orreto funionamiento de todas las funiones del paquete en todos los
asos.
Como a la hora de realizar el paquete dividimos las funiones en diferentes
tipos, el testeo se hae respetando esos tipos. Es deir haemos un test para
los onstrutores, otro para las invariantes, et. Así, la funión de test reibe
un parámetro que nos die qué queremos testear. También está la posibilidad
de testear todo el paquete. Por ejemplo, en el testeo de las propiedades de
los ódigos binarios, que es el test más senillo, la funión es la siguiente:
testProperties:=proedure()
Q:=RandomLinearCode(IntegerRing(4),5,3);
B:=LinearCode(VetorSpae(GF(2),5));
//generamos un ódigo binario lineal
GM:=false;
while (GM eq false) do
BCL:=BinaryRandomCode(5,8);
GM:=BCL`IsLinear;
end while;
//generamos un ódigo binario no lineal
GM:=true;
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while (GM) do
BCNL:=BinaryRandomCode(5,8);
GM:=BCNL`IsLinear;
end while;
print "Result must be false-->",IsBinaryCode(Q);
print "Result must be true-->",IsBinaryCode(B);
print "Result must be true-->",IsBinaryCode(BCL);
print "Result must be true-->",IsBinaryLinearCode(B);
print "Result must be false-->",IsBinaryLinearCode(BCNL);
print "Result must be true-->",IsZ2LinearCode(B);
print "Result must be true-->",IsZ2LinearCode(BCL);
end proedure;
y la salida del test:
Testing Properties of Binary Codes
Result must be false--> false
Result must be true--> true
Result must be true--> true
Result must be true--> true
Result must be false--> false
Result must be true--> true
Result must be true--> true
Capítulo 5
Handbook of Magma funtions
5.1. Introdution
Magma urrently supports the basi failities for odes over nite elds
and odes over integer residue rings and galois rings, all that are linear odes
(see [1, Chapters 127-130℄). Therefore, Magma provides funtions for the
speial ase of binary linear odes, that is when the nite eld is GF (2), or
equivalently the nite ring is Z2. This hapter desribes funtions whih are
appliable to binary odes not neessarily linear. A (n,M, d) binary ode C
is a subset of Zn
2
with ardinality M and minimum Hamming distane d. If
C is not linear, then the zero word does not need to belong to C. If the zero
word is not in C, onsidering a new binary ode C ′ = C+c for any c ∈ C, we
an assure that the zero word is in the binary ode C ′, whih is equivalent
to C.
In this hapter, the term ode will refer to a binary ode not neessarily
linear suh that it ontains the zero word, unless otherwise speied.
Two strutural properties of binary odes are the rank and kernel. The
rank of a binary ode C, r = rank(C), is simply the dimension of the linear
span, 〈C〉, of C. The kernel of a binary ode C is dened as K(C) = {x ∈
Zn
2
| x + C = C}. If the zero word is in C, then K(C) is a linear subspae
of C. We will denote the dimension of the kernel of C by k = ker(C). In
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general, C an be written as the union of osets of K(C):
C =
t⋃
i=0
(
K(C) + ci
)
,
where c0 = 0 and t+1 = M/2
k
. These parameters an be used to distinguish
between non-equivalent binary odes, sine equivalent ones have the same
parameters r and k.
Let C be a binary ode of length n suh that the zero word belongs to
C, with kernel K(C) of dimension k and oset leaders [c1, . . . , ct]. The parity
hek system of the binary ode C is a (n − k) × (n + t) binary matrix
(G|S), where G is a generator matrix of the dual ode K(C)⊥ and S =
(G · c1 G · c2 . . . G · ct). The super dual of the binary ode C is the binary
linear ode generated by the parity hek system (G|S). Note that if C is a
binary linear ode, the super dual is the dual ode C⊥. From these denitions,
we an establish the following properties (see [5℄):
Let col(S) denote the set of olumns of the matrix S.
Then, c ∈ C if and only if G · c = 0 or G · c ∈ col(S).
Let r = rank(C) and k = ker(C).
Then, r = n− dim(G) + dim(S) and k = n− dim(G).
5.2. Constrution of Binary Codes
BinaryCode(L)
Creates a binary ode C given by its super dual, whih is a binary linear
ode of length n + t generated by the parity hek system (G|S) for the
binary ode C. As it is explained above, the parity hek system (G|S)
is onstruted using the kernel K(C) and the oset leaders [c1, . . . , ct] of
the binary ode obtained by L, where:
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1. L is a sequene of elements of V = Zn
2
,
2. or, L is a subspae of V = Zn
2
,
3. or, L is a m× n matrix A over the ring Z2,
4. or, L is a binary linear ode,
5. or, L is a quaternary linear ode,
6. or, L is a Z2Z4-additive ode.
Note that in general, depending on the ardinality M of the binary ode
C, this funtion ould take some time to ompute K(C) and [c1, . . . , ct],
in order to return the binary ode given by its super dual.
If L is a quaternary linear ode or a Z2Z4-additive ode, then the binary
ode orresponds to the image of L under the Gray map. If the zero word
is not in L, then L is substituted by L+ c, where c is the rst element in
L.
This onstrutor appends ve attributes to the ode ategory:
Length: The length n of the binary ode.
Kernel: The kernel of the binary ode as a binary linear subode.
CosetLeaders: The sequene of oset leaders [c1, . . . , ct].
MinimumDistane: The minimum (Hamming) distane.
IsLinear: It is true if and only if C is a binary linear ode.
If L is a subspae of V = Zn
2
or a binary linear ode, this funtion returns
the dual ode. In this ase, the Kernel is idential to the binary linear
ode L dened by the funtion LinearCode(), the Cosets attribute is the
empty sequene, the Length attribute is n and the IsLinear attribute is
true.
BinaryRandomCode(n,M)
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Given two positive integers n and M , return a random binary ode of
length n and ardinality M .
BinaryRandomCode(n,M,k)
Given three positive integers n, M and k, return a random binary ode
of length n, ardinality M and with a kernel of minimum dimension k.
Example H5E1
We an dene a binary ode by giving a sequene of elements of a vetor spae V = Zn
2
,
or a matrix over Z2. Note that C is the union of the kernel and the kernel added to the
oset leaders.
> V := VetorSpae(GF(2),4);
> L := [V!0,V![1,0,0,0℄,V![0,1,0,1℄,V![1,1,1,1℄℄;
> C1 := BinaryCode(L);
> C1;
[7, 4, 2℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 0 1 0 1℄
[0 1 0 0 0 1 1℄
[0 0 1 0 0 0 1℄
[0 0 0 1 0 1 1℄
> IsBinaryLinearCode(C1);
false
> A := Matrix(L);
> C2 := BinaryCode(A);
> C2;
[7, 4, 2℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 0 1 0 1℄
[0 1 0 0 0 1 1℄
[0 0 1 0 0 0 1℄
[0 0 0 1 0 1 1℄
> IsBinaryEqual(C1, C2);
true
> C3 := BinaryCode(sub<V|[[0,0,0,0℄,[0,0,1,1℄,[1,0,1,1℄℄>);
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> C3;
[4, 2, 1℄ Linear Code over GF(2)
Generator matrix:
[0 1 0 0℄
[0 0 1 1℄
> IsBinaryLinearCode(C3);
true
Example H5E2
We an also onstrut random binary odes with a given length, number of odewords
and, optionally, qith a given minimum kernel dimension.
> C1 := BinaryRandomCode(8,56);
> C1;
[14, 5, 4℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 0 0 0 0 0 1 0 1 0 1 0℄
[0 1 0 0 0 0 1 0 1 0 1 0 0 0℄
[0 0 1 0 0 0 1 1 1 0 1 0 0 1℄
[0 0 0 1 0 1 1 1 0 1 1 1 1 1℄
[0 0 0 0 1 0 0 1 0 0 0 1 1 1℄
> (BinaryLength(C1) eq 8) and (BinaryCardinal(C1) eq 56);
true
> C2 := BinaryRandomCode(8,48,2);
> C2;
[19, 6, 6℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 1 0 0 0 0 1 1 0 1 0 0 0 1 0 1 0℄
[0 1 0 1 0 0 0 0 0 0 1 1 0 1 1 0 0 0 1℄
[0 0 1 1 0 0 0 0 0 1 0 0 0 1 0 0 0 1 1℄
[0 0 0 0 1 0 0 0 0 0 1 1 1 1 0 1 1 1 1℄
[0 0 0 0 0 1 0 1 0 0 0 0 1 1 0 0 1 1 1℄
[0 0 0 0 0 0 1 1 0 0 0 0 0 0 1 1 1 1 1℄
> BinaryKernelDimension(C2) ge 2;
true
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5.3. Invariants of a Binary Code
BinaryLength(C)
Given a binary ode C, return the length of the ode.
BinaryCardinal(C)
Given a binary ode C, return the number of words belonging to C.
BinaryMinimumDistane(C)
Given a binary ode C, return the minimum (Hamming) distane of the
words belonging to the ode C.
BinaryParameters(C)
Given a binary ode C, return a list with the parameters [n,M, d], where n
is the length of the ode,M the number of odewords and d the minimum
(Hamming) distane.
BinaryRank(C)
Given a binary ode C of length n, return its rank. The rank of a binary
ode C is the dimension of the linear span of C over Z2.
BinaryKernel(C)
Given a binary ode C of length n, return its kernel as a binary linear
ode, and the leaders of the osets as a list of binary vetors of length
n. The kernel of a binary ode C is the set of odewords c suh that
c+ C = C.
BinaryKernelDimension(C)
Given a binary ode C of length n, return the dimension of its kernel.
Example H5E3
Given a binary ode C, we ompute its length, number of odewords, minimum distane,
rank and kernel dimension.
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> C := BinaryRandomCode(10,64);
> C;
[17, 7, 4℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 0 0 0 1 0 0 0 1 1 1 1 0 1 1℄
[0 1 0 0 0 0 0 0 1 1 0 1 1 0 1 0 0℄
[0 0 1 0 0 0 1 0 1 1 1 1 0 0 1 1 0℄
[0 0 0 1 0 0 1 0 0 0 0 0 0 0 1 0 1℄
[0 0 0 0 1 0 1 0 0 0 0 0 1 0 0 1 1℄
[0 0 0 0 0 1 1 0 1 0 0 1 0 1 1 1 1℄
[0 0 0 0 0 0 0 1 0 1 0 0 1 1 1 1 1℄
> BinaryLength(C);
10
> BinaryCardinal(C);
64
> BinaryMinimumDistane(C);
1
> BinaryParameters(C);
[ 10, 64, 1 ℄
> r := BinaryRank(C);
> r;
10
> k := BinaryKernelDimension(C);
> k;
3
> kernel,CosetLeaders := BinaryKernel(C);
> ((2^k)*(#CosetLeaders+1)) eq BinaryCardinal(C);
true
5.4. Operations on Codewords
BinaryRandom(C)
A random odeword of the binary ode C.
IsInBinaryCode(C, u)
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Return true if and only if the vetor u of V = Zn
2
belongs to the binary
ode C of length n.
IsNotInBinaryCode(C, u)
Return true if and only if the vetor u of V = Zn
2
does not belong to the
binary ode C of length n.
Example H5E4
> V := RSpae(IntegerRing(4), 5);
> C1 := Z2Z4AdditiveCode([V![2,2,1,1,3℄,V![0,2,1,2,1℄,V![2,2,2,2,2℄,V![2,0,1,1,1℄℄ : Alpha:=2);
> C := BinaryCode(C1);
> C;
[8, 2, 4℄ Quasiyli of degree 4 Linear Code over GF(2)
Generator matrix:
[1 1 0 1 0 0 1 0℄
[0 0 1 1 0 0 1 1℄
> :=BinaryRandom(C);
> IsInBinaryCode(C,);
true
5.5. Membership and equality
IsBinarySubset(C, D)
Return true if and only if the binary ode C is a subode of the binary
ode D.
IsBinaryNotSubset(C, D)
Return true if and only if the binary ode C is not a subode of the
binary ode D.
IsBinaryEqual(C, D)
Return true if and only if the binary odes C and D are equal.
IsBinaryNotEqual(C, D)
Return true if and only if the binary odes C and D are not equal.
Example H5E5
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> V := VetorSpae(GF(2),5);
> C1 := BinaryCode([V![1,1,1,1,1℄,V![0,0,0,0,0℄,V![1,1,0,0,0℄,V![1,0,1,1,1℄℄);
> C2 := BinaryCode(Matrix([V![1,1,1,1,1℄,V![0,0,0,0,0℄,V![1,1,0,0,0℄,V![1,0,1,1,1℄℄));
> IsBinaryEqual(C1,C2);
true
> C3 := BinaryRandomCode(8,64,2);
> C4 := BinaryRandomCode(8,32);
> IsBinarySubset(C3,C4);
false
> C3 := BinaryCode(C4`Kernel);
> IsBinarySubset(C3,C4);
true
5.6. Properties of Binary Codes
IsBinaryCode(C)
Return true if and only if C is a binary ode.
IsBinaryLinearCode(C)
IsZ2LinearCode(C)
Return true if and only if C is a binary linear ode.
IsZ4LinearCode(C,p)
Given a binary ode C of length n and a permutation p, return true if
and only if the binary ode p(C) = {p(c) : c ∈ C} is the anti-image under
the Gray map of a ode over Z4, or equivalently, a quaternary linear ode.
IsZ2Z4LinearCode(C,α,p)
Given a binary ode C of length n, a positive integer α suh that α ≤ n,
and a permutation p, return true if and only if the binary ode p(C) =
{p(c) : c ∈ C} is the anti-image under the Gray map of a Z2Z4-additive
ode over Zα
2
× Zβ
4
, where β = (n− α)/2.
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IsBinaryPerfetCode(C)
Return true if and only if C is a binary perfet ode.
IsBinaryExtendedPerfetCode(C)
Return true if and only if C is a binary extended perfet ode.
Example H5E6
> V := VetorSpae(GF(2),3);
> C1 := BinaryCode([V!0,V![0,1,0℄,V![0,0,1℄℄);
> IsBinaryCode(C1);
true
> IsBinaryLinearCode(C1);
false
> C1`IsLinear;
false
> C2 := BinaryCode([V!0,V![1,1,1℄℄);
> BinaryMinimumDistane(C2);
3
> IsBinaryPerfetCode(C2);
true
> C3:=BinaryRandomCode(4,2);
> IsBinaryExtendedPerfetCode(C3);
true
> V := RSpae(IntegerRing(4),4);
> C := Z2Z4AdditiveCode([V![2,2,1,1℄,V![0,2,1,2℄,V![2,2,2,2℄,V![2,0,1,1℄℄ : Alpha:=2);
> Cb := BinaryCode(C);
> Cb;
[6, 0, 6℄ Cyli Linear Code over GF(2)
> S1:=Sym(Cb`Length);
> p1:=S1!(1,2);
> Q := RandomLinearCode(IntegerRing(4),5,2);
> Qb:=BinaryCode(Q);
> Qb;
[13, 8, 2℄ Linear Code over GF(2)
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Generator matrix:
[1 0 0 0 0 0 0 1 0 0 1 0 1℄
[0 1 0 0 0 0 0 1 0 0 0 0 0℄
[0 0 1 0 0 0 0 1 0 1 0 0 1℄
[0 0 0 1 0 0 0 1 0 1 1 1 1℄
[0 0 0 0 1 0 0 0 0 1 0 0 0℄
[0 0 0 0 0 1 0 0 0 1 0 1 1℄
[0 0 0 0 0 0 1 1 0 0 1 0 1℄
[0 0 0 0 0 0 0 0 1 1 0 1 1℄
> S2:=Sym(Qb`Length);
> p2:=S2!(1,2);
> IsZ2Z4LinearCode(Cb,2,p1) and IsZ4LinearCode(Qb,p2);
true
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Capítulo 6
Conlusiones y Resultados
Ahora veremos los resultados y onlusiones de este proyeto, así omo
qué sería interesante haer, siguiendo en la linea que hemos marado.
6.1. Conlusiones
En este proyeto hemos realizado los siguientes objetivos:
1. Hemos estudiado el álulo del kernel.
2. Hemos implementado una funión en Magma que alula el kernel de
un ódigo binario.
3. Hemos estudiado el super dual.
4. Hemos implementado enMagma la funión para alular el super dual.
5. Hemos estudiado qué nos ofree Magma a la hora de realizar nuestro
paquete, y hemos deidido qué representaión utilizar.
6. Hemos implementado en Magma un paquete ompleto de trabajo on
ódigos binarios no neesariamente lineales.
7. Hemos esrito la memoria del proyeto.
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6.2. Resultados
Hemos implementado un paquete de software para Magma que sirve pa-
ra trabajar on ódigos no neesariamente lineales. Magma es un intérprete
muy útil para trabajar en teoría de ódigos, pero aree de tratamiento para
ualquier tipo de ódigos no lineales. Nuestro paquete permite al usuario tra-
bajar on el aso onreto de los ódigos binarios no lineales. Como ejemplo
genério, veamos un ódigo binario no lineal onstruido on nuestro paquete:
> C := BinaryRandomCode(7,60);
> C;
[21, 5, 8℄ Linear Code over GF(2)
Generator matrix:
[1 0 0 0 0 0 1 1 1 0 1 0 1 0 1 0 1 0 0 1 1℄
[0 1 0 0 0 0 0 0 1 0 0 1 0 0 1 0 1 0 1 1 1℄
[0 0 1 0 0 0 1 0 0 1 1 0 1 0 0 1 1 0 0 0 1℄
[0 0 0 1 0 1 0 0 0 0 0 1 1 0 0 0 0 1 1 1 1℄
[0 0 0 0 1 0 1 0 0 0 0 0 0 1 1 1 1 1 1 1 1℄
> C`IsLinear;
false
> C`Kernel;
[7, 2, 2℄ Linear Code over GF(2)
Generator matrix:
[1 0 1 0 1 0 1℄
[0 0 0 1 0 1 0℄
> C`CosetLeaders;
[
(1 0 0 0 0 0 0),
(1 1 0 0 0 0 0),
(0 0 1 0 0 0 0),
(1 0 1 0 0 0 0),
(0 1 0 1 0 0 0),
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(1 0 1 1 0 0 0),
(0 0 0 0 1 0 0),
(1 1 0 0 1 0 0),
(0 0 1 0 1 0 0),
(1 1 1 0 1 0 0),
(0 0 0 1 1 0 0),
(0 1 0 1 1 0 0),
(1 1 0 1 1 0 0),
(1 1 1 1 1 0 0)
℄
> BinaryCardinal(C);
60
> BinaryMinimumDistane(C);
1
> BinaryRandom(C);
(0 0 0 1 1 1 0)
> IsBinaryCode(C);
true
> IsZ2LinearCode(C);
false
6.3. Lineas futuras
Para ontinuar on este proyeto, hay varios aspetos que se podrían mo-
diar para ampliar la funionalidad que ofree el paquete en este momento.
Mejorar la funión de álulo del kernel. Como hemos visto en el a-
pítulo 4, si seguimos el algoritmo en el que nos hemos basado para la
funión de álulo del kernel, veremos que se implementan búsquedas
binarias. Si ambiamos la estrutura de datos que se utiliza en nues-
tra versión de la funión de álulo del kernel, podríamos mejorar su
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eienia.
Utilizar la funión de álulo del kernel para ódigos Z2Z4-aditivos,
desarrollada en [3℄. En nuestro onstrutor de ódigos binarios, uando
la entrada es un ódigo Z2Z4-aditivo, el kernel se alula on nuestra
versión genéria. La versión espeía para Z2Z4-aditivos es muho más
rápida para este tipo de ódigos. No se ha uniado ya porque los dos
proyetos se han realizado en paralelo.
Calular el kernel de un ódigo uaternario lineal on una funión es-
peía para este tipo de ódigos. La funión de álulo del kernel para
ódigos uaternarios está en desarrollo y, por este motivo, no se ha
podido realizar esta mejora en nuestro proyeto.
Implementar familias de ódigos binarios no lineales, omo los ódigos
Vasilev. En un prinipio, estos ódigos se iban a implementar omo
parte del proyeto, pero debido a la diultad sorprendente de algunas
funiones, lo hemos dejado en el tintero.
Mejorar la funión de álulo de la distania mínima de un ódigo
binario representado a partir del super dual, aprovehando la división
del ódigo en lases.
Aumentar los parámetros de la funión que genera ódigos aleatorios.
En este momento, se neesitan la longitud, la ardinalidad y, opional-
mente, la dimensión del kernel. Sería interesante poder añadir el rango
omo parámetro opional de la funión. En este proyeto se intentó,
pero el problema era muy omplejo y no teníamos tiempo suiente.
Ampliar las funionalidades del paquete. Existen funionalidades se-
undarias que Magma ofree para ódigos binarios lineales, omo la
onatenaión de ódigos, la suma direta de dos ódigos, la unión e
interseión de dos ódigos, et. Se pueden añadir funiones al paque-
te que realien estos álulos para ódigos binarios no neesariamente
lineales teniendo en uenta la estrutura desarrollada en el proyeto.
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Resum
La nalitat d'aquest projete és aonseguir representar odis binaris no
lineals de manera eient en un ordinador. Per fer-ho, hem desenvolupat fun-
ions per representar un odi binari a partir del super dual. Hem millorat la
funió de àlul del kernel d'un odi binari, implementada en projetes d'anys
anteriors. També hem desenvolupat un paquet software per l'intèrpretMag-
ma. Aquest paquet ens proveeix d'eines per al tratament de odis binaris
no neessàriament lineals.
Resumen
La nalidad de este proyeto es onseguir representar ódigos binarios no
lineales de manera eiente en un ordenador. Para ello, se han desarrollado
funiones para representar un ódigo binario a partir del super dual. Se ha
mejorado la funión de álulo del kernel de un ódigo binario, implementada
en proyetos de años anteriores. También se ha desarrollado un paquete de
software para el intérpreteMagma. Este paquete nos provee de herramientas
para el tratamiento de ódigos binarios no neesariamente lineales.
Abstrat
The purpose of this projet is to be able to represent nonlinear binary
odes in an eient way in a omputer. In order to do that, funtions to re-
present a binary ode from the super dual have been developed. The funtion
that omputes the kernel of a binari ode, implemented in previous projets,
has been improved. Moreover, a software pakage for the interpreterMagma
has been developed. This pakage provides us with tools for the treatment
of binary odes not neessarily linear.
