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A key enabler for this scenario is the emergence of widely accepted, cross-platform standards, as exemplified by Corba/IIOP and DCOM for Web-based, distributed-object computing. It is thus the objectoriented computing model, extended for communication across the Web, that powers this transition. The Web will become a community of living objects that collaborate to deliver user-desired functionality. Practitioners variously refer to this computing paradigm as "Web-object computing" 1 or "Object Web."
2 Object-oriented computing, despite its detractors, has thus finally been swept onto center stage. To quote Marc Andreessen of Netscape: "Just as businesses publish information today, they will soon publish applications: live objects that interact dynamically with databases. Thanks to the crossplatform open standard, enterprise applications can be scaled outside the boundaries of individual companies, making mission-critical information and resources available to customers and partners." 3 
EVOLUTION OF THE WEB
The Web began as a medium for delivering static content via a collection of information-transfer protocols, chief among them the Hypertext Transfer Protocol, or HTTP. Web usage gained widespread acceptance with the emergence of client software, or browsers, which integrated multiple protocols. Nevertheless, such usage was essentially confined to unidirectional information transfer: from server to client.
The need for supporting richer functionality, such as searching a database on the server, saw the addition of the Common Gateway Interface. CGI allowed server-based scripts to accept data submitted by the client via HTTP, process that data, then return results to the client. However, the HTTP-CGI combination suffered from performance limitations (prompting coinage of the term "Inertnet"!), the inability to maintain a persistent state across sessions, insufficient support for interoperability, and wholly inadequate server load balancing capabilities. Some extensions to CGI have tweaked it for better performance, but the gains have been marginal. Thus, to support the deployment of true missioncritical, client/server applications, the Web needed to move from an information transfer-oriented medium to a distributed transaction-oriented one, characterized by heavy interaction between multiple clients and servers, resulting in delivery of significant application functionality. Making this move successfully meant overcoming the limitations of the clunky, albeit venerable, CGI and its extensions.
Enter object-oriented computing.
OO COMES OF AGE
Enterprises have long faced several imperatives, such as the need to ♦shorten time-to-market, ♦ increase productivity to relieve pressure on bottom lines, ♦ integrate supply chains backward (to include vendors) and forward (to include customers), ♦ integrate all available information to improve decision-making quality, and ♦ increase levels of customization.
For software developers, these imperatives imply more complex software, less development time, change resilience, integration with third-party-including legacy-software, and a leveraging of disparate computing resources to deliver application functionality. Concomitantly, the reality faced by software developers is a preponderance of heterogeneous computing platforms and environments, unmaintainable or change-resistant legacy code, and a crippling shortage of technical and managerial resources. The best of developers risk being overwhelmed by the demands of latter-day software development unless they employ good engineering practices and tools. Developers have harnessed a panoply of development methodologies in an attempt to cope with these demands, and have met with varying degrees of success. Meanwhile, we have little reason to hope for dramatic breakthroughs in development methodology anytime soon. Emerging challenges in development must be met by incremental adjustments in existing paradigms of software development.
Object orientation has narrowly escaped being a casualty of the dizzy expectations fostered by the
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Object orientation has narrowly escaped being a casualty of the dizzy expectations fostered by the hoopla surrounding it.
. hoopla that has surrounded it through the late '80s and the early '90s-a fate that befell several earlier disciplines, most notably artificial intelligence. In reality, OO has a lot in common with traditional development methodologies. 4 The deviations are not drasticrather they are refinements that aim to overcome deficiencies of conventional development philosophies by using the encapsulation, inheritance, and polymorphism constructs. Continuously evolving software is the only way to cope with change, and the only way to develop such software is to encapsulate its functionality in loosely coupled chunks that map to domain concepts-a fundamental precept of OO.
As we approach the 21st century, OO has emerged as a mature, widely accepted discipline that has met the challenges I've cited with the greatest degree of success. The telltale signs of coming of age-the shakedown of competing notational schools of thought through convergence or elimination, the emergence of patterns enshrining experiential knowledge, and the widespread adoption by tool and DBMS vendors-all point to OO increasing its grip on the methodologies battlefield. The Cutter Consortium reports, based on a survery of 200 enterprises around the world, that 70 percent of the companies surveyed have developed at least one major OO application, while 63 percent now use OO routinely in enterprise applications. 5 Object Magazine's 1997 survey of American corporations found an average of 5.6 object-oriented projects per company, with 65 percent of managers foreseeing an increase in this number 6 -significant figures in an era when IT budgets are being guzzled by the Y2K virus. The Gartner Group projects that the component market will grow to $7 billion by 2001. 7 As OO scaled up to the enterprise, it came up against the challenge of integrating non-OO, often legacy, business applications-a humongous task, due to the diversity of hardware and software and to varying user expectations. Developers met this challenge by "wrapping" these applications to present an OO face.
Further driven by the business imperatives I cited previously, OO needed a way to integrate applications scalably, within and beyond the boundaries of the enterprise.
Enter the Web.
OBJECTS ARRIVE ON THE WEB
Java heralded the initial use of objects by the Web. Powerful, secure, and architecture-neutral, it surged in popularity. The HTTP-CGI-Java triad enabled the Web to support client/server applications, albeit with stringent limitations in terms of functionality and performance. However, to make the transition to supporting large-scale, client/server applications, the Web needed a computing paradigm that met the following criteria:
♦ universally understood network communication specifications, ♦ interoperability between diverse platforms, ♦ scalability, ♦ ease of adoption, ♦ server load balancing and orchestration, ♦ security, and ♦ reliability.
With the emergence of cross-platform standards for distributed-object computing, such as OMG's Corba/IIOP and Microsoft's DCOM/ActiveX, the Web has reached the stage at which this vision can be realized. I'll show this by examining each of the preceding criteria.
Universally understood network communication specifications. The Common Object Request Broker Architecture, a specification for objects to communicate across networks, has been defined by the Object Management Group. A consortium of about 800 leading software vendors, OMG's membership list reads like a Who's Who of the IT industry. Corba permits client and server objects written in different languages, running on different operating systems, and on disparate networks, to collaborate. Interaction is channeled through ORBs (Object Request Brokers), which encapsulate the message-passing logic, thus obviating the need for either client or server objects to be aware of each other's physical location. Location transparency is thus ensured.
The basic Corba specification has been in place since 1991, but had initial difficulty getting off the ground, primarily as it provided no specification for inter-ORB communication, leaving it vendorspecific. Corba 2.0 remedied this by defining the Internet Inter-ORB Protocol (IIOP), which permits ORBs to communicate via TCP/IP, the language of the Web, and thus effectively Web-enables them. Once established, an IIOP communication acts as a conduit for object activations and method calls.
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OO needed a way to integrate applications scalably. Enter the Web.
object specification, known as the Distributed Component Object Model, which is the architecture underpinning Microsoft's Windows operating systems. DCOM is an object protocol that enables objects to communicate directly with one another over a network. It is not strictly object oriented, as no direct support for code inheritance exists. However, inheritance of interfaces is supported. Microsoft has also specified ActiveX, a technology based on COM/DCOM for building Web-enabled components. Sun has defined a third specification, Remote Method Invocation, for building distributed applications. RMI, however, confines itself to all-Java applications. For true distributed-enterprise applications, Sun has pledged support to Corba/IIOP. 8 The enormity of defining such a communication specification, based on any computing model other than object orientation, is so daunting that no one has attempted it.
Interoperability. Developers achieve language transparency by using generic interface specification languages that let them define interfaces to their objects in a standardized fashion. For example, Corba's IDL (interface definition language) defines mappings to language syntax primitives in languages such as C, C++, and Smalltalk. Corba's IDL ensures that objects written in disparate languages present standard interfaces to the external world. Thus, a key OO feature-encapsulation-enables interoperability. Commercial COM/Corba bridges let ORBs pass requests transparently between objects based on either specification.
Scalability. Corba/IIOP and DCOM abstract the programmer away from low-level network programming and allow multithreaded processing, thus ensuring scalability.
Ease of adoption. Organizations must be guaranteed a low-cost, low-risk transition path in adopting any technology change. Almost invariably, this means integration of legacy code. Objectwrapping has been used for integrating legacy code with freshly developed code or other legacy software, and is the only technique that has achieved demonstrable success at this admittedly difficult task.
Load balancing and orchestration. Multiple server objects can exist to service a given stream of requests, providing load-balancing opportunities. 2 Server-side transaction processing monitors can prestart pools of objects, coordinate multiobject transactions, and distribute load.
Security and reliability. To facilitate user access control and protect data, Corba has defined security services such as encryption, authentication, and authorization. The SSL (Secure Sockets Layer) can be used for ensuring security, privacy, and confidentiality while transmitting IIOP packets. Communication is reliable because IIOP is TCP/IP-based.
STATE OF THE UNION
Web-based, distributed-object computing has met the technological prerequisites for adoption. The stage has been set for vendor support to emerge. Sure enough, a slew of developer tools and products have done so.
A brief Internet search using your favorite engine will give an idea of the tremendous support emerging from various vendors for the Web-based, distributed-object paradigm. Commercial ORBs are now available from several vendors. Netscape's Navigator 4.0 browser, running on my desktop as I type this, incorporates a Corba ORB that supports Corba/IIOP. Others include Borland's (after its February 1998 acquisition of Visigenic) Visibroker and Iona's Orbix.
Sun's NEO tool suite is designed for the development and administration of Corba/IIOP-compliant, distributed applications and provides a Java development environment, interoperability between COM/Corba objects, and administration tools for management and dynamic load balancing. Netscape's ONE (Open Network Environment) incorporates Internet Foundation Classes-a set of Java classes, components, and APIs that developers can use to build applications. Caffeine, a joint offering by Netscape and Visigenic, lets developers create IIOP-based distributed objects using Java.
Several server-side TP monitors are currently available, such as IBM Component, BEA Iceberg, and IONA Orbix. Informix offers an IIOP-enabled distributed database administration tool. Silicon Graphics has integrated Corba/IIOP technology into its IRIX operating system, enabling it to support 6 0 I E E E S o f t w a r e M a y / J u n e 1 9 9 8
With many vendor tools emerging, Web-based, distributed-object computing has met the technological prerequisites for adoption.
. Web-based, distributed applications. Visigenic and several other vendors provide commercial bridges to talk from COM to Corba and vice versa. 9 Iona's Orbix lets Windows-based objects interact with applications residing on various operating systems, including Unix and MVS. 10 
OBJECT POWER ON THE WEB
Applications grounded in the Web-based, distributed-object computing paradigm have begun to appear. A leading worldwide investment banking and securities trading firm has made trading information available to external partners and customers via a Web-based application. The application involves integration of COM and Corba objects via Java. All order acknowledgment is done online and trades are completed in a timely manner. The system is designed to support hundreds of users. 11 A bank is building an application that provides trading and risk management functionality to traders, risk managers, salespeople, and bank clients spread across four continents. 10 A bank in Germany has implemented a similar system that serves 250 users worldwide. 10 A Top 10 credit card issuer in the US has gone live with a business application that processes all daily transactions for its nearly 10 million cardholders, handling several million transactions daily. 10 A Fortune 500 service provider in the US has developed a sales force automation application that lets sales teams interact with the company's manufacturing and distribution systems online, across firewalls, over the Internet. 9 A leading health care supply management company provides database access to several hundred customers, cutting down waiting times significantly. 9 Because firewalls do not recognize IIOP, applications that use it encounter restricted communication across firewalls. The application must resort to "HTTP tunneling"-converting IIOP packets into HTTP packets-which incurs performance penalties. Another limitation is that automatic IDL compilation is currently supported for only a few languages, while for the rest this translation must be done manually. 12 A third limitation, which can bottleneck Internet applications, is restricted network bandwidth. Leading vendors are addressing all these challenges, with the effort to increase bandwidth a major focus of the so-called Internet2 project.
W eb-based, distributed-object computing has arrived, but the applause greeting it is not yet thunderous. So far, the new applications do not quite leverage this paradigm's full strength. However, the history of technological evolution reveals that the key determinants of market acceptance are market pull and technology push-once these cross an inflexion point, a critical mass of early adopters appears that pole-vaults the technology to stratospheric levels. For example, the Web crossed this point with the appearance of Web browsing software. Examples of technologies that never reached this point and therefore fizzled include artificial intelligence and the Distributed Computing Environment.
Two market pull factors influence acceptance of the Web-based, distributed-object paradigm:
♦ as applications scale the enterprise ladder in response to business imperatives, they find a compelling need to break out of barriers imposed by platforms, functional boundaries, and geography; and ♦ the Web's immense popularity naturally fosters ever-increasing expectations in terms of functionality. Two technology push factors drive acceptance of the paradigm: ♦ Web-based, distributed-object computing meets the technological prerequisites; and ♦ tools have appeared that help implement the paradigm. That people are already open to-if not infatuated with-the idea of using the Web will make for an easier adoption curve. Object Magazine, in its 1997 survey, found that 25 percent of IT managers expected to do object-based Web development over a 12-month horizon. We can expect to see true, high-strength applications by the end of this year, at which point the Web will have truly come alive. M a y / J u n e 1 9 9 8
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Object Magazine's 1997 survey found that 25% of IT managers expected to do OO-based Web development this year.
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