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Resumen 
 
En este proyecto se ha desarrollado un módulo BCG (Broadband Content 
Guide), compuesto por software servidor y cliente, que cumple con las 
especificaciones de DVB-IP (Digital Video Broadcast sobre IP). 
 
DVB-IP es un estándar abierto desarrollado por DVB para la transmisión de 
contenidos multimedia sobre redes IP bidireccionales de banda ancha. 
Mediante BCG se proporciona a DVB-IP una guía de contenidos EPG 
(Electronic Program Guide) cuyo propósito es informar al usuario sobre los 
diferentes contenidos ofrecidos por un determinado proveedor de servicios. 
Para su implementación se han seguido las especificaciones TV-Anytime, 
según indica el estándar BCG, cuyo objetivo es proporcionar un marco para el 
desarrollo de aplicaciones que permitan el intercambio de contenidos 
audiovisuales.  
 
En el software servidor se ha desarrollado el módulo BCG mediante un 
Servicio Web Java, que cumple con lo especificado en el estándar bajo el 
nombre de Query Mechanism. Este Servicio Web implementa un mecanismo 
de consulta basado en SOAP (System Object Access Protocol) cuyo propósito 
es ofrecer un servicio para la obtención de información sobre los contenidos 
ofrecidos por un proveedor mediante consulta, siguiendo el modelo Cliente-
Servidor.  
 
En el software cliente se ha desarrollado la funcionalidad necesaria para 
realizar la búsqueda del servicio BCG mediante SD&S (Service Discovery & 
Selection) indicado por DVB-IP, como paso previo a su utilización, así como la 
para parte correspondiente a la consulta del Servicio Web, utilizando el 
lenguaje Java. La aplicación cliente podría ser integrada en cualquier equipo 
con capacidad de interpretación del lenguaje Java y conexión a Internet. El 
software servidor debe ser instalado en un equipo que disponga del servidor 
web Tomcat-Axis2, para dar soporte al Servicio Web implementado. 
 
Para la verificación del correcto funcionamiento de cada uno de los módulos 
que componen este proyecto se han realizado las correspondientes pruebas, 
tras lo cual dichos módulos han sido integrados con el resto del demostrador 
DVB-IP realizado en otros proyectos. 
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Overview 
 
 
This project has developed a BCG (Broadband Content Guide) module, 
composed of server and client software, compliant with DVB-IP (Digital Video 
Broadcast over IP) specifications. 
 
DVB-IP is an open standard developed by the DVB consortium for multimedia 
content broadcast over broadband bi-directional IP networks. BCG provides 
DVB-IP with an EPG (Electronic Program Guide) content guide, whose 
purpose is to inform the user about the different contents being offered by a 
certain service provider. The implementation has followed also the TV-Anytime 
specifications, as the BCG standard mandates. The aim of TV-Anytime is to 
provide a framework for the development of audiovisual content delivery 
applications. 
 
The BCG Server software includes a Java Web Service, following the Query 
Mechanism guidelines specified in the BCG standard. This Web Service  
consists of a SOAP (System Object Access Protocol)-based query mechanism 
whose purpose is to offer a content information service when queried by the 
client to obtain certain data, following a Client-Server architecture.  
 
The BCG Client software includes the necessary capability for performing BCG 
service discovery by means of SD&S (Service Discovery & Selection) as DVB-
IP mandates, as well as the Web Service query part, implemented in Java 
programming language. 
 
The Client application can be integrated in any Java-compatible system with 
Internet connection. The Server software can only be used in a system where  
Tomcat-Axis2 server is installed, in order to support the implemented Web 
Service.   
 
The different modules within this project has been tested to check that they 
work properly and after that, each one of those modules has been integrated 
with the other modules of a DVB-IP testbed. 
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Introducción    
INTRODUCCIÓN 
 
En las últimas décadas la televisión digital se ha ido metiendo en nuestras 
vidas a través de diferentes canales, ya sea satélite, cable, radiodifusión, o la 
recién llegada TV por Internet. Es ésta última la que se encuentra en una fase 
inicial de desarrollo y mayor crecimiento, debido a su corta vida, y por ello se 
están definiendo múltiples documentos para su estandarización. 
 
Son varios los proyectos de creación de servicios de TV por Internet que han 
sido desarrollados por diversas empresas, como por ejemplo Imagenio, llevado 
a cabo por Telefónica. Sin embargo, se trata de estándares propietarios, por lo 
que no es posible la interacción entre servicios ofrecidos por distintos 
proveedores. Por ello, DVB (Digital Video Broadcasting) ha desarrollado el 
estándar abierto DVB-IP (DVB sobre IP), cuya finalidad es la definición de una 
serie de especificaciones que permitan el intercambio de contenidos multimedia 
sobre Internet, ajustándose a unos parámetros de calidad mínimos. 
 
Mediante la estandarización de la TV por Internet se consigue que un usuario 
que disponga de un equipo que cumpla con las especificaciones DVB-IP, 
pueda recibir contenidos de distintos proveedores de servicios, eligiendo a cual 
conectarse. 
 
Para la definición de DVB-IP no se ha partido de cero, sino que sigue las 
mismas líneas que otros estándares desarrollados por DVB para las 
tecnologías de satélite (DVB-S), cable (DVB-C) y TV terrestre (DVB-T), que 
están ya ampliamente difundidas. Al igual que  estos estándares, DVB-IP 
también sigue las especificaciones definidas por la IETF (Internet Engineering 
Task Force) y el W3C (World Wide Web Consortium).  
 
Así pues, debido a la  amplia oferta de servicios que DVB-IP ofrece, se hace 
necesaria la utilización de algún medio que permita mostrar al usuario los 
múltiples contenidos multimedia que puede visualizar, así como cierta 
información sobre estos, por ejemplo, sinopsis, momento de emisión, formato 
de audio y video, etc. Este servicio de información se conoce como EPG 
(Electronic Program Guide). Además de las funcionalidades mencionadas, una 
EPG enriquecida puede ofrecer un gran abanico de posibilidades comerciales, 
como la personalización de menús adaptados a cada usuario basados en sus 
preferencias o la elaboración de estadísticas sobre la forma en que los 
consumidores utilizan los servicios, que pueden ser de interés para el 
desarrollo de nuevos contenidos. 
 
Si a esto se añade la convergencia de la televisión hacia un nuevo dominio que 
aúna la TV con Internet, las posibilidades son infinitas. Supongamos que el 
proveedor de servicios Cuatro está emitiendo la película La ventana secreta, de 
la cual el actor Johnny Depp es el protagonista. Además de los datos 
habituales sobre sinopsis, actores, director, etc., la EPG podría mostrarnos un 
enlace a la filmografía del actor, permitirnos comprar en línea otras películas de 
Johnny Depp o subscribirnos a un grupo para recibir noticias sobre próximas 
emisiones de alguna de sus películas.  
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El estándar BCG (Broadband Content Guide) ha sido creado como solución a 
este reto, y consiste en una Guía de Contenidos que es transportada sobre una 
red IP bidireccional, aunque puede ser utilizada para describir contenidos de 
TV digital transportada sobre cualquier tipo de red (IP, DVB-S, DVB-T,..), no 
sólo DVB-IP. 
 
El objetivo de este Proyecto Fin de Carrera es el desarrollo de un módulo BCG 
(Broadband Content Guide) en lenguaje de programación Java, compuesto por 
software servidor y cliente, que cumpla con las especificaciones descritas en el 
estándar DVB-IP (Digital Video Broadcast sobre IP), y la integración del mismo 
en un demostratdor DVB-IP, resultado de diversos proyectos en los que se 
desarrollan diferentes aspectos sobre este estándar. 
 
El presente documento, en el que se recogen los conceptos teóricos 
necesarios para el desarrollo del proyecto, así como los aspectos de 
implementación del mismo, ha sido organizado en capítulos, en los que se 
introducen los siguientes temas: 
 
Capítulo 1: En este capítulo se realiza una introducción al estándar DVB-IP 
para que el lector pueda entender el entorno que rodea a la implementación del 
módulo BCG. 
 
Capítulo 2: Se trata de la parte del documento en la que se explican los 
conceptos básicos sobre Servicios Web para la compresión del desarrollo e 
implementación del servicio. 
 
Capítulo 3: Este capítulo es en el que se trata en profundidad el estándar BCG 
y sus especificaciones para la implementación del servicio, así como el 
estándar TV-Anytime necesario para su desarrollo. 
 
Capítulo 4: En este capítulo se explican los detalles sobre el desarrollo y la 
implementación del proyecto, el software utilizado para ello, y finalmente se 
muestran determinadas pruebas para verificar el correcto comportamiento del 
módulo BCG completo. 
 
Capítulo 5: Finalmente se presentan las conclusiones del proyecto y las líneas 
futuras a seguir para la mejora y ampliación del módulo BCG. 
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CAPÍTULO 1. INTRODUCCIÓN A DVB-IP 
 
Este primer capítulo tiene como propósito mostrar una perspectiva global sobre 
el estándar DVB-IP (Digital Video Broadcasting over IP). 
 
 
1.1. ¿Qué es DVB-IP? 
 
DVB-IP (también conocido como DVB-IPI o DVB-IPTV [1]) es un estándar 
abierto creado por DVB para la transmisión de servicios multimedia 
encapsulados en MPEG-2 TS (Transport Stream) sobre redes IP 
bidireccionales de banda ancha. 
 
No se trata de transmisión de servicios de vídeo sobre Internet del tipo 
YouTube, sino de servicios de TV transportados sobre IP utilizando una serie 
de protocolos que permiten realizar control de flujo y de errrores. De esta forma 
se consigue una calidad en la transmisión de los contenidos de al menos 720 x 
576 píxeles a 25 frames por segundo (comparables al PAL analogico), o mayor 
para servicios de alta definición. 
 
 
1.1.1. Papel de BCG dentro de DVB-IP 
 
El propósito de BCG (Broadband Content Guide) es el de proporcionar una 
guía de contenidos, mediante la cual se pueda obtener información acerca de 
los diferentes servicios multimedia ofrecidos por DVB-IP. Como base de la 
implementación se utilizan las especificaciones TV-Anytime, cuya objetivo  es  
proporcionar un marco para el desarrollo de aplicaciones que permitan el 
intercambio de contenidos audiovisuales siguiendo un modelo Cliente-Servidor. 
 
Debido a la importante carga teórica de BCG, a esta parte del estándar de 
DVB-IP se le dedicará un capítulo por separado, junto con las especificaciones 
TV-Anytime, por estar ambos estrechamente relacionados. 
  
 
1.2.1. Escenario DVB-IP 
 
En la Fig. 1.1 se puede observar un posible escenario DVB-IP. A continuación 
se detallan sus elementos: 
 
• Proveedor de contenidos: Entidad que posee contenidos o tiene licencia 
para venderlos. Podría ser, por ejemplo, PIXAR o la BBC que decidan 
distribuir sus contenidos por Internet. 
 
• Proveedor de servicios: Es la entidad que da servicio al usuario final. 
Existen distintos tipos de proveedores de servicios, podría ser por 
ejemplo directamente el ISP (Internet Service Provider) o el CSP 
(Content Service Provider). En el caso de Imagenio el proveedor de 
servicios sería Telefónica. 
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• Red de transporte: Se refiere a la infraestructura que conecta cliente y 
proveedores de servicios. Normalmente está compuesta por redes de 
acceso y redes de backbone usando variedad de tecnologías. 
Continuando con el ejemplo de Imagenio, la red de transporte sería la 
red privada de Telefónica, que ofrece la calidad de servicio (QoS, Quality 
of Service) necesaria para este tipo de servicios. 
 
• HNED (Home Network End Device): Dispositivo conectado a la red local 
instalado en la vivienda del usuario utilizado para recibir contenidos 
DVB. Podría ser un ordenador, TV con decodificador DVB-IP integrado, 
etc. 
 
• Pasarela de la red de transporte o DNG (Delivery Network Gateway): Es 
el router que conecta la red local con la red IP de transporte del 
proveedor de servicios. Podría estar integrado con el HNED, o ser un 
dispositivo independiente. Por ejemplo, en el caso de Orange (pese a 
que no disponemos datos concretos de sus servicio, que probablemente 
no es DVB-IP), el router LiveBox parece ser un caso de integración de 
los dos elementos.  
 
• Red Local: red que reside en la vivienda del usuario y conecta todos los 
dispositivos DVB-IP dentro de ella. Se aceptan diversas tecnologías 
(Ethernet cableada, WiFi, DLNA) [ref al estándar general de DVB-IP].  
 
 
Fig. 1.1 Posible escenario DVB-IP, extraído de [7]. 
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Fig. 1.2. Escenario DVB-IP UPC, extraído de [8]. 
 
Con el objetivo de realizar diferentes proyectos entorno a la temática DVB-IP se 
ha creado en las instalaciones de la UPC un escenario de demostración 
(testbed), mostrado en la Fig. 1.2 que tiene las siguientes características: 
 
• Una antena terrestre y dosantenas parabólicas capturan sendas señales 
de TV. 
 
• SERVER-DVB: En este servidor se encuentran instaladas la tarjeta DVB-
S y la tarjeta DVB-T que permiten extraer los paquetes TS (Transport 
Stream) de la señal recibida por la antena parabólica y la terrestre 
respectivamente. Dicho servidor hace el papel no sólo de proveedor de 
servicios (SP), sino también el de proveedor de contenidos (tanto para 
contenidos multimedia como para metadatos, es decir, SD&S y BCG-
TVA). 
 
• CLIENT-DVB: Mediante la configuración de red y SD&S, el cliente 
descubre los servicios y realiza los pasos necesarios para su utilización, 
ya sea visualización de servicios DVB o bien consultas al servicio de 
metadatos BCG. 
 
En un principio, este escenario estaba pensado con un segundo servidor en el 
que estarían integradas también una tarjeta DVB-T y una tarjeta DVB-S, y cuya 
tarea sería la de recibir la señal de una de las dos antenas 
parabólicas,funcionando como back-up del SERVER-DVB. En este proyecto no 
se ha utilizado el segundo servidor, que se está desarrollando en otros 
proyectos.  
 
 
1.2. Arquitectura 
 
En este apartado se introducen las principales características de la arquitectura 
de DVB-IP. 
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1.2.1. Pila de protocolos DVB-IP 
 
En la Fig. 1.3 se muestra la pila de protocolos utilizado en DVB-IP para el 
transporte de la información, tanto de contenidos como información utilizada 
para la administración del servicio. La decisión de utilizar unos u otros 
protocolos vendrá dada por las funcionalidades del servicio implementado, y 
además es independiente de las tecnologías utilizadas en la capa física. 
 
 
 
Fig. 1.3 Pila de protocolos para DVB-IP, extraída de [1]. 
 
1.2.2. Perfiles 
 
En DVB-IP se definen distintos niveles de funcionalidad, denominados perfiles, 
cuyo propósito es que clientes de mayor o menor complejidad puedan 
interactuar con los servidores DVB-IP [1]. A continuación se detallan los perfiles 
definidos: 
 
• Live Media Broadcast: Es el perfil básico, caracterizado por ser el 
equivalente al servicio broadcast de TV. Los contenidos se envían 
únicamente en vivo, encapsulados en flujos multicast, por lo que no 
soporta operaciones trick mode (pause, forward, etc) o contenido bajo 
demanda. 
 
• Media Broadcast with Trick Modes: Supone la evolución inmediata de 
LMB ya que los trick modes sí están disponibles. Para ello es necesario 
que los contenidos multimedia sean enviados en flujos unicast. La 
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diferencia con el perfil CoD es que el usuario no puede iniciar la 
visualización de un determinado contenido. 
 
• Content on Demand (CoD): Es el perfil más avanzado en el que están 
implementados los trick modes y además el usuario puede iniciar 
presentaciones bajo demanda. Para ello se utiliza el modelo de 
transmisión unicast y RTSP (Real Time Streaming Protocol) como 
protocolo de señalización, ya que para otorgar al usuario el control sobre 
la reproducción. 
 
• Content Download Service (CDS): Permite la descarga de contenidos a 
un dispositivo de almacenamiento local en el HNED a través de una 
conexión IP de banda ancha. Está pensado para proveer de servicios 
IPTV áreas en las que la conexión no es adecuada para servicios de 
streaming o es propensa a errores, así como para ofrecer un servicio 
adicional de descarga de contenidos independiente del ancho de banda 
asignado a las transmisiones en directo o CoD, por lo que éstas no se 
vean afectadas con la distribución de este nuevo servicio “en diferido”. 
 
 
 
 
Tabla 1.3 Perfiles DVB-IP, extraída de [5]. 
 
 
1.3. Service Discovery & Selection (SD&S) 
 
En esta sección se tratarán de forma breve los mecanismos empleados para 
realizar el descubrimiento del servicio y su selección, así como el transporte de 
la información, haciendo hincapié en aquellas partes que son de mayor interés 
para BCG. 
 
 
1.3.1. Modelo de transporte 
 
Existen dos modos de transporte de la información SD&S: pull o push. En el 
primero de ellos es el cliente el que inicia la conexión con el servidor solicitando 
información, normalmente en modo unicast aunque también es posible hacerlo 
multicast. En el modo push, sin embargo, es el servidor el que transmite 
multicast la información encapsulada en datagramas UDP y el cliente ha de 
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unirse al grupo multicast en el que se está transmitiendo para poder recibir la 
información. 
 
Para el transporte de la información SD&S en modo unicast se utiliza el 
protocolo HTTP/TCP, mientras que para la transmisión multicast ha sido 
necesaria la definición de un nuevo protocolo: DVBSTP (DVB SD&S Transport 
Protocol). DVBSTP añade al payload a enviar una cabecera en la que se 
especifica información sobre los segmentos y las secciones enviadas, el 
proveedor, aspectos de compresión, etc. 
 
 
1.3.2. Service Discovery 
 
En este apartado se definen los mecanismos utilizados para el descubrimiento 
del servicio y se introduce de forma general el procedimiento a seguir para ello. 
 
 
1.3.2.1. Identificación del servicio 
 
Cada servicio debe tener un identificador mediante el cual pueda ser 
unívocamente identificado. Esto puede hacerse básicamente de dos formas: 
 
• Utilizando la tripleta DVB de identificadores numéricos: 
original_network_id, transport_stream_id y service_id, que permite 
distinguir entre servicios y redes de transporte, por ejemplo diferenciaría 
entre la Fox emitido por Hispasat o Astra. 
 
• Mediante la concatenación del nombre del servicio, que debe seguir la 
sintaxis de un nombre DNS, y el nombre del dominio del SP [1]. Es decir: 
 
<service_name>"."<service_provider_domain_name> 
 
 
1.3.2.2  Tipos de datos SD&S 
 
SD&S utiliza distintos documentos XML para el envío de la información de 
descubrimiento del servicio. En la Fig. 1.4 se proporciona un esquema de los 
distintos tipos de documentos transmitidos y el Anexo II incluye las tablas que 
especifican el contenido de algunos de ellos. 
 
• Service Provider Discovery Information: Se trata del documento raíz que 
especifica la información necesaria sobre la oferta de servicios DVB-IP 
del proveedor que está proporcionando el servicio. 
 
En DVB-IP Offering se agrupan todos los demás documentos que 
contienen información más concreta sobre los servicios  ofertados: 
 
• Broadcast Discovery Information: Éste documento proporciona la 
información necesaria para descubrir los servicios con perfil LMB, como 
Introducción a DVB-IP   17 
por ejemplo la dirección IP y puerto de los flujos RTP/UDP, el nombre 
del servicio, etc. 
 
• CoD Discovery Information: Su utilización ha sido descartada y se 
recomienda el uso en su lugar de BCG Discovery Record pues BCG 
constituye una herramienta mucho más versátil.  
 
• Services from other SPs: Hace referencia a los servicios ofrecidos por 
otros SPs, por ejemplo  Gol TV (del SP MediaPro) ofrecido por Digital +. 
(del SP Prisa). 
 
• Package Discovery Information: Se utiliza para agrupar varios servicios 
presentándolos como una sola entidad. Por ejemplo, agruparía los 
canales ofertados por Telecinco en TDT (T5, FDF, La7) para mostrarlo 
como un grupo unificado de servicios. 
 
• BCG Discovery Record: Proporciona el medio para descubrir las 
localizaciones de las guías que listan el contenido disponible, ya sea 
LMB, CoD o CDS. Un proveedor descubierto de esta forma debe ofrecer 
un servicio según lo descrito en el estándar BCG de DVB-IP [2].   
 
 
 
 
Fig. 1.4 Documentos SD&S, extraída de [1] 
 
 
18 Desarrollo de un módulo Broadband Content Guide (BCG) para DVB-IP 
1.3.2.4. Fragmentación  
 
El tamaño de los documentos SD&S puede ser considerable por lo que se hace 
necesaria la fragmentación de los mismos en segmentos para su envío, 
identificados por un Segment ID y un valor de 8 bits para la versión de 
segmento. Cuando el valor del segmento es modificado, su número de versión 
cambia, facilitando así la actualización selectiva de los segmentos en el HNED 
(se envía sólo la nueva versión). 
 
Cada fragmento solamente puede contener información de un tipo de tabla 
SD&S, que debe ser un documento XML válido y bien formado, y estará 
identificado por un payload ID, cuyos valores pueden ser consultados en el 
Anexo II. 
 
 
1.3.2.5. Tiempo máximo de ciclo 
 
El tiempo máximo que puede transcurrir entre el envío periódico de todos los 
documentos SD&S, conocido como tiempo de ciclo, no puede exceder los 30 
segundos. 
 
 
1.3.2.6. Flujo de eventos para el descubrimiento del servicio 
 
Se definen una serie de pasos para automatizar el descubrimiento de un 
servicio: 
 
• Determinación de los puntos de entrada de Service Discovery. Se trata 
de encontrar los puntos de entrada SD&S en los que se podrá obtener la 
información sobre los SPs. Existen varias formas de hacerlo pero se 
realiza de forma priorizada, comenzando en la primera opción y pasando 
a las siguientes si no se tiene éxito en la actual. Véase [1] para más 
detalles sobre las diferentes opciones. 
 
• Obtención de la información de los SP disponibles. Una vez obtenido el 
punto de entrada, se tendrá el documento XML Service Provider 
Discovery con la información referente a los SPs disponibles, cuya 
estructura se puede consultar en el Anexo II. 
 
• Determinación de los servicios DVB-IP disponibles. Una vez 
seleccionado el Service Provider, se obtendrá del mismo el DVB-IPTV 
Offering Record, que contendrá al menos los campos indicados en la 
tabla del Anexo II, seguidos de los campos relacionados con la oferta del 
SP, es decir, las demás tablas indicadas en la Fig. 1.4.  
 
 
1.3.3. Service Selection 
 
Se trata de la descarga o visualización de contenidos propiamente dicha y se 
puede llevar a cabo de dos modos: unicast, utlizando el protocolo RTSP (Real 
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Time Streaming Protocol), o bien multicast, mediante IGMP (Internet Group 
ManagementProtocol).
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CAPÍTULO 2. SERVICIOS WEB 
 
En este capítulo se introducirán los conceptos básicos de servicios web 
necesarios para la comprensión del trabajo realizado, junto con las tecnologías 
utilizadas para su desarrollo. 
 
 
2.1. Introducción 
 
El desarrollo de las tecnologías de la información y la comunicación en las 
últimas décadas, así como las tendencias comerciales a través de medios 
electrónicos han evolucionado de forma que se requiere la automatización de 
los procesos cotidianos. Por ello, ha sido necesaria la aparición de nuevas 
tecnologías en lo que a software se refiere, destacando entre ellas las 
arquitecturas web. En el marco de este tipo de arquitecturas se han 
desarrollado en particular aquellos estándares y protocolos que facilitan la 
interoperabilidad de las distintas aplicaciones software sobre la red, 
especialmente sobre internet, utilizando variedad de plataformas y frameworks, 
lo que se conoce como servicio web. 
 
 
2.1.1. ¿Qué es un Web Service? 
 
Se puede definir los servicios web como un conjunto de servicios que 
proporcionan mecanismos de comunicación estándares entre diferentes 
aplicaciones, que interactúan entre sí para presentar información dinámica al 
usuario. Para proporcionar interoperabilidad y extensibilidad entre estas 
aplicaciones, y que al mismo tiempo sea posible su combinación para realizar 
operaciones complejas, es necesaria una arquitectura de referencia, adoptando 
el uso de protocolos y estándares abiertos. El World Wide Web Consortium 
(W3C) y la Organization for the Advancement of Structured Information 
Standards son las organizaciones responsables de la estandarización y la 
arquitectura de los servicios Web [17].  
 
 
2.2. Arquitectura Orientada a Servicios 
 
SOA (Service Oriented Architecture) es la arquitectura más difundida en el 
mundo de los servicios web. Se trata de un modelo arquitectónico de software 
creado y usado para diseñar modelos de negocio empaquetados como 
servicios. Para ellos se utilizan un conjunto de herramientas software, 
tecnologías y plataformas específicas. 
 
 
2.2.1. Características de las aplicaciones SOA 
 
SOA y los servicios web resultan apropiados para aplicaciones que cumplen las 
siguientes características [17]: 
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• Operan sobre Internet, donde la fiabilidad y la velocidad no pueden ser 
garantizadas. 
 
• No tienen posibilidad de desarrollar tareas administrativas de forma que 
clientes y proveedores actualizan su software a la vez. 
 
• Los componentes del sistema distribuido se ejecutan en distintas 
plataformas. 
 
• Una aplicación existente necesita ser expuesta para su uso sobre la red 
y puede ser empaquetada como un servicio web. 
 
 
2.2.2. Modelo de funcionamiento de un servicio web 
 
En la Fig. 2.1 se ilustra el modelo básico de funcionamiento de un servicio web. 
A continuación se define cada una de sus partes: 
 
 
 
Fig. 2.1 Modelo de funcionamiento de los Servicios Web, extraida de [17] 
 
 
• Servicio: entidades lógicas, contratos definidos por una o más interfaces 
publicadas. Un posible ejemplo sería un determinado servicio “Sumar” 
que dados los parámetros A y B, devuelva  el resultado A+B y cuya 
definición de interfaz tendría “Suma” como nombre de la operación, A y 
B como parámetros de entrada, y C como parámetro de salida. 
 
• Proveedor de servicios: Entidad de software que implementa una 
especificación de servicio. Para el ejemplo sería un determinado 
proveedor al que pudiésemos acceder para la realización de la 
operación “Suma” del servicio “Sumar”. 
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• Consumidor de servicio: Entidad de software que llama a un proveedor 
de servicio. Puede ser una aplicación de usuario u otro servicio, por 
ejemplo, un usuario que utiliza el servicio Sumar o bien una aplicación 
Calculadora que utiliza el servicio Sumar cuando un usuario final desea 
hacer la operación Suma. 
 
• Localizador de servicio: Clase específica de servicio que se comporta 
como un registro y permite la búsqueda y localización de servicios. Es 
decir, un servicio que proporcione información necesaria para poder 
encontrar dicho servicio “Sumar”. 
 
 
2.3. Tecnologías Usadas en Servicios Web 
 
La arquitectura de los servicios web incluye distintas tecnologías y capas de 
protocolos interrelacionados cuya interpretación y desarrollo no es único. En la 
Fig. 2.2 se muestra la pila de protocolos que define la W3C. 
 
En esta sección se profundiza en aquellos estándares de mayor importancia 
para la comprensión de la arquitectura: XML, SOAP y WSDL. 
 
 
 
Fig. 2.2 Pila de protocolos de la arquitectura de servicios web, extraida de [17] 
  
 
2.3.1. XML 
 
XML (eXtensible Markup Language) es un metalenguaje extensible de 
etiquetas desarrollado por el W3C cuyo propósito es la definición de datos 
contenidos en un documento. La palabra “Extensible” en su definición hace 
referencia al hecho de que XML no es un lenguaje en particular, sino un 
estándar para la definición de nuevos lenguajes que se utilizarán para el 
intercambio de información entre diferentes plataformas, de forma que el 
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desarrollador puede definir y extender sus propias etiquetas y crear su propio 
lenguaje para adaptarse a las necesidades de la aplicación [18]. 
 
Existen dos tipos de documentos XML: aquellos que contienen la información 
propiamente dicha y los documentos de especificación del lenguaje.  
 
2.3.1.1. Documentos de Datos XML 
 
El componente principal de los documentos XML son las etiquetas 
representadas en el formato <etiqueta> </etiqueta> y entre las cuales se 
encuentran los datos. En la Fig. 2.3 se puede observar la estructura de un 
documento XML. Los tres principales tipos de elementos etiqueta son 
diferenciables: 
 
• Elementos que contienen otros elementos anidados, como 
<ServiceInformation>, que contiene el elemento <Name>. 
 
• Elementos que contienen cadenas de datos, como por ejemplo <Name> 
que contiene la información sobre el nombre del servicio. 
 
• Elementos que están vacíos pero que aportan información con su 
presencia o con sus atributos, como <ServiceInformation 
serviceId='BBCAsian'> cuyo atributo es serviceId. 
 
<?xml version='1.0' encoding='ISO-8859-9'?> 
<ServiceInformation serviceId='BBCAsian'> 
  <Name>BBC Asian Network</Name> 
  <Owner>BBC</Owner> 
  <ServiceURL>dvb://233a.4000.4740</ServiceURL> 
  <ServiceGenre href='urn:tva:metadata:cs:MediaTypeCS:2005:7.1.1'> 
    <Name><![CDATA[Audio only]]></Name> 
  </ServiceGenre> 
</ServiceInformation> 
 
Fig. 2.3 Fragmento de documento XML 
 
Los documentos XML han de ser válidos y bien formados, es decir, deben 
ajustarse a las reglas semánticas definidas por su XML Schema 
correspondiente y han de ajustarse a las normas de sintaxis XML [18]. 
 
 
2.3.1.2. Documentos de definición de lenguaje 
 
Para la definición de lenguajes bajo el estándar XML se comenzó utilizando los 
documentos DTD (Document Type Definition); sin embargo, su simplicidad ha 
hecho que pasaran a ser sustituídos por los documentos XML Schema. A 
diferencia de los primeros, estos sí permiten la especificación del tipo de 
elementos que pueden estar anidados dentro de otros elementos, así como el 
uso de namespaces necesarios para la reutilización de elementos XML y que 
serán tratados con mayor profundidad en un apartado posterior. Proporcionan 
por tanto un lenguaje más específico que permite la completa definición de 
documentos XML. 
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<?xml version"C:/Users/Iria/Desktop/ServiceInformation.xml"="1.0" 
encoding="UTF-8"?> 
<schema targetNamespace="urn:tva:metadata:2008" 
xmlns:tva="urn:tva:metadata:2008" 
xmlns="http://www.w3.org/2001/XMLSchema" 
elementFormDefault="qualified"  
attributeFormDefault="unqualified"> 
<complexType name="ServiceInformationType"> 
 <sequence> 
  <element name="Name" type="string" minOccurs="0" 
maxOccurs="unbounded"/> 
  <element name="Owner" type="string" minOccurs="0" 
maxOccurs="unbounded"/> 
  <element name="ServiceURL" type="string" minOccurs="0"/> 
  <element name="ServiceGenre" type="tva:GenreType" 
minOccurs="0"/> 
 </sequence> 
 <attribute name="serviceId" type="string" use="required"/> 
</complexType> 
</schema> 
 
Fig. 2.4 Fragmento de documento XML Schema 
 
 
En la Fig. 2.4 se puede observar la especificación mediante XML Schema para 
el fragmento XML mostrado como ejemplo en la Fig. 2.3. Nótese que el 
contenido de los elementos está tipificado, por ejemplo, para el elemento 
“Name” su contenido será de tipo string. 
 
 
2.3.1.3. XML Namespaces 
 
El concepto de espacios de nombres XML (XML namespaces) permite 
diferenciar conjuntos de nombres dentro de todos los nombres posibles, de 
forma que se pueda definir a qué zona de ese espacio corresponde una 
etiqueta. De esta forma, etiquetas con el mismo nombre, pero definidas por dos 
autores diferentes, pueden diferenciarse en el espacio de nombres.  
 
Los namespaces resultan útiles cuando se usan etiquetas de diferentes 
procedencias o etiquetas que se quieren procesar de forma diferente [19]. El 
espacio de nombres de una etiqueta se indica con un prefijo, seguido de “:”, En 
la Fig. 2.4 se muestra un ejemplo con la definición del namespace 
xmlns:tva="urn:tva:metadata:2008", cuyo prefijo es “tva” y su utilización 
type="tva:GenreType". De esta forma se indica que la definición del tipo 
GenreType se encuentra en el espacio de nombres "urn:tva:metadata:2008". 
 
2.3.1.4. Procesamiento de documentos XML 
 
El procesamiento o parseo de un documento XML consiste en obtener la 
información que en él está guardada para su manipulación por parte de una 
aplicación. Existen principalmente dos formas de realizar el parsing: 
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• SAX (Simple API for XML): El procesamiento se realiza por eventos, es 
decir, que la información debe ser manipulada a medida que es 
presentada, evento a evento.  
 
• DOM (Document Object Model): Como resultado del procesamiento se 
genera un árbol jerárquico en memoria que contiene la información de 
todo el documento procesamiento. Para archivos de gran tamaño esto 
puede presentar un inconveniente al tener que guardar en memoria el 
árbol DOM (cosa que no ocurre con SAX), sin embargo, presenta una 
importante ventaja: la información de cualquier parte del árbol puede ser 
manipulada en cualquier momento, a diferencia de SAX, y por ello se ha 
optado por su implementación en este proyecto para el tratamiento de 
los documentos XML. 
 
 
2.3.2. SOAP 
 
Se ha visto en el apartado anterior como XML permite el intercambio de 
información y la interoperabilidad. El siguiente paso es estudiar si XML es 
válido no sólo para el intercambio de datos, sino también de mensajes. 
 
 
 
Fig. 2.5 Mensajes de petición y respuesta SOAP 
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El W3C define SOAP (System Object Access Protocol) como “…un protocolo 
ligero para el intercambio de información en un escenario descentralizado y 
distribuido. Es un protocolo basado en XML que está formado por tres partes: 
un sobre (envelope) que define un marco (framework) para describir qué hay 
en el mensaje y cómo procesarlo, un conjunto de reglas de codificación para 
expresar instancias de tipos de datos  definidos, y una convención para 
representar llamadas a procedimientos remotos y respuestas” [20]. 
 
En la Fig. 2.5 se puede observar la estructura de los mensajes SOAP de 
petición y respuesta. En el elemento <Body> se encuentra la información XML 
de la petición. Las líneas previas a la parte XML se corresponden con la 
cabecera HTTP. 
 
Las herramientas de desarrollo de diferentes organizaciones como Apache o 
IBM (International Bussiness Machines) con el entorno IBM SOAP, se encargan 
de la construcción de los mensajes SOAP, por lo que no es necesario que sean 
construidos a mano. Sin embargo, se debe tener en cuenta la complejidad de la 
conversión a nivel de programación de tipos Java a XML para los mensajes 
SOAP, para lo que es necesaria la utilización de JavaBeans. 
 
 
2.3.3. WSDL 
 
WSDL (Web Services Description Language), está basado en XML y constituye 
el mecanismo estándar para la descripción de un servicio, especificando la 
interfaz abstracta a través de la cual un cliente puede acceder a él y los 
detalles de cómo debe utilizarse [16]. 
 
 
2.3.3.1. Estructura de WSDL 
 
• Tipos de Datos: Ésta sección del documento WSDL define los tipos de 
datos que se utilizarán en el resto del documento para la definición de 
los mensajes. Se muestra en la Fig. 2.6  a modo ilustrativo un fragmento 
del documento get_Data.wsdl que define el servicio web y que se puede 
consultar de forma íntegra en el Anexo II. 
 
<wsdl:types> 
 <xs:schema> 
  <xs:import namespace="urn:tva:transport:2008" 
schemaLocation="tva_transport_6-1_v151.xsd"/> 
 </xs:schema> 
</wsdl:types> 
 
Fig. 2.6 Fragmento de documento WSDL; definición de tipos de datos 
 
• Mensajes: Declara las definiciones abstractas de los mensajes que 
serán utilizados por el servicio (input, output, etc.). La definición de los 
mensajes está parametrizada y tipificada. En la Fig. 2.7 se puede 
observar un fragmento en el que se definen dos tipos de mensaje: 
get_Data y get_Data_Result. 
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<wsdl:message name="get_Data"> 
 <wsdl:part name="body" element="transport:get_Data"/> 
</wsdl:message> 
<wsdl:message name="get_Data_Result"> 
 <wsdl:part name="body" element="transport:get_Data_Result"/> 
</wsdl:message> 
 
Fig. 2.7 Fragmento de documento WSDL; definición de mensajes 
 
• Tipos de Puerto:Una vez definidos los mensajes, deben ser establecidos 
los tipos de puerto, que indicarán el tipo de operaciones que se pueden 
hacer con los mensajes definidos anteriormente. En la Fig. 2.8 se 
observa la definición del puerto get_Data_Port compuesto por dos 
mensajes, uno de entrada llamado get_Data y uno de salida, 
get_Data_Result. 
 
<wsdl:portType name="get_Data_Port"> 
 <wsdl:operation name="get_Data"> 
  <wsdl:input message="ns:get_Data"/> 
  <wsdl:output message="ns:get_Data_Result"/> 
</wsdl:operation> 
</wsdl:portType> 
 
Fig. 2.8 Fragmento de documento WSDL; definición de tipos de puerto 
 
• Bindings: Esta parte del documento WSDL es en la que se da a las 
definiciones abstractas de un tipo de puerto una correspondencia 
concreta con determinados protocolos. En el ejemplo de la Fig. 2.9 se 
observa el binding definido como get_Data_SOAP que asocia el tipo de 
puerto get_Data_Port a los protocolos SOAP  sobre  HTTP, ya que se 
trata de una conexión HTTP/TCP sobre la que se utiliza SOAP para el 
transporte de los documentos XML sobre dichos protocolos. 
 
<wsdl:binding name="get_Data_SOAP" type="ns:get_Data_Port"> 
<soap:binding style="document" 
transport="http://schemas.xmlsoap.org/soap/http"/> 
 <wsdl:operation name="get_Data"> 
  <soap:operation soapAction="get_Data"/> 
  <wsdl:input> 
   <soap:body use="literal" parts="body"/> 
  </wsdl:input> 
  <wsdl:output> 
   <soap:body use="literal" parts="body"/> 
  </wsdl:output> 
</wsdl:operation> 
</wsdl:binding> 
 
Fig. 2.9 Fragmento de documento WSDL; definición de tipos de bindings 
 
• Servicios: Se trata del nivel más alto de definición de WSDL, en el que 
se asigna al servicio una dirección real para su invocación. Está 
compuesto por uno o más puertos que describen puntos de acceso 
físicos a las diferentes operaciones ofrecidas por el servicio. En el caso 
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de la Fig. 2.10 se define el servicio Get_Data compuesto únicamente por 
el binding get_Data_SOAP.  
 
<wsdl:service name="Get_Data"> 
 <wsdl:port name="getDataPort" binding="ns:get_Data_SOAP"> 
          <soap:address 
location="http://147.83.113.48:8080/axis2/services/Get_Data"/> 
 </wsdl:port> 
</wsdl:service> 
 
Fig. 2.10 Fragmento de documento WSDL; definición del servicio  
 
Los ficheros WSDL utilizados para la generación del Web Service pueden ser 
consultados en el Anexo I. 
 
 
2.3.4. Creación de un Servicio Web 
 
La creación de un servicio web puede ser abordada principalmente de dos 
formas: bottom-up o bien top-down. 
 
En la primera de ellas se parte de la definición del servicio mediante su 
correspondiente documento WSDL para la creación del servicio. Existen 
diversas aplicaciones que permiten generar parte del código necesario para el 
desarrollo del servicio web de forma automática, siendo una de las más 
utilizadas la plataforma Axis2.  
 
El enfoque top-down representa la manera opuesta de construir un servicio 
web: inicialmente se escribe el código del servicio web en el lenguaje deseado 
y a continuación el documento WSDL que describe el servicio se genera de 
forma automática. 
 
En la creación del Servicio Web implementado en el proyecto se ha utilizado el 
enfoque bottom-up, pues se ha partido del documento WSDL proporcionado 
por TV-Anytime y a cuyas especificaciones era necesario ceñirse de forma 
estricta. En casos en los que el Servicio Web es más sencillo o no se tiene una 
definición previa de él mediante el correspondiente documento, un enfoque top-
down puede resultar más intuitivo para el programador debido a que conoce 
perfectamente todo el código pues él mismo lo ha generado. 
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CAPÍTULO 3. BCG y TV-Anytime 
 
En este capítulo se introducirán los conceptos teóricos sobre BCG (Broadband 
Content Guide) y TV-Anytime que aportan los conocimientos necesarios para el 
seguimiento del Capítulo 4.. 
 
 
3.1. Introducción 
 
Como se ha adelantado en el Capítulo 1, BCG constituye la parte del estándar 
de DVB-IP definida para proporcionar una EPG (Electronic Program Guide), es 
decir, una guía de información sobre los contenidos multimedia ofrecidos por 
un determinado proveedor de servicios. En la Fig. 3.1 se puede observar un 
esquema ilustrativo de los flujos de contenidos y metadatos en un servicio TV-
Anytime, especificaciones en las que se basa BCG. 
 
 
 
Fig. 3.1 Flujos de contenidos y metadatos en TV-Anytime, extraída de [16]. 
 
Las funciones de cada uno de los bloques se detallan a continuación: 
 
• User Interaction: se trata del bloque que interactúa con el usuario 
funcionando como interfaz de datos. Como ejemplo, imaginemos que el 
usuario está interesado en el programa London News de la BBC. 
 
• Search and navigation: a partir de los datos obtenidos del cliente, se 
realiza la búsqueda de contenidos necesaria, es decir, una vez se sabe 
que el cliente busca el contenidos London News, se debe buscar dicho 
contenido. 
 
30  Desarrollo de un módulo Broadband Content Guide (BCG) para DVB-IP 
 
• Location Resolution: para ello es necesario realizar la resolución de 
localización, es decir, obtener la localización en la que se encuentra el 
programa London News. En el apartado 3.4.3 se estudiará este bloque 
con mayor detalle. 
 
• Content Service Provision: una vez sabemos la localización, el siguiente 
paso es proveer dicho contenido. 
 
• Local Storage Management: es el lugar físico donde los contenidos se 
encuentran almacenados. Para obtener el programa London News, el 
servidor de contenidos debe indicar el localizador de dicho programa.  
 
• Content Creation: se trata de la creación de contenidos y su 
almacenamiento en el Local Storage Management. Para ello es 
necesario un flujo de contenidos entre ambos, así como de metadatos. 
 
• Content Presentation: último paso, en el que se muestra al usuario el 
programa London News que deseaba reproducir, mediante la 
comunicación entre el lugar de almacenamiento y dicho bloque a través 
de flujos de contenidos y metadatos. 
 
 
3.1.1. Definición de BCG 
 
El término Broadband Content Guide (BCG) hace referencia a una Guía 
Electrónica de Contenidos cuyo propósito es complementar el estándar DVB-IP 
en el tratamiento de los metadatos. Dicha guía es transportada sobre una red 
IP bidireccional, también puede ser usada para describir contenidos 
transportados sobre otros tipos de redes (IP, DVB-S, DVB-T,..), pues los 
metadatos que utiliza se encuentran estandarizados [19]. 
 
El estándar DVB-IP para BCG [2] especifica una serie de directivas a seguir 
para el desarrollo de la EPG, basadas en TV-Anytime. 
 
 
3.1.2. Definición de TV-Anytime 
 
El TV-Anytime Forum es una asociación de organizaciones cuyo objetivo es 
desarrollar una serie de especificaciones conocidas como TV-Anytime, que 
permitan el almacenamiento digital de servicios audiovisuales y de otros tipos 
de servicios, en plataformas de consumidores, basándose en el mercado de 
masas [9]. 
 
Un sistema de transmisión TV-Anytime comprende principalmente tres 
elementos: un proveedor de servicios que proporciona el servicio TVA, un 
proveedor de transporte que se encarga de la transmisión del servicio y un 
equipo en la vivienda del usuario que almacena el contenido y lo reproduce 
ante la petición del consumidor [10]. 
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Fig. 3.2 TVA framework 
 
 
3.1.3. Marco de trabajo 
 
En la Fig. 3.2 se puede observar el marco de trabajo para el desarrollo de uns 
servicio basado en TV-Anytime y sus múltiples posibilidades de aplicación. Se 
adelanta al lector que el framework escogido para la realización del proyecto 
utiliza XML y Java en el dominio de aplicación, el procesamiento de los 
documentos XML se realiza mediante el uso de árboles DOM, y su transporte 
se realiza sin codificación mediante XML textual encapsulado en SOAP. 
 
 
3.2. Transporte de la información BCG 
 
Los metadatos BCG pueden ser transportados de dos formas: utilizando un 
mecanismo basado en contenedores de datos, o bien mediante consultas a un 
servicio  de información. La primera de ellas puede ser llevada a cabo tanto via 
multicast, utilizando DVBSTP como protocolo de transporte, como unicast, 
mediante HTTP/TCP. El mecanismo basado en consultas sólo puede ser 
llevado a cabo utilizando transmisión unicast, pues el canal debe ser 
bidireccional, con HTTP/TCP como protocolos de transporte. 
 
3.2.1. Mecanismo de consulta 
 
Consiste en la obtención de información sobre los servicios mediante consulta, 
por lo que es necesaria una red bidireccional sobre la que transmitir las 
peticiones y las respuestas via unicast, utilizando el protocolo SOAP sobre 
HTTP. 
 
Este mecanismo BCG se basa en las especificaciones TV-Anytime para el 
transporte de metadatos sobre una red bidireccional, véase [12], pero con 
algunas restricciones. De las operaciones de intercambio de datos que TVA 
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define, el estándar BCG solamente contempla dos de ellas: get_Data y 
submit_Data, con sus correspondientes operaciones describe, como Fig. en la 
tabla 3.1. En dicha tabla se puede observar el carácter obligatorio indicado con 
“M” (mandatory) de las operaciones get_Data y describe_Get_Data, así como 
el carácter opcional “O” (optional) de la operación submit_Data junto con 
describe_Submit_Data, cuya obligatoriedad viene dada por la implementación o 
no de la operación submit_Data, pues debe siempre acompañarla. 
 
 
 
 
Tabla 3.1 Operaciones SOAP requeridas para SPs y HNEDs, extraída de [2]  
 
 
Los motivos por los que se ha elegido utilizar el mecanismo de consulta frente 
a la transmisión unidireccional del transporte basado en containers para este 
PFC son los siguientes  [12]: 
 
• Permite el envío de un conjunto de metadatos más completo debido a un 
ancho de banda menos restrictivo. 
 
• Proveedores BCG sin acceso a una red multicast pueden ofrecer sus 
servicios de forma unicast. 
 
• Permite a los proveedores de datos adecuar las respuestas a las 
consultas del cliente que las realiza. 
 
• Clientes sin acceso a una red broadcast pueden acceder a los 
contenidos. 
 
En el apartado 3.4 se extenderá la explicación del mecanismo de consulta BCG 
por ser el escogido para su implementación en este proyecto. 
 
 
3.3. Descubrimiento de la información BCG 
 
En el Capítulo 1 se ha introducido la forma de descubrir los servicios BCG. En 
este apartado se describe de forma más detallada como un HNED puede 
acceder a la información BCG. 
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3.3.1. Descubrimiento de proveedores BCG 
 
La información necesaria para el descubrimiento de servicios BCG se 
encuentra en la tabla BCG Discovery transmitida por el servicio SD&S de DVB-
IP. Concretamente, los campos más importantes de esta tabla son: 
 
• DVBSTP: Especifica la localización en la que la guía de contenidos está 
disponible utilizando DVBSTP como protocolo de transporte, es decir, 
transmisión multicast. Para ello hace uso de una DVB-MCAST URI 
extendida, es decir, además de indicar la información habitual de una 
DVB-MCAST URI sobre la localización de un servicio multicast, añade 
información sobre el proveedor de servicio, el payload DVBSTP, el 
segmentId y el número de versión. 
 
• HTTP@Location: Indica dónde puede ser encontrado el servicio en el 
caso de transmisión unicast utilizando para su transporte HTTP, 
mediante una URL.  
 
• HTTP@SOAP: Este campo informa sobre la disponibilidad del servicio 
de consulta SOAP. Su valor por defecto es “false”. 
 
<ServiceDiscovery xmlns="urn:dvb:ipisdns:2006"  
 xmlns:urn="urn:tva:metadata:2005" 
<BCGDiscovery DomainName="dvb-ip.upc.es" Version="0"> 
<BCG Id="1" Version="1"> 
<Name>UPC BCGProvider</Name> 
<TransportMode> 
<http Location="http://147.83.113.48:8080/axis2/services"  
SOAP="true"/> 
         </TransportMode> 
       </BCG> 
 </BCGDiscovery> 
</ServiceDiscovery> 
 
Fig. 3.3 Tabla BCG Discovery 
 
La Fig. 3.3 muestra la información BCG Discovery para el proveedor “UPC 
BCGProvider”. Éste proporciona una guía para el proveedor de contenidos 
“dvb-ip.upc.es” y se transmite sobre HTTP utilizando el mecanismo de consulta 
SOAP  como se indica en  
<http Location= "http://147.83.113.48:8080/axis2/services" SOAP="true"/>.  
 
 
3.3.2. Acceso a la información BCG mediante el mecanismo de 
consulta SOAP 
 
El acceso a los contenidos BCG puede implementarse en modo push, siendo el 
servidor el que inicia la transmisión, en modo pull, si la transmisión es solicitada 
por el cliente, o bien utilizando peticiones SOAP, mecanismo en el que nos 
centraremos en este apartado. 
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3.3.2.1. Flujo de eventos para el descubrimiento del servicio de consulta 
SOAP 
 
En la Fig. 3.4 se pueden observar los pasos a seguir para adquirir el servicio 
BCG a partir del BCG Discovery de SD&S, que se detallan a continuación [4]: 
 
 
 
Fig. 3.4 Utilización de un servicio BCG 
 
 
• Adquirir las tablas BCG utilizando SD&S. 
 
• Utilizar el campo HTTP@Location de la tabla BCG para obtener la URL 
que indica la localización del proveedor BCG. El campo HTTP@SOAP 
debe ser “true”. 
 
• Enviar una consulta SOAP describe_get_Data al proveedor BCG para 
obtener las funcionalidades que ofrece. 
 
• Comprobar la respuesta para confirmar que el proveedor ofrece las 
funcionalidades requeridas. 
 
• Enviar una petición SOAP get_Data al proveedor BCG. 
 
Si las funcionalidades ofrecidas por el proveedor BCG no son las adecuadas 
(por ejemplo si una tabla requerida no está disponible), se debe enviar otra 
consulta describe_get_Data al siguiente proveedor BCG hasta que se 
encuentre un proveedor adecuado. 
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3.3.2.2. Pila de protocolos 
 
La Fig. 3.5 muestra los protocolos necesarios para la transmisión de BCG 
sobre SOAP. Tanto la codificación como la capa de seguridad son opcionales y 
por ello los servidores deben soportar siempre la opción de enviar la 
información sin codificar para asegurar la interoperabilidad. 
 
La seguridad cobra una especial importancia en la operación submit_Data pues 
es la operación encargada de enviar información personal sobre el usuario, 
para poder asegurar confidencialidad en la transmisión del historial de datos. 
Para su implementación se utiliza el protocolo HTTPS. 
 
 
 
Fig. 3.5 Pila de protocolos de BCG sobre SOAP 
 
 
3.4. Referenciación de contenidos en TVA 
 
El propósito de la referenciación de contenidos es permitir la adquisición de una 
determinada instancia de un determinado contenido [10]. Por ejemplo, si un 
usuario ve un anuncio de un nuevo programa, puede desear que su PDR 
(Personal Digital Recorder) lo grabe. Para ello es necesario poder localizar 
dicho programa mediante un identificador, es decir, un CRID (Content 
Referencing Identifier), que sea independiente de su localización y que lo 
identifique de forma unívoca. 
 
 
3.4.1. Autoridades y CRID 
 
Una autoridad es la entidad que define los CRID asegurando que sean 
unívocos y que proporciona los medios para traducirlos a localizadores u otros 
CRIDs. El nombre de una autoridad sigue la sintaxis URL, utilizando el servicio 
DNS para la asignación de nombres únicos a cada una de ellas. 
 
La sintaxis de un CRID es CRID://<authority>/<data> donde <authority> 
identifica la autoridad que lo crea y <data> es un identificador para el elemento 
al que se refiere. Como ejemplo: crid://bbc.co.uk/__SERNewshour. 
 
 
3.4.2. Tabla de resolución de autoridades 
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La tabla RAR (Resolving Authority Record) es un elemento esencial en la 
resolución de la localización de contenidos. Proporciona los datos necesarios 
para recuperar la información de resolución de localizadores para una 
determinada autoridad. En la Fig. 3.6 se muestra un ejemplo: 
 
<ResolvingAuthorityRecord> 
 <ResolutionProvider>backstage.bbc.co.uk</ResolutionProvider> 
 <AuthorityName>backstage.bbc.co.uk</AuthorityName> 
 <Class>primary</Class> 
 <VersionNumber>1</VersionNumber> 
 <URL>http://backstage.bbc.co.uk/feeds/tvradio/</URL> 
 <FirstValidDate>2005-07-22T13:13:22.150+02:00</FirstValidDate> 
 <LastValidDate>2010-04-17T13:13:22.150+02:00</LastValidDate> 
 <Weighting>1</Weighting> 
</ResolvingAuthorityRecord> 
 
Fig. 3.6 Tabla Resolving Authority 
 
• Resolution Provider se refiere a la entidad que está proporcionando 
resolución de contenidos, en este caso backstage.bbc.co.uk. 
 
• Class  indica si dicha RAR define una autoridad de resolución que puede 
resolver todos los CRIDs, si es primary o bien solamente algunos, 
secondary.  
 
• URL define la localización donde la información de resolución puede ser 
encontrada. 
 
• Weighting indica el número de tablas RAR que un proveedor tiene 
disponibles para su consulta. 
 
  
3.4.3. Resolución de localizadores 
 
La resolución de localización es la traducción de CRIDs en otros CRIDs o 
localizadores. Más concretamente consiste en el mapeo de referencias 
independientes de la localización (CRIDs) a su localización en tiempo 
(momento de emisión) y espacio (canal de TV, dirección IP, etc.), identificador 
que se conoce como localizador.  
 
En la Fig. 3.7 se muestra un esquema que resume el proceso de resolución del 
localizador a partir del CRID inicial, el resultado de la búsqueda y selección de 
contenido por parte del usuario, y su posterior utilización para la adquisición del 
elemento multimedia. Un ejemplo de resolución de localizador podría ser el 
siguiente: se desea buscar el localizador para el programa Daily News que 
pertenece al servicio BBC News; para ello es necesario inicialmente encontrar 
el CRID que identifica a dicho programa, es decir, su identificador único. Una 
vez se tiene dicho CRID, se debe buscar en la tabla Content Referencing el 
localizador correspondiente a dicho CRID. 
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Fig. 3.7 Escenario de referenciación de contenidos, extraída de [7]. 
 
 
3.4.3.1. Localizadores 
 
Un localizador especifica la localización en la que un contenido puede ser 
adquirido y opcionalmente el momendo en el que está disponible. Su formato 
es <transport mechanism>:<transport system specific> donde: 
 
• <transport mechanism> hace referencia al mecanismo de transporte que 
deber ser único. La palabra CRID no puede ser utilizada. 
 
• <transport system specific> puede incluir información sobre localización, 
tipo de disponibilidad, inicio y fin de la disponibilidad, etc. 
 
Algunos ejemplos de localizadores son: 
 
dvb://233a.4000.3800, donde dvb es el mecanismo de transporte y se indica 
la localización mediante la tripleta dvb, siendo 233 el identificador de la red o 
bien original_network_id , 4000 el identificador de transport_stream_id, y 3800 
el identificador de servicio servide_id. 
 
dvb://233a.4000.3800;f313@2010-04-13T12:00:00Z/PT03H00M, donde se 
indica además el momento de emisión y la duración mediante la adición de los 
parámetros  2010-04-13, que indica la fecha, T12:00:00Z, que indica la hora de 
comienzo, y PT03H00M que informa sobre su duración, en este caso tres 
horas. 
 
 
3.5. Metadatos en TVA 
 
Los metadatos son definidos generalmente como “datos sobre datos” y su 
utilidad es la de facilitar la consulta, búsqueda, transferencia y documentación 
de datos. XML ha sido adoptado como el formato de representación de los 
metadatos por TVA debido su ventajas en cuanto a interoperabilidad, 
extensibilidad, y su extendido uso.  
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Para facilitar la búsqueda humana y automatizada de contenidos se hace 
necesaria la asociación de metadatos con contenidos. Para ello, estos 
metadatos incluyen elementos descriptivos y localizadores para su adquisición. 
El proceso de creación y administración de los metadatos puede involucrar un 
número elevado de autoridades, por lo que se hace necesario el seguimiento 
de un marco común para asegurar la interoperabilidad desde la creación del 
contenido hasta su transmisión. 
 
 
3.5.1. Estructura de metadatos 
 
Existen seis tipos básicos de metadatos que un elemento TVAMain agrupa y 
que pueden ser consultados en la Fig. 3.8. En este apartado se comentan 
solamente los documentos que han sido utilizados en el desarrollo del 
proyecto. Para una mayor información sobre cada uno de los tipos de 
metadatos véase [10]. 
 
 
 
 
Fig. 3.8 Documentos TV-Anytime con TVAMain como elemento raíz, extraída 
de [7] 
 
• Content Description Metadata: Los elementos Program Information y 
Group Information tienene una estructura muy similar. Proporcionan 
información sobre el elemento que describe como título, sinopsis, CRID, 
etc, ya sea un programa para el primero de ellos o un grupo de 
programas (por ejemplo todos los capítulos de una serie estarían 
englobados dentro de dicho grupo). 
 
• Instance Description Metadata: La tabla Program Location proporciona 
información sobre el lugar y momento en el que un determinado 
programa puede ser encontrado. El documento Service Information es el 
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más genérico, pues indica los servicios que se ofrecen: canales, su 
descripción e identificador. 
 
• Consumer Metadata: El documento Usage History se utiliza para el 
envío de información sobre las acciones llevadas a cabo por el 
consumidor en forma de historial de uso. Un ejemplo podría ser que 
determinado usuario haya hecho una operación PlayStream sobre el 
contenido BBCNews proporcionado por el proveedor BBC. 
 
 
3.6. Transporte de metadatos sobre una red bidireccional 
mediante TVA 
 
En este apartado se abordará la arquitectura de TVA enfocada desde el punto 
de vista de su aplicación al transporte de metadatos para un servicio BCG 
mediante el mecanismo de consulta.  
 
Debido a la extensa documentación utilizada para la definición del servicio TVA 
mediante XML Schema, no están incluidas las definiciones de todos los tipos 
de datos a los que se hace referencia en este apartado. Para su consulta el 
lector debe dirigirse a la versión electrónica de este PFC o bien consultar [12]. 
Así mismo, para todas las operaciones descritas en este apartado se pueden 
encontrar ejemplos ilustrativos en el Anexo III. 
 
 
3.6.1. Tipos y funcionalidades de servicios de metadatos 
 
En este apartado se definirán los dos tipos de operaciones que BCG contempla 
del estándar de TVA. Sus correspondientes operaciones de descripción de 
funcionalidad necesarias para informar al cliente sobre las capacidades del 
servicio de metadatos ofrecido serán presentadas en el apartado 3.4.2.  
 
Los servicios de metadatos TVA pueden ser clasificados en dos tipos básicos: 
 
• Recuperación de datos: Un determinado cliente desea obtener 
metadatos de un servicio que ha sido previamente descubierto y su 
descripción de funcionalidad ha sido consultada. Por ejemplo, un cliente 
puede hacer una consulta sobre la programación de un determinado 
canal para la semana próxima, o hacer una consulta sobre películas 
disponibles del género “Thriller”. 
 
• Envío anónimo de metadatos del usuario: Consiste en el envío de un 
historial de uso del servicio por parte del cliente al proveedor de 
servicios. Este tipo de operación ofrece beneficios tanto al consumidor 
de metadatos como al proveedor de servicios, ya que las consultas 
pueden ser personalizadas adecuándolas al perfil del cliente. Algunos 
ejemplos podrían ser: construir una guía de TV adaptada a los hábitos 
del consumidor, monitorizar el uso del contenido para el desarrollo de 
contenidos más eficientes, o la venta del historial de uso de un 
proveedor de servicios [11]. 
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3.6.1.1. Operación get_Data  
 
La operación get_Data permite al cliente consultar al servidor para recuperar 
datos TV-Anytime para una serie de programas o grupos de programas [12]. 
Algunos ejemplos de consultas utilizando esta operación serían: a partir de una 
lista de CRIDs obtener metadatos TV-Anytime para dichos CRIDs, consultar 
una serie de programas en base a atributos concretos o en base al canal  o 
momento de emisión. 
 
Se trata de la operación más compleja y su implementación es obligatoria para 
BCG. A continuación se detallan los mensajes de petición y respuesta. 
 
• Petición 
 
En Fig. 3.9 se puede observar un ejemplo de petición get_Data.  
 
<get_Data xmlns:ns10="urn:tva:transport:2008" personalInfoUse="true"> 
<QueryConstraints> 
<PredicateBag negate="false" type="AND"> 
<BinaryPredicate fieldID="ServiceName" fieldValue= 
"bbc" test="contains" /> 
<BinaryPredicate fieldID="ServiceName" fieldValue= 
"music" test="contains" /> 
</PredicateBag> 
</QueryConstraints> 
<RequestedTables> 
<Table type="ServiceInformationTable" /> 
</RequestedTables> 
</get_Data> 
 
Fig. 3.9 Ejemplo de petición get_Data 
 
A continuación se proporciona alguna información sobre la utilidad de cada uno 
de los elementos presentes en la petición así como de sus atributos; para 
información más concreta sobre su estructura véase [12]. 
  
o QueryContraints: Este parámetro consiste en un cojunto de predicados 
lógicos, que pueden ser anidados, y juntos definir un cojunto de 
resultados en los que el cliente está interesado [12]. Dentro de este 
elemento se pueden definir los siguientes parámetros:  
 
fieldID, que indica el campo que va a ser examinado, en este 
caso fieldID="ServiceName";  
 
fieldValue, que especifica el valor que se quiere comprobar para 
determinado campo, en el ejemplo fieldValue= "bbc" y 
fieldValue= "music";  
 
test, que describe la relación entre el fieldID y el fieldValue 
(“equals”, “not_equeals”, “contains”, ...), en este caso 
test="contains".  
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Además mediante el elemento <PredicateBag negate="false" 
type="AND"> se especifica la relación entre los dos valores especificados 
para la consulta.  
 
o RequestedTables: Mediante este elemento el cliente especifica el tipo de 
tablas de metadatos que desea recibir como resultado de la consulta, en 
este caso  <Table type="ServiceInformationTable"/> indica que sólo 
se requiere la tabla ServiceInformationTable. 
 
Por lo tanto, en el fragmento anterior se especifican los parámetros para 
realizar la búsqueda de contenidos en la tabla ServiceInformationTable que 
contengan en su ServiceName las palabras “bbc” y “music”. 
 
• Respuesta 
 
La respuesta a la operación get_Data puede contener cero o un elemento de 
los  tipos TVAMain, ContentReferencingTable e InvalidFragments. Los 
metadatos XML devueltos en la respuesta deben ser válidos con respecto al 
documento XML Schema que lo define, que puede ser consultado en [12].  
 
o TVAMain: En el ejemplo <TVAMain xmlns="urn:tva:metadata:2008">  
contiene el elemento ProgramDescription del tipo 
ProgramDescriptionType que puede contener los tipos de tablas que se 
especifica en la Fig. 3.10, extraída de [11], donde el contenido de dichas 
tablas puede ser consultado. En este caso se devuelve únicamente la 
tabla requerida en la consulta: ServiceInformationTable. 
 
o ContentReferencingTable: Elemento que contiene dicha tabla y cuya 
estructura se puede consultar en [13]. 
 
o InvalidFragments: Presenta una lista de fragmentos no válidos utilizando 
el tipo InvalidFragmentsType, véase [12] para consultar su estructura.  
 
 
 
Fig. 3.10 Tipos de tablas en ProgramDescriptionType 
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El atributo truncated indica si la respuesta ha sido truncada en el caso de que 
el número de programas a devolver exceda el valor especificado para 
maxPrograms, parámetro opcional de la consulta.  
 
Se muestra a continuación un ejemplo de respuesta a la consulta anterior: 
 
<get_Data_Result xmlns:ns10="urn:tva:transport:2008" 
serviceVersion="1" truncated="false"> 
<TVAMain xmlns="urn:tva:metadata:2008"> 
<ProgramDescription> 
<ServiceInformationTable> 
<ServiceInformation serviceId="BBCSixMU"> 
                         <Name>BBC 6 Music</Name> 
                         <Owner>BBC</Owner> 
<ServiceURL>dvb://233a.4000.4680                        
</ServiceURL> 
<ServiceGenre xsi:type="GenreType" 
href="urn:tva:metadata:cs:MediaTypeCS"> 
<Name preferred="false">Audio 
only</Name> 
                         </ServiceGenre> 
</ServiceInformation> 
</ServiceInformationTable> 
</ProgramDescription> 
</TVAMain> 
</get_Data_Result> 
 
Fig. 3.11 Resultado de petición get_Data 
 
 
En el ejemplo mostrado en la Fig. 3.11, la respuesta no ha sido truncada 
truncated="false", se devuelve la tabla <ServiceInformationTable> con  
información para el canal <Name>BBC 6 Music</Name>, cuyo propiertario es 
<Owner> BBC</Owner>  y su localizador <ServiceURL>dvb://233a.4000.4680 
</ServiceURL>, como se indica en el campo ServiceGenre se trata de un canal 
que sólo emite audio.  
 
 
3.6.1.2. Operación submit_Data 
 
Consiste en el envío de información del usuario en forma de historial de uso de 
los servicios al proveedor. Esta operación está definida como opcional para el 
estándar BCG. 
 
• Envío de información  
 
<submit_Data xmlns:ns3="urn:tva:transport:2008"> 
<UsageHistory xmlns:ns1="urn:tva:mpeg7:2008"       
xsi:type="ns1:UsageHistoryType"> 
<UserActionHistory xsi:type="ns1:UserActionHistoryType"> 
<UserActionList xsi:type="ns1:UserActionListType"> 
<ActionType xsi:type="ns1:TermUseType" 
href="urn:tva:metadata:cs:ActionTypeCS:2004:1.1
.2" /> 
<UserAction xsi:type="ns1:UserActionType"> 
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<ProgramIdentifier type="URI" 
authority="BBC">BBCNews</ProgramIdentifier> 
</UserAction> 
</UserActionList> 
</UserActionHistory> 
</UsageHistory> 
</submit_Data> 
 
Fig. 3.12 Ejemplo petición submit_Data 
 
La Fig. 3.12 muestra un ejemplo de la operación de envío de datos 
submit_Data. Utiliza simplemente el tipo mpeg7:UsageHistoryType definido en 
[11]. Dentro de este tipo están contenidos el elemento UserActionList que 
recoge la información sobre las acciones llevadas a cabo por el usuario, en 
este caso  <ProgramIdentifier type="URI" authority="BBC"> BBCNews 
</ProgramIdentifier> indica que se ha hecho uso del programa BBCNews 
ofrecido por la autoridad BBC, y  <ActionType xsi:type="ns1:TermUseType" 
href="urn:tva:metadata:cs:ActionTypeCS:2004:1.1.2"/> indica que se ha 
realizado la operación PlayStream de dicho contenido. 
 
• Respuesta 
 
La respuesta al envío de información por parte del usuario consiste en la 
devolución del mensaje submit_Data_Result que incluye el atributo 
serviceVersion. Como su propio nombre indica, este atributo informa sobre la 
versión que está siendo utilizada del servicio BCG y, además de funcionar a 
modo de asentimiento (ACK) para la recepción de datos, es utilizado por el 
HNED para saber cuándo la versión de software utilizada debe ser actualizada:  
 
<submit_Data_Result xmlns:="urn:tva:transport:2008" serviceVersion="1" />.  
 
 
 
3.6.2. Descripciones de funcionalidad de los servicios de metadatos 
 
Para cada operación get_Data o submit_Data disponible, es necesaria la 
implementación de su correspondiente operación describe_get_Data y 
describe_submit_Data, de forma que las dos operaciones (la operación X con 
su correspondiente describe_X) forman juntas un puerto (consultar 2.3.3.1). 
 
Mediante la operación describe se obtendrá por tanto la descripción de 
funcionalidad para la correspondiente operación del mismo puerto. 
 
 
3.6.2.1. Operación describe_get_Data  
 
La operación describe_get_Data proporciona a un proveedor BCG la capacidad 
de informar al consumidor de metadatos sobre la forma de uso y la información 
disponible para la consulta. 
 
• Petición 
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El mensaje de petición carece de parámetros, consiste en un único elemento: 
 
 <describe_get_Data xmlns:ns10="urn:tva:transport:2008"/> 
 
• Respuesta 
 
<describe_get_Data_Result xmlns:ns10="urn:tva:transport:2008" 
serviceVersion="1"> 
<Name>BBC TV-Anytime Data </Name> 
<Description>TV-Anytime data for BCG Service</Description> 
<AvailableTables> 
<Table xsi:type="ns10:ProgramInformationTable" 
canQuery="Title Synopsis CRID"/> 
<Table xsi:type="ns10:ProgramLocationTable" 
canQuery="ProgramURL CRID"> 
<AvailableLocations> 
<Availability>P1D</Availability> 
<ServiceURL>dvb://233a.4000.4640</ServiceURL> 
</AvailableLocations> 
</Table> 
</AvailableTables> 
</describe_get_Data_Result> 
 
Fig. 3.13 Ejemplo respuesta describe_get_Data 
 
 
En el fragmento anterior mostrado en la Fig. 3.13 se puede observar un 
ejemplo de respuesta a dicha petición con los siguientes elementos: 
 
• Name y  Description, y el atributo serviceVersion, que indican 
respectivamente el nombre del servicio, una breve descripción y el 
número de versión que está siendo utilizado. 
 
• AvailableTables constituye el elemento más importante de esta 
operación, y por ello es el único obligatorio. Como su propio nombre 
indica, informa sobre las tablas de metadatos que están disponibles en 
la operación get_Data, así como la forma en que pueden ser 
consultadas. Algunos de los elementos que contiene son: 
 
o Type: este atributo indica el tipo de tabla disponible. 
 
o canQuery: lista de identificadores de campos sobre los que el usuario 
puede realizar la consulta para dicha tabla, por ejemplo “Title” si se 
puede consultar la tabla especificando un título. Todas las tablas 
excepto ServiceInformationTable deben soportar la consulta por 
CRID. 
 
o AvailableLocations: elemento obligatorio si la tabla es de tipo 
ProgramLocationTable. Contiene los elementos Availability y 
ServiceURL (localizador del programa que se describe). 
 
BCG y TV-Anytime  45 
 
Por ejemplo, según el fragmento anterior, la tabla ProgramLocationTable 
puede ser consultada según los campos ProgramURL y CRID:  <Table 
xsi:type="ns10:ProgramLocationTable" canQuery="ProgramURL CRID"> 
y además, contiene un único localizador <ServiceURL> 
dvb://233a.4000.4640 </ServiceURL>, cuya disponibilidad es de un 
día: <Availability>P1D</Availability>. 
 
 
3.6.2.2. Operación describe_submit_Data 
 
Esta operación solamente debe ser ofrecida por el proveedor BCG en caso de 
que la operación submit_Data esté disponible en dicho proveedor. 
 
• Petición 
 
Al igual que describe_get_Data, este mensaje consiste en un único elemento 
<describe_submit_Data xmlns:ns3="urn:tva:transport:2008" />. 
 
• Respuesta 
 
La operación describe_submit_Data provee a un servicio de metadatos de la 
capacidad de describir la forma de uso y las preferencias sobre la información 
que el proveedor de TVA desea recibir, mediante el campo RequestedTables, 
el único obligatorio. A continuación, en la Fig. 3.14 se muestra un mensaje 
SOAP de respuesta a la operación describe_submit_Data, en el que 
únicamente se requiere la tabla <Table type="UsageHistory"/>. 
 
<describe_submit_Data_Result xmlns:ns3="urn:tva:transport:2008"> 
<Name>describeSubmitData</Name> 
<RequestedTables> 
<Table type="UsageHistory" /> 
</RequestedTables> 
</describe_submit_Data_Result> 
 
Fig. 3.14 Ejemplo respuesta describe_submit_Data 
 
Opcionalmente, se pueden incluír otro parámetros como Description o POLICY, 
donde se describe la política de privacidad. 
 
46  Desarrollo de un módulo Broadband Content Guide (BCG) para DVB-IP 
 
CAPÍTULO 4. Diseño y desarrollo 
 
En este capítulo se detallará el proceso de diseño y desarrollo que se ha 
llevado a cabo para la realización del proyecto, así como los inconvenientes 
que han surgido en dichas etapas y las correspondientes soluciones que se 
han adoptado. 
 
 
4.1. Objetivos 
 
El propósito principal del proyecto era el desarrollo de un módulo BCG para 
DVB-IP. Para ello, era necesario el desarrollo de los siguientes objetivos: 
 
• Creación de un Servicio Web para dar soporte al servicio de 
consultas SOAP de BCG siguiendo un modelo cliente-servidor. 
 
• Implementación de un módulo de procesamiento de la base de datos 
XML para su integración en el Servicio Web, desarrollado en el 
lenguaje de programación Java. 
 
• Configuración del servidor para dar soporte al Servicio Web BCG. 
 
• Creación de un cliente que incluya las funciones de descubrimiento 
del Servicio BCG y envio de consultas al mismo, implementado en el 
lenguaje de programación Java. 
 
 
4.2. Escenario 
 
En este apartado se explican los diferentes módulos que han sido 
desarrollados para su integración en el proyecto clasificados según su 
funcionalidad. 
 
Como se ha explicado en el apartado 1.2.1, en el escenario DVB-IP contamos 
con dos antenas, una terrestre y una parabólica, que capturan la señal de TV y 
la envían al servidor SERVER-DVB, en el cual mediante las correspondientes 
tarjetas se obtienen los paquetes TS. El servidor realiza diversas tareas como 
son SD&S, Network Provisioning, transmisión de contenidos multimedia, etc., 
pero solamente son de interés para este proyecto el servicio SD&S y el servicio 
de consultas BCG. 
 
El cliente desarrolla las funciones de descubrimiento del servicio mediante 
SD&S, para lo que es necesario el acceso a la red multicast, y de consulta al 
servicio BCG, tarea que se lleva a cabo en modo unicast. Un diagrama de 
bloques de esta estructura puede ser consultado en  la Fig. 4.1. 
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Fig. 4.1 Diagrama de bloques del escenario BCG 
 
 
4.2.1. Implementación del Servicio Web 
 
Tal y como definen los estándares de BCG y TV-Anytime, se ha desarrollado 
un Servicio Web para implementar el mecanismo de consultas de la guia de 
contenidos BCG. Para ello se ha hecho uso del documento de descripción del 
servicio WSDL, especificado en el estándar de TV-Anytime [12], que ha sido 
modificado para la adaptación a BCG. 
 
Partiendo de dichos documentos de definición WSDL, que pueden ser 
consultados en el Anexo I, se ha construído el Servicio Web siguiendo un 
enfoque top-down, es decir, a partir del WSDL del servicio se ha desarrollado el 
código Java que le da soporte. Para ello se ha hecho uso de la plataforma WTP 
(Web Tools Platform) con la que cuenta Eclipse para el desarrollo de Servicios 
Web, así como de la herramienta wsdl2java de Axis2, a través de las cuales se 
ha generado parte del código de forma automática.  
 
La estructura del servicio BCG, que se puede obserar en la Fig. 4.2, es la 
siguiente: 
 
• Está compuesto por dos Servicios Web: Get_Data y Submit_Data, cuyas 
características han sido explicadas en el apartado 3.6. 
 
• Cada uno de los servicios cuenta con paquetes de clases que definen 
cada uno de los tipos de datos utilizados y que vienen definidos por los 
XML Schema del estándar, que pueden ser consultados en [12]. Estas 
clases han sido generadas de manera automática por WTP a partir del 
documento WSDL especificado y están recopiladas en los paquetes 
_2008 y org. 
 
• Además, cuentan también con otro tipo de clases, que son generadas de 
la misma forma para cualquier Web Service independientemente de su 
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documento de definición y cuya función es la administración del servicio y 
de sus diferentes clases para su correcto funcionamiento. Las principales 
son: Stub, MessageReceiverInOut y Skeleton.  
 
El Stub se encarga del alineamiento de parámetros, tanto en el cliente 
como en el servidor, convirtiendo los tipos de datos Java en documento 
XML cuando se envía un mensaje y haciendo el proceso inverso cuando 
se recibe. El Skeleton, pese a ser generado de forma automática, 
solamente cuenta con la definición de los métodos a implementar para el 
servicio y es la parte de código que ha de ser desarrollada. La clase 
MessageReceiverInOut lleva a cabo la función de construcción del 
mensaje SOAP, encapsulando el documento XML. El código de las clases 
skeleton puede ser consultado en el Anexo III. 
 
 
 
Fig. 4.2 Diagrama de bloques del Servicio Web 
 
Respecto a la generación del código se debe señalar que la versión 1.5 de 
Axis2 utilizada tiene una limitación que no será solucionada hasta la 
publicación de la nueva versión 1.6. Se trata del bug AXIS2-4273 que impide 
que el servicio web funcione de forma adecuada en determinadas ocasiones 
debido a que parte del código generado por Axis2 es erróneo. Este problema 
ha sido solucionado identificando las secciones de código problemáticas y re-
programando “a mano” dichas secciones. 
 
El servicio implementado permite hacer consultas a las tablas Service 
Information, Program Information, Group Information, Program Location y 
Content Referencing definidas por TVA, sobre los campos Title, Synopsis, 
Genre, Service Name, Service URL, CRID, groupType y Program URL. 
 
 
4.2.2. Procesamiento de los documentos XML 
 
Para el procesamiento de los documentos XML que conforman la base de 
datos se ha definido el paquete parser, compuesto por dos clases: ParserDOM 
e InfoHandler. 
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La primera de ellas se ocupa de realizar la validación con los documentos XML 
Schema correspondientes, que pueden ser consultados en [12], y el parsing de 
documento XML a árbol DOM. Es la clase InfoHandler la que se encarga de 
realizar la búsqueda de información recorriendo dicho árbol y de extraerla, a 
través de codigo Java, para enviarla posteriormente al cliente como respuesta 
a su petición. El código de ambas clases puede ser consultado en el Anexo III. 
 
Los documentos XML utilizados forman parte de una amplia base de datos que 
la BBC (British Broadcasting Corporation) proporciona y que se comentará en 
el apartado 4.3.1.1. 
 
 
4.2.3. Servidor BCG 
 
El bloque de SD&S necesario para el descubrimiento del servicio ha sido 
implementado en el servidor en la realización de otro proyecto relacionado con 
DVB-IP; para más información véase [8]. 
 
Para dar soporte al Servicio Web creado y a la base de datos XML ha sido 
necesaria la configuración del servidor SERVER-DVB. Se ha instalado en él el 
servidor web Apache Tomcat y sobre éste se ha configurado el servlet Axis2 en 
el que los Servicios Web son introducidos para su publicación en la red. 
 
 
4.2.4. Cliente 
 
El cliente realiza dos funciones: la de descubrimiento del servicio mediante 
SD&S y la de envío de consultas al Servicio Web, que se detallan a 
continuación. La clase BCGClient, que puede ser consultada en el Anexo III, ha 
sido creada para realizar dichas funciones. 
 
 
 
Fig. 4.3 Diagrama de bloques del cliente 
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4.2.4.1. Descubrimiento del servicio 
 
Se trata del primer paso que el cliente debe dar para comenzar a utilizar un 
servicio BCG. Para ello ha de unirse a la dirección multicast en la que se está 
transmitiendo el tráfico SD&S, por defecto  225.0.12.3, y capturar paquetes 
hasta encontrar uno en el que el Payload ID sea 0x06, como indica la tabla de 
Payload ID adjunta en el Anexo II, pues identifica a los paquetes que contienen 
el BCG Record. Una vez obtenido, el payload debe ser extraído para obtener el 
documento XML que aporta la información sobre el servicio. Se utiliza de nuevo 
la clase parser para la validación y procesamiento de dicho documento. De 
esta forma se obtiene el enlace que indica la localización en la que se 
encuentra publicado el Servicio Web para BCG, y que se ha de utilizar para la 
construcción de los Stubs del cliente, de los que se habla en el siguiente 
apartado. 
 
 
4.2.4.2. Envío de consultas 
 
A partir del Servicio Web generado, se ha creado un cliente adecuado a dicho 
servicio mediante la plataforma de eclipse WTP. De esta forma se han obtenido 
de manera automática los mismo paquetes de clases que se tienen en el 
servicio para identificar los tipos de datos y también la clase Stub, una para 
cada Servicio Web que debe ser invocado. 
 
El stub es la clase que contiene los métodos de envío de las peticiones y 
recepción de las respuestas, por eso es en ella donde la dirección del Servicio 
Web debe ser indicada, mediante el enlace que se ha obtenido en el 
descubrimiento del servicio. 
 
La clase BCGClient se encarga de sondear al usuario sobre la información que 
debe enviar en la consulta, mediante una interfaz gráfica simple consistente en 
la comunicación a través de consola. Una vez tiene los datos necesarios, los 
introduce en los tipos de datos Java correspondientes y envía dichos datos al 
stub, para que éste se encargue de su encapsulación en mensajes SOAP y de 
su envío al Servicio Web, como se puede observar en la Fig. 4.3. 
 
 
4.3. Software empleado  
 
Para la creación del proyecto se ha empleado una serie de software, tanto para 
su integración en el mismo como herramientas de desarrollo y monitorización, 
que se detalla a continuación. 
 
Cabe mencionar que el sistema operativo que se ha utilizado en el servidor ha 
sido Linux, mientras que en el cliente se ha utilizado tanto Linux Ubuntu 8.0.4 
como Windows Vista. 
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4.3.1. Software integrado en el proyecto 
 
 
4.3.1.1. Apache Tomcat 6.0 [24] y Apache Axis2/Java 1.5 [25] 
 
Para la implementación del servicio web BCG se ha hecho uso del software 
abierto  Apache Tomcat 6.0 como servidor web y contenedor de servlets. Sobre 
él se ha instalado la plataforma Apache Axis2/Java 1.5, que consiste en una 
herramienta que da soporte a Servicios Web que utilizan los protocolos SOAP  
y WSDL. 
  
 
4.3.1.2. Documentos XML de la BBC [32] 
 
Los documentos XML utilizados como base de datos del servicio han sido 
creados por la BBC y son proporcionados como parte de un servicio 
experimental cuyo propósito es ofrecer un conjunto de metadatos que sirva 
como material de pruebas para investigadores y desarrolladores de 
aplicaciones TV-Anytime. Dichos documentos son actualizados a diario e 
incluyen distintos tipos de tablas definidas por TVA en las que se almacena 
información sobre canales que son emitidos, programas y su localización, 
grupos de programas, resolución de contenidos, etc.  
 
 
4.3.2. Software para el desarrollo y verificación 
 
 
4.3.2.1. Eclipse IDE for Web Developers [35] 
 
Eclipse ha sido el entorno de desarrollo utilizado en todo el proceso de creación 
del Servicio Web y del cliente, pues permite hacer una simulación completa del 
escenario previa a la publicación en el servidor, mediante su plataforma WTP. 
 
 
4.3.2.2. Wireshark [26] 
 
Es una aplicación que permite la captura de los paquetes que se envían a 
través de una red para poder analizar su contenido a nivel de protocolos y a 
nivel de bit. 
 
 
4.3.2.3. TCPMon [27] 
 
Se trata de una herramienta cuya finalidad es la monitorización de conexiones 
TCP, permitiendo comprobar el contenido de los paquetes. Para nuestra 
aplicación se ha utilizado para la monitorización del contenido de los paquetes 
SOAP intercambiados entre cliente y servidor. 
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4.4. Pruebas y verificación de funcionamiento 
 
Este capítulo muestra el correcto funcionamiento del proyecto desarrollado, 
tanto desde el punto de vista del cliente como del servidor, entorno al envío de 
documentos XML y SD&S. Para ello se adjuntan capturas de la aplicación 
Wireshark así como del software de monitorización TCPMon. 
 
 
4.4.1. Descubrimiento del servicio 
 
Para descubrir el servicio BCG, como se ha comentado ya en apartados 
anteriores, es necesario realizar una serie de pasos, que se pueden observar 
en la Fig. 4.4, en la que se tiene la ejecución del programa. Inicialmente se pide 
al usuario que introduzca la dirección del grupo multicast al que se debe unir 
(225.0.12.3 en este caso), y se comienza la captura de paquetes. Cuando se 
ha encontrado el BCG Discovery se procede a su validación y procesamiento 
para extraer la URL del servicio. Una vez se ha realizado todo el proceso con 
éxito, se muestra el menú principal y el cliente puede comenzar a utilizar el 
servicio BCG.  
 
 
 
Fig. 4.4 Ejecución del cliente, descubrimiento del servicio 
 
En la Fig. 4.5 se pueden observar los paquetes IGMP mediante los cuales el 
cliente se ha unido al grupo multicast (Source: 147.83.113.46, la IP del cliente, 
y Destination: 225.0.12.3, el grupo multicast). 
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Fig. 4.5 Captura de Wireshark para la comprobación de paquetes IGMP 
 
4.4.2. Envío y recepción de documentos XML 
 
Una vez que se ha realizado el descubrimineto del servicio BCG, el 
comportamiento del Servicio Web y del cliente debe ser comprobado. Para ello 
se ha realizado una ejecución del programa, que puede ser seguida en la Fig. 
4.6, y se han realizado las capturas correspondientes de paquetes con las 
aplicaciones Wireshark y TCPMon. 
 
En el menú inicial se puede elegir una de las cuatro operaciones disponibles, 
en este caso se realizará una consulta getData. Tras elegir la opción, se 
muestran los tipos de tablas que están disponibles para el servicio descubierto, 
y se pide al usuario que escoja una de ellas. A continuación se muestran los 
identificadores de los campos disponibles para la consulta y se pide al usuario 
que introduzca el valor que desea buscar. Por último, la petición es enviada. 
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Fig. 4.6 Ejecución del cliente, consulta get_Data 
 
En la figura siguiente se puede observar la captura de Wireshark, en la que se 
han obtenido cuatro paquetes HTTP utilizados en el proceso de consulta-
respuesta entre cliente y servidor: dos para realizar la consulta (Source: 
147.83.113.46, Destination: 147.83.11.48) y otros dos en sentido inverso para 
responder la petición. 
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Fig. 4.7 Captura de paquetes HTTP de envío de mensajes SOAP para la 
consulta get_Data 
 
 
El contenido de dichos paquetes HTTP puede ser comprobado en las figuras 
4.8 y 4.9, donde se observan los documentos XML encapsulados en el 
mensaje SOAP y se puede contrastar su contenido con los datos de la petición 
y de la respuesta. 
 
Para el mensaje de petición se puede verificar que los parámetros 
especificados son RequestedTables: ServiceInformation, fieldID: ServiceName, 
fieldValue: music y test: contains, idénticos a los introducidos por el usuario. 
 
En el mensaje de respuesta, que se puede observar en la Fig. 4.9, se verifica 
que los datos contenidos en el documento XML son los mismos que se 
muestran por pantalla tras la recepción de la respuesta en la aplicación cliente 
(Fig. 4.6) y que se corresponde con las espificaciones de la consulta, esto es, 
se devuelve una tabla de tipo ServiceInformation en la que el campo 
ServiceName contiene la palabra music. 
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Fig. 4.8 Captura TCPMon de mensaje SOAP de consulta 
 
 
  
 
 
Fig. 4.9 Captura TCPMon de mensaje SOAP de respuesta 
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CONCLUSIONES Y LÍNEAS FUTURAS 
 
El propósito de este proyecto era la implementación de un módulo BCG que 
siguiera el modelo cliente-servidor y que cumpliera con el estándar DVB-IP. 
 
Para ello ha sido necesaria una primera fase de documentación sobre DVB-IP 
y BCG, para la adquisición de los conceptos básicos que permitieron su 
desarrollo, para lo que se han utilizado principalmente tres estándares: el 
estándar DVB-IP [1], BCG [2] y TV-Anytime [12]. Una vez familiarizados con el 
entorno DVB-IP, ha sido necesario también iniciar el aprendizaje del desarrollo 
de un Servicio Web, utilizando para este propósito el tutorial de la plataforma 
WTP de Eclipse, que puede ser consultado en [30], además de otros 
documentos del W3C: [17], [18], [20] y [21], para entender los conceptos 
básicos sobre Web Services. 
 
Tras la fase de documentación, se inició el desarrollo del Servicio Web 
propiamente dicho. En un principio se utilizó el entorno proporcionado por 
Eclipse para su creación y prueba, pero de forma inmediata se configuró el 
servidor SERVER-DVB para poder dar soporte al servicio. Para ello se isntaló 
el servidor web Apache Tomcat 6.0 [24] y sobre él la plataforma Apache 
Axis2/Java 1.5 [25], en la que se ha introducido el servicio BCG desarrollado. 
 
En la etapa de desarrollo del Web Service pueden distinguirse dos fases. La 
etapa incial ha consistido en la creación del servicio web propiamente dicho, es 
decir, se ha implementado la parte del código que da soporte a los mensajes 
que es necesario intercambiar entre cliente y servidor para las peticiones y 
respuestas descritas por el estándar TVA. En este aspecto, la plataforma WTP 
proporciona las herramientas para la generación del servicio web,  mediante las 
que se genera parte del código Java de manera automática, a partir del 
correspondiente documento de definición del servicio WSDL. En este aspecto, 
nos hemos encontrado con un bug en la versión 1.5 de Axis2 que WTP utiliza y 
que no será solucionado hasta la publicación de la nueva versión 1.6. Se trata 
del bug AXIS2-4273 que impide que el servicio web funcione de forma 
adecuada en determinadas ocasiones debido a que parte del código generado  
es erróneo. Este problema ha sido solucionado identificando las secciones de 
código problemáticas y re-programando “a mano” dichas secciones. 
 
En la segunda etapa se ha realizado el tratamiento de la base de datos XML, 
consistente en la validación y procesamiento para la obtención del árbol DOM 
sobre el que se realiza la búsqueda de información siguiendo los criterios 
especificados por el cliente. Los documentos XML utilizados como base de 
datos del servicio han sido creados por la BBC [7] y son proporcionados como 
parte de un servicio experimental cuyo propósito es ofrecer un conjunto de 
metadatos que sirva como material de pruebas para investigadores y 
desarrolladores de aplicaciones TV-Anytime. Dichos documentos incluyen 
distintos tipos de tablas definidas por TVA en las que se almacena información 
sobre canales que son emitidos, programas y su localización, grupos de 
programas, resolución de contenidos, etc. Las funcionalidades implementadas 
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en la actualidad para dicha base de datos comprenden la consulta de las tablas 
Service Information, Program Information, Program Location, Group Information 
y Content Referencing definidas por TVA y permite realizar búsquedas en base 
a los siguientes elementos: nombre y URL del servicio, título, sinopsis, género, 
identificadores de programa o grupo de programas y localizadores de 
contenidos.  
 
De forma paralela a la implementación del código correspondiente al servidor, 
ha sido necesaria la creación de un cliente básico para la realización de 
pruebas. Una vez verificado su funcionamiento, se ha llevado a cabo la mejora 
del cliente incluyendo en él una interfaz gráfica simple que pide la información 
al cliente por medio de la consola, y a partir de dichos datos construye la 
consulta a enviar al servicio web. Tras recibir la respuesta correspondiente, 
ésta es mostrada al cliente en la consola. 
 
Por último, ha sido necesaria la implementación de la parte de descubrimiento 
del servicio, que constituye la unión del módulo BCG con el estándar DVB-IP 
propiamente dicho. Para ello se ha integrado en el cliente del servicio web un 
cliente multicast que obtiene la información necesaria para el descubrimiento 
del servicio mediante SD&S. Se conecta al grupo multicast en el que se 
transmiten los paquetes y captura el BCG Record para extraer la URL que se 
corresponde con la localización del servicio y poder comenzar así a utilizar la 
guía de contenidos mediante el mecanismo de consultas. 
 
Tras seguir todos estos pasos, se tiene el módulo BCG basado en el modelo 
cliente-servidor, el cual consistía el objetivo del proyecto. 
 
Sin embargo, debido a las múltiples funcionalidades contempladas en el 
estándar BCG, no ha sido posible la implementación de su totalidad, quedando 
muchas de las partes opcionales sin desarrollar, por lo que constituyen líneas 
futuras de trabajo a corto plazo para la mejora de las prestaciones del módulo 
BCG. Algunas de ellas podrían ser: definición de una política de privacidad 
para los datos que el cliente envía al servidor en forma de historial de uso, 
ampliación de la capacidad de búsqueda de la base de datos incluyendo 
nuevas tablas y nuevos criterios de consulta (elementos según los que se 
puede hacer la consulta y anidación de predicados lógicos en la consulta), 
definición de criterios de ordenación para la información que el servidor 
devuelve al usuario, establecimiento por parte del usuario de un número 
máximo de tablas o elementos que desea recibir para determinada consulta, 
etc. 
 
Otra posible mejora, ésta en el lado del cliente, sería el desarrollo de una 
interfaz gráfica que permita al usuario la utilización del servicio de forma más 
sencilla e intuitiva.Podría enfocarse la línea de trabajo bien a una interfaz 
gráfica web, utilizando JSP (Java Server Pages), JavaSript o una combinación 
de ambas, o bien a una interfaz grafica basada en ventanas, para lo cual AWT 
(Abstract Window Toolkit), herramienta Java, podría ser utilizado. La ventaja de 
la primera opción es que se continúa utilizando el enfoque web, obtniendo una 
aplicación más unificada en cuanto al software utilizado, sin embargo, debido a 
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todo el código Java diseñado en este PFC, la opción más atractiva en cuanto a 
facilidad de implementación sería  AWT. 
 
A largo plazo, puede intuirse una convergencia entre las redes de TV e 
Internet, que tendrá como resultado la unificación de ambas, pues dichas 
tecnologías se encuentran en un momento de profundo cambio impulsado por 
la modificación de los hábitos de consumo de los usuarios. Desde el punto de 
vista de BCG la aplicación es clara: la consulta de la EPG ofrecerá cada vez 
más posibilidades hasta el momento en el que consultar la guía de contenidos 
y navegar por Internet sean prácticamente lo mismo. Se podrán ofrecer 
funcionalidades como comentar con otros internautas determinados contenidos 
que están siendo emitidos en vivo o realizar votaciones en ciertos programas 
en los que la opinión de los telespectadores es requerida.  
 
Parte de este PFC ha sido incluído en un artículo enviado a la conferencia 
JITEL que puede ser consultado en el Anexo IV, estando pendiente de 
aceptación [29]. 
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GLOSARIO 
 
A continuación se recopilan las abreviaturas utilizadas en este documento: 
 
BCG    Broadband Content Guide 
CDS    Content Download Service 
CoD    Content on Demand 
CRI    Content Referencing Information 
CRID    Content Reference Identifier 
CSP   Content Service Provider 
DNG    Delivery Network Gateway 
DOM    Document Object Model 
DVB    Digital Video Broadcasting 
DVBSTP   DVB SD&S Transport Protocol 
EPG   Electronic Program Guide 
HNED   Home Network End Device 
HTTP   Hyper Text Transfer Protocol 
IGMP    Internet Group Management Protocol 
IP    Internet Protocol 
IPTV    IP Television 
ISP   Internet Service Provider 
LMB    Live Media Broadcast 
MPEG   Moving Pictures Expert Group 
MPEG-2 TS   MPEG-2 Transport Stream 
RAR    Resolving Authority Record 
RNT    RAR Notification Table 
PSI    Program Specific Information 
RTP    Real-time Transport Protocol 
RTSP   Real Time Streaming Protocol 
SDT    Service Description Table 
SI    Service Information 
SD&S   Service Discovery and Selection 
SOAP   Simple Object Access Protocol 
SOA   Service Oriented Architecture 
SP    Service Provider 
TVA    TV-Anytime 
UDP    User Datagram Protocol 
URL    Uniform Resource Locator 
WSDL  Web Service Definition Language 
XML    eXtensible Markup Language 
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ANEXO I. Documentos de Descripción del Servicio Web 
 
A continuación se presentan los documentos WSDL de definición del servicio 
web. Los documentos XML Schema a los que hacen referencia no se han 
incluido por motivos de espacio pero pueden ser consultados en la versión 
electrónica del proyecto. 
 
Get_Data.wsdl 
 
<?xml version="1.0" encoding="UTF-8" ?>  
<wsdl:definitions xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/"  
xmlns:ns1="http://org.apache.axis2/xsd"  
xmlns:ns="http://bcg"  
xmlns:wsaw="http://www.w3.org/2006/05/addressing/wsdl"  
xmlns:http="http://schemas.xmlsoap.org/wsdl/http/"  
xmlns:ax21="http://bcg/xsd"  
xmlns:xs="http://www.w3.org/2001/XMLSchema"  
xmlns:mime="http://schemas.xmlsoap.org/wsdl/mime/"  
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"  
xmlns:soap12="http://schemas.xmlsoap.org/wsdl/soap12/"  
targetNamespace="http://bcg" 
xmlns:transport="urn:tva:transport:2008">  
 
 <wsdl:documentation> WSDL Service Interface for a BCG web 
service API. 
 This WSDL document defines the API calls for the two types of 
BCG ports 
 </wsdl:documentation> 
 
 <wsdl:types> 
  <xs:schema> 
   <xs:import namespace="urn:tva:transport:2008" 
schemaLocation="tva_transport_6-1_v151.xsd"/> 
  </xs:schema> 
 </wsdl:types> 
 
<!-- Basic input and output messages. --> 
 <wsdl:message name="get_Data"> 
  <wsdl:part name="body" element="transport:get_Data"/> 
 </wsdl:message> 
 <wsdl:message name="get_Data_Result"> 
  <wsdl:part name="body" 
element="transport:get_Data_Result"/> 
 </wsdl:message> 
 <wsdl:message name="describe_get_Data"> 
  <wsdl:part name="body" 
element="transport:describe_get_Data"/> 
 </wsdl:message> 
 <wsdl:message name="describe_get_Data_Result"> 
  <wsdl:part name="body" 
element="transport:describe_get_Data_Result"/> 
 </wsdl:message> 
 <wsdl:message name="ErrorReportMessage"> 
  <wsdl:part name="body" element="transport:ErrorReport"/> 
 </wsdl:message> 
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<!-- The different types of services (ports) with their inputs and 
outputs. --> 
 <wsdl:portType name="get_Data_Port"> 
  <wsdl:operation name="get_Data"> 
   <wsdl:input message="ns:get_Data"/> 
   <wsdl:output message="ns:get_Data_Result"/> 
   <wsdl:fault name="error" 
message="ns:ErrorReportMessage"/> 
  </wsdl:operation> 
  <wsdl:operation name="describe_get_Data"> 
   <wsdl:input message="ns:describe_get_Data"/> 
   <wsdl:output message="ns:describe_get_Data_Result"/> 
   <wsdl:fault name="error" 
message="ns:ErrorReportMessage"/> 
  </wsdl:operation> 
 </wsdl:portType> 
 
<!-- The bindings: defines how SOAP/HTTP is used to carry the service. 
--> 
<wsdl:binding name="get_Data_SOAP" type="ns:get_Data_Port"> 
  <wsdl:documentation>TV Anytime get_Data 
binding</wsdl:documentation> 
  <soap:binding style="document" 
transport="http://schemas.xmlsoap.org/soap/http"/> 
  <wsdl:operation name="get_Data"> 
   <soap:operation soapAction="get_Data"/> 
   <wsdl:input> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:input> 
   <wsdl:output> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:output> 
   <wsdl:fault name="error"> 
    <soap:fault name="error"  use="literal"/> 
   </wsdl:fault> 
  </wsdl:operation> 
  <wsdl:operation name="describe_get_Data"> 
   <soap:operation soapAction="describe_get_Data"/> 
   <wsdl:input> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:input> 
   <wsdl:output> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:output> 
   <wsdl:fault name="error"> 
    <soap:fault   name="error" use="literal"/> 
   </wsdl:fault> 
  </wsdl:operation> 
 </wsdl:binding> 
 
<wsdl:service name="Get_Data"> 
  <wsdl:port name="getDataPort" binding="ns:get_Data_SOAP"> 
            <soap:address 
location="http://example.com/companyinfo"/> 
  </wsdl:port> 
 </wsdl:service> 
</wsdl:definitions> 
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Submit_Data.wsdl 
 
<?xml version="1.0" encoding="UTF-8" ?>  
<wsdl:definitions xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/"  
xmlns:ns1="http://org.apache.axis2/xsd"  
xmlns:ns="http://bcg"  
xmlns:wsaw="http://www.w3.org/2006/05/addressing/wsdl"  
xmlns:http="http://schemas.xmlsoap.org/wsdl/http/"  
xmlns:ax21="http://bcg/xsd"  
xmlns:xs="http://www.w3.org/2001/XMLSchema"  
xmlns:mime="http://schemas.xmlsoap.org/wsdl/mime/"  
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"  
xmlns:soap12="http://schemas.xmlsoap.org/wsdl/soap12/"  
targetNamespace="http://bcg" 
xmlns:transport="urn:tva:transport:2008">  
 
 <wsdl:documentation> WSDL Service Interface for a BCG web 
service API. 
 This WSDL document defines the API calls for the two types of 
BCG ports 
 </wsdl:documentation> 
 
 <wsdl:types> 
  <xs:schema> 
   <xs:import namespace="urn:tva:transport:2008" 
schemaLocation="tva_transport_6-1_v151.xsd"/> 
  </xs:schema> 
 </wsdl:types> 
 
<!-- Basic input and output messages. --> 
 <wsdl:message name="submit_Data"> 
  <wsdl:part name="body" element="transport:submit_Data"/> 
 </wsdl:message> 
 <wsdl:message name="submit_Data_Result"> 
  <wsdl:part name="body" 
element="transport:submit_Data_Result"/> 
 </wsdl:message> 
 <wsdl:message name="describe_submit_Data"> 
  <wsdl:part name="body" 
element="transport:describe_submit_Data"/> 
 </wsdl:message> 
 <wsdl:message name="describe_submit_Data_Result"> 
  <wsdl:part name="body" 
element="transport:describe_submit_Data_Result"/> 
 </wsdl:message> 
   
<!-- The different types of services (ports) with their inputs and 
outputs. --> 
 <wsdl:portType name="submit_Data_Port"> 
  <wsdl:operation name="submit_Data"> 
   <wsdl:input message="ns:submit_Data"/> 
   <wsdl:output message="ns:submit_Data_Result"/> 
  </wsdl:operation> 
  <wsdl:operation name="describe_submit_Data"> 
   <wsdl:input message="ns:describe_submit_Data"/> 
   <wsdl:output 
message="ns:describe_submit_Data_Result"/> 
  </wsdl:operation> 
 </wsdl:portType> 
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<!-- The bindings: defines how SOAP/HTTP is used to carry the service. 
--> 
 <wsdl:binding name="submit_Data_SOAP" 
type="ns:submit_Data_Port"> 
  <wsdl:documentation>TV Anytime submit_Data 
binding</wsdl:documentation> 
  <soap:binding style="document" 
transport="http://schemas.xmlsoap.org/soap/http"/> 
  <wsdl:operation name="submit_Data"> 
   <soap:operation soapAction="submit_Data"/> 
   <wsdl:input> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:input> 
   <wsdl:output> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:output> 
  </wsdl:operation> 
  <wsdl:operation name="describe_submit_Data"> 
   <soap:operation soapAction="describe_submit_Data"/> 
   <wsdl:input> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:input> 
   <wsdl:output> 
    <soap:body use="literal" parts="body"/> 
   </wsdl:output> 
  </wsdl:operation> 
 </wsdl:binding> 
 
 <wsdl:service name="Submit_Data"> 
  <wsdl:port name="Submit_DataPort" 
binding="ns:submit_Data_SOAP"> 
   <soap:address 
location="http://example.com/companyinfo"/> 
  </wsdl:port> 
 </wsdl:service> 
</wsdl:definitions> 
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ANEXO II. Tablas 
 
En este apartado  se proporcionan las tablas descritas en la documentación de 
DVB-IP y BCG en los capítulos 1 y 3. 
 
Tabla Service Provider Discovery Information 
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Tabla DVB-IP Offering  
 
 
 
 
Tabla BCG Discovery Information 
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BCGRecord.xml 
 
<?xml version="1.0" encoding="UTF-8"?> 
<ServiceDiscovery xmlns="urn:dvb:ipisdns:2006" 
xmlns:urn="urn:tva:metadata:2005"> 
  <BCGDiscovery DomainName="dvb-ip.upc.es" Version="0"> 
        <BCG Id="1" Version="1"> 
           <Name>UPC BCGProvider</Name> 
   <Description>BCGService for BBC TV-Anytime Data. TV-
Anytime data that is currently being made available on 
backstage.bbc.co.uk, supported by backstage.bbc.co.uk</Description> 
   <TransportMode> 
              <HTTP 
Location="http://147.83.113.48:8080/axis2/services" SOAP="true"/> 
           </TransportMode> 
        </BCG> 
  </BCGDiscovery> 
</ServiceDiscovery> 
 
Tabla de Payload ID de los documentos SD&S 
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Anexo III. Código desarrollado 
 
En este anexo se incluye el código que ha sido diseñado para el servicio BCG, 
tanto servidor como cliente. 
 
 
Submit_DataSkeleton.java 
 
/* 
 * Esqueleto del Servicio Web Submit_Data   
 */ 
 
package bcg; 
 
import java.lang.reflect.Array; 
import org.apache.axis2.databinding.types.UnsignedInt; 
 
import _2008.transport.tva.*; 
import _2008.mpeg7.tva.*; 
 
import org.apache.axis2.databinding.types.URI; 
import org.apache.axis2.databinding.types.Id; 
import org.apache.axiom.om.*; 
import javax.xml.namespace.*;  
 
import org.w3.www._2002._01.p3pv1.*; 
import org.w3.www.xml._1998.namespace.*; 
import org.apache.axis2.databinding.types.Language; 
 
public class Submit_DataSkeleton{ 
 
 //Método que devuelve la respuesta a la consulta 
describe_submit_Data indicando las funcionalidades  
 //de dicho servicio 
 public Describe_submit_Data_Result 
describe_submit_Data(Describe_submit_Data describe_submit_Data){ 
  Describe_submit_Data_Result result = new 
Describe_submit_Data_Result(); 
  Describe_submit_Data_ResultType dsdrt = new 
Describe_submit_Data_ResultType(); 
   
  try{ 
  //Name 
  dsdrt.setName("describeSubmitData"); 
   
  //Description 
  TextualType tt = new TextualType(); 
  tt.setString("describeSubmitData Operation for the 
BCGService"); 
  dsdrt.addDescription(tt); 
   
  //RequestedTables 
  RequestedSubmitTablesType rt = new 
RequestedSubmitTablesType();   
  Table_type0 tt0 = new Table_type0(); 
  Table_type0[] tt0s = 
(Table_type0[])Array.newInstance(Table_type0.class, 1); 
  Type_type8 t0 = Type_type8.UsageHistory; 
  tt0.setType(t0); 
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  Array.set(tt0s, 0 , tt0); 
  rt.setTable(tt0s); 
  dsdrt.setRequestedTables(rt); 
   
  result.setDescribe_submit_Data_Result(dsdrt); 
  }catch (NullPointerException npe){npe.printStackTrace();} 
  return result; 
 } 
    
 //Método que devuelve la respuesta a la consulta submit_Data 
indicando el número de versión  
 //de dicho servicio 
 public Submit_Data_Result submit_Data(Submit_Data submit_Data){ 
  //Respuesta 
  Submit_Data_Result result = new Submit_Data_Result(); 
  Submit_Data_ResultType sdrt = new Submit_Data_ResultType(); 
  UnsignedInt sv = new UnsignedInt(); 
  Long iValue = new Long(1); 
  sv.setValue(iValue.longValue()); 
  sdrt.setServiceVersion(sv); 
   
  result.setSubmit_Data_Result(sdrt); 
  return result; 
 } 
} 
 
 
Get_DataSkeleton.java 
 
/* 
 * Esqueleto del Servicio Web Get_Data en el que se realizan llamadas 
a las clases: 
 *  
 * - ParserDOM.java para la validación y procesamiento de los 
documentos XML 
 *  
 * - InfoHandler.java para la búsqueda de la información en los 
árboles DOM generados por la 
 *   ParserDOM. 
 *  *  
 */ 
package bcg; 
 
import java.util.*; 
import java.lang.reflect.Array; 
import _2008.transport.tva.*; 
import _2008.resolvingauthority.tva.*; 
import javax.xml.namespace.*;  
import java.io.*; 
import parser.*; 
import java.util.Calendar; 
import java.math.BigInteger; 
import org.apache.axis2.databinding.types.*; 
import org.apache.axis2.databinding.types.URI.MalformedURIException; 
import org.w3c.dom.*; 
import org.xml.sax.SAXException; 
 
import _2008.mpeg7.tva.TextualType; 
     
public class Get_DataSkeleton{ 
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 //Método que devuelve la respuesta a la consulta get_Data 
incluyendo la información requerida 
 public Get_Data_Result get_Data(Get_Data get_Data){ 
  Get_DataType gdt = get_Data.getGet_Data(); 
  Get_Data_Result gdr = new Get_Data_Result(); 
  Vector<Document> docs = new Vector<Document>(5,1); 
   
  InfoHandler iHandler = new InfoHandler(); 
  //Se invoca la función que realizar el parseo mediante 
llamada a la función parse de ParserDOM. 
  docs = getParsedDocs(); 
  //Una vez obtenidos los árboles DOM se llama a la función 
de la clase InfoHandler que los  
  //procesa para la búsqueda 
  gdr = iHandler.getInfo(docs,gdt); 
  return gdr; 
 } 
  
 //Método que devuelve la respuesta a la consulta 
describe_get_Data incluyendo la información  
 //disponible para consultar en dicho servicio 
 public Describe_get_Data_Result 
describe_get_Data(Describe_get_Data describe_get_Data){ 
  Describe_get_Data_Result dgdr = new 
Describe_get_Data_Result(); 
  Describe_get_Data_ResultType dgdrt = new 
Describe_get_Data_ResultType(); 
  Vector<Document> docs = new Vector<Document>(5,1); 
   
  InfoHandler iHandler = new InfoHandler(); 
  docs = getParsedDocs(); 
   
  //serviceVersion 
  UnsignedInt sv = new UnsignedInt(); 
  Long iValue = new Long(1); 
  sv.setValue(iValue.longValue()); 
  dgdrt.setServiceVersion(sv); 
  //Name 
  dgdrt.setName("BBC TV-Anytime Data "); 
  //Description 
  TextualType textype = new TextualType(); 
  TextualType[] textypes = 
(TextualType[])Array.newInstance(TextualType.class,1); 
  Language lang = new Language(); 
  lang.setValue("english"); 
  textype.setString("TV-Anytime data that is currently being 
made available on backstage.bbc.co.uk, supported by 
backstage.bbc.co.uk"); 
  textype.setLang(lang); 
  Array.set(textypes,0,textype); 
  dgdrt.setDescription(textypes); 
   
  //AvailableTables 
  AvailableTableListType atlt = new AvailableTableListType(); 
  //AvailableTables.PI 
  ProgramInformationTable pit = new 
ProgramInformationTable(); 
  FieldIDListType filt = new FieldIDListType(); 
  FieldIDType[] fits = 
(FieldIDType[])Array.newInstance(FieldIDType.class,4); 
  FieldIDType gen = new FieldIDType(); 
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  gen.setFieldIDType(new QName("Genre")); 
  FieldIDType tit = new FieldIDType(); 
  tit.setFieldIDType(new QName("Title")); 
  FieldIDType syn = new FieldIDType(); 
  syn.setFieldIDType(new QName("Synopsis")); 
  FieldIDType cri = new FieldIDType(); 
  cri.setFieldIDType(new QName("CRID")); 
  Array.set(fits,0,gen); 
  Array.set(fits,1,tit); 
  Array.set(fits,2,syn); 
  Array.set(fits,3,cri); 
  filt.setFieldIDType(fits); 
  pit.setCanQuery(filt); 
  atlt.addTable(pit); 
  //AvailableTables.SI 
  ServiceInformationTable sit = new 
ServiceInformationTable(); 
  FieldIDListType filt2 = new FieldIDListType(); 
  FieldIDType[] fits2 = 
(FieldIDType[])Array.newInstance(FieldIDType.class,2); 
  FieldIDType sN = new FieldIDType(); 
  sN.setFieldIDType(new QName("ServiceName")); 
  FieldIDType sU = new FieldIDType(); 
  sU.setFieldIDType(new QName("ServiceURL")); 
  Array.set(fits2,0,sN); 
  Array.set(fits2,1,sU); 
  filt2.setFieldIDType(fits2); 
  sit.setCanQuery(filt2); 
  atlt.addTable(sit); 
  //AvailableTables.GI 
  GroupInformationTable git = new GroupInformationTable(); 
  FieldIDListType filt3 = new FieldIDListType(); 
  FieldIDType[] fits3 = 
(FieldIDType[])Array.newInstance(FieldIDType.class,4); 
  FieldIDType gT = new FieldIDType(); 
  gT.setFieldIDType(new QName("groupType")); 
  Array.set(fits3,0,gT); 
  Array.set(fits3,1,tit); 
  Array.set(fits3,2,syn); 
  Array.set(fits3,3,cri); 
  filt3.setFieldIDType(fits3); 
  git.setCanQuery(filt3); 
  atlt.addTable(git); 
  //AvailableTables.PL 
  ProgramLocationTable plt = new ProgramLocationTable(); 
  FieldIDListType filt4 = new FieldIDListType(); 
  FieldIDType[] fits4 = 
(FieldIDType[])Array.newInstance(FieldIDType.class,2); 
  FieldIDType pURL = new FieldIDType(); 
  pURL.setFieldIDType(new QName("ProgramURL")); 
  Array.set(fits4,0,pURL); 
  Array.set(fits4,1,cri); 
  filt4.setFieldIDType(fits4); 
  plt.setCanQuery(filt4); 
  AvailableLocations_type0 alt = new 
AvailableLocations_type0(); 
  Vector<String> URLs = iHandler.getURLs(docs); 
  for (int m=0;m<URLs.size();m++){ 
   try{ 
    URI sURI = new URI(); 
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 sURI.setPath(URLs.elementAt(m).substring(0,URLs.elementAt(m).ind
exOf(";"))); 
    alt.addServiceURL(sURI); 
   }catch(MalformedURIException e){} 
  } 
  Duration dur = new Duration(); 
  dur.setDays(1); 
  alt.setAvailability(dur); 
  plt.setAvailableLocations(alt); 
  atlt.addTable(plt); 
  //AvailableTables.CR 
  ContentReferencingTableE crt = new 
ContentReferencingTableE(); 
  FieldIDListType filt5 = new FieldIDListType(); 
  FieldIDType[] fits5 = 
(FieldIDType[])Array.newInstance(FieldIDType.class,1); 
  Array.set(fits5,0,cri); 
  filt5.setFieldIDType(fits5); 
  crt.setCanQuery(filt5); 
  ResolvingAuthorityRecordTableType rartt = new 
ResolvingAuthorityRecordTableType(); 
  ResolvingAuthorityRecordType rart = new 
ResolvingAuthorityRecordType(); 
  rart.setAuthorityName("backstage.bbc.co.uk"); 
  rart.setResolutionProvider("backstage.bbc.co.uk"); 
  ProviderClassType pct = ProviderClassType.primary; 
  rart.setClass(pct); 
  Calendar first = Calendar.getInstance(); 
  first.set(2005, 6, 22); 
  rart.setFirstValidDate(first); 
  Calendar last = Calendar.getInstance(); 
  last.set(last.get(Calendar.YEAR), last.get(Calendar.MONTH), 
last.get(Calendar.DATE)); 
  rart.setLastValidDate(last); 
  try{ 
   URI URL = new URI(); 
  
 URL.setPath("http://backstage.bbc.co.uk/feeds/tvradio/"); 
   rart.setURL(URL); 
  }catch(MalformedURIException e){} 
  UnsignedLong serV = new UnsignedLong(1); 
  rart.setVersionNumber(serV); 
  BigInteger w = BigInteger.ONE; 
  rart.setWeighting(w); 
  rartt.addResolvingAuthorityRecord(rart); 
  crt.setResolvingAuthorityRecordTable(rartt); 
  atlt.addTable(crt); 
  dgdrt.setAvailableTables(atlt); 
   
  dgdr.setDescribe_get_Data_Result(dgdrt); 
  return dgdr; 
 } 
  
 //Método que dado el directorio en que se encuentran los 
documentos XML los introduce en un 
 //vector de ficheros para su posterior procesamiento 
 private Vector<String> setDocs(){ 
  Vector<String> xmls = new Vector<String>(5,1); 
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  //File dir = new 
File("c:/Users/Iria/Documents/PFC/BBCData"); 
  File dir = new File("/home/dvb/BBCData"); 
  String[] ficheros = dir.list(); 
  String path = null; 
  for (int i=0;i<ficheros.length;i++){ 
   path = dir.getPath()+"/"+ficheros[i]; 
   xmls.add(path); 
  } 
  return xmls; 
 } 
  
 //Método que a partir del vector de ficheros devuelve un vector 
de documentos DOM ya validados 
 //y procesados mediante la llamada al parser 
 private Vector<Document> getParsedDocs(){ 
  /*            
        String s1 = "C:/Users/Iria/Documents/PFC/XSD/tva_metadata_3-
1_v151.xsd"; 
        String s2 = 
"C:/Users/Iria/Documents/PFC/XSD/tva_mpeg7_2008.xsd"; 
        String s3 = "C:/Users/Iria/Documents/PFC/XSD/xml.xsd"; 
        String s4 = "C:/Users/Iria/Documents/PFC/XSD/tva2_metadata_3-
3_v131.xsd"; 
        String s5 = "C:/Users/Iria/Documents/PFC/XSD/tva_mpeg21.xsd"; 
        String s6 = 
"C:/Users/Iria/Documents/PFC/XSD/tva_content_referencing_4_v141.xsd"; 
        String s7 = 
"C:/Users/Iria/Documents/PFC/XSD/tva_interstitial_3-4_v131.xsd"; 
        String s8 = 
"C:/Users/Iria/Documents/PFC/XSD/tva_resolving_authority_4_v141.xsd"; 
        String s9 = "C:/Users/Iria/Documents/PFC/XSD/tva_rmpi_5-
1_v141.XSD";*/ 
         
        String s1 = "/home/dvb/XSD/tva_metadata_3-1_v151.xsd"; 
        String s2 = "/home/dvb/XSD/tva_mpeg7_2008.xsd"; 
        String s3 = "/home/dvb/XSD/xml.xsd"; 
        String s4 = "/home/dvb/XSD/tva2_metadata_3-3_v131.xsd"; 
        String s5 = "/home/dvb/XSD/tva_mpeg21.xsd"; 
        String s6 = 
"/home/dvb/XSD/tva_content_referencing_4_v141.xsd"; 
        String s7 = "/home/dvb/XSD/tva_interstitial_3-4_v131.xsd"; 
        String s8 = 
"/home/dvb/XSD/tva_resolving_authority_4_v141.xsd"; 
        String s9 = "/home/dvb/XSD/tva_rmpi_5-1_v141.XSD"; 
        String[] schemas = {s1,s2,s3,s4,s5,s6,s7,s8,s9}; 
   
  int i=0; 
  int j=0; 
  Document doc = null; 
  boolean save = true; 
  Vector<Document> docs = new Vector<Document>(5,1); 
  Vector<String> xmls = setDocs(); 
  while(true){ 
   try{ 
    doc = 
(Document)ParserDOM.parse((String)xmls.get(i),schemas); 
   }catch(SAXException saxe){save = false; 
   }catch(Exception e){e.printStackTrace();}  
    if (save){ 
     docs.add(j,doc); 
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     j++; 
    } 
    i++; 
    save = true; 
    if (i>=xmls.size()) break;  
  } 
  return docs; 
 } 
} 
 
 
ParserDOM.java 
 
/* 
 * ParserDOM para la validación y el procesamiento de los documentos 
XML.  
 *  
 * Esta clase es utilizada en el servicio web Get_Data 
(Get_DataSkeleton.java) y en el cliente 
 * BCGClient.java  
 *  
 */ 
 
package parser; 
import javax.xml.parsers.*; 
import org.xml.sax.*; 
import org.w3c.dom.*; 
 
import java.io.*; 
 
 
/** 
 * This is a program to echo a DOM tree using DOM Level 2 interfaces.  
Use 
 * JAXP to load an XML file and create a DOM tree.   
 * 
 * This program also shows how to validate a document along with using 
an 
 * ErrorHandler to capture validation errors. 
 */ 
public class ParserDOM { 
     
    static final String outputEncoding = "UTF-8"; 
    private PrintWriter out; 
    private int indent = 0; 
    private final String basicIndent = "  "; 
 
    //Constants used for JAXP 1.2  
    static final String JAXP_SCHEMA_LANGUAGE = 
"http://java.sun.com/xml/jaxp/properties/schemaLanguage"; 
    static final String W3C_XML_SCHEMA = 
"http://www.w3.org/2001/XMLSchema"; 
    static final String JAXP_SCHEMA_SOURCE = 
"http://java.sun.com/xml/jaxp/properties/schemaSource"; 
 
     
    ParserDOM(PrintWriter out) { 
        this.out = out; 
    } 
 
    private static void usage() { 
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        System.err.println("Usage: ParserDOM <file.xml>"); 
        System.exit(1); 
    } 
 
    public static Document parse(String arg, String[] schemas) throws 
Exception { 
        String filename = null; 
        boolean ignoreWhitespace = true; 
        boolean ignoreComments = false; 
        boolean putCDATAIntoText = false; 
 
        filename = arg; 
        if (filename == null) { 
            usage(); 
        } 
 
        // Step 1: create a DocumentBuilderFactory and configure it 
        DocumentBuilderFactory dbf = 
DocumentBuilderFactory.newInstance(); 
 
        // Set namespaceAware to true to get a DOM Level 2 tree with 
nodes 
        // containing namesapce information. 
        dbf.setNamespaceAware(true); 
         
        // Set the validation mode to XSD validation 
         
            try { 
                dbf.setAttribute(JAXP_SCHEMA_LANGUAGE, 
W3C_XML_SCHEMA); 
            } catch (IllegalArgumentException x) { 
                // This can happen if the parser does not support JAXP 
1.2 
                System.err.println( 
                    "Error: JAXP DocumentBuilderFactory attribute not 
recognized: " 
                    + JAXP_SCHEMA_LANGUAGE); 
                System.err.println( 
                    "Check to see if parser conforms to JAXP 1.2 
spec."); 
                System.exit(1); 
            } 
         
 
        // Set the schema source, if any.  See the JAXP 1.2 
maintenance 
        // update specification for more complex usages of this 
feature. 
             
        dbf.setAttribute(JAXP_SCHEMA_SOURCE, schemas); 
      
        
        // Set various configuration options 
        dbf.setIgnoringComments(ignoreComments); 
        dbf.setIgnoringElementContentWhitespace(ignoreWhitespace); 
        dbf.setCoalescing(putCDATAIntoText); 
        
   
        // Step 2: create a DocumentBuilder that satisfies the 
constraints 
        // specified by the DocumentBuilderFactory 
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        DocumentBuilder db = dbf.newDocumentBuilder(); 
 
        // Set an ErrorHandler before parsing 
        OutputStreamWriter errorWriter = new 
OutputStreamWriter(System.err, outputEncoding); 
        db.setErrorHandler(new MyErrorHandler(new 
PrintWriter(errorWriter, true))); 
 
        // Step 3: parse the input file 
        Document doc = db.parse(new File(filename)); 
        // Print out the DOM tree 
        /*OutputStreamWriter outWriter = new 
OutputStreamWriter(System.out, outputEncoding); 
        new ParserDOM(new PrintWriter(outWriter, true)).echo(doc);*/ 
         
        return doc; 
    } 
 
    /** 
     * Echo common attributes of a DOM2 Node and terminate output with 
an 
     * EOL character. 
     */ 
    private void printlnCommon(Node n) { 
     String val = null; 
        out.print(" nodeName=\"" + n.getNodeName() + "\""); 
 
        /*val = n.getNamespaceURI(); 
        if (val != null) { 
            out.print(" uri=\"" + val + "\""); 
        }*/ 
 
        /*val = n.getPrefix(); 
        if (val != null) { 
            out.print(" pre=\"" + val + "\""); 
        }*/ 
 
        /*val = n.getLocalName(); 
        if (val != null) { 
            out.print(" local=\"" + val + "\""); 
        }*/ 
 
        val = n.getNodeValue(); 
        if (val != null) { 
            out.print(" nodeValue="); 
            if (val.trim().equals("")) { 
                // Whitespace 
                out.print("[WS]"); 
            } else { 
                out.print("\"" + n.getNodeValue() + "\""); 
            } 
        } 
        out.println(); 
    } 
 
    /** 
     * Indent to the current level in multiples of basicIndent 
     */ 
    private void outputIndentation() { 
        for (int i = 0; i < indent; i++) { 
            out.print(basicIndent); 
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        } 
    } 
 
    /** 
     * Recursive routine to print out DOM tree nodes 
     */ 
    private void echo(Node n) { 
        // Indent to the current level before printing anything 
        outputIndentation(); 
 
        int type = n.getNodeType(); 
        switch (type) { 
        case Node.ATTRIBUTE_NODE: 
            out.print("ATTR:"); 
            printlnCommon(n); 
            break; 
        case Node.CDATA_SECTION_NODE: 
            out.print("CDATA:"); 
            printlnCommon(n); 
            break; 
        case Node.COMMENT_NODE: 
            out.print("COMM:"); 
            printlnCommon(n); 
            break; 
        case Node.DOCUMENT_FRAGMENT_NODE: 
            out.print("DOC_FRAG:"); 
            printlnCommon(n); 
            break; 
        case Node.DOCUMENT_NODE: 
            out.print("DOC:"); 
            printlnCommon(n); 
            break; 
        case Node.DOCUMENT_TYPE_NODE: 
            out.print("DOC_TYPE:"); 
            printlnCommon(n); 
 
            // Print entities if any 
            NamedNodeMap nodeMap = ((DocumentType)n).getEntities(); 
            indent += 2; 
            for (int i = 0; i < nodeMap.getLength(); i++) { 
                Entity entity = (Entity)nodeMap.item(i); 
                echo(entity); 
            } 
            indent -= 2; 
            break; 
        case Node.ELEMENT_NODE: 
            out.print("ELEM:"); 
            printlnCommon(n); 
 
            // Print attributes if any.  Note: element attributes are 
not 
            // children of ELEMENT_NODEs but are properties of their 
            // associated ELEMENT_NODE.  For this reason, they are 
printed 
            // with 2x the indent level to indicate this. 
            NamedNodeMap atts = n.getAttributes(); 
            indent += 2; 
            for (int i = 0; i < atts.getLength(); i++) { 
                Node att = atts.item(i); 
                echo(att); 
            } 
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            indent -= 2; 
            break; 
        case Node.ENTITY_NODE: 
            out.print("ENT:"); 
            printlnCommon(n); 
            break; 
        case Node.ENTITY_REFERENCE_NODE: 
            out.print("ENT_REF:"); 
            printlnCommon(n); 
            break; 
        case Node.NOTATION_NODE: 
            out.print("NOTATION:"); 
            printlnCommon(n); 
            break; 
        case Node.PROCESSING_INSTRUCTION_NODE: 
            out.print("PROC_INST:"); 
            printlnCommon(n); 
            break; 
        case Node.TEXT_NODE: 
            out.print("TEXT:"); 
            printlnCommon(n); 
            break; 
        default: 
            out.print("UNSUPPORTED NODE: " + type); 
            printlnCommon(n); 
            break; 
        } 
 
        // Print children if any 
        indent++; 
        for (Node child = n.getFirstChild(); child != null; 
             child = child.getNextSibling()) { 
            echo(child); 
        } 
        indent--; 
    } 
 
     
    // Error handler to report errors and warnings 
    private static class MyErrorHandler implements ErrorHandler { 
        /** Error handler output goes here */ 
        private PrintWriter out; 
 
        MyErrorHandler(PrintWriter out) { 
            this.out = out; 
        } 
 
        /** 
         * Returns a string describing parse exception details 
         */ 
        private String getParseExceptionInfo(SAXParseException spe) { 
            String systemId = spe.getSystemId(); 
            if (systemId == null) { 
                systemId = "null"; 
            } 
            String info = "URI=" + systemId + 
                " Line=" + spe.getLineNumber() + 
                ": " + spe.getMessage(); 
            return info; 
        } 
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        // The following methods are standard SAX ErrorHandler 
methods. 
        // See SAX documentation for more info. 
 
        public void warning(SAXParseException spe) throws SAXException 
{ 
            out.println("Warning: " + getParseExceptionInfo(spe)); 
        } 
         
        public void error(SAXParseException spe) throws SAXException { 
            String message = "Error: " + getParseExceptionInfo(spe); 
            throw new SAXException(message); 
        } 
 
        public void fatalError(SAXParseException spe) throws 
SAXException { 
            String message = "Fatal Error: " + 
getParseExceptionInfo(spe); 
            throw new SAXException(message); 
        } 
    } 
} 
 
 
InfoHandler.java 
 
/* 
 * Clase utilizada para el procesamiento de los documentos DOM y la 
búsqueda 
 * de determinada inforamción requerida. 
 *  
 * Para cada tabla existen 3 tipos de función: 
 *  
 * - getInfoX: es la función encargada de realizar la búsqueda 
recorriendo el árbol DOM para  
 * el tipo de tabla X 
 *  
 * - setXConstraints: a partir de las restricciones especificadas en 
la consulta inicializa 
 * una serie de variables que se utilizarán en la búsqueda de 
información para la tabla X 
 *  
 * - setX: para cada elemento de la tabla X que debe ser devuelto en 
la respuesta al usuario,  
 * se llama a esta función para que introduzca la información de dicha 
tabla en la respuesta. 
 *   
 */ 
package parser; 
 
import _2008.metadata.tva.*; 
import _2008.transport.tva.*; 
import _2008.mpeg7.tva.*; 
import _2008.contentreferencing.tva.*; 
 
import org.apache.axis2.databinding.types.*; 
import org.apache.axis2.databinding.types.URI.MalformedURIException; 
import org.w3c.dom.*; 
 
import java.lang.reflect.Array; 
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import java.util.*; 
 
public class InfoHandler{ 
  
 protected QueryConstraints_type0 qct; 
 protected RequestedTablesType rtt; 
 protected UnsignedInt mprog; 
 protected Get_Data_Result gdr; 
 protected Get_Data_ResultType gdrt; 
  
 boolean newServiceInformationTable, newProgramLocationTable, 
newContentReferencingTable, newProgramInformationTable, 
newGroupInformationTable = false; 
 boolean newInfo = false; 
  
 String type = null; 
 boolean OR, AND = false; 
 boolean fieldIdServiceName, fieldIdServiceURL= false; 
 Vector<String> fieldValueServiceNames = new Vector<String>(1,1); 
 Vector<String> fieldValueServiceURLs = new Vector<String>(1,1); 
 Vector<String> fieldTestServiceNames = new Vector<String>(1,1); 
 Vector<String> fieldTestServiceURLs = new Vector<String>(1,1); 
 boolean fieldIdGroupType, fieldIdSynopsis, fieldIdTitle, 
fieldIdCRID  = false; 
 Vector<String> fieldValueGroupTypes = new Vector<String>(1,1); 
 Vector<String> fieldValueSynopsiss = new Vector<String>(1,1); 
 Vector<String> fieldValueCRIDs = new Vector<String>(1,1); 
 Vector<String> fieldValueTitles = new Vector<String>(1,1); 
 Vector<String> fieldTestGroupTypes = new Vector<String>(1,1); 
 Vector<String> fieldTestSynopsiss = new Vector<String>(1,1); 
 Vector<String> fieldTestTitles = new Vector<String>(1,1); 
 Vector<String> fieldTestCRIDs = new Vector<String>(1,1); 
 boolean fieldIdGenre  = false; 
 Vector<String> fieldValueGenres = new Vector<String>(1,1); 
 Vector<String> fieldTestGenres = new Vector<String>(1,1); 
 boolean fieldIdProgramURL, fieldIdStart, fieldIdDuration  = 
false; 
 Vector<String> fieldValueStarts = new Vector<String>(1,1); 
 Vector<String> fieldValueDurations = new Vector<String>(1,1); 
 Vector<String> fieldValueProgramURLs = new Vector<String>(1,1); 
 Vector<String> fieldTestStarts = new Vector<String>(1,1); 
 Vector<String> fieldTestDurations = new Vector<String>(1,1); 
 Vector<String> fieldTestProgramURLs = new Vector<String>(1,1); 
  
 public Vector<String> getURLs (Vector<Document> docs){ 
  Vector<String> URLs = new Vector<String>(1,1); 
  int j = 0; 
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   NodeList nl = doc.getElementsByTagName("ProgramURL");  
   if (nl.getLength()>0){ 
   
 URLs.add(j,nl.item(1).getFirstChild().getNodeValue()); 
    j++; 
   } 
  } 
  return URLs; 
 } 
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 //Método principal de la clase a partir del cual se llama a las 
correspondientes  
 //funciones de cada tipo de tabla 
 public Get_Data_Result getInfo (Vector<Document> docs, 
Get_DataType gdt){ 
   
  ServiceInformationTableType sitt = new 
ServiceInformationTableType(); 
  GroupInformationTableType gitt = new 
GroupInformationTableType(); 
  ProgramInformationTableType pitt = new 
ProgramInformationTableType(); 
  ProgramLocationTableType pltt = new 
ProgramLocationTableType(); 
  ContentReferencingTableType crtt = new 
ContentReferencingTableType(); 
   
  //Sacamos la info de la petición 
  //QueryConstraints 
  qct = gdt.getQueryConstraints(); 
  //RequestedTAbles 
  rtt = gdt.getRequestedTables(); 
  //MaxPrograms 
  mprog = gdt.getMaxPrograms(); 
   
  //Preparamos la respuesta 
  gdr = new Get_Data_Result(); 
  gdrt = new Get_Data_ResultType(); 
   
  //Bucle para cubrir todos los tipos de RequestedTables 
  for (int j=0;j<rtt.getTable().length;j++){ 
   if 
(rtt.getTable()[j].getType().toString().equals("ProgramLocationTable")
){ 
    System.out.println("Consulta 
ProgramLocationTable"); 
    pltt = getInfoProgramLocationTable(docs); 
   }else if 
(rtt.getTable()[j].getType().toString().equals("ContentReferencingTabl
e")){ 
    System.out.println("Consulta 
ContentReferencingTable"); 
    crtt = getInfoContentReferencingTable(docs); 
   }else if 
(rtt.getTable()[j].getType().toString().equals("ServiceInformationTabl
e")){ 
    System.out.println("Consulta 
ServiceInformationTable"); 
    sitt = getInfoServiceInformationTable(docs); 
   }else if 
(rtt.getTable()[j].getType().toString().equals("ProgramInformationTabl
e")){ 
    System.out.println("Consulta 
ProgramInformationTable"); 
    pitt = getInfoProgramInformationTable(docs); 
   }else if 
(rtt.getTable()[j].getType().toString().equals("GroupInformationTable"
)){ 
    System.out.println("Consulta 
GroupInformationTable"); 
    gitt = getInfoGroupInformationTable(docs); 
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   }else {//lanza error porque no hay info para la tabla 
que piden o bien no es correcta  
   } 
  } 
  //Rellenamos la respuesta 
  //serviceVersion, da igual si hay info o no, es un 
parametro obligatorio 
  UnsignedInt sv = new UnsignedInt(); 
  Long iValue = new Long(1); 
  sv.setValue(iValue.longValue()); 
  gdrt.setServiceVersion(sv); 
   
  newInfo = newServiceInformationTable || 
newProgramLocationTable || newProgramInformationTable || 
newGroupInformationTable; 
  if (newInfo){//Rellenamos la respuesta con las tablas 
   //TVAMain 
   TVAMainType tvamt = new TVAMainType(); 
   ProgramDescriptionType pdt = new 
ProgramDescriptionType(); 
   if (newProgramLocationTable) 
pdt.setProgramLocationTable(pltt); 
   if (newServiceInformationTable) 
pdt.setServiceInformationTable(sitt); 
   if (newProgramInformationTable) 
pdt.setProgramInformationTable(pitt); 
   if (newGroupInformationTable) 
pdt.setGroupInformationTable(gitt); 
   tvamt.setProgramDescription(pdt); 
   gdrt.setTVAMain(tvamt); 
  } 
  if (newContentReferencingTable) 
gdrt.setContentReferencingTable(crtt); 
   
  gdr.setGet_Data_Result(gdrt); 
  System.out.println("Enviando resultados de la 
búsqueda..."); 
  return gdr; 
 } 
  
 
/***********************************PROGRAM 
LOCATION*****************************************/ 
  
  
 private ProgramLocationTableType 
getInfoProgramLocationTable(Vector<Document> docs){ 
  ProgramLocationTableType pltt = new 
ProgramLocationTableType(); 
  boolean newProgramURL = false; 
  boolean newCRID = false; 
  setProgramLocationConstraints(); 
  String fieldValueProgramURL ,fieldValueDuration, 
fieldValueStart, fieldValueCRID = null; 
  String fieldTestProgramURL, fieldTestDuration,  
fieldTestStart, fieldTestCRID = null; 
   
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   Node index = null; 
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   Iterator<String> it1, it2 = null; 
   NodeList nl = doc.getElementsByTagName("Schedule");  
   if (nl.getLength()>0){ 
    NodeList nl2 = 
doc.getElementsByTagName("ScheduleEvent"); 
    for (int j=0;j<nl2.getLength();j++){ 
     index = nl2.item(j); 
     newCRID = false; 
     newProgramURL = false; 
     if (fieldIdCRID){ 
      it1 = fieldValueCRIDs.iterator(); 
      it2 = fieldTestCRIDs.iterator(); 
      newCRID = 
testIndex("crid",it1,it2,index.getFirstChild().getNextSibling(),"attr"
); 
     }else newCRID = AND; 
     if (fieldIdProgramURL){ 
      it1 = 
fieldValueProgramURLs.iterator(); 
      it2 = 
fieldTestProgramURLs.iterator(); 
      newProgramURL = 
testIndex("programURL",it1,it2,index,"node"); 
     }else newProgramURL = AND; 
     if 
(((OR)&&(newCRID||newProgramURL))||((AND)&&(newCRID&&newProgramURL))){ 
      ScheduleType st = new 
ScheduleType(); 
      TVAIDRefsType tirts = new 
TVAIDRefsType(); 
      TVAIDRefType tir = new 
TVAIDRefType(); 
     
 tir.setTVAIDRefType(nl.item(0).getAttributes().getNamedItem("ser
viceIDRef").getNodeValue()); 
      TVAIDRefType[] tirt = 
(TVAIDRefType[])Array.newInstance(TVAIDRefType.class, 1); 
      Array.set(tirt,0,tir); 
      tirts.setTVAIDRefType(tirt); 
      st.setServiceIDRef(tirts); 
     
 st.addScheduleEvent(setScheduleEvent(index)); 
      pltt.addSchedule(st); 
      newProgramLocationTable = true; 
     } 
    } 
   } 
  } 
  return pltt; 
 } 
  
 private void setProgramLocationConstraints(){ 
  type = qct.getPredicateBag().getType().toString(); 
  if (type.equals("OR")) OR = true; 
  else AND = true; 
  Vector<PredicateBagTypeSequenceE> pbtsV = new 
Vector<PredicateBagTypeSequenceE>(qct.getPredicateBag().getPredicateBa
gTypeSequence().length); 
  for (int 
z=0;z<qct.getPredicateBag().getPredicateBagTypeSequence().length;z++){ 
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 pbtsV.add(z,qct.getPredicateBag().getPredicateBagTypeSequence()[
z]); 
  } 
   
  Iterator<PredicateBagTypeSequenceE> it = pbtsV.iterator(); 
  PredicateBagTypeSequenceE pbts; 
     while (it.hasNext()){ //Veo que campos tengo que buscar 
      pbts = (PredicateBagTypeSequenceE)it.next(); 
      if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("ProgramURL")){ 
      
 fieldValueProgramURLs.add(pbts.getPredicateBagTypeChoice_type1()
.getBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestProgramURLs.add(pbts.getPredicateBagTypeChoice_type1().
getBinaryPredicate().getTest().toString()); 
       fieldIdProgramURL = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("PublishedStart")){ 
      
 fieldValueStarts.add(pbts.getPredicateBagTypeChoice_type1().getB
inaryPredicate().getFieldValue().toString()); 
      
 fieldTestStarts.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getTest().toString()); 
       fieldIdStart = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("PublishedDuration")){ 
      
 fieldValueDurations.add(pbts.getPredicateBagTypeChoice_type1().g
etBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestDurations.add(pbts.getPredicateBagTypeChoice_type1().ge
tBinaryPredicate().getTest().toString()); 
       fieldIdDuration = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("CRID")){ 
      
 fieldValueCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getFieldValue().toString()); 
      
 fieldTestCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBin
aryPredicate().getTest().toString()); 
       fieldIdCRID = true; 
      } 
     } 
 } 
  
 private ScheduleEventType setScheduleEvent(Node index){ 
  ScheduleEventType set = new ScheduleEventType(); 
  if (index.hasChildNodes()){  
   NodeList indexChilds = index.getChildNodes(); //Me 
quedo con los nodos hijo 
   //Recorro la nodelist viendo los elementos que tiene 
y eligiendo la funcion para introducir la info 
   for (int s=0;s<indexChilds.getLength();s++){ 
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    if 
(indexChilds.item(s).getNodeName().equalsIgnoreCase("Program")){ 
     NamedNodeMap attsChild = 
indexChilds.item(s).getAttributes(); 
     if 
(attsChild.getNamedItem("crid")!=null){ 
      CRIDRefType crt = new 
CRIDRefType(); 
      CRIDType ct = new CRIDType(); 
      try{ 
       URI cURI = new URI(); 
      
 cURI.setPath(indexChilds.item(s).getAttributes().getNamedItem("c
rid").getNodeValue()); 
       ct.setCRIDType(cURI); 
       crt.setCrid(ct); 
      }catch(MalformedURIException e){} 
      set.setProgram(crt); 
     
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
     } 
    }else if 
(indexChilds.item(s).getNodeName().equalsIgnoreCase("ProgramURL")){ 
     try{ 
      URI sURL = new URI(); 
     
 sURL.setPath(indexChilds.item(s).getFirstChild().getNodeValue())
; 
      set.setProgramURL(sURL); 
     }catch(MalformedURIException e){} 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equalsIgnoreCase("InstanceMetadataI
d")){ 
     InstanceMetadataIdType imit = new 
InstanceMetadataIdType(); 
     try{ 
      URI iuri = new URI(); 
     
 iuri.setPath(indexChilds.item(s).getFirstChild().getNodeValue())
; 
     
 imit.setInstanceMetadataIdType(iuri); 
     }catch(MalformedURIException e){} 
     set.setInstanceMetadataId(imit); 
    }else if 
(indexChilds.item(s).getNodeName().equalsIgnoreCase("PublishedStartTim
e")){ 
     Calendar cal = Calendar.getInstance(); 
     String aux = 
indexChilds.item(s).getFirstChild().getNodeValue(); 
     String[] auxs = aux.split("-"); 
     String[] auxs2 = auxs[2].split("T"); 
     String[] auxs3 = auxs2[1].split(":"); 
     String[] auxs4 = auxs3[2].split("Z"); 
     cal.set((new 
Integer(auxs[0].trim())).intValue(), (new 
Integer(auxs[1].trim())).intValue(), (new 
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Integer(auxs2[0].trim())).intValue(), (new 
Integer(auxs3[0].trim())).intValue(), (new 
Integer(auxs3[1].trim())).intValue(), (new 
Integer(auxs4[0].trim())).intValue()); 
     set.setPublishedStartTime(cal); 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equalsIgnoreCase("PublishedDuration
")){ 
     Duration dur = new Duration(); 
     String aux = 
indexChilds.item(s).getFirstChild().getNodeValue(); 
     dur.setHours((new 
Integer(aux.substring(aux.indexOf("T")+1, 
aux.indexOf("H")))).intValue()); 
     dur.setMinutes((new 
Integer(aux.substring(aux.indexOf("H")+1, 
aux.indexOf("M")))).intValue()); 
     dur.setSeconds((new 
Double(aux.substring(aux.indexOf("M")+1, 
aux.indexOf("S"))).doubleValue())); 
     set.setPublishedDuration(dur); 
    } 
   } 
  } 
  return set; 
 } 
  
/***********************************PROGRAM 
INFORMATION*****************************************/ 
  
  
 private ProgramInformationTableType 
getInfoProgramInformationTable(Vector<Document> docs){ 
  ProgramInformationTableType pitt = new 
ProgramInformationTableType(); 
  boolean newSynopsis = false; 
  boolean newTitle = false; 
  boolean newCRID = false; 
  boolean newGenre = false; 
  setProgramInformationConstraints(); 
   
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   Node index = null; 
   Iterator<String> it1, it2 = null; 
   NodeList nl = 
doc.getElementsByTagName("ProgramInformationTable");  
   if (nl.getLength()>0){ 
    NodeList nl2 = 
doc.getElementsByTagName("ProgramInformation"); 
    for (int j=0;j<nl2.getLength();j++){ 
     index = nl2.item(j); 
     newCRID = false; 
     newGenre = false; 
     newTitle = false; 
     newSynopsis = false; 
     if (fieldIdCRID){ 
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      it1 = fieldValueCRIDs.iterator(); 
      it2 = fieldTestCRIDs.iterator(); 
      newCRID = 
testIndex("programId",it1,it2,index,"attr"); 
     }else newCRID = AND; 
     if (fieldIdTitle){ 
      it1 = fieldValueTitles.iterator(); 
      it2 = fieldTestTitles.iterator(); 
      newTitle = 
testIndex("title",it1,it2,index,"node"); 
     }else newTitle = AND; 
     if (fieldIdSynopsis){ 
      it1 = 
fieldValueSynopsiss.iterator(); 
      it2 = 
fieldTestSynopsiss.iterator(); 
      newSynopsis = 
testIndex("synopsis",it1,it2,index,"node"); 
     }else newSynopsis = AND; 
     if (fieldIdGenre){ 
      it1 = fieldValueGenres.iterator(); 
      it2 = fieldTestGenres.iterator(); 
      newGenre = 
(testIndex("href",it1,it2,index,"attr"))||(testIndex("name",it1,it2,in
dex,"node")); 
     }else newGenre = AND; 
      
     if 
(((OR)&&(newSynopsis||newTitle||newCRID||newGenre))||((AND)&&(newSynop
sis&&newTitle&&newCRID&&newGenre))){ 
     
 pitt.addProgramInformation(setProgramInformation(index)); 
      newProgramInformationTable = true; 
     } 
    } 
   } 
  } 
  return pitt; 
 } 
  
 private void setProgramInformationConstraints(){ 
  type = qct.getPredicateBag().getType().toString(); 
  if (type.equals("OR")) OR = true; 
  else AND = true; 
  Vector<PredicateBagTypeSequenceE> pbtsV = new 
Vector<PredicateBagTypeSequenceE>(qct.getPredicateBag().getPredicateBa
gTypeSequence().length); 
  for (int 
z=0;z<qct.getPredicateBag().getPredicateBagTypeSequence().length;z++){ 
  
 pbtsV.add(z,qct.getPredicateBag().getPredicateBagTypeSequence()[
z]); 
  } 
   
  Iterator<PredicateBagTypeSequenceE> it = pbtsV.iterator(); 
  PredicateBagTypeSequenceE pbts; 
     while (it.hasNext()){ //Veo que campos tengo que buscar 
      pbts = (PredicateBagTypeSequenceE)it.next(); 
      if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("Genre")){ 
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 fieldValueGenres.add(pbts.getPredicateBagTypeChoice_type1().getB
inaryPredicate().getFieldValue().toString()); 
      
 fieldTestGenres.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getTest().toString()); 
       fieldIdGenre = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("Synopsis")){ 
      
 fieldValueSynopsiss.add(pbts.getPredicateBagTypeChoice_type1().g
etBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestSynopsiss.add(pbts.getPredicateBagTypeChoice_type1().ge
tBinaryPredicate().getTest().toString()); 
       fieldIdSynopsis = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("Title")){ 
      
 fieldValueTitles.add(pbts.getPredicateBagTypeChoice_type1().getB
inaryPredicate().getFieldValue().toString()); 
      
 fieldTestTitles.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getTest().toString()); 
       fieldIdTitle = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("CRID")){ 
      
 fieldValueCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getFieldValue().toString()); 
      
 fieldTestCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBin
aryPredicate().getTest().toString()); 
       fieldIdCRID = true; 
      } 
     } 
 } 
  
 private ProgramInformationType setProgramInformation(Node 
index){ 
  ProgramInformationType pit = new ProgramInformationType(); 
  if (index.hasChildNodes()){  
   NodeList indexChilds = index.getChildNodes(); //Me 
quedo con los nodos hijo 
   //Recorro la nodelist viendo los elementos que tiene 
y eligiendo la funcion para introducir la info 
   for (int s=0;s<indexChilds.getLength();s++){ 
    if 
(indexChilds.item(s).getNodeName().equals("BasicDescription")){ 
     BasicContentDescriptionType bcdt = new 
BasicContentDescriptionType(); 
     if (indexChilds.item(s).hasChildNodes()){  
      NodeList basicDescriptionChilds = 
indexChilds.item(s).getChildNodes(); 
      for (int 
m=0;m<basicDescriptionChilds.getLength();m++){ 
       if 
(basicDescriptionChilds.item(m).getNodeName().equals("Title")){ 
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        TitleType tt = new 
TitleType(); 
       
 tt.setString(basicDescriptionChilds.item(m).getFirstChild().getN
odeValue()); 
        bcdt.addTitle(tt); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       }else if 
(basicDescriptionChilds.item(m).getNodeName().equals("Synopsis")){ 
        SynopsisType st = new 
SynopsisType(); 
       
 st.setString(basicDescriptionChilds.item(m).getFirstChild().getN
odeValue()); 
        bcdt.addSynopsis(st); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       }else if 
(basicDescriptionChilds.item(m).getNodeName().equals("Genre")){ 
       
 bcdt.addGenre(setGenreType(basicDescriptionChilds.item(m))); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       }else if 
(basicDescriptionChilds.item(m).getNodeName().equals("RelatedMaterial"
)){ 
        RelatedMaterialType rmt 
= new RelatedMaterialType(); 
        ControlledTermType ctt 
= new ControlledTermType(); 
        TermNameType tnt = new 
TermNameType(); 
       
 tnt.setString(basicDescriptionChilds.item(m).getFirstChild().get
NextSibling().getFirstChild().getNextSibling().getFirstChild().getNode
Value()); 
        ctt.setName(tnt); 
        TermReferenceType trt = 
new TermReferenceType(); 
        TermReferenceType_type1 
trtt1 = new TermReferenceType_type1(); 
        try{ 
         URI hURI = new 
URI(); 
        
 hURI.setPath(basicDescriptionChilds.item(m).getFirstChild().getN
extSibling().getAttributes().getNamedItem("href").getNodeValue()); 
        
 trtt1.setTermReferenceType_type1(hURI); 
       
 }catch(MalformedURIException e){} 
        trt.setObject(trtt1); 
        ctt.setHref(trt); 
        rmt.setHowRelated(ctt); 
        MediaLocatorType mlt = 
new MediaLocatorType(); 
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 MediaLocatorTypeChoice_type0 mltct0 = new 
MediaLocatorTypeChoice_type0(); 
       
 RelatedMaterialTypeChoice_type0 rmtct0 = new 
RelatedMaterialTypeChoice_type0(); 
        try{ 
         URI mURI = new 
URI(); 
        
 mURI.setPath(basicDescriptionChilds.item(m).getFirstChild().getN
extSibling().getNextSibling().getNextSibling().getFirstChild().getNext
Sibling().getFirstChild().getNodeValue()); 
        
 mltct0.setMediaUri(mURI); 
       
 }catch(MalformedURIException e){} 
       
 mlt.setMediaLocatorTypeChoice_type0(mltct0); 
       
 rmtct0.setMediaLocator(mlt); 
       
 rmt.setRelatedMaterialTypeChoice_type0(rmtct0); 
       
 bcdt.addRelatedMaterial(rmt); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       }else if 
(basicDescriptionChilds.item(m).getNodeName().equals("CaptionLanguage"
)){ 
        CaptionLanguageType clt 
= new CaptionLanguageType(); 
        Language lang = new 
Language(); 
       
 lang.setValue(basicDescriptionChilds.item(m).getFirstChild().get
NodeValue()); 
        clt.setLanguage(lang); 
        if 
(basicDescriptionChilds.item(m).getAttributes().getNamedItem("closed")
.equals("true")) clt.setClosed(true); 
        else 
clt.setClosed(false); 
       
 bcdt.addCaptionLanguage(clt); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       } 
      } 
     } 
     pit.setBasicDescription(bcdt); 
    }else if 
(indexChilds.item(s).getNodeName().equals("AVAttributes")){ 
     AVAttributesType avat = new 
AVAttributesType(); 
     AudioAttributesType aat = new 
AudioAttributesType(); 
     UnsignedShort numChan = new 
UnsignedShort(); 
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     Long sValue = new 
Long(indexChilds.item(s).getFirstChild().getNextSibling().getFirstChil
d().getNextSibling().getFirstChild().getNodeValue()); 
     numChan.setValue(sValue.longValue()); 
     aat.setNumOfChannels(numChan); 
     avat.addAudioAttributes(aat); 
     if 
(indexChilds.item(s).getFirstChild().getNextSibling().getNextSibling()
.getNextSibling()!=null){ 
      VideoAttributesType vat = new 
VideoAttributesType(); 
      AspectRatioType art = new 
AspectRatioType(); 
     
 art.setRatioType(indexChilds.item(s).getFirstChild().getNextSibl
ing().getNextSibling().getNextSibling().getFirstChild().getNextSibling
().getFirstChild().getNodeValue()); 
      vat.addAspectRatio(art); 
      avat.setVideoAttributes(vat); 
     } 
     pit.setAVAttributes(avat); 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equals("MemberOf")){ 
     MemberOfType mot = new MemberOfType(); 
     CRIDType ct = new CRIDType(); 
     try{ 
      URI cURI = new URI(); 
     
 cURI.setPath(indexChilds.item(s).getAttributes().getNamedItem("c
rid").getNodeValue()); 
      ct.setCRIDType(cURI); 
     }catch(MalformedURIException e){} 
     mot.setCrid(ct); 
     pit.addMemberOf(mot); 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    } 
   } 
  } 
  NamedNodeMap attsChild = index.getAttributes(); 
  if (attsChild.getNamedItem("programId")!=null){ 
   CRIDType ct = new CRIDType(); 
   try{ 
    URI cURI = new URI(); 
   
 cURI.setPath(attsChild.getNamedItem("programId").getNodeValue())
; 
    ct.setCRIDType(cURI); 
   }catch(MalformedURIException e){} 
   pit.setProgramId(ct); 
  
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  return pit; 
 } 
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/***********************************CONTENT 
REFERENCING*****************************************/ 
  
 private ContentReferencingTableType 
getInfoContentReferencingTable(Vector<Document> docs){ 
  ContentReferencingTableType crtt = new 
ContentReferencingTableType(); 
  boolean newCRID1 = false; 
  boolean newCRID2 = false; 
  setContentReferencingConstraints(); 
   
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   Node index = null; 
   Iterator<String> it1, it2 = null; 
   NodeList nl = 
doc.getElementsByTagName("ContentReferencingTable");  
   if (nl.getLength()>0){ 
    NodeList nl2 = 
doc.getElementsByTagName("Result"); 
    for (int j=0;j<nl2.getLength();j++){ 
     index = nl2.item(j); 
     newCRID1 = false; 
     newCRID2 = false; 
     if (fieldIdCRID){ 
      it1 = fieldValueCRIDs.iterator(); 
      it2 = fieldTestCRIDs.iterator(); 
      newCRID1 = 
testIndex("CRID",it1,it2,index,"attr"); 
     } 
     if (fieldIdCRID){ 
      it1 = fieldValueCRIDs.iterator(); 
      it2 = fieldTestCRIDs.iterator(); 
      newCRID2 = 
testIndex("Crid",it1,it2,index,"node"); 
     } 
     if (newCRID1||newCRID2){ 
     
 crtt.addResult(setContentReferencing(index)); 
      newContentReferencingTable = true; 
     } 
    } 
   } 
  } 
  return crtt; 
 } 
  
 private void setContentReferencingConstraints(){ 
  type = qct.getPredicateBag().getType().toString(); 
  OR = true; 
  Vector<PredicateBagTypeSequenceE> pbtsV = new 
Vector<PredicateBagTypeSequenceE>(qct.getPredicateBag().getPredicateBa
gTypeSequence().length); 
  for (int 
z=0;z<qct.getPredicateBag().getPredicateBagTypeSequence().length;z++){ 
  
 pbtsV.add(z,qct.getPredicateBag().getPredicateBagTypeSequence()[
z]); 
  } 
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  Iterator<PredicateBagTypeSequenceE> it = pbtsV.iterator(); 
  PredicateBagTypeSequenceE pbts; 
     while (it.hasNext()){ //Veo que campos tengo que buscar 
      pbts = (PredicateBagTypeSequenceE)it.next(); 
      if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("CRID")){ 
      
 fieldValueCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getFieldValue().toString()); 
      
 fieldTestCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBin
aryPredicate().getTest().toString()); 
       fieldIdCRID = true; 
      } 
     } 
 } 
  
 private ResultType setContentReferencing(Node index){ 
   
  ResultType rt = new ResultType(); 
   
  if (index.hasChildNodes()){  
   NodeList indexChilds = index.getChildNodes(); //Me 
quedo con los nodos hijo 
   //Recorro la nodelist viendo los elementos que tiene 
y eligiendo la funcion para introducir la info 
   for (int s=0;s<indexChilds.getLength();s++){ 
    if 
(indexChilds.item(s).getNodeName().equals("CRIDResult")){ 
     ResultTypeSequence_type0 rtst0 = new 
ResultTypeSequence_type0(); 
     CRIDResultType crt = new 
CRIDResultType(); 
     if (indexChilds.item(s).hasChildNodes()){  
      NodeList resultChilds = 
indexChilds.item(s).getChildNodes(); 
      for (int 
m=0;m<resultChilds.getLength();m++){ 
       if 
(resultChilds.item(m).getNodeName().equalsIgnoreCase("Crid")){ 
        CRIDType ct = new 
CRIDType(); 
        try{ 
         URI cUri = new 
URI(); 
        
 cUri.setPath(resultChilds.item(m).getFirstChild().getNodeValue()
); 
        
 ct.setCRIDType(cUri); 
       
 }catch(MalformedURIException e){} 
        crt.addCrid(ct); 
       } 
      } 
     } 
     rtst0.addCRIDResult(crt); 
     rt.setResultTypeSequence_type0(rtst0); 
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    }else if 
(indexChilds.item(s).getNodeName().equals("LocationsResult")){ 
     ResultTypeSequence_type1 rtst1 = new 
ResultTypeSequence_type1(); 
     LocationsResultType lrt = new 
LocationsResultType(); 
     if (indexChilds.item(s).hasChildNodes()){  
      NodeList resultChilds = 
indexChilds.item(s).getChildNodes(); 
      for (int 
m=0;m<resultChilds.getLength();m++){ 
       if 
(resultChilds.item(m).getNodeName().equalsIgnoreCase("Locator")){ 
       
 LocationsResultTypeSequence lrts = new 
LocationsResultTypeSequence(); 
       
 LocationsResultTypeChoice_type0 lrtct0 = new 
LocationsResultTypeChoice_type0(); 
        LocatorType lt = new 
LocatorType(); 
        try{ 
         URI lUri = new 
URI(); 
        
 lUri.setPath(resultChilds.item(m).getFirstChild().getNodeValue()
); 
        
 lt.setAnyURI(lUri); 
       
 }catch(MalformedURIException e){} 
        NamedNodeMap attsChild 
= resultChilds.item(m).getAttributes(); 
        if 
(attsChild.getNamedItem("instanceMetadataId")!=null){ 
        
 InstanceMetadataIdType imit = new InstanceMetadataIdType(); 
         try{ 
          URI iuri = 
new URI(); 
         
 iuri.setPath(attsChild.getNamedItem("instanceMetadataId").getNod
eValue()); 
         
 imit.setInstanceMetadataIdType(iuri); 
        
 }catch(MalformedURIException e){} 
        
 lt.setInstanceMetadataId(imit); 
        
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
        } 
        lrtct0.setLocator(lt); 
       
 lrts.setLocationsResultTypeChoice_type0(lrtct0); 
       
 lrt.addLocationsResultTypeSequence(lrts); 
       } 
      } 
     } 
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     rtst1.addLocationsResult(lrt); 
     rt.setResultTypeSequence_type1(rtst1); 
    } 
   } 
  } 
     
  NamedNodeMap attsChild = index.getAttributes(); 
  if (attsChild.getNamedItem("CRID")!=null){ 
   CRIDType ct2 = new CRIDType(); 
   try{ 
    URI cUri2 = new URI(); 
   
 cUri2.setPath(attsChild.getNamedItem("CRID").getNodeValue()); 
    ct2.setCRIDType(cUri2); 
   }catch(MalformedURIException e){} 
   rt.setCRID(ct2); 
  
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  if (attsChild.getNamedItem("acquire")!=null){ 
   AcquisitionDirectiveType adt = null; 
   if 
(attsChild.getNamedItem("acquire").getNodeValue().equals("all")) adt = 
AcquisitionDirectiveType.all; 
   else if 
(attsChild.getNamedItem("acquire").getNodeValue().equals("any")) adt 
=AcquisitionDirectiveType.any; 
   rt.setAcquire(adt); 
  
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  if (attsChild.getNamedItem("status")!=null){ 
   ResolutionStatusType rst = null; 
   if 
(attsChild.getNamedItem("status").getNodeValue().equals("resolved")) 
rst = ResolutionStatusType.value1; 
   else if 
(attsChild.getNamedItem("status").getNodeValue().equals("discard 
CRID")) rst = ResolutionStatusType.value2; 
   else if 
(attsChild.getNamedItem("status").getNodeValue().equals("cannot yet 
resolve")) rst = ResolutionStatusType.value3; 
   else if 
(attsChild.getNamedItem("status").getNodeValue().equals("unable to 
resolve")) rst = ResolutionStatusType.value4; 
   rt.setStatus(rst); 
  
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  if (attsChild.getNamedItem("complete")!=null){ 
   boolean comp = false; 
   if 
(attsChild.getNamedItem("complete").getNodeValue().equals("true")) 
comp = true; 
   else if 
(attsChild.getNamedItem("complete").getNodeValue().equals("false")) 
comp = false; 
   rt.setComplete(comp); 
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 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  return rt; 
 } 
  
 /***********************************************GROUP 
INFORMATION*****************************************/ 
  
 private GroupInformationTableType 
getInfoGroupInformationTable(Vector<Document> docs){ 
  GroupInformationTableType gitt = new 
GroupInformationTableType(); 
  boolean newSynopsis = false; 
  boolean newTitle = false; 
  boolean newCRID = false; 
  boolean newGroupType = false; 
  setGroupInformationConstraints(); 
   
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   Node index = null; 
   Iterator<String> it1, it2 = null; 
   NodeList nl = 
doc.getElementsByTagName("GroupInformationTable");  
   if (nl.getLength()>0){ 
    NodeList nl2 = 
doc.getElementsByTagName("GroupInformation"); 
    for (int j=0;j<nl2.getLength();j++){ 
     index = nl2.item(j); 
     newCRID = false; 
     newGroupType = false; 
     newTitle = false; 
     newSynopsis = false; 
     if (fieldIdCRID){ 
      it1 = fieldValueCRIDs.iterator(); 
      it2 = fieldTestCRIDs.iterator(); 
      newCRID = 
testIndex("groupId",it1,it2,index,"attr"); 
     }else newCRID = AND; 
     if (fieldIdTitle){ 
      it1 = fieldValueTitles.iterator(); 
      it2 = fieldTestTitles.iterator(); 
      newTitle = 
testIndex("title",it1,it2,index,"node"); 
     }else newTitle = AND; 
     if (fieldIdSynopsis){ 
      it1 = 
fieldValueSynopsiss.iterator(); 
      it2 = 
fieldTestSynopsiss.iterator(); 
      newSynopsis = 
testIndex("synopsis",it1,it2,index,"node"); 
     }else newSynopsis = AND; 
     if (fieldIdGroupType){ 
      it1 = 
fieldValueGroupTypes.iterator(); 
      it2 = 
fieldTestGroupTypes.iterator(); 
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      newGroupType = 
testIndex("value",it1,it2,index,"attr"); 
     }else newGroupType = AND; 
      
     if 
(((OR)&&(newSynopsis||newTitle||newCRID||newGroupType))||((AND)&&(newS
ynopsis&&newTitle&&newCRID&&newGroupType))){ 
     
 gitt.addGroupInformation(setGroupInformation(index)); 
      newGroupInformationTable = true; 
     } 
    } 
   } 
  } 
  return gitt; 
 } 
  
  
 private void setGroupInformationConstraints(){ 
  type = qct.getPredicateBag().getType().toString(); 
  if (type.equals("OR")) OR = true; 
  else AND = true; 
  Vector<PredicateBagTypeSequenceE> pbtsV = new 
Vector<PredicateBagTypeSequenceE>(qct.getPredicateBag().getPredicateBa
gTypeSequence().length); 
  for (int 
z=0;z<qct.getPredicateBag().getPredicateBagTypeSequence().length;z++){ 
  
 pbtsV.add(z,qct.getPredicateBag().getPredicateBagTypeSequence()[
z]); 
  } 
   
  Iterator<PredicateBagTypeSequenceE> it = pbtsV.iterator(); 
  PredicateBagTypeSequenceE pbts; 
     while (it.hasNext()){ //Veo que campos tengo que buscar 
      pbts = (PredicateBagTypeSequenceE)it.next(); 
      if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("groupType")){ 
      
 fieldValueGroupTypes.add(pbts.getPredicateBagTypeChoice_type1().
getBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestGroupTypes.add(pbts.getPredicateBagTypeChoice_type1().g
etBinaryPredicate().getTest().toString()); 
       fieldIdGroupType = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("Synopsis")){ 
      
 fieldValueSynopsiss.add(pbts.getPredicateBagTypeChoice_type1().g
etBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestSynopsiss.add(pbts.getPredicateBagTypeChoice_type1().ge
tBinaryPredicate().getTest().toString()); 
       fieldIdSynopsis = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("Title")){ 
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 fieldValueTitles.add(pbts.getPredicateBagTypeChoice_type1().getB
inaryPredicate().getFieldValue().toString()); 
      
 fieldTestTitles.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getTest().toString()); 
       fieldIdTitle = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("CRID")){ 
      
 fieldValueCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBi
naryPredicate().getFieldValue().toString()); 
      
 fieldTestCRIDs.add(pbts.getPredicateBagTypeChoice_type1().getBin
aryPredicate().getTest().toString()); 
       fieldIdCRID = true; 
      } 
     } 
 } 
  
 private GroupInformationType setGroupInformation(Node index){ 
  GroupInformationType git = new GroupInformationType(); 
   Value_type2 val = null; 
  if (index.hasChildNodes()){  
   NodeList indexChilds = index.getChildNodes(); //Me 
quedo con los nodos hijo 
   //Recorro la nodelist viendo los elementos que tiene 
y eligiendo la funcion para introducir la info 
   for (int s=0;s<indexChilds.getLength();s++){ 
    if 
(indexChilds.item(s).getNodeName().equals("GroupType")){ 
     ProgramGroupTypeType pgtt = new 
ProgramGroupTypeType(); 
     NamedNodeMap atts2 = 
indexChilds.item(s).getAttributes(); 
     if (atts2.getNamedItem("value")!=null){ 
      String value = 
atts2.getNamedItem("value").getNodeValue(); 
      if 
(value.equalsIgnoreCase("series")) val = Value_type2.value1; 
      else if 
(value.equalsIgnoreCase("show")) val = Value_type2.value2; 
      else if 
(value.equalsIgnoreCase("programConcept")) val = Value_type2.value3; 
      else if 
(value.equalsIgnoreCase("programCompilation")) val = 
Value_type2.value4; 
      else if 
(value.equalsIgnoreCase("otherCollection")) val = Value_type2.value5; 
      else if 
(value.equalsIgnoreCase("otherChoice")) val = Value_type2.value6; 
      else if 
(value.equalsIgnoreCase("mini-series")) val = Value_type2.value7; 
      else if 
(value.equalsIgnoreCase("brand")) val = Value_type2.value8; 
      pgtt.setValue(val); 
      BaseProgramGroupTypeType bpgtt = 
pgtt; 
      git.setGroupType(bpgtt); 
     } 
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 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equals("BasicDescription")){ 
     BasicContentDescriptionType bcdt = new 
BasicContentDescriptionType(); 
     if (indexChilds.item(s).hasChildNodes()){  
      NodeList basicDescriptionChilds = 
indexChilds.item(s).getChildNodes(); 
      for (int 
m=0;m<basicDescriptionChilds.getLength();m++){ 
       if 
(basicDescriptionChilds.item(m).getNodeName().equals("Title")){ 
        /*TextualBaseType tbt = 
new TextualBaseType(); 
        TitleType tt = new 
TitleType(); 
       
 tbt.setString(basicDescriptionChilds.item(m).getFirstChild().get
NodeValue()); 
       
 tt.setTextualBaseType(tbt); 
        bcdt.addTitle(tt);*/ 
        TitleType tt = new 
TitleType(); 
       
 tt.setString(basicDescriptionChilds.item(m).getFirstChild().getN
odeValue()); 
        bcdt.addTitle(tt); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       }else if 
(basicDescriptionChilds.item(m).getNodeName().equals("Synopsis")){ 
        SynopsisType st = new 
SynopsisType(); 
       
 st.setString(basicDescriptionChilds.item(m).getFirstChild().getN
odeValue()); 
        bcdt.addSynopsis(st); 
       
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
       } 
      } 
     } 
     git.setBasicDescription(bcdt); 
    } 
   } 
  } 
  NamedNodeMap attsChild = index.getAttributes(); 
  if (attsChild.getNamedItem("groupId")!=null){ 
   CRIDType ct = new CRIDType(); 
   try{ 
    URI cURI = new URI(); 
   
 cURI.setPath(attsChild.getNamedItem("groupId").getNodeValue()); 
    ct.setCRIDType(cURI); 
   }catch(MalformedURIException e){} 
   git.setGroupId(ct); 
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 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  return git; 
 } 
  
 /***********************************************SERVICE 
INFORMATION*****************************************/ 
  
 private ServiceInformationTableType 
getInfoServiceInformationTable(Vector<Document> docs){ 
  boolean newServiceName = false; 
  boolean newServiceURL = false; 
  ServiceInformationTableType sitt = new 
ServiceInformationTableType(); 
  setServiceInformationConstraints(); 
   
  for (int i=0;i<docs.size();i++){ 
   Document doc = docs.elementAt(i); //Para cada 
documento 
   Node index = null; 
   Iterator<String> it1, it2 = null; 
   NodeList nl = 
doc.getElementsByTagName("ServiceInformationTable");  
   if (nl.getLength()>0){ 
    NodeList nl2 = 
doc.getElementsByTagName("ServiceInformation"); 
    for (int j=0;j<nl2.getLength();j++){ 
     index = nl2.item(j); 
     newServiceName = false; 
     newServiceURL = false; 
     if (fieldIdServiceName){ 
      it1 = 
fieldValueServiceNames.iterator(); 
      it2 = 
fieldTestServiceNames.iterator(); 
      newServiceName = 
testIndex("Name",it1,it2,index,"node"); 
     }else newServiceName = AND; 
     if (fieldIdServiceURL){ 
      it1 = 
fieldValueServiceURLs.iterator(); 
      it2 = 
fieldTestServiceURLs.iterator(); 
      newServiceURL = 
testIndex("ServiceURL",it1,it2,index,"node"); 
     }else newServiceURL = AND; 
      
     if 
(((OR)&&(newServiceName||newServiceURL))||((AND)&&(newServiceName&&new
ServiceURL))){ 
     
 sitt.addServiceInformation(setServiceInformation(index)); 
      newServiceInformationTable = true; 
     } 
    } 
   } 
  } 
  return sitt; 
 } 
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 private void setServiceInformationConstraints(){ 
  type = qct.getPredicateBag().getType().toString(); 
  if (type.equals("OR")) OR = true; 
  else AND = true; 
  Vector<PredicateBagTypeSequenceE> pbtsV = new 
Vector<PredicateBagTypeSequenceE>(qct.getPredicateBag().getPredicateBa
gTypeSequence().length); 
  for (int 
z=0;z<qct.getPredicateBag().getPredicateBagTypeSequence().length;z++){ 
  
 pbtsV.add(z,qct.getPredicateBag().getPredicateBagTypeSequence()[
z]); 
   //BinaryPredicateType bpt = 
qct.getPredicateBag().getPredicateBagTypeSequence()[z].getPredicateBag
TypeChoice_type1().getBinaryPredicate(); 
  } 
  Iterator<PredicateBagTypeSequenceE> it = pbtsV.iterator(); 
  PredicateBagTypeSequenceE pbts; 
     while (it.hasNext()){ //Veo que campos tengo que buscar 
      pbts = (PredicateBagTypeSequenceE)it.next(); 
      if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("serviceName")){ 
      
 fieldValueServiceNames.add(pbts.getPredicateBagTypeChoice_type1(
).getBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestServiceNames.add(pbts.getPredicateBagTypeChoice_type1()
.getBinaryPredicate().getTest().toString()); 
       fieldIdServiceName = true; 
      }else if 
(pbts.getPredicateBagTypeChoice_type1().getBinaryPredicate().getFieldI
D().toString().equalsIgnoreCase("serviceURL")){ 
      
 fieldValueServiceURLs.add(pbts.getPredicateBagTypeChoice_type1()
.getBinaryPredicate().getFieldValue().toString()); 
      
 fieldTestServiceURLs.add(pbts.getPredicateBagTypeChoice_type1().
getBinaryPredicate().getTest().toString()); 
       fieldIdServiceURL = true; 
      } 
     } 
 } 
  
 private ServiceInformationType setServiceInformation(Node 
index){ 
  ServiceInformationType sit = new ServiceInformationType(); 
  if (index.hasChildNodes()){  
   NodeList indexChilds = index.getChildNodes(); //Me 
quedo con los nodos hijo 
   //Recorro la nodelist viendo los elementos que tiene 
y eligiendo la funcion para introducir la info 
   for (int s=0;s<indexChilds.getLength();s++){ 
    if 
(indexChilds.item(s).getNodeName().equals("Name")){ 
     ServiceInformationNameType sint = new 
ServiceInformationNameType(); 
    
 sint.setString(indexChilds.item(s).getFirstChild().getNodeValue(
)); 
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     sit.addName(sint); 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equals("Owner")){ 
    
 sit.addOwner(indexChilds.item(s).getFirstChild().getNodeValue())
; 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equals("ServiceURL")){ 
     try{ 
      URI sURL = new URI(); 
     
 sURL.setPath(indexChilds.item(s).getFirstChild().getNodeValue())
; 
      sit.setServiceURL(sURL); 
     }catch(MalformedURIException e){} 
    
 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+indexChilds.item(s).getFirstChild().getNodeValue()); 
    }else if 
(indexChilds.item(s).getNodeName().equals("ServiceGenre")){ 
    
 sit.addServiceGenre(setGenreType(indexChilds.item(s))); 
    } 
   } 
  } 
  NamedNodeMap attsChild = index.getAttributes(); 
  if (attsChild.getNamedItem("serviceId")!=null){ 
   TVAIDType tvaidt = new TVAIDType(); 
  
 tvaidt.setTVAIDType(attsChild.getNamedItem("serviceId").getNodeV
alue()); 
   sit.setServiceId(tvaidt); 
  
 //System.out.println(attsChild.getNamedItem("serviceId").getNode
Name()+" "+attsChild.getNamedItem("serviceId").getNodeValue()); 
  } 
  return sit; 
 } 
  
  
 //Método que introduce los datos del tipo GenreType 
 private GenreType setGenreType(Node n){ 
  GenreType gt = new GenreType(); 
  if (n.hasChildNodes()){  
   NodeList genreChilds = n.getChildNodes(); 
   for (int m=0;m<genreChilds.getLength();m++){ 
    if 
(genreChilds.item(m).getNodeName().equals("Name")){ 
     TermNameType tnt = new TermNameType(); 
    
 tnt.setString(genreChilds.item(m).getFirstChild().getNodeValue()
); 
     gt.setName(tnt); 
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 //System.out.println(indexChilds.item(s).getNodeName()+" 
"+genreChilds.item(m).getFirstChild().getNodeValue()); 
    } 
   } 
  } 
  NamedNodeMap atts2 = n.getAttributes(); 
  if (atts2.getNamedItem("href")!=null){ 
   TermReferenceType trt = new TermReferenceType(); 
   TermReferenceType_type0 trtt0 = new 
TermReferenceType_type0(); 
   TermReferenceType_type1 trtt1 = new 
TermReferenceType_type1(); 
   String href = 
atts2.getNamedItem("href").getNodeValue(); 
   NMToken href1 = new NMToken(); 
  
 href1.setValue(href.substring(href.lastIndexOf(':',href.lastInde
xOf(':')-1))); 
   trtt0.setTermReferenceType_type0(href1); 
   try{ 
    URI href2 = new URI(); 
   
 href2.setPath(href.substring(0,href.lastIndexOf(':',href.lastInd
exOf(':',href.lastIndexOf(':')-1)))); 
    trtt1.setTermReferenceType_type1(href2);  
      
   }catch(MalformedURIException e){} 
   trt.setObject(trtt0); 
   trt.setObject(trtt1); 
   gt.setHref(trt); 
  
 //System.out.println(atts2.getNamedItem("href").getNodeName()+" 
"+atts2.getNamedItem("href").getNodeValue()); 
  } 
  return gt; 
 } 
  
 //Método que comprueba si un determinado elemento de cualquier 
tabla cumple el requisito declarado en la consulta, 
 //ya sea un elemento o un atributo 
 private boolean testIndex (String fieldName, Iterator<String> 
it1, Iterator<String> it2, Node index, String type){ 
  boolean newLocalAND = true; 
  boolean newLocalOR = false; 
  boolean newLocal = false; 
  String fieldValue = null; 
  String fieldTest = null; 
  while ((it1.hasNext())&&(it2.hasNext())){ 
   fieldValue = it1.next(); 
   fieldTest = it2.next(); 
   if (OR){ 
    if (type.equals("node")){ 
     if 
(testNodes(index,fieldName,fieldValue,fieldTest)) newLocalOR = true; 
     else newLocalOR = newLocalOR||false; 
    } 
    else {  
     if 
(testAtts(index,fieldName,fieldValue,fieldTest)) newLocalOR = true; 
     else newLocalOR = newLocalOR||false; 
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    } 
   }else { 
    if (type.equals("node")){ 
     if 
((testNodes(index,fieldName,fieldValue,fieldTest))&& newLocalAND) 
newLocalAND = true; 
     else newLocalAND = false; 
    }else{ 
     if 
((testAtts(index,fieldName,fieldValue,fieldTest))&& newLocalAND) 
newLocalAND = true; 
     else newLocalAND = false; 
    } 
   } 
  } 
  if (OR) newLocal = newLocalOR; 
  else newLocal = newLocalAND; 
  return newLocal; 
 } 
  
 //Método que da el valor adecuado al tipo constraint 
 private boolean constraint(String s1, String s2, String 
condition){ 
  boolean cons = false; 
  if (condition.equals("equals")) cons = 
s1.equalsIgnoreCase(s2); 
  else if (condition.equals("not_equals")) cons = 
!s1.equalsIgnoreCase(s2); 
  else if (condition.equals("contains")) cons = 
s1.toLowerCase().contains(s2.toLowerCase()); 
  return cons; 
 } 
  
 //Método que muestra por pantalla los atributos de un nodo 
 //(utilizado para la depuración) 
 private void echoAtts(Node index){ 
  NamedNodeMap atts = index.getAttributes(); 
        for (int j = 0; j < atts.getLength(); j++) { 
            Node att = atts.item(j); 
            System.out.println(att); 
        } 
 } 
  
 //Método que muestra por pantalla los elementos de un nodo 
 //(utilizado para la depuración) 
 private void echoNodes(Node index){ 
  for (Node child = index.getFirstChild(); child != null; 
child = child.getNextSibling()) { 
   System.out.println("///CHILD: "+child); 
   for (Node child2 = child.getFirstChild(); child2 != 
null; child2 = child2.getNextSibling()) { 
    System.out.println("//////CHILD: "+child2); 
   } 
  } 
 } 
  
 //Método que comprueba si un determinado atributo de nombre name 
del nodo index cumple el requisito 
 //test declarado en la consulta para el valor value  
 private boolean testAtts(Node index, String name, String value, 
String test){ 
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  boolean found = false; 
  boolean equals = false; 
  NamedNodeMap atts = index.getAttributes(); 
        for (int j = 0; j < atts.getLength(); j++) { 
            Node att = atts.item(j); 
            if (att.getNodeName().equalsIgnoreCase(name)){ 
             if (constraint(att.getNodeValue(),value,test)){ 
equals = true;found = true;} 
             else { 
              found = true; 
              break; 
             } 
            } 
        } 
        if (!found) 
  for (Node child = index.getFirstChild(); child != null; 
child = child.getNextSibling()) { 
   if (child.hasAttributes()){ 
    atts = child.getAttributes(); 
    for (int j = 0; j < atts.getLength(); j++) { 
              Node att = atts.item(j); 
              if (att.getNodeName().equalsIgnoreCase(name)){ 
               found = true; 
               if 
(constraint(att.getNodeValue(),value,test)) equals = true; 
               break; 
              } 
          } 
   } 
   if (found) break; 
   for (Node child2 = child.getFirstChild(); child2 != 
null; child2 = child2.getNextSibling()) { 
    if (child2.hasAttributes()){ 
     atts = child2.getAttributes(); 
     for (int j = 0; j < atts.getLength(); 
j++) { 
               Node att = atts.item(j); 
               if 
(att.getNodeName().equalsIgnoreCase(name)){ 
                found = true; 
                if 
(constraint(att.getNodeValue(),value,test)) equals = true; 
                break; 
               } 
           } 
    } 
   } 
   if (found) break; 
  } 
        return equals; 
 } 
  
 /*private boolean testNodes(Node index, String name, String 
value, String test){ 
  boolean found = false; 
  boolean equals = false; 
  for (Node child = index.getFirstChild(); child != null; 
child = child.getNextSibling()) { 
   if (child.getNodeName().equalsIgnoreCase(name)){ 
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    if 
(constraint(child.getFirstChild().getNodeValue(),value,test)) equals = 
true; 
    else { 
     found = true; 
     break; 
    } 
   } 
   for (Node child2 = child.getFirstChild(); child2 != 
null; child2 = child2.getNextSibling()) { 
    if 
(child2.getNodeName().equalsIgnoreCase(name)){ 
     if 
(constraint(child2.getFirstChild().getNodeValue(),value,test)) equals 
= true; 
     else { 
      found = true; 
      //break; 
     } 
    } 
   } 
   if (found) break; 
  } 
  return equals; 
 }*/ 
  
 //Método que comprueba si un determinado elemento de nombre name 
del nodo index cumple el requisito 
 //test declarado en la consulta para el valor value  
 private boolean testNodes(Node index, String name, String value, 
String test){ 
  boolean found = false; 
  boolean equals = false; 
  for (Node child = index.getFirstChild(); child != null; 
child = child.getNextSibling()) { 
   if (child.getNodeName().equalsIgnoreCase(name)){ 
    if 
(constraint(child.getFirstChild().getNodeValue(),value,test)) equals = 
true; 
    else { 
     found = true; 
     break; 
    } 
   } 
   for (Node child2 = child.getFirstChild(); child2 != 
null; child2 = child2.getNextSibling()) { 
    if 
(child2.getNodeName().equalsIgnoreCase(name)){ 
     if 
(constraint(child2.getFirstChild().getNodeValue(),value,test)) equals 
= true; 
     else found = true; 
    } 
    for (Node child3 = child2.getFirstChild(); 
child3 != null; child3 = child3.getNextSibling()) { 
     if 
(child3.getNodeName().equalsIgnoreCase(name)){ 
      if 
(constraint(child3.getFirstChild().getNodeValue(),value,test)) equals 
= true; 
      else found = true; 
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     } 
    } 
   } 
   if (found) break; 
  } 
  return equals; 
 } 
} 
 
 
BCGClient.java 
 
/* 
 * BCGClient.java es la clase dedicada al desarrollo del cliente del 
servcio BCG. Recoge un  
 * conjunto de métodos cuya finalidad es la de mostrar información por 
pantalla, son de dos tipos: 
 *  
 * - Menús para la elección de la petición a enviar, denominadas 
requestX, siendo X la información 
 * que se pide al usuario que introduzca 
 *  
 * - Funciones de tipo printX que muestran por pantalla la información 
que el servicio web  
 * devuelve para dicha consulta 
 *  
 * Además hay otro tip de funciones destinadas a recoger la 
información que el usuario introduce 
 * e incluirla en las peticiones denominadas requestX, siendo X el 
nombre de la tabla a consultar. 
  
 */ 
 
package bcg; 
 
import org.apache.axis2.AxisFault; 
import java.rmi.RemoteException; 
 
import _2008.transport.tva.*; 
import _2008.metadata.tva.*; 
import _2008.mpeg7.tva.TermReferenceType; 
import _2008.mpeg7.tva.TermReferenceType_type1; 
import _2008.mpeg7.tva.TermUseType; 
import _2008.mpeg7.tva.UniqueIDType; 
import _2008.mpeg7.tva.UsageHistoryType; 
import _2008.mpeg7.tva.UserActionHistoryType; 
import _2008.mpeg7.tva.UserActionListType; 
import _2008.mpeg7.tva.UserActionType; 
import _2008.contentreferencing.tva.*; 
import _2008.resolvingauthority.tva.*; 
import javax.xml.namespace.*; 
import org.apache.axis2.databinding.types.*; 
import org.apache.axis2.databinding.types.URI; 
import org.apache.axis2.databinding.types.URI.MalformedURIException; 
import org.w3c.dom.Document; 
import org.w3c.dom.NodeList; 
import org.xml.sax.SAXException; 
 
import parser.ParserDOM; 
 
import java.io.*; 
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import java.util.*; 
import java.net.*; 
 
public class BCGClient{ 
        
 public static void main(String[] args) { 
  boolean begin = true; 
  boolean capturar = false; 
  /* 
  String s1 = "C:/workspace/BCGClient/xsd/tva_metadata_3-
1_v151.xsd"; 
        String s2 = "C:/workspace/BCGClient/xsd/tva_mpeg7_2008.xsd"; 
        String s3 = "C:/workspace/BCGClient/xsd/xml.xsd"; 
        String s4 = "C:/workspace/BCGClient/xsd/sdns_v1-4r13.xsd"; 
        */ 
        String s1 = "/home/dvb/XSD/tva_metadata_3-1_v151.xsd"; 
        String s2 = "/home/dvb/XSD/tva_mpeg7_2008.xsd"; 
        String s3 = "/home/dvb/XSD/xsd/xml.xsd"; 
        String s4 = "/home/dvb/XSD/sdns_v1-4r13.xsd"; 
         
        String[] schemas = {s1,s2,s3,s4}; 
        String URL = null; 
        try{ 
         System.out.println("Introduce la dirección multicast en la 
que se transmite el BCG Discovery Record"); 
         System.out.print("(por defecto 225.0.12.3): "); 
         BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
      String direccion = bf.readLine(); 
       
   while(capturar){ 
    //Capturar paquete BCG para SD&S 
    boolean fin = false; 
    int puerto=3937; 
    byte tipo =0x6; //Para identificar el paquete 
BCGRecord 
    InetAddress address = 
InetAddress.getByName(direccion); 
       MulticastSocket socket = new 
MulticastSocket(puerto); 
       socket.joinGroup(address); 
               
       //Capturamos paquetes 
       byte buffer[] = new byte[1500]; 
       DatagramPacket packet = new 
DatagramPacket(buffer,buffer.length); 
    System.out.println("Capturando paquetes..."); 
    while(!fin){//Bucle hasta que se captura un 
paquete de tipo BCG Record 
          socket.receive(packet); 
          byte[] buf =packet.getData(); 
     if (buf[4]==tipo){ 
      fin = true; 
      //File fich = new 
File("C:/workspace/BCGClient/xsd/BCGRecord.xml"); 
      File fich = new 
File("/home/dvb/XSD/BCGRecord.xml"); 
      //Se escribe el contenido del 
paquete al fichero correspondiente 
      FileOutputStream fos = new 
FileOutputStream(fich); 
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      fos.write(buf,12, buf.length-876); 
      fos.close(); 
      System.out.println("Paquete BCG 
Discovery capturado."); 
     } 
    }  
    socket.close(); 
       capturar = false; 
    try{ 
     //Parseo y validación del BCGRecord 
obtenido 
     //Document doc = 
(Document)ParserDOM.parse("C:/workspace/BCGClient/xsd/BCGRecord.xml",s
chemas); 
     System.out.println("Validando y 
procesando..."); 
     Document doc = 
(Document)ParserDOM.parse("/home/dvb/XSD/BCGRecord.xml",schemas); 
     //Obtener URL para el servicio y 
escribirla en los stubs 
     NodeList nl = 
doc.getElementsByTagName("HTTP");  
     if (nl.getLength()>0){ 
      URL = 
nl.item(0).getAttributes().getNamedItem("Location").getNodeValue(); 
      //Si el paquete no es válido se 
sigue capturando 
      if 
(nl.item(0).getAttributes().getNamedItem("Location").getNodeValue().eq
uals("false")){ 
       capturar = true; 
       System.out.println("El 
paquete BCGRecord no proporciona información de localización de 
consultas SOAP."); 
      }else System.out.println("URL del 
servicio extraída con éxito!"); 
     } 
    }catch(SAXException 
saxe){System.out.println("El paquete BCGRecord capturado es 
erróneo."); 
          
 capturar = true; 
    }catch(Exception e){e.printStackTrace();} 
   } 
    
   //Inicio de las consultas BCG, llamada a cada uno de 
los métodos segun lo introducido por el usuario 
   while (begin){ 
    menu(); 
    String reqArgs = bf.readLine(); 
    if (reqArgs.equals("1")){ 
     //LLAMADA describeGetData 
     //Get_DataStub stub = new 
Get_DataStub(URL+"/Get_Data/"); 
     //Get_DataStub stub = new 
Get_DataStub("http://localhost:8080/BCGGetData/services/Get_Data"); 
     Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/axis2/services/Get_Data"); 
     describeGetData(stub); 
     begin = true; 
          }else if(reqArgs.equals("2")){ 
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           //LLAMADA getData 
           //Get_DataStub stub = new 
Get_DataStub(URL+"/Get_Data/"); 
           //Get_DataStub stub = new 
Get_DataStub("http://localhost:8080/BCGGetData/services/Get_Data"); 
           Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/axis2/services/Get_Data"); 
     getData(stub); 
     begin = true; 
          }else if(reqArgs.equals("3")){ 
           //LLAMADA getData 
           Submit_DataStub stub = new 
Submit_DataStub(URL+"/Submit_Data/"); 
           //Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/BCGSubmitData/services/Submit_Data
"); 
           //Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/axis2/services/Submit_Data"); 
     describeSubmitData(stub); 
     begin = true; 
          }else if(reqArgs.equals("4")){ 
           //LLAMADA getData 
           Submit_DataStub stub = new 
Submit_DataStub(URL+"/Submit_Data/"); 
           //Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/BCGSubmitData/services/Submit_Data
"); 
           //Get_DataStub stub = new 
Get_DataStub("http://localhost:1234/axis2/services/Submit_Data"); 
     submitData(stub); 
     begin = true; 
          }else if(reqArgs.equals("5")) begin = false; 
          else{  
           System.out.println("Opción incorrecta."); 
           begin = true; 
          } 
   } 
   System.out.println(); 
   System.out.println("Consulta BCGService 
finalizada."); 
  } 
  catch(AxisFault af){af.printStackTrace();} 
  catch(IOException ioe){ioe.printStackTrace();} 
 } 
  
/////////////////////////////////////////////////////BCGSubmitData////
//////////////////////////////////////////// 
  
 public static void describeSubmitData(Submit_DataStub stub){ 
     try{ 
      Describe_submit_Data request = new Describe_submit_Data(); 
            Describe_submit_DataType dsdt = new 
Describe_submit_DataType(); 
            request.setDescribe_submit_Data(dsdt); 
            System.out.println(); 
            System.out.println("Enviando petición..."); 
            Describe_submit_Data_Result result = 
stub.describe_submit_Data(request); 
            System.out.println(); 
            System.out.println("Respuesta recibida:"); 
            System.out.println(); 
Anexos  115 
 
            
System.out.println("**************************************************
*******************************************************"); 
   System.out.println("Name:             
"+result.getDescribe_submit_Data_Result().getName()); 
            System.out.println("Description:      
"+result.getDescribe_submit_Data_Result().getDescription()[0]); 
            System.out.println("RequestedTables:  
"+result.getDescribe_submit_Data_Result().getRequestedTables().getTabl
e()[0].getType().getValue()); 
            
System.out.println("**************************************************
*******************************************************"); 
   System.out.println(); 
     } catch (ErrorReportMessage e) { 
            e.printStackTrace(); 
     } catch (AxisFault e) { 
                e.printStackTrace(); 
        } catch (RemoteException e) { 
                e.printStackTrace(); 
        } 
    } 
     
    public static void submitData(Submit_DataStub stub){ 
     try{ 
      String aux = null; 
      boolean begin = true; 
      boolean begin2 = true; 
      Submit_Data request = new Submit_Data(); 
            Submit_DataType sdt = new Submit_DataType(); 
            UsageHistoryType uht = new UsageHistoryType(); 
            BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
            UserActionHistoryType uaht = new UserActionHistoryType(); 
            while (begin){ 
             begin2 = true; 
             UserActionListType ualt = new UserActionListType(); 
                UserActionType uat = new UserActionType(); 
                UniqueIDType uidt = new UniqueIDType(); 
                System.out.println(); 
                System.out.print("Introduce el nombre del programa:  
"); 
                uidt.setString(bf.readLine()); 
                NMToken auth = new NMToken(); 
                System.out.println(); 
                System.out.print("Introduce el nombre de la autoridad 
que da su servicio:  "); 
                auth.setValue(bf.readLine()); 
                uidt.setAuthority(auth); 
                uat.setProgramIdentifier(uidt); 
                TermUseType tut = new TermUseType(); 
                TermReferenceType trt = new TermReferenceType(); 
                TermReferenceType_type1 trtt1 = new 
TermReferenceType_type1(); 
                try{ 
                 while (begin2){ 
                  URI href = new URI(); 
                  System.out.println(); 
                  System.out.println("Condiciones de búsqueda 
para los campos a consultar: "); 
                  System.out.println(); 
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                  System.out.println("1. PlayStream                    
6. Rewind"); 
         System.out.println("2. Record                        
7. SkipForward"); 
         System.out.println("3. Preview                       
8. SkipBackward"); 
         System.out.println("4. Pause                         
9. Mute"); 
         System.out.println("5. FastForward"); 
                  System.out.println(); 
                  System.out.print("Escoge una opción:  "); 
         aux = bf.readLine(); 
         begin2 = false; 
         if (aux.equals("1")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.2"); 
         else if (aux.equals("2")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.3"); 
         else if (aux.equals("3")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.4"); 
         else if (aux.equals("4")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.5"); 
         else if (aux.equals("5")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.6"); 
         else if (aux.equals("6")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.7"); 
         else if (aux.equals("7")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.8"); 
         else if (aux.equals("8")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.9"); 
         else if (aux.equals("9")) 
href.setPath("urn:tva:metadata:cs:ActionTypeCS:2004:1.1.10"); 
         else{ 
                begin2 = true; 
                System.out.println(" El valor introducido 
no es correcto"); 
               } 
         trtt1.setTermReferenceType_type1(href); 
                 } 
             }catch(MalformedURIException e){} 
                trt.setObject(trtt1); 
                tut.setHref(trt); 
                ualt.setActionType(tut); 
                ualt.addUserAction(uat); 
                uaht.addUserActionList(ualt); 
                opciones2("submit"); 
       begin = false; 
       aux = bf.readLine(); 
       if (aux.equalsIgnoreCase("1")) begin = true; 
      } 
            System.out.println(" "); 
            System.out.println("Enviando información..."); 
            System.out.println(" "); 
            uht.addUserActionHistory(uaht); 
            sdt.setUsageHistory(uht); 
            request.setSubmit_Data(sdt); 
         Submit_Data_Result result = stub.submit_Data(request); 
            //procesamos la RESPUESTA 
        
 System.out.println("********************************************
*************************************************************"); 
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            System.out.println("ServiceVersion: 
"+result.getSubmit_Data_Result().getServiceVersion().toString()); 
            
System.out.println("**************************************************
*******************************************************"); 
            System.out.println("La información ha sido entregada 
correctamente."); 
            System.out.println(); 
     } catch (ErrorReportMessage e) { 
            System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (AxisFault e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (RemoteException e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (IOException e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (Exception e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } 
         
    } 
  
  
 /////////////////////////////////////////////////////BCGGetData/
/////////////////////////////////////////////// 
      
 public static boolean or_and = false; 
  
 public static void getData(Get_DataStub stub){ 
  Get_Data request = new Get_Data(); 
  Get_DataType gdt = new Get_DataType(); 
  boolean begin = true; 
  boolean no_data = false; 
  String test = null; 
  try{ 
   while(begin){ 
   //Elegir RequestedTables y llamar a las funciones 
adecuadas para pedir las QueryConstraints 
   RequestedTablesType rtt = new RequestedTablesType(); 
   //QueryConstraints 
   QueryConstraints_type0 qc = new 
QueryConstraints_type0(); 
   PredicateBagTypeE pb = new PredicateBagTypeE(); 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   while (begin){ 
    requestTables(); 
    String reqTab = bf.readLine(); 
    Table_type0 tt0 = new Table_type0(); 
    Type_type15 tab = null; 
    if (reqTab.equals("1")){ 
     tab = 
Type_type15.ServiceInformationTable; 
     pb = 
requestServiceInformationConstraints(pb); 
    } 
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    else if (reqTab.equals("2")){ 
     tab = Type_type15.GroupInformationTable; 
     pb = 
requestGroupInformationConstraints(pb); 
    } 
    else if (reqTab.equals("3")){ 
     tab = 
Type_type15.ContentReferencingTable; 
     pb = 
requestContentReferencingConstraints(pb); 
    } 
    else if (reqTab.equals("4")){ 
     tab = 
Type_type15.ProgramInformationTable; 
     pb = 
requestProgramInformationConstraints(pb); 
    } 
    else if (reqTab.equals("5")){ 
     tab = Type_type15.ProgramLocationTable; 
     pb = 
requestProgramLocationConstraints(pb); 
    } 
    if 
(!(reqTab.equals("1")||reqTab.equals("2")||reqTab.equals("3")||reqTab.
equals("4")||reqTab.equals("5"))){ 
     System.out.println("Opción incorrecta."); 
     begin = true; 
    } 
    else begin = false; 
    tt0.setType(tab); 
    rtt.addTable(tt0); 
   } 
          
         gdt.setRequestedTables(rtt); 
         PredicateBagTypeTypeE pbtte = null; 
         begin = true; 
         while (begin){ 
          if (or_and){ 
           requestTest(); 
           test = bf.readLine(); 
           begin = false; 
           if (test.equalsIgnoreCase("1")) pbtte = 
PredicateBagTypeTypeE.OR; 
           else if (test.equalsIgnoreCase("2")) pbtte = 
PredicateBagTypeTypeE.AND; 
           else{ 
            begin = true; 
            System.out.println(); 
            System.out.println(" El valor introducido 
no es correcto"); 
           } 
          }else{ 
           begin = false; 
           pbtte = PredicateBagTypeTypeE.OR; 
          } 
         } 
         pb.setType(pbtte); 
   qc.setPredicateBag(pb); 
         gdt.setQueryConstraints(qc); 
    
   request.setGet_Data(gdt); 
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   System.out.println(); 
            System.out.println("Enviando petición..."); 
   Get_Data_Result result = stub.get_Data(request); 
   System.out.println(); 
            System.out.println("Respuesta recibida:"); 
            System.out.println(); 
            
System.out.println("**************************************************
*******************************************************"); 
   System.out.println("ServiceVersion: 
"+result.getGet_Data_Result().getServiceVersion().toString()); 
   if (result.getGet_Data_Result().getTVAMain()!=null){ 
    if 
(result.getGet_Data_Result().getTVAMain().getProgramDescription().getS
erviceInformationTable()!=null)  
    
 printSIT(result.getGet_Data_Result().getTVAMain().getProgramDesc
ription().getServiceInformationTable()); 
    if 
(result.getGet_Data_Result().getTVAMain().getProgramDescription().getG
roupInformationTable()!=null)  
    
 printGIT(result.getGet_Data_Result().getTVAMain().getProgramDesc
ription().getGroupInformationTable()); 
    if 
(result.getGet_Data_Result().getTVAMain().getProgramDescription().getP
rogramInformationTable()!=null)  
    
 printPIT(result.getGet_Data_Result().getTVAMain().getProgramDesc
ription().getProgramInformationTable()); 
    if 
(result.getGet_Data_Result().getTVAMain().getProgramDescription().getP
rogramLocationTable()!=null)  
    
 printPLT(result.getGet_Data_Result().getTVAMain().getProgramDesc
ription().getProgramLocationTable()); 
   }else no_data = true; 
   if 
(result.getGet_Data_Result().getContentReferencingTable()!=null) 
printCRT(result.getGet_Data_Result().getContentReferencingTable()); 
   else no_data = no_data&&true; 
  
 System.out.println("********************************************
*************************************************************"); 
   //if (no_data) System.out.println("No existe 
información para la consulta realizada."); 
   System.out.println(); 
   opciones2("get"); 
   begin = false; 
   test = bf.readLine(); 
   if (test.equalsIgnoreCase("1")) begin = true; 
   } 
  } catch (ErrorReportMessage e) { 
            System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (AxisFault e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (RemoteException e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
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     } catch (IOException e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } catch (Exception e) { 
      System.out.println("ERROR INTERNO:"); 
            e.printStackTrace(); 
     } 
 } 
  
 private static void printSIT(ServiceInformationTableType sitt){ 
  ServiceInformationType[] sit = 
sitt.getServiceInformation(); 
  for (int i=0;i<sit.length;i++){ 
  
 System.out.println("********************************************
*************************************************************"); 
   System.out.println("ServiceId:     
"+sit[i].getServiceId().getTVAIDType()); 
   System.out.println("Name:          
"+sit[i].getName()[0].getString()); 
   System.out.println("Owner:         
"+sit[i].getOwner()[0]); 
   System.out.println("ServiceURL:    "+ 
sit[i].getServiceURL()); 
   for (int j=0;j<sit[i].getServiceGenre().length;j++){ 
    System.out.println("ServiceGenre:   "); 
    System.out.println("   href:       "+ 
sit[i].getServiceGenre()[j].getHref()); 
    System.out.println("   Name:       
"+sit[i].getServiceGenre()[j].getName().getString()); 
   } 
  } 
 } 
  
 private static void printGIT(GroupInformationTableType gitt){ 
  GroupInformationType[] git = gitt.getGroupInformation(); 
  for (int i=0;i<git.length;i++){ 
  
 System.out.println("********************************************
*************************************************************"); 
   System.out.println("GroupId:           
"+git[i].getGroupId().getCRIDType()); 
   ProgramGroupTypeType pgtt = 
(ProgramGroupTypeType)git[i].getGroupType(); 
   System.out.println("GroupType.value:   
"+pgtt.getValue().getValue()); 
   System.out.println("BasicDescription:   "); 
   System.out.println("   Title:          
"+git[i].getBasicDescription().getTitle()[0].getString()); 
   System.out.println("   Synopsis:       
"+git[i].getBasicDescription().getSynopsis()[0].getString()); 
  } 
 } 
 
 private static void printPIT(ProgramInformationTableType pitt){ 
  ProgramInformationType[] pit = 
pitt.getProgramInformation(); 
  for (int i=0;i<pit.length;i++){ 
  
 System.out.println("********************************************
*************************************************************"); 
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   System.out.println("ProgramId:          
"+pit[i].getProgramId().getCRIDType()); 
   System.out.println("BasicDescription:   "); 
   System.out.println("   Title:           
"+pit[i].getBasicDescription().getTitle()[0].getString()); 
   System.out.println("   Synopsis:        
"+pit[i].getBasicDescription().getSynopsis()[0].getString()); 
   if (pit[i].getBasicDescription().getGenre()!=null){ 
    for (int 
j=0;j<pit[i].getBasicDescription().getGenre().length;j++){ 
     System.out.println("   Genre:   "); 
     System.out.println("      href:        "+ 
pit[i].getBasicDescription().getGenre()[j].getHref()); 
     System.out.println("      Name:        
"+pit[i].getBasicDescription().getGenre()[j].getName().getString()); 
    } 
   } 
   if 
(pit[i].getBasicDescription().getRelatedMaterial()!=null) 
System.out.println("   RelatedMaterial: 
"+pit[i].getBasicDescription().getRelatedMaterial()[0].getHowRelated()
.getName().getString()+" 
"+pit[i].getBasicDescription().getRelatedMaterial()[0].getRelatedMater
ialTypeChoice_type0().getMediaLocator().getMediaLocatorTypeChoice_type
0().getMediaUri()); 
   if 
(pit[i].getBasicDescription().getCaptionLanguage()!=null) 
System.out.println("   CaptionLanguage:   
"+pit[i].getBasicDescription().getCaptionLanguage()[0].getLanguage()); 
   if 
(pit[i].getAVAttributes().getAudioAttributes()!=null) 
System.out.println("AudioAttributes.NumOfChannels:   
"+pit[i].getAVAttributes().getAudioAttributes()[0].getNumOfChannels())
; 
   if 
(pit[i].getAVAttributes().getVideoAttributes()!=null) 
System.out.println("VideoAttributes.AspectRatio:   
"+pit[i].getAVAttributes().getVideoAttributes().getAspectRatio()[0].ge
tRatioType()); 
   System.out.println("MemberOf:           
"+pit[i].getMemberOf()[0].getCrid().getCRIDType()); 
  } 
 } 
  
 private static void printPLT(ProgramLocationTableType pltt){ 
  ScheduleType[] st = pltt.getSchedule(); 
  for (int i=0;i<st.length;i++){ 
  
 System.out.println("********************************************
*************************************************************"); 
   System.out.println("Program.CRID:          
"+st[i].getScheduleEvent()[0].getProgram().getCrid()); 
   System.out.println("ProgramURL:            
"+st[i].getScheduleEvent()[0].getProgramURL()); 
   if 
(st[i].getScheduleEvent()[0].getInstanceMetadataId()!=null) 
System.out.println("InstanceMetadataId:    
"+st[i].getScheduleEvent()[0].getInstanceMetadataId().getInstanceMetad
ataIdType()); 
   System.out.println("PublishedStartTime:    
"+st[i].getScheduleEvent()[0].getPublishedStartTime().get(Calendar.YEA
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R)+"-
"+st[i].getScheduleEvent()[0].getPublishedStartTime().get(Calendar.MON
TH)+"-
"+st[i].getScheduleEvent()[0].getPublishedStartTime().get(Calendar.DAT
E)+"T"+st[i].getScheduleEvent()[0].getPublishedStartTime().get(Calenda
r.HOUR)+":"+st[i].getScheduleEvent()[0].getPublishedStartTime().get(Ca
lendar.MINUTE)+":"+st[i].getScheduleEvent()[0].getPublishedStartTime()
.get(Calendar.SECOND)); 
   System.out.println("PublishedDuration:     
"+st[i].getScheduleEvent()[0].getPublishedDuration()); 
  } 
 } 
  
 private static void printCRT(ContentReferencingTableType crtt){ 
  ResultType[] rt = crtt.getResult(); 
  for (int i=0;i<rt.length;i++){ 
  
 System.out.println("********************************************
*************************************************************"); 
   System.out.println("CRID:        
"+rt[i].getCRID().getCRIDType()); 
   if (rt[i].getResultTypeSequence_type1()!=null){ 
    System.out.println("LocationsResult:"); 
    System.out.println("   Locator:    
"+rt[i].getResultTypeSequence_type1().getLocationsResult()[0].getLocat
ionsResultTypeSequence()[0].getLocationsResultTypeChoice_type0().getLo
cator()); 
    if 
(rt[i].getResultTypeSequence_type1().getLocationsResult()[0].getLocati
onsResultTypeSequence()[0].getLocationsResultTypeChoice_type0().getLoc
ator().getInstanceMetadataId()!=null) System.out.println("      
InstanceMetadataId:   
"+rt[i].getResultTypeSequence_type1().getLocationsResult()[0].getLocat
ionsResultTypeSequence()[0].getLocationsResultTypeChoice_type0().getLo
cator().getInstanceMetadataId().getInstanceMetadataIdType()); 
   }else if (rt[i].getResultTypeSequence_type0()!=null){ 
    for (int 
j=0;j<rt[i].getResultTypeSequence_type0().getCRIDResult()[0].getCrid()
.length;j++){ 
     System.out.println("   Crid:  
"+rt[i].getResultTypeSequence_type0().getCRIDResult()[0].getCrid()[j])
; 
    } 
   } 
  } 
 } 
  
 private static PredicateBagTypeE 
requestServiceInformationConstraints(PredicateBagTypeE pb){ 
  try{ 
   or_and = false; 
   boolean begin = true; 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   String[] reqFields = new String[3]; 
   FieldIDType sN = new FieldIDType(); 
   sN.setFieldIDType(new QName("ServiceName")); 
   FieldIDType sU = new FieldIDType(); 
   sU.setFieldIDType(new QName("ServiceURL")); 
   int i = 0; 
   while(begin){ 
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    requestFieldsSI(); 
    reqFields[0] = bf.readLine(); 
    System.out.println(); 
    System.out.print("Introduce el valor a buscar:  
"); 
    reqFields[1] = bf.readLine(); 
    test(); 
    reqFields[2] = bf.readLine(); 
    if 
((reqFields[2].equalsIgnoreCase("1")||reqFields[2].equalsIgnoreCase("2
")||reqFields[2].equalsIgnoreCase("3"))&& 
   
 (reqFields[0].equalsIgnoreCase("1")||reqFields[0].equalsIgnoreCa
se("2"))){  
     BinaryPredicateType bpt = new 
BinaryPredicateType(); 
     PredicateBagTypeSequenceE pbts = new 
PredicateBagTypeSequenceE(); 
     PredicateBagTypeChoice_type1 pbtc = new 
PredicateBagTypeChoice_type1(); 
     BinaryPredicateTestType bptt = null; 
     if (reqFields[0].equalsIgnoreCase("1")) 
bpt.setFieldID(sN); 
     if (reqFields[0].equalsIgnoreCase("2")) 
bpt.setFieldID(sU); 
     bpt.setFieldValue(reqFields[1]); 
     bptt = setTest(bptt,reqFields[2]); 
     bpt.setTest(bptt); 
     pbtc.setBinaryPredicate(bpt); 
    
 pbts.setPredicateBagTypeChoice_type1(pbtc); 
     pb.addPredicateBagTypeSequence(pbts); 
     opciones(); 
     if (bf.readLine().equalsIgnoreCase("2")){ 
      begin = false; 
      if (i>0) or_and = true; 
     } 
     i++; 
    }else{ 
     begin = true; 
     System.out.println("ERROR: La opción 
escogida es incorrecta."); 
    } 
   } 
  }catch(IndexOutOfBoundsException 
ioobe){System.out.println("ERROR: La opción escogida es 
incorrecta.");} 
  catch(IOException ioe){ioe.printStackTrace();} 
  return pb; 
 } 
 
  
 private static BinaryPredicateTestType 
setTest(BinaryPredicateTestType bpttA, String reqFieldsTest){ 
  if (reqFieldsTest.equalsIgnoreCase("1")) bpttA = 
BinaryPredicateTestType.equals; 
  else if (reqFieldsTest.equalsIgnoreCase("2")) bpttA = 
BinaryPredicateTestType.not_equals; 
  else if (reqFieldsTest.equalsIgnoreCase("3")) bpttA = 
BinaryPredicateTestType.contains; 
  return bpttA; 
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 } 
  
 private static PredicateBagTypeE 
requestGroupInformationConstraints(PredicateBagTypeE pb){ 
  try{ 
   or_and = false; 
   boolean begin = true; 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   String[] reqFields = new String[3]; 
   FieldIDType gT = new FieldIDType(); 
   gT.setFieldIDType(new QName("groupType")); 
   FieldIDType tit = new FieldIDType(); 
   tit.setFieldIDType(new QName("Title")); 
   FieldIDType syn = new FieldIDType(); 
   syn.setFieldIDType(new QName("Synopsis")); 
   FieldIDType cri = new FieldIDType(); 
   cri.setFieldIDType(new QName("CRID")); 
   int i = 0; 
   while(begin){ 
    requestFieldsGI(); 
    reqFields[0] = bf.readLine(); 
    System.out.println(); 
    System.out.print("Introduce el valor a buscar:  
"); 
    reqFields[1] = bf.readLine(); 
    test(); 
    reqFields[2] = bf.readLine(); 
    if 
((reqFields[2].equalsIgnoreCase("1")||reqFields[2].equalsIgnoreCase("2
")||reqFields[2].equalsIgnoreCase("3"))&& 
   
 (reqFields[0].equalsIgnoreCase("1")||reqFields[0].equalsIgnoreCa
se("2")||reqFields[0].equalsIgnoreCase("3")||reqFields[0].equalsIgnore
Case("4"))){  
     BinaryPredicateType bpt = new 
BinaryPredicateType(); 
     PredicateBagTypeSequenceE pbts = new 
PredicateBagTypeSequenceE(); 
     PredicateBagTypeChoice_type1 pbtc = new 
PredicateBagTypeChoice_type1(); 
     BinaryPredicateTestType bptt = null; 
     if (reqFields[0].equalsIgnoreCase("1")) 
bpt.setFieldID(tit); 
     if (reqFields[0].equalsIgnoreCase("2")) 
bpt.setFieldID(syn); 
     if (reqFields[0].equalsIgnoreCase("3")) 
bpt.setFieldID(cri); 
     if (reqFields[0].equalsIgnoreCase("4")) 
bpt.setFieldID(gT); 
     bpt.setFieldValue(reqFields[1]); 
     bptt = setTest(bptt,reqFields[2]); 
     bpt.setTest(bptt); 
     pbtc.setBinaryPredicate(bpt); 
    
 pbts.setPredicateBagTypeChoice_type1(pbtc); 
     pb.addPredicateBagTypeSequence(pbts); 
     opciones(); 
     if (bf.readLine().equalsIgnoreCase("2")){ 
      begin = false; 
      if (i>0) or_and = true; 
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     } 
     i++; 
    }else{ 
     begin = true; 
     System.out.println("ERROR: La opción 
escogida es incorrecta."); 
    } 
   } 
  }catch(IndexOutOfBoundsException 
ioobe){System.out.println("ERROR: La opción escogida es 
incorrecta.");} 
  catch(IOException ioe){ioe.printStackTrace();} 
  return pb; 
 } 
 
 
 private static PredicateBagTypeE 
requestContentReferencingConstraints(PredicateBagTypeE pb){ 
  try{ 
   or_and = false; 
   boolean begin = true; 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   String[] reqFields = new String[2]; 
   FieldIDType CRID = new FieldIDType(); 
   CRID.setFieldIDType(new QName("CRID")); 
   int i = 0; 
   while(begin){ 
    System.out.println(); 
    System.out.print("Introduce el valor de CRID 
buscar:  "); 
    reqFields[0] = bf.readLine(); 
    test(); 
    reqFields[1] = bf.readLine(); 
    if 
((reqFields[1].equalsIgnoreCase("1")||reqFields[1].equalsIgnoreCase("2
")||reqFields[1].equalsIgnoreCase("3"))){  
     BinaryPredicateType bpt = new 
BinaryPredicateType(); 
     PredicateBagTypeSequenceE pbts = new 
PredicateBagTypeSequenceE(); 
     PredicateBagTypeChoice_type1 pbtc = new 
PredicateBagTypeChoice_type1(); 
     BinaryPredicateTestType bptt = null; 
     bpt.setFieldID(CRID); 
     bpt.setFieldValue(reqFields[0]); 
     bptt = setTest(bptt,reqFields[1]); 
     bpt.setTest(bptt); 
     pbtc.setBinaryPredicate(bpt); 
    
 pbts.setPredicateBagTypeChoice_type1(pbtc); 
     pb.addPredicateBagTypeSequence(pbts); 
     opciones(); 
     if (bf.readLine().equalsIgnoreCase("2")){ 
      begin = false; 
     } 
     i++; 
    }else{ 
     begin = true; 
     System.out.println("ERROR: La opción 
escogida es incorrecta."); 
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    } 
   } 
  }catch(IndexOutOfBoundsException 
ioobe){System.out.println("ERROR: La opción escogida es 
incorrecta.");} 
  catch(IOException ioe){ioe.printStackTrace();} 
  return pb; 
 } 
 
 private static PredicateBagTypeE 
requestProgramLocationConstraints(PredicateBagTypeE pb){ 
  try{ 
   or_and = false; 
   boolean begin = true; 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   String[] reqFields = new String[3]; 
   FieldIDType pURL = new FieldIDType(); 
   pURL.setFieldIDType(new QName("ProgramURL")); 
   FieldIDType cri = new FieldIDType(); 
   cri.setFieldIDType(new QName("CRID")); 
   int i = 0; 
   while(begin){ 
    requestFieldsPL(); 
    reqFields[0] = bf.readLine(); 
    System.out.println(); 
    System.out.print("Introduce el valor a buscar:  
"); 
    reqFields[1] = bf.readLine(); 
    test(); 
    reqFields[2] = bf.readLine(); 
    if 
((reqFields[2].equalsIgnoreCase("1")||reqFields[2].equalsIgnoreCase("2
")||reqFields[2].equalsIgnoreCase("3"))&& 
   
 (reqFields[0].equalsIgnoreCase("1")||reqFields[0].equalsIgnoreCa
se("2")||reqFields[0].equalsIgnoreCase("3")||reqFields[0].equalsIgnore
Case("4"))){  
     BinaryPredicateType bpt = new 
BinaryPredicateType(); 
     PredicateBagTypeSequenceE pbts = new 
PredicateBagTypeSequenceE(); 
     PredicateBagTypeChoice_type1 pbtc = new 
PredicateBagTypeChoice_type1(); 
     BinaryPredicateTestType bptt = null; 
     if (reqFields[0].equalsIgnoreCase("1")) 
bpt.setFieldID(cri); 
     if (reqFields[0].equalsIgnoreCase("2")) 
bpt.setFieldID(pURL); 
     bpt.setFieldValue(reqFields[1]); 
     bptt = setTest(bptt,reqFields[2]); 
     bpt.setTest(bptt); 
     pbtc.setBinaryPredicate(bpt); 
    
 pbts.setPredicateBagTypeChoice_type1(pbtc); 
     pb.addPredicateBagTypeSequence(pbts); 
     opciones(); 
     if (bf.readLine().equalsIgnoreCase("2")){ 
      begin = false; 
      if (i>0) or_and = true; 
     } 
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     i++; 
    }else{ 
     begin = true; 
     System.out.println("ERROR: La opción 
escogida es incorrecta."); 
    } 
   } 
  }catch(IndexOutOfBoundsException 
ioobe){System.out.println("ERROR: La opción escogida es 
incorrecta.");} 
  catch(IOException ioe){ioe.printStackTrace();} 
  return pb; 
 } 
 
 private static PredicateBagTypeE 
requestProgramInformationConstraints(PredicateBagTypeE pb){ 
  try{ 
   or_and = false; 
   boolean begin = true; 
   BufferedReader bf = new BufferedReader (new 
InputStreamReader(System.in)); 
   String[] reqFields = new String[3]; 
   FieldIDType gen = new FieldIDType(); 
   gen.setFieldIDType(new QName("Genre")); 
   FieldIDType tit = new FieldIDType(); 
   tit.setFieldIDType(new QName("Title")); 
   FieldIDType syn = new FieldIDType(); 
   syn.setFieldIDType(new QName("Synopsis")); 
   FieldIDType cri = new FieldIDType(); 
   cri.setFieldIDType(new QName("CRID")); 
   int i = 0; 
   while(begin){ 
    requestFieldsPI(); 
    reqFields[0] = bf.readLine(); 
    System.out.println(); 
    System.out.print("Introduce el valor a buscar:  
"); 
    reqFields[1] = bf.readLine(); 
    test(); 
    reqFields[2] = bf.readLine(); 
    if 
((reqFields[2].equalsIgnoreCase("1")||reqFields[2].equalsIgnoreCase("2
")||reqFields[2].equalsIgnoreCase("3"))&& 
   
 (reqFields[0].equalsIgnoreCase("1")||reqFields[0].equalsIgnoreCa
se("2")||reqFields[0].equalsIgnoreCase("3")||reqFields[0].equalsIgnore
Case("4"))){  
     BinaryPredicateType bpt = new 
BinaryPredicateType(); 
     PredicateBagTypeSequenceE pbts = new 
PredicateBagTypeSequenceE(); 
     PredicateBagTypeChoice_type1 pbtc = new 
PredicateBagTypeChoice_type1(); 
     BinaryPredicateTestType bptt = null; 
     if (reqFields[0].equalsIgnoreCase("1")) 
bpt.setFieldID(tit); 
     if (reqFields[0].equalsIgnoreCase("2")) 
bpt.setFieldID(syn); 
     if (reqFields[0].equalsIgnoreCase("3")) 
bpt.setFieldID(cri); 
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     if (reqFields[0].equalsIgnoreCase("4")) 
bpt.setFieldID(gen); 
     bpt.setFieldValue(reqFields[1]); 
     bptt = setTest(bptt,reqFields[2]); 
     bpt.setTest(bptt); 
     pbtc.setBinaryPredicate(bpt); 
    
 pbts.setPredicateBagTypeChoice_type1(pbtc); 
     pb.addPredicateBagTypeSequence(pbts); 
     opciones(); 
     if (bf.readLine().equalsIgnoreCase("2")){ 
      begin = false; 
      if (i>0) or_and = true; 
     } 
     i++; 
    }else{ 
     begin = true; 
     System.out.println("ERROR: La opción 
escogida es incorrecta."); 
    } 
   } 
  }catch(IndexOutOfBoundsException 
ioobe){System.out.println("ERROR: La opción escogida es 
incorrecta.");} 
  catch(IOException ioe){ioe.printStackTrace();} 
  return pb; 
 } 
  
 public static void describeGetData(Get_DataStub stub){ 
     try{ 
      Describe_get_Data request = new Describe_get_Data(); 
            Describe_get_DataType dgdt = new Describe_get_DataType(); 
            request.setDescribe_get_Data(dgdt); 
            System.out.println(); 
            System.out.println("Enviando petición..."); 
            Describe_get_Data_Result result = 
stub.describe_get_Data(request); 
            //procesamos la RESPUESTA 
            System.out.println(); 
            System.out.println("Respuesta recibida:"); 
            System.out.println(); 
            
System.out.println("**************************************************
*******************************************************"); 
   System.out.println("ServiceVersion: 
"+result.getDescribe_get_Data_Result().getServiceVersion().toString())
; 
            System.out.println("Name: 
"+result.getDescribe_get_Data_Result().getName()); 
            System.out.println("Description: 
"+result.getDescribe_get_Data_Result().getDescription()[0].getString()
); 
            System.out.println("Available Tables:"); 
            for (int 
i=0;i<result.getDescribe_get_Data_Result().getAvailableTables().getTab
le().length;i++){ 
             if 
(result.getDescribe_get_Data_Result().getAvailableTables().getTable()[
i].getClass().toString().contains("ServiceInformation")) 
              System.out.println("   
ServiceInformationTable"); 
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             else if 
(result.getDescribe_get_Data_Result().getAvailableTables().getTable()[
i].getClass().toString().contains("GroupInformation")) 
              System.out.println("   GroupInformationTable"); 
             else if 
(result.getDescribe_get_Data_Result().getAvailableTables().getTable()[
i].getClass().toString().contains("ProgramInformation")) 
              System.out.println("   
ProgramInformationTable"); 
             else if 
(result.getDescribe_get_Data_Result().getAvailableTables().getTable()[
i].getClass().toString().contains("ProgramLocation")){ 
              System.out.println("   ProgramLocationTable"); 
              ProgramLocationTable plt = 
(ProgramLocationTable)result.getDescribe_get_Data_Result().getAvailabl
eTables().getTable()[i]; 
              System.out.println("      Availability: 
"+plt.getAvailableLocations().getAvailability()); 
              for (int 
j=0;j<plt.getAvailableLocations().getServiceURL().length;j++){ 
               System.out.println("      ServiceURL: 
"+plt.getAvailableLocations().getServiceURL()[j]); 
              } 
             } 
             else if 
(result.getDescribe_get_Data_Result().getAvailableTables().getTable()[
i].getClass().toString().contains("ContentReferencing")){ 
              System.out.println("   
ContentReferencingTable"); 
              ContentReferencingTableE crt = 
(ContentReferencingTableE)result.getDescribe_get_Data_Result().getAvai
lableTables().getTable()[i]; 
              ResolvingAuthorityRecordType rart = 
crt.getResolvingAuthorityRecordTable().getResolvingAuthorityRecord()[0
]; 
              System.out.println("      AuthorityName: 
"+rart.getAuthorityName()); 
              System.out.println("      ResolutionProvider: 
"+rart.getResolutionProvider()); 
              System.out.println("      VersionNumber: 
"+rart.getVersionNumber()); 
              System.out.println("      FirstValidDate: 
"+rart.getFirstValidDate().get(Calendar.YEAR)+"-
"+rart.getFirstValidDate().get(Calendar.MONTH)+"-
"+rart.getFirstValidDate().get(Calendar.DATE)); 
              System.out.println("      LastValidDate: 
"+rart.getLastValidDate().get(Calendar.YEAR)+"-
"+rart.getLastValidDate().get(Calendar.MONTH)+"-
"+rart.getLastValidDate().get(Calendar.DATE)); 
              System.out.println("      URL: 
"+rart.getURL()); 
              System.out.println("      Weighting: 
"+rart.getWeighting()); 
             } 
             System.out.println("      Fields canQuery:  
"+result.getDescribe_get_Data_Result().getAvailableTables().getTable()
[i].getCanQuery()); 
            } 
            
System.out.println("**************************************************
*******************************************************"); 
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   System.out.println(); 
     } catch (ErrorReportMessage erm) { 
             ErrorReport er = new ErrorReport(); 
             ErrorReportType ert = new ErrorReportType(); 
             ErrorType et = new ErrorType(); 
             ErrorCodeType ect = ErrorCodeType.FatalError; 
             et.setErrorCode(ect); 
             ert.addError(et); 
             er.setErrorReport(ert); 
             erm.setFaultMessage(er); 
             erm.printStackTrace(); 
              
        } catch (AxisFault e) { 
                e.printStackTrace(); 
        } catch (RemoteException e) { 
                e.printStackTrace(); 
        } 
    } 
  
 private static void menu(){ 
  System.out.println(); 
  System.out.println("Menú: "); 
  System.out.println(); 
  System.out.println(" 1. Enviar describeGetDataOperation"); 
  System.out.println(" 2. Enviar getDataOperation"); 
  System.out.println(" 3. Enviar 
describeSubmitDataOperation"); 
  System.out.println(" 4. Enviar submitDataOperation"); 
  System.out.println(" 5. Salir"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void opciones(){ 
  System.out.println(); 
  System.out.println("Opciones:"); 
  System.out.println(); 
  System.out.println(" 1. Continuar introduciendo información 
para la consulta getDataOperation."); 
  System.out.println(" 2. Enviar la petición."); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void opciones2(String op){ 
  System.out.println(); 
  System.out.println("Opciones:"); 
  System.out.println(); 
  if (op.equals("get")){ 
   System.out.println(" 1. Hacer otra consulta 
getDataOperation."); 
   System.out.println(" 2. Volver al menú principal."); 
  } 
  else if (op.equals("submit")){ 
   System.out.println(" 1. Introducir más información 
para la consulta submitDataOperation."); 
   System.out.println(" 2. Enviar la información y 
volver al menú principal."); 
  } 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestTables(){ 
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  System.out.println(); 
  System.out.println("Tablas disponibles: "); 
  System.out.println(); 
  System.out.println(" 1. ServiceInformationTable"); 
  System.out.println(" 2. GroupInformationTable"); 
  System.out.println(" 3. ContentReferencingTable"); 
  System.out.println(" 4. ProgramInformationTable"); 
  System.out.println(" 5. ProgramLocationTable"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestFieldsSI(){ 
  System.out.println(); 
  System.out.println("Campos disponibles para  la consulta de 
la tabla ServiceInformation: "); 
  System.out.println(); 
  System.out.println(" 1. ServiceName"); 
  System.out.println(" 2. ServiceURL"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestFieldsGI(){ 
  System.out.println(); 
  System.out.println("Campos disponibles para  la consulta de 
la tabla GroupInformation: "); 
  System.out.println(); 
  System.out.println(" 1. Title"); 
  System.out.println(" 2. Synopsis"); 
  System.out.println(" 3. CRID"); 
  System.out.println(" 4. groupType"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestFieldsPI(){ 
  System.out.println(); 
  System.out.println("Campos disponibles para  la consulta de 
la tabla ProgramInformation: "); 
  System.out.println(); 
  System.out.println(" 1. Title"); 
  System.out.println(" 2. Synopsis"); 
  System.out.println(" 3. CRID"); 
  System.out.println(" 4. Genre"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestFieldsPL(){ 
  System.out.println(); 
  System.out.println("Campos disponibles para  la consulta de 
la tabla ProgramLocation: "); 
  System.out.println(); 
  System.out.println(" 1. CRID"); 
  System.out.println(" 2. ProgramURL"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void test(){ 
  System.out.println(); 
  System.out.println("Condiciones de búsqueda para el campo 
escogido: "); 
  System.out.println(); 
  System.out.println(" 1. equals"); 
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  System.out.println(" 2. not_equals"); 
  System.out.println(" 3. contains"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
 private static void requestTest(){ 
  System.out.println(); 
  System.out.println("Condiciones de búsqueda para los campos 
a consultar: "); 
  System.out.println(); 
  System.out.println(" 1. OR"); 
  System.out.println(" 2. AND"); 
  System.out.println(); 
  System.out.print("Escoge una opción:  "); 
 } 
  
} 
 
 
 
 
 
 
  
 
