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REST Representational state transfer reprezentativni prenos stanja
IoT Internet of Things internet stvari
LCD liquid crystal display tekočekristalni zaslon




IGBT Insulated-gate bipolar transi-
stor
bipolaren tranzistor z izolira-
nimi vrati
USB Universal serial bus vsestransko zaporedno vodilo
TCP Transmission Control Protocol protokol za nadzor prenosa
IP Internet Protocol internetni protokol
FIFO First In First Out prvi noter in prvi ven
RTC Real Time Clock ura v realnem času
ADC Analog-to-digital converter analogno-digitalni pretvornik




MPPT maximum power point
tracking
sledenje točkam z največjo
močjo
DC direct current enosmerni tok
FET field-effect transistor unipolarni tranzistor

Povzetek
Naslov: Pametni krmilnik solarnih modulov na platformi STM32F7
Avtor: Peter Matičič
Cilj diplomske naloge je bil razvoj sistema za krmiljenje energije, generi-
rane s solarnimi moduli. Glavno delo krmilnika je merjenje napetosti in
toka generirane električne energije ter hkrati krmiljenje grelnika sanitarne
vode. Kot dodatek je izdelan zaledni strežnǐski sistem, ki lahko potencialno
sprejema podatke o generirani napetosti in toku z več takšnih krmilnikov.
Pri načrtovanju električnega vezja smo poskrbeli, da je krmiljena linija gal-
vansko ločena od elektronike, ki skrbi za logiko. Po izdelavi samega vezja
smo pričeli z razvojem v spletnem okolju Arm Mbed, kjer smo uporabili
Mbed OS operacijski sistem in razvili program, ki deluje na razvojni plošči
STM32F746NG-DISCO in se povezuje z našim vezjem. Po zaključku razvoja
smo krmilnik priključili v končno delovno okolje, zbrali nekaj meritev ter jih
prikazali na grafu.
Ključne besede: STM32F7, ARM, krmilnik, C, solarni modul.

Abstract
Title: A smart solar panel controller on the STM32F7 platform
Author: Peter Matičič
The goal of the diploma thesis was to develop a system, which controls energy
generated with solar modules. The main job of the controller is measuring
voltage and current of generated electrical energy and at the same time con-
trol heater of sanitation water. As an addition a back-end server system
was made, which can potentially receive data about generated voltage and
current from many such controllers. When designing the electric circuit we
took care that the controlled line is galvanically isolated from the electronics
which are responsible for logic. After we produced the circuits we started to
develop in web based environment Arm Mbed where we used Mbed OS oper-
ating system and developed the software which works on development board
STM32F746NG-DISCO and connects with our circuit. After we finished
the development we connected the controller into final work environment,
collected some measurements and displayed them in a graph.




V današnjih časih se ljudje vse bolj zavedamo pomena obnovljivih virov ener-
gije. Na začetku proizvodnje energije se je človeštvo usmerilo v proizvodnjo
energije iz fosilnih goriv, kot so premog, nafta, zemeljski plin itd. Dandanes
se vse bolj soočamo s problemom globalnega segrevanja ozračja, k nastanku
katerega pripomorejo ravno izpusti iz proizvodnje energije (29 %) in izpusti
iz prometa (23 %) [1]. Posledično se v zadnjih letih vse bolj posvečamo ob-
novljivim virom energije, kot so sončna, vetrna, vodna energija in druge, ki
nam bodo omogočale zmanǰsanje izpusta toplogrednih plinov in posledično
zmanǰsale učinek globalnega segrevanja ozračja.
Problem pri proizvajanju električne energije iz obnovljivih virov je njena
nekonstantnost, zato moramo izdelati čim bolǰse krmilnike, ki bodo omogočali
optimalno proizvodnjo energije v vseh pogojih. Poleg tega pa bi radi iz naših
meritev in krmiljenja pridobili čim več podatkov, katere bi lahko kasneje
analizirali in uporabili za izbolǰsanje naprav, ki proizvajajo energijo, ter za
izbolǰsanje samih krmilnikov. V tem delu se bomo osredotočili na sončno
energijo, iz katere lahko proizvaja elektriko doma vsak, ki je pripravljen
za investicijo v solarne module. Ker si želimo, da bi tak krmilnik prešel
v širokopotrošno uporabo, ga moramo narediti uporabniku kar se da pri-
jaznega. Ker pa živimo v dobi pametnih naprav, bomo poskrbeli, da bo
naprava delovala po načelu IoT.
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Ideja je preprosta: na vhodu krmilnika dobimo električno energijo, pri
kateri nas zanima njena trenutna napetost in trenutni tok. Iz tega lahko
izračunamo trenutno moč, katero lahko čez dan seštevamo in izvemo, ko-
liko električne energije smo proizvedli. Vse te podatke bomo na intuitiven
način prikazovali na samem krmilniku, hkrati pa jih bomo pošiljali na zaledni
strežnik, ki bo omogočal pregled podatkov preko spleta in ogled zgodovin-
skih podatkov. Želimo si tudi nekaj modularnosti. Na izhod takega krmilnika
lahko priklopimo več različnih bremen. Najbolj pogosto se pojavlja inverter,
ki enosmerni tok preklaplja v izmeničnega za uporabo v omrežju. V našem
primeru pa bo breme preprost grelec za gretje vode, ki bo grel sanitarno vodo
namesto peči na drva. Zato bomo k našemu krmilniku dodali še nadzor tem-
perature v grelniku, da izklopimo grelec, ko voda doseže želeno temperaturo.
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Opis sistema
Krmilnik mora izpolnjevati določene pogoje vhodnih zmogljivosti glede na
izhod solarnih modulov. V našem primeru imamo na strehi deset solarnih
modulov Slovenskega proizvajalca Bisol, vsak od teh modulov ima napetost
odprtih sponk približno 36 V, napetost vršne moči približno 28 V in tok
vršne moči približno 8,3 A [2]. Ker imamo zaporedno vezanih deset panelov
in bi radi imeli še nek varnostni odklon za morebitna nihanja v proizvedeni
energiji, privzamemo, da vhodna napetost v krmilnik ne bo presegla 400 V
in vhodni tok ne bo presegel 15 A. Na tej vhodni liniji izmerimo napetost
in tok ter iz njiju izračunamo trenutno moč. Ta linija gre nato preko stikala
na negativni veji, katerega upravlja naš krmilnik, na izhod. Poleg meritev
na vhodni električni veji bo krmilnik v našem primeru izvajal še merjenje
temperature v grelniku in hranilniku toplote. Krmilnik izklopil napajanje
grelcu, če bo temperatura presegla nastavljeno vrednost, ob tem pa vklopil
napajanje releju, ki bo vklopil črpalko za hranilnik toplote. V primeru, da
tudi v hranilniku pride do nastavljene temperature, pa bo izklopil izhod na
pripadajočem releju.
Krmilnik bo meril tok in napetost na glavni vhodni veji in temperaturi
v grelniku ter hranilniku toplote. Te meritve bo prikazoval na LCD zaslon,
ki se ga upravlja na dotik. Krmilnik bo preko internetne povezave povezan
na oddaljen strežnik, na katerega bo pošiljal prebrane meritve. Ker želimo
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uporabljati en strežnik, ki sprejema podatke z več različnih krmilnikov, bo
vsak krmilnik opremljen z unikatnim identifikatorjem. Uporabnik se bo lahko
nato na strežniku registriral, vnesel unikatni identifikator s svojega krmilnika
in tako pridobil beleženje zgodovine za svojo elektrarno in vpogled v podatke
zadnje minute od koder koli na svetu. Shema opisane ideje je vidna na sliki
2.1.
Slika 2.1: Idejna shema sistema
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Uporabljene tehnologije
Celoten sistem je sestavljen iz več različnih elektronskih komponent. Glavna
izmed njih je razvojna plošča STM32F746G-DISCO, na kateri se izvajajo
glavno procesiranje, povezava s spletom in upravljanje uporabnǐskega vme-
snika. Na razvojno ploščo je priključeno podporno vezje, ki omogoča trajno
pomnjenje s pomočjo integriranega vezja EEPROM, saj razvojna plošča ne
omogoča trajnega pomnjenja na preprost način. Poleg tega so na podpor-
nem vezju statusne LED lučke in konektorji za napajanje ter za povezavo na
merilno vezje. Samo merilno vezje je nato sestavljeno iz več komponent, ki
izvajajo meritve in omogočajo izolacijo med visoko vhodno napetostjo in na-
petostjo logike. Na tem vezju se nahaja še eno programirljiv mikrokrmilnik,
ki še dodatno pomaga pri izolaciji glavne razvojne plošče.
3.1 Razvojna plošča STM32F746G-DISCO
Celotna logika in komunikacija krmilnika s svetom se izvaja na razvojni plošči
STM32F746G-DISCO, ki jo je razvilo podjetje STMicroelectronics. Na njej
se nahaja več različnih komponent, ki nam omogočajo hiter in preprost ra-
zvoj testnih in prototipnih aplikacij. Glavna od komponent je mikrokrmilnik
STM32F746NGH6, ki temelji na jedru ARM Cortex-M7[13]. Poleg mikro-
krmilnika vezje vsebuje integrirano vezje za komunikacijo s spletom preko
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ethernet omrežja, temu pripadajoč konektor RJ-45, konektorje za splošno
namenske vhodno/izhodne priključke razporejene kot na vezju Arduino UNO
V3, krmilnik za LCD zaslon in kapacitiven senzor na dotik, ki se nahajata
na zgornji strani vezja (vidno na sliki 3.1). Poleg omenjenih konektorjev se
na spodnji strani vezja nahaja še veliko drugih, ki pa niso bili uporabljeni v
tem projektu.
Slika 3.1: Slika vezja STM32F746G-DISCO
3.2 Podporno vezje
Za lažji priklop merilnega vezja, dodatek trajnega pomnjenja krmilnika, do-
datek statusnih LED lučk in za lažji priklop napajanja smo razvili posebno
podporno vezje (vidno na sliki 3.2), ki vsebuje vse naštete elemente. Za
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trajno pomnjenje smo izbrali integrirano vezje EEPROM proizvajalca Mi-
crochip z oznako 24LC256, ki komunicira z razvojno ploščo preko protokola
I2C. Izbrani čip EEPROM nam omogoča shranjevanje 265 K bitov [3], kar
je enako 32 KB. Dodali smo tudi štiri LED lučke; dve zeleni, eno rumeno in
eno rdečo. Na vezju se nahajata dva konektorja označena X1 za napajanje
in X2 za povezavo na merilno vezje, poleg teh pa so na vezju tudi dodatni
pini za nadaljnje razširitve.
Slika 3.2: Slika podpornega vezja
3.3 Merilno vezje
Merilno vezje vsebuje komponente, ki dejansko izvajajo meritve vhodne ener-
gije, meritve temperatur grelnika in hranilnika toplote, ter upravlja z relejem
za vklop črpalke hranilnika toplote in tranzistorjem IGBT, ki upravlja grelec
v grelniku. Celotno vezje je galvansko izolirano med stranjo, ki opravlja me-
ritve temperatur, in stranjo, ki upravlja meritve generirane energije. Izhodi
iz dodatnega krmilnika ATmega328p proizvajalca Microchip [4] so galvansko
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ločeni z uporabo optosklopnikov VO617A proizvajalca Vishay Semiconduc-
tors [15]. Za merjenje toka smo izbrali senzor HO10-P/SP33 proizvajalca
LEM International SA, ki deluje na načelu Hallovega efekta [9] in nam za-
radi takšnega načina delovanja izvede galvansko ločeno meritev. Pri merjenju
napetosti smo uporabili preprost uporovni delilnik, sestavljen iz enega upora
vrednosti 100kΩ in enega upora vrednosti 1kΩ. Oba upora imata takšne
izbrane vrednosti, da napetost na izhodu ne preseže 5 V in da imamo čim
manǰsi tok, ki teče čez te upore, njihova nazivna moč pa je temu primerna
in je večja od 1,6 W. Izhod iz napetostnega delilnika je galvansko izoliran s
pomočjo analognega optosklopnika z oznako HCNR201 proizvajalca AVAGO
Technologies [14]. Celotno vezje je vidno na sliki 3.3. Ta del vezja je potreb-
neje opisan v poglavju 4.3.
Slika 3.3: Slika merilnega vezja
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3.4 Zaledna aplikacija
Za preprosteǰsi dostop do podatkov smo izdelali zaledno strežnǐsko aplikacijo,
ki podatke sprejema in jih zapisuje v podatkovno bazo. Pri tem smo uporabili
več sodobnih tehnologij. Sama aplikacija je razvita kot mikrostoritev za
lažje horizontalno skaliranje. Aplikacija je napisana v programskem jeziku
Java z uporabo odprtokodnega ogrodja kumuluzEE [6], ki nam na preprost
način omogoča sprejemanje podatkov preko REST vmesnika ter organizirano




Razvoj celotnega sistema se je začel na razvojni plošči STM32F746G-DISCO.
Najprej smo napisali del programa, ki se povezuje na internet, temu pa je
sledil razvoj uporabnǐskega vmesnika. Nato smo razvili podporno in merilno
vezje, zatem pa tudi program, ki podatke preko obeh vezij sprejema in ob-
deluje na razvojni plošči. Kot zadnji del smo razvili zaledno aplikacijo za
sprejemanje podatkov iz posameznih krmilnikov po svetu.
4.1 Razvoj na plošči STM32F746G-DISCO
Za razvijanje na omenjeni razvojni plošči se lahko odločamo med več pro-
gramskimi orodji, ki nam ponujajo različne funkcionalnosti. Proizvajalec
STMicroelectronics ponuja knjižnico HAL and Low-layer drivers [11], ki nam
omogoča dostop do vseh funkcionalnosti mikrokrmilnika preko vmesne plasti,
da se programerju ni treba ukvarjati s surovimi registri. To knjižnico lahko
dobimo kot samostojno knjižnico in začnemo z delom direktno z njo, lahko pa
uporabimo orodje STM32CubeMX, ki nam ustvari osnovni projekt in inici-
alizira tiste naprave, ki smo jih izbrali v postopku generiranja projekta. Kot
se je izkazalo je ta generator v času pisanja tega dela imel eno napako, ki pa
nam ni omogočala nadaljnjega razvoja, in sicer modul za ethernet in modul
za LCD zaslon skupaj nista delovala, vsak posamezno pa sta. Po dalǰsem
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a neuspešnem iskanju napake smo začeli iskati drugo, primerneǰse orodje, in
izkazalo se je, da je to Arm Mbed, ki pa tudi ni bil brez napak. Za pravilno
delovanje zaslona in ethernet priključka skupaj smo bili primorani uporabiti
stareǰso različico ogrodja, ki pa ne vsebuje vseh najnoveǰsih funkcionalnosti.
Programsko orodje Arm Mbed deluje z uporabo spletnega razvojnega
orodja, ki je prosto dostopno vsem in omogoča prevajanje in generiranje
končne kode. Po uspešnem prevodu kode nam sistem avtomatsko prenese
datoteko s končnico bin, katero kopiramo na razvojno ploščo, povezano z
računalnikom preko USB povezave. Pri razvoju si pomagamo z operacijskim
sistemom ogrodja, poimenovanim Mbed OS. Ta operacijski sistem je razvit
z namenom olaǰsanja razvoja aplikacij na vgrajenih sistemih in to tako, da
omogoča nitenje, zaklepanje, preproste programske vmesnike itd. Vse našteto
poznamo že iz splošnih operacijskih sistemov, vendar imajo slednji na voljo
več resursov, zato so bile dodane nekatere omejitve in izdelane določene pri-
lagoditve, da vse funkcionalnosti delujejo tudi na vgrajenih sistemih.
Razvojno okolje Mbed Compiler sestavlja integrirano razvojno okolje, ki
deluje kot spletna aplikacija. Pred pričetkom razvoja izberemo, na kateri
razvojni plošči, ki jo okolje podpira, bomo razvijali, in nato ustvarimo nov
projekt, kjer pod Platform izberemo našo razvojno ploščo. Pri ustvarjanju
projekta lahko izberemo predlogo, na osnovi katere bomo naprej razvijali,
lahko pa izberemo prazen projekt. Za razvoj novih projektov je najbolj pri-
poročljivo, da izberemo prazen projekt in nato vanj dodajamo knjižnice, ki
jih bomo uporabljali, saj lahko ob uporabi predloge dobimo zastarelo ver-
zijo nekaterih knjižnic. Organizacija kode v našem projektu je vidna na sliki
4.1. Vsa naša koda se nahaja na prvem nivoju. Z ikono zobnika označene
datoteke predstavljajo knjižnice. Prva datoteka po vrsti je mapa, ki vsebuje
knjižnico. Ta je prenesena iz zbirke uporabnǐskih knjižnic sistema mbed, po-
imenovana F746 GUI, ki nam omogoča izrisovanje na zaslon in že vsebuje
nekatere osnovne grafične elemente. Druga knjižnica, ki jo uporabljamo, pa
je poimenovana mbed-os in vsebuje operacijski sistem ponudnika razvojnega
okolja mbed. Ostale datoteke so naše in smo jih uporabili za razvoj tega
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dela. V datoteki common.hpp so skupne strukture in globalne spremenljivke,
ki hranijo skupne podatke. V datotekah EEPROM.cpp in EEPROM.hpp so
definirane preproste funkcije za delo z EEPROM integriranim vezjem, ki se
nahaja na podpornem vezju. Sledita datoteki gui.cpp in gui.hpp, ki vsebujeta
vse funkcije za izrisovanje na zaslon in definicijo vseh izrisljivih objektov na
zaslonu. Tu so definirane tudi lokacije naših znakov za šumnike in osnovne
barve uporabnǐskega vmesnika. V datoteki main.cpp se nahaja glavna zanka
programa in klici vseh funkcij za inicializacijo sistema. Tu smo tudi definirali
vse naše globalne spremenljivke in vse funkcije, ki skrbijo za branje podatkov
in krmilno logiko. Najobsežneǰsa od vseh datotek je networking.hpp, ki vse-
buje glavno logiko za povezavo s spletom. Najobsežneǰsa je zato, ker vsebuje
tudi funkcije za obdelavo vseh zahtev, ki jih pošiljamo iz našega sistema. Za-
dnji dve datoteki UID.cpp in UID.hpp vsebujeta samo eno pomožno funkcijo,
ki nam pomaga pridobiti unikatni identifikator naprave v obliki base64.
Slika 4.1: Organizacija kode
Program, ki se izvaja na razvojni plošči, je sestavljen iz več delov. V
prvem delu je funkcionalnost povezovanja na internet in oddajanja ter spre-
jemanja TCP zahtev. Drugi del je izpis podatkov na zaslon in zaznavanje
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uporabnǐskih interakcij na uporabnǐskem vmesniku, tretji del pa je pošiljanje
in sprejemanje podatkov preko UART naprave iz merilnega vezja. Vse dele
združuje skupna povezovalna koda, ki vključuje inicializacijo in zagon posa-
meznih niti, definicijo in deklaracijo globalnih spremenljivk ter generiranje
unikatnega identifikatorja naprave.
4.1.1 Organizacija podatkov
Za lažji razvoj so podatki organizirani v obliki globalnih struktur, uporabljajo
pa se za sprejem, obdelavo in prikaz podatkov. Strukture so definirane kot
novi podatkovni tipi za lažjo uporabo.
V izseku 4.1 je deklariran tip raw readings t, ki hrani surove podatke,
prebrane z merilnega vezja. Vsebuje podatke o stanju izhodov za upravlja-
nje grelnika in hranilnika, prebran tok in napetost, prebrani temperaturi iz












Izsek 4.1: Struktura za surove meritve
Ko se surovi podatki obdelajo, se zapǐsejo v strukturo tipa readings t,
ki je prikazana v izseku 4.2. Ta struktura vsebuje že obdelane podatke (pov-
prečene in prevedene v dejanske vrednosti) za napetost, tok, temperaturo
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Izsek 4.2: Struktura za obdelane meritve
Deklariran je tudi tip settings t, ki vsebuje uporabnǐske nastavitve,
viden pa je v izseku 4.3. Vse uporabnǐske nastavitve se hranijo v integriranem








Izsek 4.3: Struktura za uporabnǐske nastavitve
Dodatno uporabljamo še dve strukturi, ki vsebujeta bolj podporne po-
datke, vidne v izseku 4.4. Prva je deklarirana kot tip prepared data t in
začasno hrani podatke, ki se pošiljajo na zaledni strežnik. Vsebuje pa po-
datke o napetosti in toku ter lokacijo naprave. Druga pa hrani podatke o
časovnem zamiku zaradi poletnega časa in časovnega pasu, ki se upoštevata
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Izsek 4.4: Strukturi za podporne podatke
Poleg struktur uporabljamo tudi dva semaforja, ki se uporabljata za sin-
hronizacijo med nitmi, da ne pride do nekonsistentnosti podatkov. Eden od
semaforjev skrbi za strukturo prepared data t, da ne pride do zapisovanja
podatkov, medtem ko se ti berejo v niti za pošiljanje na zaledni strežnik,
drugi semafor pa skrbi za strukturo settings t, katero bere več različnih
niti v različnih točkah izvajanja.
4.1.2 Povezovanje s spletom
Mbed OS že vsebuje pomožen objekt, ki nam omogoča preprosto povezovanje
s spletom, poimenovan je EthernetInterface. Ob definiranju objekta nam ta
avtomatsko na podlagi izbrane razvojne ploščice izbere in inicializira prave
vhodno izhodno enote na mikrokrmilniku, ob klicu na metodo connect pa
pridobi naslov IP in se pripravi za komunikacijo s spletom. Ker si želimo, da
pošiljanje zahtev poteka asinhrono, smo to naredili z uporabo nove glavne
internetne niti za sprejem zahtev iz drugih delov programa. Vse zahteve
se zaporedno zbirajo v FIFO vrsti, iz katere jih naša glavna internetna nit
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Zahteva veljavna Zagon izbrane 
funkcije v novi niti
Slika 4.2: Diagram pošiljanja zahtev
V našem programu obstajajo štirje tipi zahtev:
• RT GET TIME – zahteva za pridobitev trenutnega časa na podlagi
IP geolokacije;
• RT GET LOCATION – zahteva za pridobitev trenutne lokacije preko
IP naslova;
• RT GET SUN – zahteva za pridobitev časa sončnega vzhoda in za-
hoda na podlagi zemljepisne širine in dolžine lokacije naprave;
• RT POST DATA – zahteva za pošiljanje podatkov na zaledno apli-
kacijo.
Na podlagi tipa zahteve glavna internetna nit izbere, katera funkcija se bo
izvajala in jo izvede v novi niti, da ne prihaja do zaostankov v FIFO vrsti.
Vsaka od omenjenih funkcij generira primerno HTTP zahtevo, jo preko TCP
protokola pošlje na strežnik in nato počaka na odgovor od strežnika, katerega
potem obdela v primerno obliko za nadaljnjo uporabo.
Pri pridobivanju trenutnega časa (izračuna se lokalni čas z zamikom ure
za poletni ali zimski čas) se ta shrani v RTC modul plošče, kot globalna
spremenljivka pa se shranita tudi odmik ure zaradi časovnega pasa in odmik
zaradi poletnega ali zimskega časa. Ta zahteva se izvede vsakih 60 min zaradi
lažjega upravljanja časa v sistemu, saj nam s tem ni bilo potrebno vnašati
dodatne logike za izračun točnega lokalnega časa. Težava pri upravljanju
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časa na splošno je, da imajo različne države po svetu ob različnih datumih
različne časovne odmike, ne glede na njihov časovni pas.
Zahtevi za pridobitev lokacije in pridobitev časa sončnega vzhoda in za-
hoda sta med seboj povezani. Spletna aplikacija, ki nam poda čas sončnega
vzhoda in zahoda, nima funkcionalnosti, da bi nam odgovorila na podlagi
geolokacije IP naslova, zato to lokacijo najprej pridobimo sami. Zahteva za
lokacijo se pridobi ob zagonu naprave, zahteva za čas sončnega vzhoda in za-
hoda pa se pridobi vsakih 60 min takoj po pridobitvi trenutnega časa. Tudi
zahteva za pridobitev časa sončnega vzhoda in zahoda se pošilja tako pogosto
zaradi istih razlogov kot zahteva za čas.
Zahteva za pošiljanje podatkov na zaledno aplikacijo se pošlje vsako mi-
nuto, vključuje pa podatke o izmerjeni napetosti in toku, unikatni identifika-
tor naprave in trenutno lokacijo naprave. Vsi ti podatki skupaj so pomembni
za kasneǰso analizo na strežniku, saj je generirana energija precej odvisna tudi
od same lokacije solarnih panelov. Obenem se v bazi zapǐse tudi čas zahteve,
če bi v prihodnosti želeli na lokaciji panelov upoštevati tudi faktor vremena.
4.1.3 Uporabnǐski vmesnik
Uporabnǐski vmesnik na samem vgrajenem sistemu je zelo pomemben, saj
je glavni povezovalni člen med uporabnikom in napravo. Sestavljen je iz
dveh prikazov. Prvi prikaz je tisti, ki ga uporabnik vidi takoj ob zagonu in
izpisuje podatke o trenutnih meritvah, drugi prikaz pa omogoča uporabniku
spreminjanje nastavitev, kot so najvǐsja temperatura v grelniku, najvǐsja
temperatura v hranilniku in splošno omogočanje ali onemogočanje izhoda za
grelnik in hranilnik.
Uporabnǐski vmesnik je razvit s pomočjo knjižnice F746 GUI, katero je
razvil uporabnik mbed sistema z nadimkom MikamiUitOpen [8]. Ta knjižnica
že inicializira vse potrebne gonilnike za upravljanje zaslona na dotik, poleg
tega pa vsebuje tudi osnovne gradnike za uporabnǐski vmesnik, kot so gumbi,
polja z besedilom in podobno. Opazili smo, da knjižnici priložena pisava
ne vsebuje znakov za slovenske šumnike, zato si bili ti dodani naknadno.
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Nahajajo se pa na koncu ASCII tabele in privzamejo vrednosti od vključno
127 naprej. V standardu ASCII je na poziciji 127 nenatisljiv znak DEL, ker
pa se ga ne da prikazati, lahko zasedemo že njegovo pozicijo s prvim dodatnim
znakom. Dodatno se v osnovni izvedbi knjižnice grafični element izrǐse že ob
definiciji, vendar smo zaradi olaǰsanja razvoja to funkcionalnost spremenili.
V popravljeni izvedbi se element ne izrǐse, dokler ni poklicana metoda Draw
nad objektom, kar nam omogoča, da vse elemente uporabnǐskega vmesnika
definiramo v naprej in jih rǐsemo dinamično, po potrebi.
Opis posameznih prikazov:
• Glavni prikaz je tisti, ki se pojavi takoj ob zagonu sistema in izpisuje
izmerjene podatke. To so napetost, tok, moč, temperatura grelnika in
temperatura zalogovnika. Vsi od omenjenih podatkov se posodobijo en-
krat na sekundo. Dodatni podatki, ki so prikazani, so trenuten datum
in čas, ki se nahajata v najvǐsji vrstici, na desni strani pa sta prika-
zana še čas sončnega vzhoda in zahoda. Vsi omenjeni časi se pridobijo
enkrat ob zagonu sistema, vsakih 60 min pa se nato pridobi posodobi-
tev s spleta. Na prikazu se ura za pravilno delovanje posodablja vsako
minuto. V spodnjem desnem kotu zaslona se nahaja še gumb za nasta-
vitve, ki ob kliku zamenja prikaz s prikazom z nastavitvami. Razpored
elementov na prikazu je viden na sliki 4.3.
• Prikaz z nastavitvami omogoča, da uporabnik spremeni določene de-
lovne parametre sistema in s tem spremeni njegovo obnašanje. Imple-
mentirali smo štiri parametre, ki so aktiviranost grelca v grelniku in
črpalke za hranilnik, najvǐsja temperatura, ki se lahko pojavi v grel-
niku, in najvǐsja temperatura, ki se lahko pojavi v zalogovniku. Doda-
tno se na tem zaslonu lahko vidi tudi unikatni identifikator naprave, ki
je v osnovi skrit, lahko pa ga prikažemo tako, da pritisnemo na zgornji
temno modri desni del zaslona. Prav tako lahko spreminjamo ostale na
prikazu navedene parametre s pritiski na gumbe. Ob zaključku lahko
nove nastavitve shranimo ali razveljavimo spremembe z izbiro pravega
gumba za izhod iz prikaza. Ob pritisku na gumb Shrani se nove nastavi-
20 Peter Matičič
Slika 4.3: Prikaz podatkov
tve zapǐsejo v EEPROM in hkrati v delovni pomnilnik, tako da naprava
takoj deluje z upoštevanjem novih nastavitev, lahko pa ohranimo ob-
stoječe nastavitve in pritisnemo gumb Prekliči. Ne glede kateri gumb
smo pritisnili, nam sistem nazaj izrǐse glavni prikaz z vsemi podatki.
V splošnem sta oba prikaza razvita na zelo podoben način, med njima so
samo spremenjeni elementi, ki se prikazujejo. Za pravilno delovanje zaslona
se za prikaz vedno najprej kliče funkcija select screen, ki je prikazana v
izseku 4.5. Naloga te funkcije je preprosta: najprej pobrǐse zaslon, zapǐse
ID trenutno izbranega prikaza v spremenljivko in nato na zaslon narǐse vse
elemente. V primeru, ko je aktiven glavni prikaz, se ta dodatno posodablja
vsako milisekundo za ohranjanje ažurnosti podatkov. Oba prikaza za čim





Slika 4.4: Prikaz z nastavitvami
current_screen = scr;
GuiBase::Clear(BG_COLOR);
if(current_screen == SCREEN_HOME) {
display_home();
update_home();




printf("INVALID SCREEN SELECTED, %d\n" + current_screen);
}
}
Izsek 4.5: Funkcija za izbiro prikaza
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4.1.4 Merilna in krmilna logika
Merilna in krmilna logika sta med seboj tesno povezani. Oba dela, to je
zbiranje meritev in upravljanje izhodov, opravlja merilno vezje, ki je z našo
razvojno ploščo povezano preko naprave UART, vgrajene v glavno integri-
rano vezje na razvojni plošči.
Ta naprava za komunikacijo uporablja dva pina; enega za oddajanje in
enega za sprejemanje podatkov. Podatki po teh linijah vedno potujejo v eni
smeri, zaporedno in asinhrono. Podatki so organizirani v pakete, ki pa so v
našem primeru sestavljeni iz start bita, kateremu sledi osem bitov za podatke
in nato en stop bit. Za pravilno delovanje komunikacije morata imeti tudi
oba mikrokrmilnika nastavljeno enako hitrost prenosa, ki je v našem sistemu
nastavljena na 38400 bitov na sekundo. Na sliki 4.5 je razvidna oblika paketa.
ST na sliki označuje start bit, stop bit pa je označen s SP. Ko je linija v stanju
mirovanja, ima visoko logično stanje.
Slika 4.5: Oblika UART paketa
Na razvojni plošči se merilna in krmilna logika izvajata v glavni zanki,
v kateri se preverja, ali je UART naprava dobila berljive podatke. Podatki
so organizirani v logične pakete v obliki števil, ločenih s podpičji. Prvi dve
števili sta lahko 0 ali 1, ki predstavljata logično stanje, naslednjih šest števil
privzema vrednost od 0 do 1023, ki predstavljajo prebrane vrednosti na ADC
napravi na merilnem vezju. Vsak paket se zaključi s podpičjem in znakom
za novo vrstico in njegova skupna dolžina ne presega 34 znakov. V primeru,
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da je naprava dobila berljive podatke, preberemo največ 34 znakov do znaka
za novo vrstico, ki je kot omenjeno ločilni znak.
0;1;255;678;123;345;1014;0;
Izsek 4.6: Primer logičnega paketa s podatki
Prebran paket podatkov se nato preveri, če ustreza definirani obliki, vi-
dni v izseku 4.6. Če je preverjanje uspešno, se paket razčleni in zapǐse v
strukturo raw readings t. Iz te strukture se nato surove podatke iz paketa
obdela. Prva dva podatka sta že v pravi obliki in ne potrebujeta nobenih
pretvorb, saj že surova predstavljata logične vrednosti. Podatek za nape-
tost je potrebno pretvoriti v napetost in skalirati za enak faktor, kot smo
skalirali napetost preko uporovnih delilnikov, da prikažemo pravo vrednost.
Podatek, ki predstavlja tok, prav tako pretvorimo v napetost, nato pa ga
delimo s fiksnim korakom, ki ga določa občutljivost tokovnega HAL senzorja
na merilnem vezju. Preostaneta še dva podatka za temperaturo, iz katerih pa
izračunamo upornost, saj enačba za izračun temperature na NTC termistorju
zahteva podatek o upornosti. Za točen izračun temperature uporabimo Ste-
inhart–Hartovo enačbo [10], prikazano v enačbi 4.1. Vrednosti A, B in C so
konstante, ki jih določa termistor, T je izmerjena temperatura v stopinjah
Kelvina, R pa izmerjena upornost termistorja.
T−1 = A + B ∗ ln(R) + C ∗ ln(R)3 (4.1)
Dodatno vse izmerjene vrednosti povprečimo čez zadnjih deset meritev,
da naši podatki ne vsebujejo preveč anomalij in motenj, ki se lahko pojavijo
zaradi različnih vzrokov. Za povprečenje uporabljamo tabelo struktur, ki jo
ciklično polnimo in nad njo izvajamo povprečenje. Za statično tabelo smo
se odločili predvsem zaradi pomnilnǐskih zmogljivosti same naprave in ker
mbed ne jamči, da bo fragmentiral že prej odstranjen pomnilnik, kar lahko
privede do stanja, kjer ne bo več prostega pomnilnika. Zaradi teh razlogov
smo raje poiskali preprosteǰso rešitev, ki ne ustvarja dodatnih tveganj za
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nenadno prenehanje delovanja sistema.
Krmilna logika se izvede takoj po povprečenju in deluje po preprostem
načelu s histerezno zanko. V osnovi je bila mǐsljena uporaba MPPT algo-
ritma, vendar se je ob začetnem testiranju izkazalo, da se IGBT vezje zelo
greje že sedaj brez proporcionalnega krmiljenja, zato smo to pustili za na-
daljnji razvoj. Histerezna zanka je osnovana na temperaturi grelnika, in sicer
se grelec vklopi, kadar je temperatura nižja od nastavljene za več kot 2 stopi-
nji, in je vklopljen, dokler temperatura ne preseže nastavljene za 2 stopinji.
Črpalka je vklopljena ves čas, ko temperatura grelnika pada z dve stopinji
povǐsane nastavljene temperature do vklopa grelca. Tudi črpalka deluje v
histerezni zanki, ko se bliža nastavljeni temperaturi, vendar samo, če tempe-
ratura vode v grelniku to dopušča. Ob zaključku izvajanja te krmilne logike
se na merilno vezje pošlje preprost paket z enim znakom, ki vezju pove, ali
naj vklopi ali izklopi določen izhod, ki krmili določeno funkcijo.
4.1.5 Podporne funkcije
Za lažje programiranje smo napisali nekaj podpornih funkcij, ki se v pro-
gramu pojavijo na več mestih. Prva je poimenovana getUID in nam vrne niz
znakov, ki predstavljajo unikatni identifikator glavnega integriranega vezja
na razvojni plošči. Vsak posamezen čip serije STM32F74 ima na naslovu
0x1FF0F420 zapisan 96-bitni unikatni identifikator, sestavljen iz več delov,
ki jamčijo njegovo unikatnost [12]. Naša funkcija ta unikatni identifikator za
lažje zapisovanje preprosto zakodira v obliko base64, saj s tem zasedemo le
16 natisljivih znakov.
Dodani sta tudi dve funkciji za branje in pisanje EEPROM na podpor-
nem vezju. Ta je z glavnim integriranim vezjem povezan preko vodila I2C,
ki omogoča preprosto dvosmerno sinhrono komunikacijo. Obe funkciji de-
lujeta zelo podobno, najprej na vodilo pošljeta naslov EEPROM vezja, da
se začne komunikacija, in nato pošljeta naslov, s katerega želi posamezna
funkcija brati ali pisati. V primeru branja lahko pošljemo še podatek, ko-
liko zaporednih naslovov od izbranega želimo prebrati, čemur sledi pošiljanje
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podatkov z EEPROM vezja, v primeru pisanja pa sledijo podatki za trajno
zapisovanje.
4.2 Podporno vezje
Podporno vezje je zelo preprost del celotnega sistema. Njegova glavna na-
loga je olaǰsati povezovanje in trajna hramba podatkov. Vsa vezja so bila
načrtovana v orodju Eagle proizvajalca Autodesk. Načrtovanje v orodju Ea-
gle se začne z risanjem električne sheme vezja, katero nam potem orodje
samo pretvori v načrt vezja. V načrtu vezja moramo posamezne kompo-
nente nato urediti in povezati z linijami, ki bodo predstavljale dejanske ele-
ktrične povezave na našem končnem vezju. Ker ima program Eagle tudi
zelo veliko knjižnico komponent in omogoča uporabo drugih knjižnic za nove
komponente, smo se tega tudi poslužili. Za podporno vezje smo uporabili
knjižnico podjetja Adafruit Industries, katera vsebuje razpored pinov za Ar-
duino ploščo, vsi ostali elementi pa se nahajajo že v podanih knjižnicah.
Idejno smo želeli, da se bo na podporno vezje pripeljalo napajanje iz zu-
nanjega napajalnika, da se bo omogočalo priklop z merilnim vezjem in da
bomo na tem vezju imeli tudi EEPROM integrirano vezje. Po zaključku ri-
sanja sheme smo dodali še nekaj povezav za morebitne nadaljnje razširitve
in pustili prostor za 4 LED lučke, ki se lahko uporabijo za signalizacijo. Po
uspešnem prehodu na risanje načrta vezja smo prǐsli do končnega načrta,
vidnega na sliki 4.6.
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Slika 4.6: Načrt podpornega vezja
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Na načrtu modre linije predstavljajo povezave na spodnji strani vezja,
rdeče črte pa povezave na zgornji strani vezja. Z zeleno so označena pritrdilna
mesta za elemente in povezave med zgornjo in spodnjo stranjo. Priključek
X1 je uporabljen za priklop zunanjega napajanja, priključek X2 je upora-
bljen za povezavo z merilnim vezjem, priključki SV1, SV2, SV3 in SV4 pa
so namenjeni nadaljnjim razširitvam in vsebujejo različne povezave z glavno
ploščo. Z oznakami R1-R4 in LED1-LED4 so označeni pari uporov in 3 mm
LED lučk, katere imajo različne barve in tudi različne pripadajoče vrednosti
uporov. V končni izvedbi vezja smo za indikacijo aktivnosti grelnika in hra-
nilnika uporabili LED1 in LED2, ki svetita z zeleno barvo, LED3 je rumene
barve in prikazuje, kdaj je aktivna komunikacija med glavnim in merilnim
vezjem, LED4 pa je rdeče barve in prikazuje, kdaj temperatura v grelniku
preseže nastavljeno za več kot 10 stopinj Celzija. Preostane še oznaka IC1,
ki pa predstavlja EEPROM integrirano vezje z modelno oznako 24LC256
proizvajalca Microchip. Posamezne povezave konektorjev za razširitve na
podpornem vezju s povezavami na glavnem vezju so razvidne v tabeli 4.2,






X1 1 Napajanje + 12V
X1 2 Napajanje GND
X2 1 Napajanje + 12V
X2 2 Napajanje GND
X2 3 UART RX
X2 4 UART TX










SV1 1 PF8 Prosto
SV1 2 PF9 Prosto
SV1 3 PF10 Prosto
SV1 4 PA0 Prosto
SV2 1 PC6 Prosto
SV2 2 PC7 Prosto
SV2 3 GND Napajanje z glavnega vezja
SV3 1 +3V3 Napajanje z glavnega vezja
SV3 2 GND Napajanje z glavnega vezja
SV3 3 PI1 Prosto
SV3 4 PB14 Prosto
SV3 5 PB15 Prosto
SV3 6 PA8 Prosto
SV3 7 PA15 Prosto
SV3 8 PI2 Prosto
SV3 9 PI3 Prosto
SV3 10 PH6 Prosto
SV4 1 SCL SCL signal I2C Prosto
SV4 2 SDA SDA signal I2C Prosto
SV4 3 GND Napajanje z glavnega vezja
Prosto
Tabela 4.2: Tabela s povezavami konektorjev za razširitve
4.3 Merilno vezje
Merilno vezje je tisto, ki sprejema ukaze iz glavnega vezja in na podlagi njih
upravlja z izhodi sistema, hkrati pa bere vrednosti na vhodih sistema in jih
pošilja glavnemu vezju. Če bi zadeve poenostavljali, bi lahko vse elemente,
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ki se nahajajo na merilnem vezju, priklopili direktno na glavno ali podporno
vezje, vendar bi s tem izgubili eno ključno lastnost, ki jo želimo pridobiti,
to je izolacijo. S tem ko imamo na merilnem vezju še eno integrirano vezje,
ki je skoraj da redundantno, dosežemo, da se v primeru napetostne špice
na merjeni in upravljani liniji poškoduje le del sistema in ne glavnega vezja.
Popravilo morebitnih poškodb merilnega vezja je tudi iz finančnega stalǐsča
ugodneǰse kot njihova zamenjava ali kot popravilo ali zamenjava glavnega
vezja v sistemu brez dodane vmesne redundance. Ker smo se precej osre-
dotočili na izoliranost, smo med načrtovanjem stremeli k temu, da je del
elektronike, ki je dejansko priklopljen na visokonapetostno linijo, galvansko
izoliran od vse naše merilne logike. Zaradi tega smo fizično ločili del vezja že
na načrtu, kar je vidno tudi na sliki 4.8, kjer je razvidno, da je desna stran
vezja rezervirana za priklop visokonapetostne linije. Za galvansko izolacijo
napajanja smo uporabili izoliran DC–DC pretvornik z oznako TRA 3-1212
proizvajalca Traco Electronic AG, za prenos logičnih signalov pa smo upo-
rabili optosklopnike z oznako VO617A proizvajalca Vishay Semiconductors.
Težava se je pojavila pri galvanski izolaciji analognega signala. Lahko bi upo-
rabili posebno integrirano vezje, ki bi analogni signal pretvorilo v digitalnega,
katerega bi nato preko optosklopnikov izolirali, vendar to poveča ceno. Našli
smo cenovno ugodneǰso rešitev in to je analogni optosklopnik HCNR201 pro-
izvajalca AVAGO Technologies. V dokumentu s podatki o tem vezju [14]
proizvajalec že poda preprosto shemo za priklop tega optosklopnika, tako da
uporabimo poleg samega integriranega vezja samo še nekaj uporov in štiri
tranzistorje. Ideja delovanja tega dela vezja je preprosta. V integriranem
vezju imamo na eni strani LED diodo in fotodiodo, na drugi strani pa samo
fotodiodo. Glede na to, s kakšno jakostjo sveti LED dioda, lahko na fo-
todiodi dobimo analogen izhod. Za jamstvo, da se izhod ujema z vhodom
na visokonapetostni strani, s tranzistorji in upori ustvarimo preprosto kon-
trolno zanko, ki popravlja jakost svetlobe LED diode na vhodu. Na izhodni
strani integriranega vezja tako zagotovo dobimo isto napetost fotodiode kot
na vhodni, katero priklopimo v zelo podobno tranzistorsko zanko, da prido-
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Slika 4.7: Shema napetostnega delilnika
bimo napetost na izhodu. Ta del vezja se uporablja za izolacijo signala od
napetosti krmiljene linije in je viden na sliki 4.8 v spodnjem delu, kjer se
kot element z oznako IC1 nahaja analogni optosklopnik HCNR201. Na vhod
tega dela vezja se priklopi napetostni delilnik na konektor X1, in sicer po
vezavi, vidni na sliki 4.7
Pri merjenju toka smo prav tako stremeli k galvanski izoliranosti. Prvo-
tna ideja je bila, da bi uporabili zelo natančen upor zelo majhne vrednosti
(0.01Ω, ±1%), katerega bi vstavili na negativno linijo krmiljene linije in me-
rili padec napetosti čez ta upor. Z njim bi lahko potem po Ohmovem zakonu
izračunali, kolikšen tok teče skozenj, posledično pa tudi, kolikšen tok teče čez
porabnik, v našem primeru grelec v grelniku. Tu naletimo na nekaj težav:
prva od njih je izgubljena moč, saj pri omenjenem uporu čez njega teče tok 10
A, pri tem pa nam mora upor konstantno odvaja 1 W energije. Druga težava
je, da je to energija, ki bi bila lahko bolje izkorǐsčena. Tretja težava pa je na-
tančnost meritve. Glede na to, da moramo za izračun padca meriti napetost
na obeh koncih upora in moramo to napetost prav tako izolirati, bi se morali
poslužiti iste rešitve kot pri merjenju napetosti krmiljene linije. Pojavi se
precej točk, kjer bi tolerance lahko začele odstopati precej, zato smo raje po-
iskali manj invazivno in natančneǰso rešitev. Uporabili smo tokovni senzor, ki
deluje na podlagi Hallovega efekta. Takšni senzorji merijo jakost magnetnega
polja, ki se generira okrog vodnika, in na podlagi tega nam vrnejo podatek,
kolikšen tok teče skozi vodnik. Na našem vezju smo uporabili senzor HO10-
P/SP33 proizvajalca LEM International SA. Ta senzor deluje pri napajanju
Diplomska naloga 31
Slika 4.8: Načrt merilnega vezja, povezave izoliranega dela
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3,3 V, kar je tudi del naše zahteve. Za pravilno delovanje potrebuje še par
kondenzatorjev in pa referenčno napetost, katera določa, na katerem obsegu
deluje senzor. Glede na podatke, navedene v podatkovnem listu [9], smo
se odločili, da uporabimo 1,0 V kot referenco. Za generiranje takšne nape-
tosti smo uporabili integrirano vezje z oznako ADR130 proizvajalca Analog
Devices in nekaj podpornih kondenzatorjev za pravilno delovanje.
Za merjenje temperature smo se odločili uporabiti NTC termistorje, ki
spreminjajo upornost glede na temperaturo. Za merjenje te upornosti smo
pri vsaki sondi uporabili še en upor iste nazivne velikosti kot sam termistor
(10kΩ) in s tem izdelali preprost napetostni delilnik, izhod katerega beremo
z ADC napravo na glavnem integriranem vezju na merilnem vezju.
Pri izbiri elementa, ki krmili krmiljeno visokonapetostno linijo, smo prǐsli
do manǰse dileme. Najpreprosteǰsa rešitev bi bila uporaba releja ali kon-
taktorja, vendar smo se na podlagi preǰsnjih izkušenj poizkušali tej rešitvi
izogniti, saj pri stikanju enosmernih linij pri takšnih napetostih prihaja do
velike količine iskrenja, kar pa zelo hitro skraǰsa življenjsko dobo takšnega
mehanskega sklopnika. Zaradi tega smo se obrnili proti polprevodnǐskim
tehnologijam, najprej k tranzistorju. Kot se izkaže nismo našli primernega
tranzistorja, ki bi ustrezal našim tokovnim in napetostni zahtevam, zato smo
prešli k ideji za uporabo FET vezja, ki bi ga uporabljali kot stikalo. Vendar
se je po nekaj poizkusih izkazalo, da tudi FET vezja niso učinkovita. Težava
je bila v tem, da se kljub nižjemu toku še vedno preklaplja visoka napetost in
je prihajalo do velikih izgub moči na samem FET, kar je posledično privedlo
do tega, da je ta izgorel. Po nadaljnjem raziskovanju smo se odločili za upo-
rabo hibrida med tranzistorji in FET, to je IGBT. Odločili smo se za uporabo
izdelka z oznako IXA60IF1200NA proizvajalca IXYS, ki dopušča najvǐsjo na-
petost med kolektorjem in emiterjem do vrednosti 1200 V in največji tok do
88 A[5], kar je več kot dovolj za naš primer uporabe. Za izhod za črpalko smo
uporabili osnoven rele iz serije G5L proizvajalca Omron, oba pa krmilimo z
uporabo že prej omenjenega optosklopnika z oznako VO617A.
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Slika 4.9: Načrt merilnega vezja, povezave neizoliranega dela
Vse do sedaj naštete elemente smo povezali na glavno integrirano vezje
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ATmega328p proizvajalca Microchip, ki je viden na sliki 4.9. Pri tem smo
dodali še dodatne zener diode in napetostne delilnike, kjer ni garantirana
napetost vhoda 3,3 V ali manj. Program, ki se izvaja na integriranem vezju,
ima nalogo prebrati vse vhode, jih zapakirati v logični paket in poslati preko
UART naprave na glavno vezje, obenem pa tudi posluša za prejem podatkov
od glavnega vezja in ob sprejemu nastavi stanja izhodov na zahtevana. Ker
je točno to integrirano vezje uporabljeno tudi na platformi Arduino Uno, smo
za razvoj preprostega programa uporabili njihovo razvojno okolje. Razvojno
okolje za Arduino je zelo preprosto, saj nam že ob zagonu nastavi kodo, in
sicer sta to dve funkciji. Prva je poimenovana setup, v kateri definiramo in
inicializiramo vse naprave, ki jih želimo uporabiti, druga pa je loop, ki se
izvede ob vsakem ciklu glavne zanke. Tako smo v funkciji setup inicializi-
rali UART napravi za komunikacijo z računalnikom (za potrebe razvoja) in
UART napravo za komunikacijo z glavnim vezjem. V funkciji loop pa najprej
preverimo, ali je na UART napravi kakšen berljiv znak, katerega preberemo
in prevedemo, v kateri izhod moramo nastaviti in na kaj ga nastavimo. Ta-
koj za tem pa izvedemo branje vseh vhodov in te pošljemo v obliki našega
logičnega paketa na glavno vezje. Vsi senzorji in vse linije se priklopijo na
konektorje X1–X6, ki se nahajajo na merilnem vezju, spisek povezav pa je
viden v tabeli 4.3.
4.4 Zaledna aplikacija
Idejno ima zaledna aplikacija zelo pomembno vlogo pri celotnem sistemu, saj
bo uporabnikom omogočala pregled nad njihovimi krmilniki, globalno pa bo
omogočala izvajanje statističnih izračunov za proizvedeno energijo od vseh v
sistem prijavljenih krmilnikov. V sklopu tega dela se nismo posvečali razvoju
uporabnǐskega vmesnika za zaledno aplikacijo, ampak smo ustvarili osnovo
za nadaljnji razvoj. Glavni namen dela pa je bil, da začnemo sprejemati
podatke s krmilnikov in jih začnemo vpisovati v podatkovno bazo. Celotna







X1 1 Deljena napetost krmiljene linije +
X1 2 Deljena napetost krmiljene linije -
X2 1 NTC sonda grelnika A
X2 2 NTC sonda grelnika B
X3 1 NTC sonda hranilnika A
X3 2 NTC sonda hranilnika B
X4 1 IGBT +
X4 2 IGBT -
X5 1 Rele črpalke C
X5 2 Rele črpalke NC
X5 3 Rele črpalke NO
X6 1 Napajanje + 12V
X6 2 Napajanje GND
X6 3 UART RX
X6 4 UART TX
JP1 1 Ventilator GND
JP1 2 Ventilator +
JP1 3 Ni povezan
Tabela 4.3: Tabela s povezavami priključnih konektorjev na merilnem vezju
mikrostoritev v tehnologiji Java EE. Izbrali smo ga zato, ker ima preprosto
arhitekturo, omogoča preprosto uporabo sodobnih standardov za izdelavo
REST storitev ter zaradi preproste integracije s PostgreSQL podatkovno
bazo. Celotna mikrostoritev je razvita v programskem jeziku Java in je
sestavljena iz treh glavnih modulov, poimenovanih entities, services in api.
V modulu entities smo definirali objekte, ki hranijo želene podatke, ter jih
z uporabo primernih anotacij medsebojno povezali. Ob zagonu ogrodje sa-
modejno izvede preslikavo iz objektov v entitete, ki se po potrebi ustvarijo v
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podatkovni bazi. En nivo nad entitetami delujejo zrna, ki vsebujejo pomožne
metode za upravljanje transakcij, preoblikovanje podatkov iz logične oblike
v poslovno ter obratno. Ta zrna se nahajajo v modulu services poleg tako
imenovanih objektov za prenos podatkov, ki omogočajo prenos podatkov v
poslovni obliki. Na zadnjem nivoju so definirani viri, ki se nahajajo v modulu
api. V njih so metode, ki določajo REST vire, njihovo delovanje in zahte-
vane argumente. Specifikacija REST omogoča, da lahko z različnimi HTTP
metodami nad določenim spletnim naslovom opravimo različne akcije, kot so
branje, dodajanje, urejanje in brisanje podatkov. V naši aplikaciji smo im-
plementirali samo nekaj osnovnih metod, da smo med razvojem imeli pregled
nad testnimi podatki in da so se podatki v obdobju testiranja lahko zapiso-
vali. Končna izvedba aplikacije je na voljo na naslovu sspc.heimdall.si, to je
tudi končni naslov, na katerega naš testni in možni bodoči krmilniki pošiljajo
podatke o generirani energiji. Za podroben opis razpoložljivih REST virov se
je uporabilo specifikacijo OpenAPI Specification, ki je na voljo na domačem
naslovu aplikacije [7].
Tako izdelana mikrostoritev pride zapakirana v datoteko s končnico jar
in se lahko izvaja na kateri koli napravi, ki podpira izvajanje javanskega vir-
tualnega stroja. V našem primeru smo se odločili, da bomo ustvarili Docker
sliko, ki bo vsebovala vse potrebno za izvajanje. Tako smo ustvarili dva
Docker kontejnerja – enega za podatkovno bazo (poimenovan sspc-db) in
drugega za našo mikrostoritev (poimenovan sspc) – in ju objavili na Doc-
kerhubu, tako da sta na voljo vsem. Na našem strežniku smo ustvarili novo
Docker omrežje in oba kontejnerja zagnali z zaporedjem komand, navedenem
v izseku 4.7
docker network create sspc_net
docker run -d --network=sspc_net --name=sspc-db sspc-db
docker run -d -p 9876:8080 --network=sspc_net --name=sspc sspc
Izsek 4.7: Komande za zagon v Dockerju
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S temi komandami in konfiguracijo nginx strežnika, ki se uporablja za
usmerjanje prometa na našem strežniku, smo dosegli, da je naša mikrosto-
ritev dostopna svetu. Če bi nekoč naša storitev pridobila več uporabnikov,
bi seveda s sistema z Dockerjem prešli na Kubernetes ali kaj podobnega,
ki omogoča dinamično vklapljanje in izklapljanje virtualnih naprav z našo




Sistem smo za končno testiranje priključili na njegovo končno pozicijo in ga
preizkusili v živo. Izkazal se je za zanesljivega, saj v enem tednu ni prǐslo do
kakšnih nepričakovanih napak ali nezaželenega obnašanja. Vse komponente
so delovale normalno, kot predvideno, pojavilo se je zgolj precej odvečne
toplote na IGBT členu, zato smo nanj za hlajenje namestili hladilna rebra in
ventilator s starega Intel Pentium procesorja. Sistem zdaj deluje dobro in je
tudi praktično uporaben, saj v našem primeru v decembru, kadar so dnevi
najkraǰsi, še vedno generira kar precej električne energije.
Na sliki 5.1 je viden graf, ki prikazuje nihanje moči skozi čas za dan
28. 12. 2019. Na izbrani dan je bila v jutranjih urah gosta megla, ki se je
razkadila kmalu po deseti uri, sicer je čez cel dan sijalo močno sonce, vse to
je vidno tudi na grafu. V jutranjih urah, okrog 8.00, se moč začne počasi
dvigati, ko so prvi žarki prebili jutranjo meglo, nakar zelo počasi narašča.
Po 10.00 graf takoj strmo naraste, kar ustreza dejstvu, da se je v tistem času
razkadila megla, ki je zakrivala solarne module. Po tem je moč počasi še
naraščala do približno 12.00, ko je bilo sonce v svoji najvǐsji legi, nato pa je
začela počasi padati. Kot se izkaže, je krmilnik okrog 13.00 izklopil grelec, in
zato je moč padla na 0 W, kasneje okrog 14.30 pa je temperatura v grelniku
dovolj upadla, da je krmilnik spet vklopil grelec in je moč ponovno narastla.














Slika 5.1: Graf moči na dan 28. 12. 2019.
naš sistem na dan 28. 12. 2019 uspel generirati 6140 Wh električne energije.
Zanimivo bo spremljanje tega grafa v poletnih mesecih, ko so dnevi dalǰsi in
imamo na voljo več ur sončnega obsevanja.
Poglavje 6
Zaključek
Za zaključno delo smo izdelali sistem, ki upravlja z visoko napetostjo, ka-
tero generirajo solarni moduli. Jedro sistema je krmilnik, ki vrši vse logične
funkcije in povezovanje s spletom. Omenjeni krmilnik smo implementirali na
razvojni plošči STM32F746NG-DISCO. Poleg njega smo razvili še dve doda-
tni elektroniki za podporo nadaljnjim razširitvam in vse merilne komponente.
Krmilnik glede na testiranja deluje kot je bilo idejno zasnovano.
Za nadaljnji razvoj lahko v krmilno logiko implementiramo MPPT algo-
ritem, ki bo bolj natančno sledil moči in s tem bomo dobili bolǰsi izkoristek
sončne energije. Na strani zaledne aplikacije je v prihodnosti potrebno raz-
viti še več REST metod za pridobitev in urejanje informacij o uporabnikih in
napravah ter izdelati napreden uporabnǐski vmesnik. Ob izključitvi grelnika
bi bilo priporočljivo zbrano energijo preklopiti na polnjenje akumulatorjev,
s katerimi bi preko razsmernika napajali druge porabnike v hǐsi, in ne iz-
ključiti sistema, kot se to stori zdaj. Zanimiva rešitev za prihodnost bi bila
tudi omogočanje povezljivosti krmilnika s spletom preko WiFi povezave ali
preko 4G modema, saj moderne IoT naprave niso odvisne od fizične interne-
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