Computation tree logic (CTL) is known to be one of the most useful temporal logics for verifying concurrent systems by model checking technologies. However, CTL is not sufficient for handling inconsistency-tolerant and probabilistic accounts of concurrent systems. In this paper, a paraconsistent (or inconsistency-tolerant) probabilistic computation tree logic (PpCTL) is derived from an existing probabilistic computation tree logic (pCTL) by adding a paraconsistent negation connective. A theorem for embedding PpCTL into pCTL is proven, which indicates that we can reuse existing pCTL-based model checking algorithms. Some illustrative examples involving the use of PpCTL are also presented.
INTRODUCTION
The verification of open, large, randomized, and stochastic concurrent systems is gaining increasing importance in the fields of computer science and engineering. On one hand, verifying open and large concurrent systems, such as web application systems, requires the handling of inconsistency-tolerant (or paraconsistent) reasoning because inconsistencies often appear and are inevitable in such systems (Chen and Wu, 2006) . On the other hand, verifying randomized and stochastic concurrent systems, such as fault-tolerant communication systems over unreliable channels, requires the handling of probabilistic reasoning because useful notions of reliability for such systems require probabilistic characterization (Bianco and de Alfaro, 1995) . Thus, handling both inconsistency-tolerant and probabilistic reasoning by an appropriate logic is a requirement for verifying such complex concurrent systems.
Computation tree logic (CTL) (Clarke and Emerson, 1981 ) is widely accepted as one of the most useful temporal logics for verifying concurrent systems by model checking technologies (Clarke et al., 1999) . CTL-based model checking algorithms are known to be more efficient than model-checking algorithms based on other temporal logics such as lineartime temporal logic (LTL) (Pnueli, 1977) . However, CTL is not sufficient for handling paraconsistent and probabilistic accounts of concurrent systems because it has no operators that can represent paraconsistency and probability. Thus, the aim of this paper is to construct a paraconsistent and probabilistic extension of CTL. To achieve this aim, a new logic, paraconsistent probabilistic CTL (PpCTL) , is introduced. To construct PpCTL, the existing useful CTL-variants, namely paraconsistent CTL (PCTL) (Kamide and Kaneiwa, 2010; Kaneiwa and Kamide, 2011) and probabilistic CTL (pCTL) (Aziz et al., 1995; Bianco and de Alfaro, 1995) , are combined on the basis of a theorem for embedding PpCTL into pCTL. Some illustrative examples describing an SQL injection attack detection algorithm that involves the use of PpCTL are also presented in this paper to highlight the virtues of combining paraconsistency (in PCTL) and probability (in pCTL).
Integrating useful reasoning mechanisms is regarded as combining and extending some useful nonclassical logics such as modal logics. Combining and extending useful non-classical logics are also known to be a very important issue in mathematical logic (see e.g., (Carnielli et al., 2008) ). This paper is thus also intended to give a solution for this issue, combining and extending the following useful non-classical logics: temporal logic, paraconsistent (or inconsistency-tolerant) logic and probabilistic (or probability) logic. The proposed embedding-based method is not so technically innovative, but gives a new simple and useful combination mechanisms for these logics. By combining and extending these log-ics, we can integrate the existing two application areas concerning PCTL and pCTL, respectively. PCTL, which was introduced and studied by Kamide and Kaneiwa in (Kamide and Kaneiwa, 2010; Kaneiwa and Kamide, 2011) , is a paraconsistent extension of CTL. To appropriately formalize inconsistency-tolerant reasoning, PCTL is based on Nelson's four-valued paraconsistent logic N4 (Almukdad and Nelson, 1984; Nelson, 1949) , which includes a paraconsistent negation connective. The paraconsistent negation connective in PCTL entails the property of paraconsistency. Roughly, a satisfaction relation |= is considered to be paraconsistent with respect to a negation connective ∼ if the following condition holds:
where s is the state of a Kripke structure M. In contrast to PCTL, classical logic has no paraconsistency because the formula of the form (α ∧ ∼α)→β is valid in classical logic.
Paraconsistent logics, including PCTL, are known to be more appropriate for inconsistency-tolerant and uncertain reasoning than other non-classical logics (Priest and Routley, 1982; Wansing, 1993; Kamide and Wansing, 2012) . For example, the following scenario is undesirable: (s(x) ∧ ∼s(x))→d(x) is valid for any symptom s and disease d, where ∼s(x) implies that "a person x does not have a symptom s" and d(x) implies that "a person x suffers from a disease d." An inconsistent scenario expressed as melancholia( john)∧∼melancholia( john) will inevitably occur because melancholia is an uncertain concept and the fact "John has melancholia" may be determined to be true or false by different pathologists with different perspectives. In this case, the undesirable formula (melancholia( john) ∧ ∼melancholia( john))→cancer( john) is valid in classical logic (i.e., an inconsistency has an undesirable consequence), whereas it is not valid in paraconsistent logics (i.e., these logics are inconsistencytolerant).
We now give a detailed explanation about the usefulness of paraconsistent reasoning. We assume a large medical database MDB of symptoms and diseases. We can also assume that MDB is inconsistent in the sense that there is a symptom predicate s(x) such that ∼s(x), s(x) ∈ MDB. This assumption is regarded as very realistic, because symptom is an uncertain concept, which is difficult to determine by any diagnosis. It may be determined to be true or false by different doctors with different perspectives. Then, the database MDB does not derive arbitrary disease d(x), which means "a person x suffers form a disease d", since paraconsistent logics ensures the fact that for some formulas α and β, the formula ∼α ∧ α→β is not valid. The paraconsistent logic-based large MDB is thus inconsistency-tolerant. In the classical logic, the formula ∼s(x) ∧ s(x)→d(x) is valid for any disease d, and hence the non-paraconsistent formulation based on classical logic is regarded as inappropriate to the application of this medical database. Apart from such a medical database, large and open concurrent systems also require the handling of paraconsistent scenarios because inconsistencies often appear and are inevitable in these systems. This is a reason why we need to combine PCTL and pCTL.
pCTL, which was introduced and studied by Aziz et al. in (Aziz et al., 1995) and Bianco and de Alfaro in (Bianco and de Alfaro, 1995) , is a probabilistic extension of CTL. To appropriately formalize probabilistic reasoning, pCTL uses a probabilistic or probability operator P ≥x , where the formula of the form P ≥x α is intended to read "the probability of α holding in the future evolution of the system is at least x." In (Bianco and de Alfaro, 1995) , pCTL and its extension, pCTL * , were introduced for verifying the properties of reliability and the performance of the systems modeled by discrete Markov chains. pCTL and pCTL * can appropriately express quantitative bounds on the probability of system evolutions. In addition, in (Bianco and de Alfaro, 1995) , the complexities of model-checking algorithms for pCTL and pCTL * were clarified. In (Aziz et al., 1995) , model-checking algorithms for the extensions of the abovementioned settings of pCTL and pCTL * were proposed for verifying probabilistic nondeterministic concurrent systems, in which the probabilistic behavior coexists with nondeterminism. These algorithms were also shown to exhibit polynomial-time complexity depending on the size of the systems.
The main difference between the pCTL settings by Aziz et al. (Aziz et al., 1995) and Bianco and de Alfaro (Bianco and de Alfaro, 1995) is the setting of the probability measures in the probabilistic Kripke structures of pCTL. In the present paper, PpCTL is constructed on the basis of a "probability-measureindependent" translation of PpCTL into pCTL. By this translation, a theorem for embedding PpCTL into pCTL is proven, which entails the relative decidability of PpCTL with respect to pCTL, i.e., the decidability of pCTL implies that of PpCTL. This fact indicates that we can reuse the existing pCTL-based verification algorithms by Aziz et al. (Aziz et al., 1995) and Bianco and de Alfaro (Bianco and de Alfaro, 1995) The structure of this paper is as follows. In Section 2, the new logic PpCTL, which is an extension of both PCTL and pCTL, is introduced on the basis of a paraconsistent probabilistic Kripke structure with two types of satisfaction relations. Some remarks on PpCTL are also provided in this section. In Section 3, a theorem for embedding PpCTL into pCTL is proven using a new translation function. As a corollary of this embedding theorem, a relative decidability theorem for PpCTL, wherein the decidability of pCTL implies that of PpCTL, is obtained. Note that the proposed translation is regarded as a modified extension of the existing translation, which was used by Gurevich (Gurevich, 1977) , Rautenberg (Rautenberg, 1979) , and Vorob'ev (Vorob'ev, 1952) to embed Nelson's three-valued constructive logic (Almukdad and Nelson, 1984; Nelson, 1949) into positive intuitionistic logic. In Section 4, some illustrative examples for describing the SQL injection attack detection algorithm proposed by Sonoda et al. are presented on the basis of the use of PpCTLformulas. In Section 5, this paper is concluded and some related works are addressed.
LOGICS
Formulas of PpCTL are constructed from countably many atomic formulas, → (implication) ∧ (conjunction), ∨ (disjunction), ¬ (classical negation), ∼ (paraconsistent negation), P ≤x (less than or equal probability), P ≥x (greater than or equal probability), P ≺x (less than probability), P ≻x (greater than probability), X (next), G (globally), F (eventually), U (until), R (release), A (all computation paths) and E (some computation path). The symbols X, G, F, U and R are called temporal operators, and the symbols A and E are called path quantifiers. The symbols P ≤x , P ≥x , P ≺x and P ≻x are called probabilistic operators or probability operators. A formula P ≤x α is intended to read "the probability of α is at least x." The symbol ATOM is used to denote the set of atomic formulas. An expression A ≡ B is used to denote the syntactical identity between A and B. An expression α ↔ β is used to represent (α→β) ∧ (β→α).
Definition 2.1. Formulas α are defined by the following grammar, assuming p ∈ ATOM and x ∈ [0, 1]:
Note that pairs of symbols like AG and EU are indivisible, and that the symbols X, G, F, U and R cannot occur without being preceded by an A or an E. Similarly, every A or E must have one of X, G, F, U and R to accompany it. It is remarked that all the connectives displayed above are required to obtain a theorem for embedding PpCTL into pCTL. A path in a ppk-structure is an infinite sequence of
The symbol Ω s is used to denote the set of all paths beginning at s.
Some remarks on the ppk-structure defined above are given as follows.
1. The definition of µ s is not precisely and explicitly given in this paper since the proposed translation from PpCTL into pCTL is independent of the setting of µ s .
2. There are many possibilities for defining a probability measure µ s . Some typical examples of probability measures are addressed as follows.
(a) In (Bianco and de Alfaro, 1995) , two probability measures µ + s and µ − s , called minimal probability and maximal probability, respectively, are adopted in pCTL. (b) In (Aziz et al., 1995) , a probability measure µ s concerning some discrete Markov processes and discrete generalized Markov processes is adopted in pCTL.
3. The probability measures µ + s and µ − s used in (Bianco and de Alfaro, 1995) 
where µ s,η with a strategy η concerning nondeterminism is a unique probability measure on B s .
4. The probability measure µ s used in (Aziz et al., 1995 Some remarks on PpCTL are given as follows. 1. The intuitive meanings of |= + and |= − in PpCTL are "verification (or justification)" and "refutation (or falsification)", respectively (Wansing, 1993; Kamide and Wansing, 2012) . 2. PpCTL is regarded as a paraconsistent logic. This is explained as follows. Assume a ppk-structure
∈ L + (s) for any distinct atomic formulas p and q. Then, M, s |= + (p ∧ ∼p)→q does not hold, and hence |= + in PpCTL is paraconsistent with respect to ∼. For more information on paraconsistency, see e.g., (Priest and Routley, 1982 
Proof. Let AT be a nonempty subset of ATOM, and AT ′ be the set {p ′ | p ∈ AT} of atomic formulas. Suppose that M is a ppk-structure S, S 0 , R, µ s , L + , L − such that L + and L − are mappings from S to the power set of AT. Suppose that N is a pk-structure M := S, S 0 , R, µ s , L such that L is a mapping from S to the power set of AT∪ AT ′ . Suppose moreover that for any s ∈ S and any p ∈ AT,
The lemma is then proved by (simultaneous) induction on the complexity of α.
• Base step: Case α ≡ p ∈ AT: For (1), we obtain:
• Induction step: We show some cases. Case α ≡ β→γ: For (1), we obtain: 
Case α ≡ ¬β: For (1), we obtain:
Case α ≡ ∼β: For (1), we obtain: M, s |= + ∼β iff M, s |= − β iff N, s |= f (∼β) (by induction hypothesis for 2). For (2), we obtain: M, s |= − ∼β iff M, s |= + β iff N, s |= f (β) (by induction hypothesis for 1) iff N, s |= f (∼∼β) (by the definition of f ).
Case α ≡ AXβ: For (1), we obtain: M, s |=
For (2), we obtain:
Case α ≡ P ≺x β: For (1), we obtain: Some remarks on the decidability are given:
1. The logic pCTL with two probability measures µ + s and µ − s by Bianco and de Alfaro is decidable (Bianco and de Alfaro, 1995) . The logic pCTL with a probability measure µ s by Aziz et al. is also decidable (Aziz et al., 1995) . Thus, the extended PpCTLs based on the above pCTLs are also decidable by Corollary 3.5.
2. Since the mapping f from PpCTL into pCTL is a polynomial-time reduction, the complexity results for PpCTL becomes the same results as those for pCTL., e.g., if the model-checking problem for pCTL is deterministic PTIME-complete, then so is PpCTL.
3. The model-checking, validity and satisfiability problems for both CTL and its paraconsistent extension PCTL (Kaneiwa and Kamide, 2011 ) are known to be EXPTIME-complete, deterministic EXPTIME-complete and deterministic PTIMEcomplete, respectively.
ILLUSTRATIVE EXAMPLES

SQL Injection Attack Detection
SQL injection (Clarke, 2009 ) is one of the numerous malicious attack methods used to exploit security vulnerabilities on SQL database servers. An attacker sends injection codes through a network to illegally obtain stored information from the SQL database servers. An automatic detection method for SQL injection attacks is explained here on the basis of the studies reported by Matsuda et al., 2011; Koizumi et al., 2012) . They utilized the contained rate of suspicious characters over the length of an input string. Consider that an automatic detection program attempts to determine if the ith input string l i (i = 1, 2, . . .) to an SQL database server is obtained as a result of an SQL injection attack. Then, the contained rate p i can be defined as:
where #S is the number of suspicious characters and |l i | is the length of the ith input string. Automatic detection with p i is executed on the basis of the following rule:
where h(p i ) = 1 indicates that the detected result is an attack string, h(p i ) = 0 implies that it is a normal string, and α is a predetermined threshold value. A set S contains some suspicious characters (e.g., a space, semi-colon, single quotation, etc.) in the input string of some SQL injection attacks. In the experiment by , each attack detection rate µ A and normal detection rate µ N for the underlying characters was calculated by changing the threshold α. An overall detection rate µ is defined as the weighted average of µ A and µ N :
where a real number β, which satisfies 0 ≤ β ≤ 1, is the weight of the normal string over the input strings. The use of the SQL injection attack detection algorithm explained above is assumed in the following discussion.
Representing Paraconsistency
Now, we consider some example formulas for SQL injection attacks. The paraconsistent negation connective ∼α in PpCTL is used to represent the negation of an uncertain or ambiguous concept "attack". If we cannot determine whether an input string is obtained by an SQL injection attack, then this concept is regarded as uncertain. The uncertain concept attack can be represented by asserting the inconsistent formula of the form: attack ∧ ∼attack where ∼attack represents the uncertain negation information that can be true at the same time as attack, which represents positive information. This is well-formalized because the formula of the form: (attack ∧∼attack)→⊥ is not valid in PpCTL.
We can also present the following formula: EF(attack ∧ ∼attack) which implies: "There exists a situation in which a string input is considered to be obtained as both an SQL injection attack and a non-SQL injection attack, i.e., we cannot determine by the algorithm whether a string was obtained from an attack." In addition, we can present the following formula: EF(crashed ∧ AG crashed) which implies: "There is a situation in which a crashed database caused by an SQL injection attack will not function again."
Representing Probability
We can express Example 4.1 as the following formula: AG(P ≤0.08 α ∧ (p i < α) → ∼attack) which implies: "If the threshold value α is at the most 8 percent and the contained rate p i is greater than α, then the string was probably not obtained by an SQL injection attack, i.e., it can be regarded as a normal string."
Let µ A and µ N be an attack detection rate and a normal detection rate, respectively. Then, we can present the following formula: AG(P ≥0.08 µ A ∧ P ≥0.02 µ N → attack) which implies: "If the attack detection rate µ A and the normal detection rate µ N with respect to some fixed characters in the underlying string are at least 8 percent and at least 2 percent, respectively, then the string is obtained by an SQL injection attack, i.e., it is regarded as a malicious attack string."
Similarly, we can present the following formula: AG (P ≺0.08 µ A ∧ P ≺0.02 µ N → ∼attack) which implies: "The string entered by someone is probably not obtained by an SQL injection attack." In addition, we present the following formula with the classical negation connective ¬: AG (P ≺0.02 µ A ∧ P ≺0.01 µ N → ¬attack) which implies: "The string entered by someone is clearly not obtained by an SQL injection attack, i.e., it is just a normal string."
Representing Experimental Facts
The single quotation mark "'" forms a set with the previous single quotation. A pair of single quotation marks appears, for instance, as "uid='user01'" which implies: "the user ID is user01." We can present this situation as the following formula: AG(singleQuotation ∧ EF singleQuotation → ∼attack) which implies: "At any time, if a single quotation "'" appears in the string described in a web form, and the corresponding (closed) single quotation "'" eventually appears in the same string, then such an input string is probably not obtained as an SQL injection attack."
The statement "OR 1=1" is sometimes used in an attack string. Then, we present this situation as the following formula: AG(EF or1=1 → attack) which implies: "At any time, if the statement "OR 1=1" eventually appears, then such an input string was probably obtained as an SQL injection attack."
CONCLUSIONS AND RELATED WORKS
In this paper, the paraconsistent probabilistic computation tree logic (PpCTL) was introduced and studied. PpCTL was constructed by combining two existing extended temporal logics: paraconsistent computation tree logic (PCTL) and probabilistic computation tree logic (pCTL). Then, a theorem for embedding PpCTL into pCTL was proven using translation, which is independent of the probability measure setting. A relative decidability theorem for PpCTL, which states that the decidability of pCTL implies that of PpCTL, was also obtained as a corollary of this embedding theorem. This relative decidability theorem indicates that we can reuse some existing pCTLbased verification algorithms. Some illustrative examples for describing an SQL injection attack detection algorithm, involving the use of PpCTL, were also presented to highlight the virtues of combining paraconsistency (in PCTL) and probability (in pCTL). Some remarks are given as follows. A translation from PpCTL into PCTL was not given in this paper, although a translation from PpCTL into pCTL was given. The issue for obtaining a translation from PpCTL (pCTL) into PCTL (CTL, resp) has not been solved yet, because a formula with the probabilistic operators which have the probability measures is difficult to translate into a non-probabilistic formula of PCTL or CTL. In the meantime, we would like to extend the proposed embedding-based method for an extended PpCTL with the sequence modal operator which was introduced for expressing ontological or hierarchical information (see e.g, (Kamide, 2013) ). This issue is remained as a future work.
The rest of this paper addresses some closely related works. While the idea of combining paraconsistency and probability within a temporal logic is new, the idea of introducing a paraconsistent computation tree logic is not. In this study, PCTL (Kamide and Kaneiwa, 2010; Kaneiwa and Kamide, 2011) was used as a base logic for constructing PpCTL. However, there are some other paraconsistent variants of CTL. For example, a multi-valued computation tree logic, χCTL, was introduced by Easterbrook and Chechik (Easterbrook and Chechik, 2001) , and a quasi-classical temporal logic, QCTL, was proposed by Chen and Wu (Chen and Wu, 2006) . PCTL was introduced as an alternative to these logics. In addition, an extension PCTL * of PCTL has also been studied from the viewpoint of bisimulations for paraconsistent Kripke structures in paraconsistent model checking (Kamide, 2006) . Another extension of PCTL was also studied in (Kamide, 2013) for verifying student learning processes in learning support systems.
Compared with paraconsistent CTLs, several studies have been reported on probabilistic temporal logics, including probabilistic CTLs. The study in (Hansson and Jonsson, 1994 ) is a typical example of such a study. In (Hansson and Jonsson, 1994) , a probabilistic and real-time extension of CTL, also called PCTL, was introduced and investigated on the basis of an interpretation of discrete time Markov chains. In contrast to the probabilistic frameworks of pCTL and PpCTL, the notion of probability in PCTL is assigned to all the temporal operators in PCTL. For example, a PCTL formula with the form G ≤t ≥p α implies "the formula α holds continuously for t time units with a probability of at least p."
