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Abstrakt
Tato práce popisuje postup při tvorbě šachového programu umožňujícího hru člověka proti
počítači. V první části jsou vysvětlena pravidla šachů, další se věnují umělé inteligenci.
Práce se zabývá netradičními variantami šachu a změnám, které byly provedeny při im-
plementaci oproti klasické hře. Porovnává používané reprezentace šachovnice v počítači,
metody hraní her a techniky ohodnocení stavu hry. Cílem bylo dosáhnout vysoké umělé
inteligence použitím efektivních algoritmů.
Abstract
This thesis describes process of creating chess program allowing human play against compu-
ter. First part explains chess rules, next parts are about artificial intelligence. Thesis deals
with nontraditional chess variants and also with changes, which were made in implemen-
tation in comparasion with classical game. It compares usual chessboard representations in
computer, methods of playing games and techniques of evaluation chessboard state. The
aim was to achieve high artificial intelligence by using of effective algorithms.
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Kapitola 1
Úvod
Šachy jsou jednou z nejznámějších deskových her na světě. Pro svou oblíbenost u historic-
kých panovníků bývají často označovány také jako hra králů. Na rozdíl od většiny deskových
her neobsahují prvek náhody, o vítězi rozhodují pouze schopnosti hráčů. Revoluci v šachu
znamenalo v druhé polovině 20. století nasazení šachových programů, které díky velké da-
tabázi partií zlepšily přípravu šachistů.
Tato práce shrnuje techniky a algoritmy používané při tvorbě šachového programu
s důrazem na umělou inteligenci. Kromě tradičních šachů se věnuje i některým jiným vari-
antám této hry, určených zadáním. Výsledkem práce je vytvoření programu umožňujícího
hru člověka proti člověku nebo počítači.
Druhá kapitola se věnuje šachům jako deskové hře. Je zmíněn její vývoj, popsána hrací
deska, figury, základní pravidla i pokročilé tahy. S pravidly klasických šachů poté srovnávám
jejich netradiční varianty implementované v této práci.
V třetí kapitole popisuji základní principy při tvorbě šachového programu. Analyzuji
používané datové struktury, jejich vlastnosti demonstruji na příkladu. Velkou část věnuji
bitovým polím a algoritmům pro práci s nimi.
Činnost umělé inteligence je popsána ve čtvrté kapitole. Jsou zde probrány základní
metody hraní her a vysvětleny některé jejich optimalizace pro hru šachy.
Pátá kapitola analyzuje ohodnocovací funkci pro šachový program. Popisuje její složky
a častá rozšíření. První část se věnuje ohodnocení klasických šachů, ve druhé pak navrhuji
změny pro netradiční varianty.
Šestá kapitola popisuje implemntaci programu společně s výsledky získanými během
testování.
Poslední kapitola obsahuje zhodnocení dosažených výsledků a splnění cíle práce. Jsou
zmíněny i možnosti dalšího vývoje.
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Kapitola 2
Šachy
Šachy (resp. šach, z perského šáh, panovník) jsou desková hra pro dva hráče. Moderní
podoba šachu vznikla v 15. století v jižní Evropě, ovšem za jeho prapředka můžeme označit
starou indickou hru čaturanga [30] z 6. století. Hrály ji dva dvoučlenné týmy s figurami
symbolizujícími různé válečné jednotky. Hráči se ve svých tazích pravidelně střídali, počet
ok na hrací kostce určoval figuru, s kterou směli pohybovat.
Rozšířením do Persie vznikl šatrandž [10]. Počet hráčů se snížil na dva, navíc byl v Persii
zakázán jakýkoliv hazard, a tak se hrálo bez kostky. Odtud Arabové přinesli hru do Evropy,
kde došlo k dalšímu zatraktivnění pravidel, takže postupně vytlačovala starší varianty.
Všechna pravidla klasických šachů se do dnešní podoby ustálila až počátkem 19. století.
Od té doby se šachy změnily z oddechové zábavy na sport.
2.1 Pravidla
V této kapitole bylo čerpáno z [28]. Základní výbavou je šachovnice, čtvercová deska roz-
dělená na 8× 8 střídavě černých a bílých polí. Každé pole šachovnice je jednoznačně iden-
tifikovatelné dvojicí písmeno, číslice. Písmena A–H určují jednotlivé sloupce, číslice 1–8
udávají řadu směrem od bílého hráče. Na tato pole se umísťují dvě sady kamenů – bílá
a černá. Každá sada obsahuje tyto figury1:
• 8 pěšců
• 2 jezdce
• 2 střelce
• 2 věže
• 1 dámu
• 1 krále
Nejprve se vhodným způsobem (hodem mincí, podle pravidel turnaje) určí, který z hráčů
bude hrát bílými kameny. Tento hráč se označuje jako bílý, soupeř jako černý. Před zaháje-
ním hry (šachové partie) se kameny postaví do výchozího postavení, jak je vidět na obrázku
2.1. Hráči se ve svých tazích pravidelně střídají, partii zahajuje zpravidla bílý. Možnosti
tahu se nelze vzdát, ani když to pro hráče znamená nevýhodu. Provedení tahu spočívá
v přesunutí jednoho vlastního kamene v souladu s pravidly, navíc na cílovém poli nesmí být
kámen stejné barvy. Tah na pole s kamenem soupeře se nazývá braní nebo též vyhození.
1Některé zdroje označují jako figury pouze kameny silnější než pěšec.
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Obrázek 2.1: Počáteční rozmístění figur na šachovnici.
Soupeřův kámen je takovým tahem odebrán z šachovnice. K sebrání krále nemůže dojít.
Kameny, které může soupeř sebrat svou figurou, označujeme jako ohrožené.
Cílem hry je dát soupeři mat, což je neodvratitelné ohrožení jeho krále. V soutěžních
zápasech se z důvodů divácké popularity obvykle hraje s časovým limitem, který má každý
hráč k dispozici pro své tahy. Překročí-li hráč stanovený limit, prohrává.
2.2 Figury
Jak už bylo zmíněno, každý hráč disponuje 6 typy figur, vykreslenými na obrázku 2.2. Liší
se způsobem pohybu a použitím ve hře. Všechny s výjimkou jezdce se posouvají přímou
čarou (po řadách, sloupcích nebo diagonálách) tak, že nesmějí žádný jiný kámen přeskočit.
Obrázek 2.2: Šachové kameny. Zleva: pěšec, jezdec, střelec, věž, dáma, král.
Pěšec
Pěšec je nejslabší kámen ve hře, určený primárně k vytvoření obranné zdi před vlastními
figurami. Tahá jedno pole vpřed, bere diagonálně vpřed o jedno pole. Na rozdíl od ostatních
figur se může pohybovat pouze vpřed a při braní táhne jiným způsobem než klasickým.
Jezdec
Jezdec patří společně se střelcem mezi lehké figury. Jako jediná figura může přeskakovat
přes šachové kameny obou hráčů. Má charakteristický pohyb po šachovnici připomínající
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písmeno L – dvě pole svisle a poté jedno vodorovně nebo naopak. Proti střelci má tu výhodu,
že se pohybuje po polích obou barev.
Střelec
Pohybuje se diagonálně o libovolné množství volných polí. Vzhledem k povaze svého pohybu
figura střelce tahá vždy pouze po polích jedné barvy. Na začátku partie má hráč dva střelce,
každého umístěného na jedné barvě šachovnice. Podobně jako hráči se označují jako střelec
černý a bílý. Ztratí-li hráč střelce jedné barvy, soupeř na pole této barvy může lépe ukrýt
důležité figury. Z tohoto důvodu je výhodné držet ve hře co nejdéle oba střelce.
Věž
Po dámě je věž druhou nejsilnější figurou, společně s ní patří mezi těžké figury. Věž se
většinou používá až v pokročilejší fázi hry, aby nedošlo k jejímu předčasnému ztracení.
Táhne a vyhazuje podobně jako střelec, ale jde o pohyb po řadách nebo sloupcích.
Dáma
Jedná se o nejsilnější figuru v šachu, jejíž zbytečná ztráta často vede k prohrané partii.
Její tahy jsou sjednocením pohybů věže a střelce. Každý hráč má k dispozici jednu dámu.
Občasnou amatérskou chybou je prohození počátečního umístění krále a dámy. Umístění
figur se řídí pravidlem Dáma ctí barvu.
Král
Je nejdůležitějším kamenem ve hře, neboť smyslem hry je dát mat soupeřovu králi. Z tohoto
důvodu bývá dobře chráněnou figurou. Může se pohybovat libovolným směrem, avšak pouze
o jedno pole. Navíc hráč nesmí provést tah králem ani žádnou jinou figurou, při kterém
by jeho král mohl být napaden soupeřovou figurou. Toto ohrožení se označuje jako šach.
Protože krále nelze vyhodit, nesmí zůstat v šachu ani po dobu jednoho tahu. Hráč v šachu
musí okamžitě podniknout kroky k jeho odvrácení (přesunutí krále na bezpečnou pozici,
sebrání útočící figury, postavení vlastní figury mezi krále a útočníka).
2.3 Zvláštní tahy
Tah o dvě pole
Pokud se pěšec nachází v základním postavení, může táhnout až dvě pole vpřed. Podmínkou
je neobsazenost cílového pole i pole, přes které pěšec přechází. Pravidlo umožňuje pěšcům
rychleji zaujmout výhodnou pozici.
Braní mimochodem
Úzce souvisí s předchozím tahem. Pokud pěšec posunutý o dvě pole sousedí se soupeřovým
pěšcem ve vedlejším sloupci, může jej tento soupeřův pěšec v následujícím tahu vyhodit
pohybem, jako by se dříve pěšec posunul pouze o jedno pole. V pozdějších tazích již toto
pravidlo nelze uplatnit. Důvod zavedení braní mimochodem (z francouzského en passant,
během míjení) bylo znemožnit pěšci vyhnout se tahem o dvě pole sebrání soupeřovými
pěšci.
Proměna
Proměna kompenzuje nízkou hodnotu pěšců a může zvrátit průběh partie. Pokud se pěšci
podaří v průběhu hry obsadit poslední řadu šachovnice (8. řada pro bílého a 1. řada pro
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černého hráče), může se dle volby hráče proměnit v jezdce, střelce, věž nebo dámu. Volba
není ovlivněna počtem figur v sadě, tudíž je možné získat např. třetího jezdce. Pěšec je
odstraněn ze hry a na jeho místo postavena zvolená figura. Protože dáma je nejsilnější
figurou, jen zřídkakdy bývá pěšec proměněn v jinou figuru. V některých případech může
být zajímavá možnost proměnou v jezdce dát soupeři šach.
Rošáda
Je to jediný tah, při kterém lze najednou změnit polohu dvou figur stejné barvy. Používá
se k ukrytí krále nebo snadnému přesunu věže z kraje šachovnice. Rošádu může každý hráč
provést nejvýše jednou. Nejprve je král přesunut o dvě pole směrem k věži v rohu. Tato
věž se poté postaví se na pole vedle krále opačným směrem, než kterým rošáda proběhla.
Pro možnost zahrání rošády musí platit následující pravidla:
• král není před provedením ani po provedení rošády v šachu
• králem ani danou věží dosud nebylo taženo
• v žádném z polí mezi králem a danou věží nestojí jiná figura
• král nesmí přejít přes žádné pole, které ohrožuje nepřátelská figura
• král a vybraná věž musí stát na stejné řadě
Poslední pravidlo bylo přijato až v roce 1972. Vylučuje možnost provedení vertikální
rošády s věží vzniklou proměnou.
2.4 Pravidla konce hry
Mat
Dát soupeři mat je cílem hry. Jedná se speciální případ šachu, kterému se už žádným
způsobem nedá uniknout. Hráč, který dostane mat, prohrává.
Pat
Situace, kdy hráč na tahu není v šachu, ale zároveň neexistuje legální tah, který by mohl
provést. Při patu končí hra remízou.
Mrtvá pozice
V některých případech již nelze vyhrát ani s pomocí soupeřovy chyby, a proto hra končí
remízou. Dochází k tomu v koncové fázi hry, kdy už oběma hráčům zbývají poslední kameny.
Příkladem může být stav, kdy jeden hráč disponuje králem se střelcem a druhý jen králem.
Toto pravidlo jsem se rozhodl neimplementovat, protože mrtvá pozice vede ke splnění jedné
z následujících podmínek.
Pravidlo padesáti tahů
Smyslem tohoto pravidla je předejít nekonečné partii. Pokud nastane situace, že během
padesáti po sobě jdoucích tazích nedojde k sebrání žádné figury ani k pohybu pěšce, hra
končí remízou. Uplatnění tohoto pravidla při hře skutečných šachů vyžaduje záznam tahů.
Třikrát opakovaná pozice
Uplatňuje se v situaci, kdy se na šachovnici nejméně potřetí objevila zcela identická situace
(tzn. na tahu je stejný hráč, kameny stejných barev a stejného typu stojí na stejném místě
a mají stejné možnosti táhnout). V tomto případě má hráč na tahu možnost vyhlásit remízu.
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2.5 Implementované varianty šachů
I když si klasické šachy udržují své dominantní postavení, jejich netradiční varianty2 nabízí
mnohým hráčům zpestření. Varianty vznikaly šířením čutarangy do dalších zemí nebo si je
vymýšlejí sami hráči. Mohou se lišit velikostí šachovnice, rozmístěním figur, jejich počtem,
přidáním nových figur nebo změnou pravidel. Implementované varianty v této práci za-
chovávají původní šachovnici včetně sady figur. Ke klasickým šachům však přidávají nová
pravidla, což výrazně ovlivňuje taktiku hry. Varianty byly zpracovány podle serveru Brain-
King [11].
Žravé šachy (Anti Chess)
Vítězí hráč, který jako první ztratí všechny své figury včetně krále nebo nemůže provést tah.
Neexistuje šach ani mat, braní mimochodem, rošáda není povolena a pěšce lze proměnit
na krále. Vyhazování je povinné. Hráč může táhnout pouze figurou, kterou vyhodí figuru
soupeře. Pouze v případě, že žádná hráčova figura nemůže vyhodit žádnou soupeřovu, může
hráč tahat libovolně.
Berlínské šachy (Berolina Chess)
Hrají se na standardní šachovnici 8 × 8 se stejnou sadou figur, počátečním rozmístěním
i pravidly, jako pro klasické šachy. Jediný rozdíl je v tazích pěšců. Pohybují se diagonálně
vpřed, vyhazují vertikálně. Z prvotní pozice můžou táhnout až dvě políčka diagonálně. Této
změně je přizpůsobeno braní mimochodem, uplatňuje se tahem vpřed.
Válcové šachy (Cylinder Chess)
Na první pohled se hrají stejně jako klasické šachy. Rozdíl spočívá ve spojení sloupců A a H
k sobě a vzniká tak válcová šachovnice (viz obr. 2.3). Řádky spojené nejsou.
Obrázek 2.3: Možné tahy bílého střelce ve válcovém šachu.
Kostkové šachy (Dice Chess)
Varianta šachů s náhodným faktorem vycházející z původní čaturangy. Cílem je vyhodit
soupeřova krále, tedy neexistuje šach ani mat. Před každým tahem probíhá hod kostkou.
2Dostupné online na <http://www.pathguy.com/chess/ChessVar.htm>.
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Podle počtu ok se určí, jakým typem figury lze táhnout: 1 – pěšec, 2 – jezdec, 3 – střelec,
4 – věž, 5 – dáma, 6 – král. Pokud lze pěšce aktuálním tahem proměnit, může postoupit na
poslední řadu bez ohledu na hod kostky. Počet ok pouze rozhodne, v kterou figuru se
promění. Padne-li 1, pěšec může být proměněn v libovolnou figuru kromě krále. Ve svém
programu kontroluji, aby po hodu existoval možný tah, tedy alespoň tah proměny pěšce.
Vymřelé šachy (Extinction Chess)
Tuto variantu vymyslel Wayne Schmittberger v roce 1985. Vítězí hráč, který jako první za-
ujme všechny figury soupeře jednoho typu (8 pěšců, oba jezdce, střelce, obě věže, dámu nebo
krále). I když neexistuje šach ani šachmat, ztrátou krále hráč prohrává – je to jediná figura
svého typu. Pěšce lze proměnit v libovolnou figuru včetně krále, ale proměnou posledního
pěšce hráč prohrává.
Jezdcové šachy (Knight Relay Chess)
Velice specifická varianta šachů pocházející z roku 1972. Každá figura s výjimkou krále
a jezdce, která je chráněna vlastním jezdcem, dostává ke svým pohybům i jeho tahy. Takto
chráněný pěšec nemůže použít tahy jezdce k posunu na první a poslední řadu šachovnice.
Pokud se pěšec vrátí na svou původní pozici, může opět táhnout dvě políčka vpřed. Jezdec
samotný nemůže vyhazovat, být vyhozen, dávat šach ani mat. Braní mimochodem neexis-
tuje.
Recyklované šachy (Recycle Chess)
Patří mezi cyklické varianty šachů. To znamená, že některé figury, které byly odstraněny
z hrací desky, mohou být navráceny zpět a dále použity ve hře. Hráč může vyhodit svou
vlastní figuru (kromě krále) a v kterémkoliv svém dalším tahu ji libovolně umístit na ša-
chovnici. Pěšec nemůže být umístěn na první a poslední řadu. Pokud pěšec dosáhne poslední
řady, je místo proměny odebrán z šachovnice. Figury vyhozené soupeřem se již nemohou
vrátit do hry.
Tříšachové šachy (Three Checks Chess)
Tato hra přidává další pravidlo do klasických šachů. Hráč vítězí (kromě standardních šacho-
vých možností výhry), pokud dá soupeři šach potřetí v jedné partii. To znamená, že krále,
který byl již dvakrát v šachu, musí hráč co nejlépe chránit, protože další šach by znamenal
jeho prohru.
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Kapitola 3
Reprezentace šachovnice
Šachový program potřebuje udržovat přehled o rozmístění figur na šachovnici k ohodnocení
stavu hry a generování možných tahů. Volba vnitřní reprezentace šachovnice tyto úkony
silně ovlivňuje. Cílem je, aby se často prováděné akce, zejména generování tahů, vykonávaly
v co nejkratším čase. Existují dva přístupy. Reprezentace orientovaná na pole nese informace
o každém políčku šachovnice, např. je-li volné nebo jaká figura na něm stojí. Implementuje ji
pole. Opačný přístup, orientovaný na figury, udržuje přehled o každé figuře a jejím umístění.
K jeho reprezentaci se používají pole, seznamy nebo množiny.
3.1 8×8
Snad každého programátora bez zkušeností s psaním šachové aplikace by napadlo využít
dvourozměrné pole, případně jednorozměrné s 64 položkami. Každá položka reprezentuje
jedno políčko a udržuje o něm informace, např. je-li obsazené. Tato reprezentace se použí-
vala v začátcích šachového programování. Jedinou její výhodou je podobnost se skutečnou
šachovnicí. Důvodem, proč se již nepoužívá, je složitý generátor tahů. Při každém pohybu
figury musí program ověřovat, jestli nedošlo k překročení kteréhokoliv okraje šachovnice,
což významným způsobem prodlužuje výpočet.
Příklad: Jako demonstraci výhod a nevýhod každé reprezentace šachovnice provedeme
pro každou z nich simulaci generování tahů bílého jezdce z počáteční pozice B1 (obr. 3.1).
Pozice B1 je v dvojrozměrném poli reprezentujícím šachovnici vyjádřena souřadni-
cemi [0][1]. V příkladu budeme postupovat ve směru hodinových ručiček. První možností
je tah o dvě pole vpřed a o jedno doprava, tedy na C3. Ověříme, že nové souřadnice nepře-
kračují meze indexů a že toto pole není obsazené bílou figurou.
if (row + 2 < 8 AND column + 1 < 8) // 2 vpred, 1 doprava
if (sachovnice[row+2][column+1].color != WHITE)
moves.add(row, column, row+2, column+1);
V případě splnění podmínek přidáme tah do seznamu možných tahů a pokračujeme da-
lším směrem, tahem na D2. Přestože splňuje podmínky na polohu, v základním rozestavení
je toto pole již obsazené bílou figurou a tudíž se nejedná o možný tah. Pro další směry
proběhne vyhodnocování obdobně. Vidíme, že z osmi ověřovaných tahů jich šest není le-
gálních a z nich pět nemá pro dané umístění smysl testovat. Zde máme příklad zbytečného
zpoždění.
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Obrázek 3.1: Tahy jezdce na B1 v počátku partie.
3.2 Mailbox
Mailbox [5] odstraňuje nutnost kontroly mezí u reprezentace 8× 8. Implementuje ho pole
10× 12. K základní šachovnici jsou přidána políčka navíc, představující oblast mimo hrací
plochu a tvořící vnější schránku. Je jim přiřazena speciální hodnota, která indikuje neplat-
nou oblast. Generují se všechny tahy bez ohledu na kraje desky, jen se kontroluje, zda je
cílové pole platné. Dvě řady navíc na spodní a horní hraně šachovnice jsou nutné pro pohyb
jezdce, který může z krajní řady táhnout až o dvě řady mimo hrací plochu. Na každé straně
je však třeba přidat pouze jeden sloupec, protože ve zvolené reprezentaci jsou krajní sloupce
spojené.
110 111 112 113 114 115 116 117 118 119
100 101 102 103 104 105 106 107 108 109
8 90 91 92 93 94 95 96 97 98 99
7 80 81 82 83 84 85 86 87 88 89
6 70 71 72 73 74 75 76 77 78 79
5 60 61 62 63 64 65 66 67 68 69
4 50 51 52 53 54 55 56 57 58 59
3 40 41 42 43 44 45 46 47 48 49
2 30 31 32 33 34 35 66 37 38 39
1 20 21 22 23 24 25 26 27 28 29
10 11 12 13 14 15 16 17 18 19
0 1 2 3 4 5 6 7 8 9
A B C D E F G H
Tabulka 3.1: Indexování šachovnice u reprezentace mailbox.
Příklad: Princip pro generování tahů jezdce je téměř totožný s reprezentací 8×8. Roz-
dílem je, že se již nekontrolují dané meze polí, ale pouze se určí, zda cílové pole neobsahuje
hodnotu indikující oblast mimo šachovnici. Pole B1 se nachází na souřadnicích [2][2].
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3.3 0x88
Políčky navíc se podobá předchozí reprezentaci, tentokrát je však přidáno pouze 8 pravých
sloupců. Pole má celkem 128 prvků, používá indexaci 8b číslem (tabulka 3.2). Nejvyšší 4 bity
určují řádek, nejnižší 4 bity sloupec. Index pole A1 = 0, H8 = 119 = (01110111)2. Všechna
neplatná pole šachovnice mají index ve tvaru (1xxx1xxx)2. Tato varianta urychluje kontrolu
mezí šachovnice pomocí indexu. Používá se k tomu operace AND mezi indexem dané pozice
a hodnotou 0x88 = (10001000)2, podle které byla reprezentace [1] pojmenována. Pokud je
výsledek nenulový, jedná se o pozici mimo skutečnou šachovnici.
8 112 113 114 115 116 117 118 119 120 121 122 123 124 125 126 127
7 96 97 98 99 100 101 102 103 104 105 106 107 108 109 110 111
6 80 81 82 83 84 85 86 87 88 89 90 91 92 93 94 95
5 64 65 66 67 68 69 70 71 72 73 74 75 76 77 78 79
4 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63
3 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47
2 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
1 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
A B C D E F G H
Tabulka 3.2: Indexování šachovnice u reprezentace 0x88.
Příklad: Cílová pozice C3 je v této reprezentaci indexována hodnotou 34, binárně
00100010. K binární hodnotě můžeme dojít i jiným způsobem. Pole C3 má souřadnice
[2][2], tudíž horní i dolní čtveřice bitů bude mít hodnotu 2, binárně 0010. Operací AND
s hodnotou 0x88 zjistíme, zda leží pole na šachovnici.
00100010 AND 10001000 = 0
Jedná se tedy o platné pole a můžeme zkontrolovat neobsazenost pole vlastní figurou.
Jiná situace nastává při určování platnosti tahu ve směru dolů. Z původní pozice indexované
hodnotou 1 se dostaneme na 1 − 2 · 16 + 1 = −30, binárně v doplňkovém kódu 11100010.
Aplikováním logického součinu s 0x88 získáme nenulovou hodnotu, takže pole není součástí
skutečné šachovnice.
11100010 AND 10001000 = 10000000
3.4 Bitboard
Bitové pole nebo také bitboard [2] je naprosto odlišnou reprezentací orientovanou na figury.
Nějakému booleovskému jevu na políčku odpovídá jeden bit. Šachovnice má 64 polí, takže
jev na celé hrací ploše můžeme reprezentovat 64 bitovým číslem. Nultý bit bude v naší
notaci představovat pole A1, 63. bit pole H8. Příkladem jevu může být umístění bílých věží
na začátku partie. Stojí na polích A1 a A8, to je nultém a sedmém bitu, obsazené pole bude
značit bit nastavený na 1. Tento jev bude tedy reprezentován bitovým polem o hodnotě
20 + 27 = 129. Nastavení jednotlivých bitů je v tabulce 3.3.
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8 0 0 0 0 0 0 0 0
7 0 0 0 0 0 0 0 0
6 0 0 0 0 0 0 0 0
5 0 0 0 0 0 0 0 0
4 0 0 0 0 0 0 0 0
3 0 0 0 0 0 0 0 0
2 0 0 0 0 0 0 0 0
1 1 0 0 0 0 0 0 1
A B C D E F G H
Tabulka 3.3: Bitboard reprezentující rozestavení bílých věží na počátku partie.
Pro uložení informace o rozmístění všech figur na šachovnici je potřeba 12 bitových
polí, jedno pro každý typ figury dané barvy. Další bitboardy jsou využity pro generování
tahů. Hlavní předností této reprezentace je, že umožňuje provádět bitové operace, které jsou
obzvláště na 64 bitových systémech velmi rychlé. Jako reprezentace orientovaná na figury
má ještě jednu přednost. U předchozích reprezentací bychom v generátoru museli projít
cyklem celé hrací pole, abychom našli všechny figury. Takový přístup není vhodný zejména
v případě řídce osídlené šachovnice. U bitboardu máme neustále přehled o rozestavení figur.
Mnohé programátory odrazuje od použití bitových polí neintuitivní představa šachovnice.
Zdrojový kód bývá delší, protože potřebujeme funkce pro práci s jednotlivými bity.
Příklad: Velmi jednoduše můžeme zjistit všechny možné tahy bílého jezdce. Stačí mít
předdefinované pole 64 bitboardů, které obsahuje cílová pole pro každou počáteční pozici.
Bitboard tahů z pole B1 je v tabulce 3.4. Možné tahy tedy získáme následujícím postupem:
moves = knight moves[position] AND (NOT white pieces)
Všechna pole, na kterých se nachází bílé kameny, získáme provedením logického součtu
jednotlivých bitboardů.
white pieces = white pawn OR white knight OR white bishop
OR white rook OR white queen OR white king
8 0 0 0 0 0 0 0 0
7 0 0 0 0 0 0 0 0
6 0 0 0 0 0 0 0 0
5 0 0 0 0 0 0 0 0
4 0 0 0 0 0 0 0 0
3 1 0 1 0 0 0 0 0
2 0 0 0 1 0 0 0 0
1 0 0 0 0 0 0 0 0
A B C D E F G H
Tabulka 3.4: Bitboard reprezentující možné tahy jezdce na B1.
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3.4.1 Posunuté bitboardy
Možné tahy pěšce, jezdce nebo krále můžeme zjistit snadno pro každou pozici. Problém
nastává u tzv. klouzajících figur. Toto označení nesou díky svému charakteristickému po-
hybu střelec, věž a dáma. Můžeme definovat bitboardy i pro ně, ovšem rozsah pohybu je
omezený podle překážek na šachovnici, které na rozdíl od jezdce klouzající figury nemohou
přeskočit. Řešením jsou posunuté bitboardy (shifted bitboards [7]).
Příklad: Získání tahů vpravo bílé věže umístěné na poli s indexem position.
• Nejprve určíme všechna obsazená pole v daném směru. Předpokladem je definice
bitboardů pro jednotlivá umístění věže.
right = rook right[position] AND all pieces
• Pohyb věže limituje první překážka. Rozkopírujeme ji tedy na další pole ve směru
pohybu. Postupně provedeme bitový posuv současného stavu o 1 až 6 bitů a všechny
mezivýsledky sjednotíme. Získáme tak všechna pole, která se nachází za překážkou,
nikoliv první překážku.
right = (right << 1) OR (right << 2) OR (right << 3)
OR (right << 4) OR (right << 5) OR (right << 6)
• Bitový posun nastavil překážky i do sousední řady. Tento problém odstraníme apli-
kováním logického součinu s možnými tahy vpravo.
right = right AND rook right[position]
• Nyní už máme opravdu pole, na která věž nemůže táhnout vpravo. Operací XOR
současného stavu a možných tahů vpravo získáme pole, na která věž může táhnout.
right = right XOR rook right[position]
• Překážka může být i vlastní figura, takže nakonec vyloučíme všechna pole s umístěním
bílých figur.
right = right AND NOT white pieces
3.4.2 Bitcount algoritmus
Při reprezentaci šachovnice bitboardy program často potřebuje určit počet nastavených bitů
v bitovém poli. Tato situace nastává např. při zjišťování počtu figur. Skupina algoritmů
řešící tento problém nese označení bitcount1 [24].
Klasická metoda
Algoritmus prochází bitboard sekvenčně od nejméně významného bitu, kontroluje jeho stav,
nuluje ho a bitovými posuny postupuje k významnějším bitům. Prohledávání končí, je-li
1Někdy též population count nebo Hammingova váha.
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bitboard roven 0. Rychlost algoritmu závisí na umístění nejlevější 1. V optimálním případě
(nulový bitboard) můžeme získat výsledek, aniž by algoritmus vstoupil do těla cyklu. Nao-
pak nejhorší situace (nejvýznamnější bit nastavený na 1) znamená provedení tolika cyklů,
kolik bitů obsahuje bitboard.
Tato metoda se v praxi nepoužívá, protože v průměru dosahuje nejhorších výsledků.
Nemožnost alespoň částečného využití je způsobena tím, že v šachu nelze pro naprostou
většinu bitboardů předpokládat nastavení jen několika málo nejpravějších bitů.
Metoda řídkých jedniček (Sparse ones)
Metoda výchází z faktu, že při provedení logické operace AND mezi čísly n a n − 1 dojde
k vynulování nejpravější jedničky. Jak už název napovídá, používá se na bitboardy, které
obsahují malý počet jedničkových bitů. Algoritmus dosahuje lineární složitosti v závislosti
na počtu nastavených bitů. Ten je ovšem v některých bitboardech snadno odhadnutelný,
a tak se metoda řídkých jedniček může použít např. pro určení počtu věží hráče. Pokud
naopak předpokládáme velký počet nastavených bitů, lze použít obdobu algoritmu s negací
bitboardu.
Pseudokód:
int bitcount(Bitboard b)
{
int count = 0;
while(b)
{
count += (int)b & 1;
b >>= 1;
}
return count;
}
Algoritmus HAKMEM
Tato metoda [13] postupně rozděluje vstupní bitboard na menší části o velikosti mocnin
dvou, pro které zjistí počet nastavených bitů a zapíše jej do této části. Po vykonání prvním
průchodu bitových operací tvoří každou část 2 bity obsahující počet jedničkových bitů
v nich. Po dalším vykonání se totéž uplatní pro nibble. Takto můžeme pokračovat až do šesté
iterace, po které známe počet v 64b čísle. Celkem se provede 24 bitových operací. HAKMEM
vrací výsledek v konstantní době bez nutnosti větvení. Postup funguje i pro jiná než 64b
čísla.
Příklad: Získání počtu nastavených bitů v čísle 254 uloženém na 8 bitech.
1. Uložení počtu logických 1 ve dvojici do této dvojice.
b = 11111110 // 254
M1 = 01010101 // maska 1
b = (b AND M1) + ((b >> 1) AND M1)
b = (11111110 AND 01010101) + (01111111 AND 01010101)
b = 10101001
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2. Uložení počtu logických 1 ve čtveřici do této čtveřice.
b = 10101001
M2 = 00110011 // maska 2
b = (b AND M2) + ((b >> 2) AND M2)
b = (10101001 AND 00110011) + (00101010 AND 00110011)
b = 10101001
3. Uložení počtu logických 1 v Bytu do tohoto Bytu.
b = 10101001
M3 = 00001111 // maska 3
b = (b AND M3) + ((b >> 4) AND M3)
b = (01000011 AND 00001111) + (00000100 AND 00001111)
b = 00000111 // 7 bitů nastavených
3.4.3 Find first set
Find first set [27] tvoří další skupinu algoritmů pro práci s bitovými poli. Zjišťují pozici
nejméně významného bitu nastaveného na 1, což potřebujeme např. při generování tahů
pro figury daného typu. Určování můžeme provést na kopii bitboardu, vyhledanou pozici
vymaskovat a poté pokračovat s hledáním dalších nastavených bitů.
Klasická metoda
Nejjednodušší řešení je obdobou klasické metody u bitcount algoritmu. Na rozdíl od ní se
tato metoda ještě používá, přestože na moderních architekturách jsou cykly neefektivní
kvůli velkému větvení.
De Bruijnova metoda
Nicolaas Govert de Bruijn byl nizozemský matematik, který se nejvíce proslavil jako ob-
jevitel De Bruijnovy posloupnosti.
”
De Bruijnova posloupnost B(k, n) řádu n je cyklická
posloupnost dané abecedy A o velikosti k, kde každá n-tice nastane v posloupnosti právě
jednou [26].“ Pro určení indexu bitu využívá algoritmus posloupnost B(2,6). Abecedu tvoří
2 symboly – 0 a 1, posloupnost má délku 6. Takto pak lze indexovat pole s pozicemi nejméně
významných bitů nastavených na 1.
Pseudokód [3]:
int ffs(Bitboard b)
{
const int index64[64] = {
0, 1, 48, 2, 57, 49, 28, 3,
61, 58, 50, 42, 38, 29, 17, 4,
62, 55, 59, 36, 53, 51, 43, 22,
45, 39, 33, 30, 24, 18, 12, 5,
63, 47, 56, 27, 60, 41, 37, 16,
54, 35, 52, 21, 44, 32, 23, 11,
46, 26, 40, 15, 34, 20, 31, 10,
25, 14, 19, 9, 13, 8, 7, 6
};
16
// De Bruijnova posloupnost
Bitboard debruijn64 = 0x03f79d71b4cb0a89;
// nejprve je izolován LS1B: bb - -bb
// tento bit se pak chová jako bitový posun De Bruinovy posloupnosti
// výsledný index do pole je v horních 6b -> posun o 58b vlevo
return index64[((bb & -bb) * debruijn64) >> 58];
}
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Kapitola 4
Rozhodovací algoritmy
Typickým úkolem šachového enginu je nalézt nejlepší tah pro danou pozici. Předpokladem
je existence vhodné funkce, která je schopna obodovat libovolnou pozici. Kladné hodnoty
této funkce znamenají příznivý stav pro hráče na tahu, záporné pak příznivý stav pro
protihráče. Vítězství, respektive prohra, je hodnoceno extrémní hodnotou. Kvalitní imple-
mentace myslícího algoritmu je náročná především kvůli optimalizaci na rychlost. Cílem je
najít nejlepší možný tah v co nejkratším čase.
4.1 Minimax
Minimax [25] je základní rozhodovací algoritmus při hře dvou a více hráčů, hojně používaný
zejména ve starších jednodušších hrách. Název algoritmu vychází z faktu, že hráč na tahu
si vybírá tah vedoucí ke stavu s maximálním ohodnocením, protihráč volí naopak tahy
s výsledným minimálním ohodnocením. Jeho nevýhodou je, že prohledává všechny uzly,
i když už byl nalezen lepší tah.
Minimax prochází střídavě všechny možné tahy zvoleného hráče, poté tahy soupeře.
Proces se opakuje v závislosti na zadané hloubce vyhledávání. Pokud si oba hráči zvolí
nejlepší možný tah dle ohodnocovací funkce, algoritmus určí, jaký následující tah povede
k nejvýhodnější situaci. Minimax má malou paměťovou složitost, ale exponenciální časovou
složitost. Ta je ovlivněna hloubkou prohledávání a faktorem větvení. Zmenšení hloubky
prohledávání by mělo negativní vliv na úroveň hry. Šachy mají vzhledem k různorodosti figur
velký větvící faktor, a proto se v moderních šachových programech minimax modifikuje.
4.2 Negamax
Negamax [12] je praktická úprava minimaxu. Místo použití dvou funkcí určujících tah s
minimálním nebo maximálním ohodnocením pro daného hráče je implementovaná pouze
jedna, se střídavým znaménkem. Vychází z faktu, že výhoda jednoho hráče vyjádřená hod-
notou může být brána také jako nevýhoda soupeře hodnotou opačnou. Tato úprava ovšem
vůbec neřeší časovou složitost.
4.3 Alfa-beta
Alfa-beta [22] představuje nejznámější rozšíření minimaxu. Vrací stejný tah, ale ořeže
všechny větve, které nemohou ovlivnit výsledek. Udává se, že oproti minimaxu dosáhne ve
18
stejném čase až dvojnásobné hloubky propočtu [18]. Metoda byla pojmenována alfa-beta,
protože v ní rozšiřujeme původní minimax o hodnoty alfa a beta, které určují potřebné meze
k redukci prohledávacího stromu. Alfa je dolní mezí a zabraňuje zbytečnému vygenerování
tahů pro hráče, jenž je právě na tahu, a beta je mezí horní a zabraňuje vygenerování tahů
protihráče.
Pseudokód:
int alphabeta(int deep, Chessboard chessboard, int alpha, int beta)
{
int value;
List<Moves> moves;
if (deep == 0)
return evalFunction(chessboard);
moves = possibleMoves(chessboard);
foreach(m in moves)
{
makeMove(chessboard, m);
value = - alphabeta(deep - 1, chessboard, -beta, -alpha);
moveBack(chessboard, m);
if (value > alpha)
alpha = value;
if (value >= beta)
return beta;
}
return alpha;
}
4.4 Optimalizace pro hru šachy
4.4.1 Kaskádová metoda
V případě stromu s konstantním větvícím faktorem v a hloubkou h je časová složitost vh.
Konstantní větvící faktor představuje problém při snaze získat výsledek vždy v rozumném
čase. Představme si, že hrajeme partii s limitem na tah. Při příliš velké hloubce prohledávání
se může stát, že budeme mít k dispozici pouze nejlepší tah z několika propočítaných. Malá
hloubka zase ovlivní úroveň hry.
Řešením těchto problémů je kaskádová metoda [20], poskytující snadnější kontrolu vy-
hledávání než jednoduchá alfa-beta. Místo propočtu do hloubky n provede postupně pro-
počet do hloubek 1, 2, 3, . . ., n− 1 až n. Iteruje se, dokud zbývá čas nebo do dosažení ma-
ximální hloubky. Za nejlepší tah lze prohlásit nejlépe ohodnocený tah poslední dokončené
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iterace. Ani při dosažení maximální hloubky nemusí být vrácený tah skutečně dobrý. Ohod-
nocení listu proběhne bez ohledu na to, co se na šachovnici právě děje. Problém nastává,
když v hloubce o 1 větší proběhne důležitá změna, která výrazně ovlivní ohodnocení pozice.
Tento problém se označuje jako efekt horizontu (Horizon effect [29]) a vzhledem k omeze-
ným zdrojům počítače jej nelze plně odstranit. Částečně jej potlačuje dopočet do tiché
pozice.
Samotná kaskádová metoda způsobuje zpomalení, během kterého by program prohledal
asi čtvrtinu hloubky o jedna vyšší než je maximum. Její výhoda spočívá v možnosti použití
dalších heuristik, které činí výpočet rychlejší než při zadání pevné hloubky n.
4.4.2 Dopočet do tiché pozice
Dopočet do tiché pozice [14] patří k nejjednodušším a zároveň nejdůležitějším vylepšením
metody alfa-beta, které prohlubuje vyhledávání u důležitých uzlů prohledávaného stromu.
Výpočet se liší pro listy a to pouze v případě, že tento list není tzv. tichou pozicí. Jedná
se o pozici, která značí ustálený stav, tedy že nedojde k velké změně ve hře, jako je šach,
ztráta figury nebo proměna pěšce. Pokud můžeme list označit jako tichou pozici, proběhne
výpočet klasickým způsobem, v opačném případě pokračujeme v prohledávání podstromu
do další hloubky až do nalezení tiché pozice.
Hloubka dopočtu se omezuje, aby se neprohledávaly nesmyslné varianty, při kterých si
hráči navzájem berou silné figury, i když to není nezbytné. Dopočet spotřebuje určitý čas
a sníží základní hloubku prohledávání všech tahů, ale převládá jeho pozitivní efekt.
4.4.3 Třídění tahů
Kaskádová metoda poskytuje možnosti pro snadné třídění tahů [20] tak, aby na počátku
vyhledávání byly procházeny varianty, u kterých můžeme očekávat lepší výsledek. Ostatní
tahy pak vůbec nebudeme muset procházet nebo alespoň zúžíme interval prohledávání. Ob-
zvlášť efektivní je řazení v uzlech blízko kořene při prohledávání do velké hloubky. Třídění
nezaručuje urychlení výpočtu vždy, takže v některých případech může propočet začít ně-
kolika špatnými tahy.
4.4.4 Metoda sežer co můžeš
Heuristika [19] upravuje řazení uzlů. Tah měnící počet figur na šachovnici má větší šanci
stát se nejlepším tahem, než jednoduchý přesun figury. Počet těchto tahů navíc tvoří jen
zlomek všech možných tahů. Proto se prohledávané tahy seřadí tak, že vpředu budou ty,
při kterých dochází ke změně materiálu (braní nebo proměna pěšce). Můžeme preferovat
braní méně hodnotným kamenem.
4.4.5 Metoda nulového tahu
Povinnost táhnout znamená téměř vždy výhodu. Výjimkou jsou většinou jen některé kon-
covky. Jsou-li na šachovnici pouze králové a pěšci, nastává nevýhoda tahu (tzv. zugzwang)
zcela běžně.
Principem metody [21] je odebrání práva tahu soupeři a zahrání dvou tahů hráče na
tahu. Podmínkou druhého tahu pochopitelně je, že po prvním tahu není soupeř v šachu.
Po vykonání druhého tahu ohodnotíme vzniklou pozici. Pokud druhý tah pozici nijak ne-
zlepší, pak první tah nejspíše není nejlepší možný a můžeme jej vynechat při prohledávání.
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Cílem heuristiky je dosáhnout úspory času ořezáním slabých tahů ještě před započetím
rekurzivního zanořování.
4.4.6 Metoda okénka
Pro metodu okénka [23] je alfa-beta vlastně minimax s intervalem (alfa, beta) roztaženým
od mínus nekonečna do plus nekonečna. Když sestupujeme od kořene k listům, interval se
z obou stran svírá tak, abychom při jakémkoli ohodnocení listů získali správný výsledek.
Větším sevřením intervalu než podle metody alfa-beta by se stal propočet rychlejším, ovšem
výsledek už nemusí být správný. Tento interval můžeme zvolit podle výsledku předchozí
iterace. Pokud je výsledek propočtu ve zvoleném intervalu, dojde pouze k většímu ořezání
špatných variant. Je-li výsledkem některá z hraničních hodnot intervalu, celý propočet se
musí zopakovat s širším nebo posunutým intervalem.
4.4.7 Transpozice
Transpozice [8] v šachu je unikátní situace na šachovnici, která mohla nastat různými po-
sloupnostmi tahů. Shodné umístění figur ještě nezaručuje totožnost transpozicí. Mohou se
lišit hráčem na tahu, možností rošády nebo možností braní mimochodem.
Představme si koncovku, při které již neexistuje velký počet různých tahů. V rekurziv-
ním prohledávání se některé stavy šachovnice budou vyhodnocovat opakovaně v závislosti
na hloubce prohledávání. Řešením je ukládat již ohodnocené stavy. Při vyhodnocování nově
vzniklé situace pak nejprve projdeme uložené transpozice. Jednotlivá hodnocení se budou
ukládat do hash tabulky, kde klíčem je ohodnocovaná pozice na šachovnici. Pro reprezentaci
a ukládání transpozice potřebujeme nějakým způsobem jednoznačně a jednoduše vyjádřit
stav hry.
K tomuto účelu se používá Zobristovo hashování [9]. Jedná se o speciální druh tabulky,
která je indexovaná transpozicí. Cílem Zobristova hashování je získat unikátní klíč pro
jakoukoliv transpozici, navíc s naprosto odlišnými klíči pro dvě podobné pozice. I když
nemůžeme vyloučit možnost kolize, pravděpodobnost této situace nepředstavuje praktický
problém.
Pro reprezentaci šachovnice používá Zobristovo hashování 64b klíč. Při změně stavu
šachovnice je provedena operace XOR mezi současným klíčem s jiným, který reprezentuje
danou změnu. Tento princip připomíná provádění tahů s využitím bitových polí, protože
i zde lze jednoduše vrátit změny opakováním operace XOR nad danými klíči. Při inicializaci
se generuje pole pseudonáhodných čísel, která potřebujeme k určení klíče dané pozice. Jedná
se o tyto klíče:
• 64× 6× 2 klíčů pro identifikaci pole na šachovnici a každý typ figury obou hráčů
• klíč pro identifikaci hráče na tahu
• 2× 2 klíče pro indikaci rošád
• 8× 2 klíčů k indikaci možného braní mimochodem pro oba hráče
Dohromady tedy jde o 781 náhodných čísel. Pro některé varianty potřebujeme další klíče.
Zobristovo hashování využijeme i při kontrole třikrát opakované pozice. Postačí k tomu
ukládat si transpozice po provedení tahu a kontrolovat, zda aktuální hodnota dříve již
dvakrát nenastala.
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4.4.8 Implementovaná rozšíření
Ve svém programu jsem realizoval všechna uvedená rozšíření kromě metody okénka. Do-
počet do tiché pozice používám s omezením hloubky dvou tahů, aby nedocházelo k nekoneč-
nému prohlubování, způsobenému změnou materiálu v listu. Úpravu vyhledávání vyžadují
kostkové šachy, u kterých volám alfa-betu pro každý možný výsledek hodu a vrácené hod-
noty zprůměruji.
Velké prořezání stromu způsobuje řazení tahů. Uzly vyhodnocené jako nejlepší v před-
chozích iteracích se prohledávají jako první. Na druhé místo zařazuji stavy již dříve uložené
v tabulce transpozicí způsobující prořezání. Následují tahy, při kterých dochází k sebrání
soupeřova kamene, šachu nebo proměně. Zbylé uzly umísťuji na konec seznamu v pořadí,
v jakém byly vygenerovány.
Tabulka 4.1 ukazuje vliv rozšíření na rychlost vyhledávacího algoritmu. Nejprve pro-
běhlo vyhledávání s hloubkou 4 metodou minimax. Rozšíření jsou pak postupně aktivována
se zachováním všech předchozích.
Algoritmus Prohledané uzly Čas[s]
Minimax 870 124 4, 946
Alfa-beta 123 835 0, 842
Tichá pozice 1 236 102 9, 579
Kaskádová metoda 1 980 689 13, 507
Řazení tahů 13 308 0, 140
Tabulka transpozic 8 471 0, 109
Nulový tah 7 189 0, 094
Tabulka 4.1: Efektivita rozšíření vyhledávacího algoritmu.
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Kapitola 5
Ohodnocovací funkce
Již víme, jak získáme všechny možné tahy hráče a že šachový program vybírá nejvýhodnější
z nich propočtem do určité hloubky. V této hloubce musí umělá inteligence rozpoznat,
které z vniklých stavů jsou výhodné. K tomuto účelu se používá ohodnocovací funkce [4],
která extrémně ovlivňuje úroveň šachového programu. Jedná se o vyjádření šance hráče na
vítězství vzhledem k situaci na šachovnici. Pokud bychom mohli pro každou pozici simulovat
tahy až do konce partie, funkce by vracela pouze tři hodnoty: výhra, remíza, prohra. Kvůli
omezeným zdrojům ale musíme ohodnocení získaných pozic aproximovat. Běžně se používá
tato symbolika:
• Kladná hodnota – Stav výhodný pro hráče na tahu. Čím je tato hodnota vyšší, tím
příznivější je situace pro hráče.
• Nula – Stav hry je pro oba hráče stejně příznivý.
• Záporná hodnota – Stav nevýhodný pro hráče na tahu. Čím je tato hodnota menší,
tím nepříznivější je situace pro hráče na tahu. Minimální hodnota značí prohru.
Bez použití negamaxu by funkce vracela hodnotu vzhledem k barvě hráče, typicky
kladnou pro bílého a naopak. K ohodnocení stavu stačí používat celočíselnou aritmetiku.
5.1 Materiální ohodnocení
Jedná se o základní a zároveň nejdůležitější část ohodnocovací funkce. I začátečník rozpo-
zná příznivě se vyvíjející partii podle počtu a typu figur na šachovnici. Velikost materiálu
určíme jako součet síly kamenů hráče na šachovnici, pro kterého je funkce volaná. Hráč,
jenž disponuje větším množstvím materiálu, se podle tohoto hrubého odhadu nachází v lepší
pozici.
K vyjádření síly se používá relativní soustava založená na síle pěšce, která bývá zpravidla
100. Hodnoty figur se od první verze z roku 1944 v průběhu let mírně lišily, jak vyjadřuje
tabulka 5.1. Obecně platí, že jezdec a střelec jsou minimálně třikrát silnější než pěšec,
věž pětkrát a dáma přibližně desetkrát. Tabulka 5.2 obsahuje materiální hodnoty použité
v implementaci. Evaluace krále se obvykle neuvádí, protože k jeho ztrátě nemůže v klasickém
šachu dojít. Ovšem pro varianty s legálním braním krále je jeho ohodnocení nezbytné.
Hodnoty figur nemusí být konstantní po celou dobu hry. Na začátku partie je jezdec uži-
tečnější než střelec. Šachovnice obsahuje velký počet obsazených polí, která střelce blokují.
Naproti tomu jezdec je schopen přeskakovat kameny, rychle zaujmout strategickou pozici
a ohrožovat i několik soupeřových jednotek najednou. S uvolněným místem na šachovnici
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Zdroj Rok Pěšec Jezdec Střelec Věž Dáma
Max Euwe 1944 100 350 350 550 1000
Claude Shannon 1949 100 350 300 500 900
Alan Turing 1953 100 300 350 500 1000
Mac Hack 1967 100 300 350 500 975
Chess 4.5 1977 100 325 350 500 900
Tomasz Michniewski 1995 100 320 330 500 900
Hans Berliner 1999 100 325 333 510 880
Larry Kaufman 1999 100 320 325 500 975
Fruit 2005 100 400 400 600 1200
Larry Kaufman 2012 100 350 350 525 1000
Tabulka 5.1: Materiální hodnoty figur v různých programech. [6].
Figura Hodnota
Pěšec 100
Jezdec 330
Střelec 340
Věž 500
Dáma 950
Král 280
Tabulka 5.2: Použité materiální ohodnocení.
ale jeho význam klesá. Naopak střelci přibývá manévrovací prostor a tím i počet polí, která
kontroluje. Proto je vhodné v pokročilé fázi hry snižovat ohodnocení jezdce. Na druhou
stranu ale není nejlepší řešení snižovat sílu střelce na začátku partie. Pokud by došlo k jeho
výměně s podobně ohodnoceným jezdcem, v koncovce partie by jeho absence mohla způsobit
nevýhodnou pozici. Změna hodnoty figury v rozehrané partii je citlivý proces.
Programy zohledňující pouze faktor ceny figur využívají možnost sebrání soupeřovy
figury bez ohledu na cílové umístění a naopak se neúnavně brání ztrátě vlastních jednotek.
Pro některé stavy je toto ohodnocení dostatečné. Je-li hráč ve výhodě, většinou mu pak již
stačí vyměňovat figury obdobných sil a v koncovce zbylých figur tuto výhodu využít.
Nevýhodou tohoto přístupu je, že většinou neumožňuje obětování figury, i když je pro
hráče vzhledem k dalšímu vývoji na šachovnici výhodné. S materiálním hodnocením bychom
si teoreticky mohli vystačit, ale je nutné mít na paměti, že šachy nejsou jen o počtu kamenů.
Ohodnocovací funkce bere v úvahu i další aspekty, typicky pozici kamenů.
5.2 Poziční ohodnocení
Teprve poziční ohodnocení dává šachovému programu vlastní tvář. Tuto složku nelze za-
nedbat, přestože nepřesahuje odhodnocení poloviny pěšce. Je individuální pro každou figuru
vzhledem k poloze na šachovnici a fázi hry. Figury stojící na výhodných pozicích dostávají
ke své hodnotě bonus, netakticky umístěné kameny zase částečnou srážku. Tímto způso-
bem lze velmi jednoduše ovlivnit strategické myšlení počítače. Poziční hodnocení realizuje
tabulka celých čísel představující šachovnici (viz tabulka 5.3).
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8 −20 −15 −15 −10 −10 −15 −15 −20
7 −10 5 15 20 20 15 5 −10
6 −5 10 20 25 25 20 10 −5
5 −5 10 20 25 25 20 10 −5
4 −5 5 20 20 20 20 5 −5
3 −5 5 18 15 15 18 5 −5
2 −10 0 0 0 0 0 0 −10
1 −20 −15 −15 −15 −15 −15 −15 −20
A B C D E F G H
Tabulka 5.3: Poziční tabulka bílého jezdce.
Ve hře je důležité rychle obsadit střed šachovnice a ovládat veškeré dění, proto jsou
centrální pozice u většiny figur kladně hodnoceny. Markantní rozdíl je u pěšců, protože ti
svým pohybem posouvají obranný val a otvírají prostor pro manipulaci s dalšími figurami.
Po příliš pasivním zahájení, při kterém se hráči nepodaří kontrolovat střed šachovnice, hráč
těžko získává převahu. Těžkým figurám by v centru šachovnice hrozilo zbytečné sebrání,
takže pro ně výrazně kladné poziční ohodnocení v těchto partiích nemá smysl. Jiná situace
nastává na konci hry, kdy je snaha naplno využít potenciál silných figur.
5.3 Požívaná rozšíření
V širším významu může poziční složka zahrnovat další rozšíření, ale většinou jsou uváděna
zvlášť, protože k jejich realizaci se nevyužívá pole ohodnocení.
Některé šachové programy přičítají drobný bonus za každý možný tah a větší za krytí
vlastních nebo ohrožení soupeřových figur. Toto rozšíření jsem implementoval, ale ukázalo se
jako kontraproduktivní. Dostatečná hloubka prohledávání v kombinaci s vyhledáním tiché
pozice vrací téměř totožné hodnoty bez ohledu na použití rozšíření, navíc v lepším čase.
Ponechal jsem v programu pouze výpočet pohyblivosti krále v koncovce, aby se jej umělá
inteligence snažila
”
obklíčit“ a rychleji tak nalezla tah do matu. K ochraně krále můžeme
také sledovat jeho vzdálenost od nejbližšího kamene protivníka.
Mnoho začátečníků si neuvědomuje fakt, že kameny hráče nejsou na začátku hry roze-
stavěné v osové souměrnosti. Liší se králem a královnou. Král je slabší figura, navíc jeho
ohrožení může vést až k prohrané partii, proto je takticky správné útočit na jeho křídlo.
Program musí pochopitelně reagovat na změnu pozice krále. Příznivé ohodnocení této části
šachovnice způsobí souhru útočných figur a jejich zaměření na prolomení obrany ze strany
krále. Naopak je nutné obzvlášť bránit křídlo vlastního krále.
Ani s použitím dalších rozšíření nelze vytvořit dokonalou ohodnocovací funkci pro
všechny stavy. Klade se důraz především na její rychlost, díky čemuž lze prohledávat stavový
prostor do větší hloubky a předejít tak všem budoucím hrozbám.
5.4 Poziční ohodnocení jednotlivých figur
V této části jsou uvedeny všechny faktory, které byly zohledněny při tvorbě pozičních
tabulek. Uvádím i další použitá rozšíření.
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Pěšec
+ poloha na centrálních sloupcích
+ poloha pěšce blízko k proměně
+ volný pěšec (tj. pěšec na sloupci, na kterém není žádný soupeřův pěšec)
+ krytý pěšec (tj. volný pěšec krytý vlastní figurou)
− centrální pěšec na počáteční řadě
− poloha blízko krajním sloupcům
− izolovaný pěšec (tj. pěšec na sloupci, vedle kterého není sloupec s pěšcem téže barvy)
− zablokovaný pěšec (tj. pěšec neschopný dalšího postupu vpřed z důvodu postavení
nepřítelova pěšce)
− zdvojený pěšec (tj. pěšec na sloupci, na kterém se nachází jiný pěšec téže barvy)
Jezdec
+ postavení v centru
− na sloupci před jezdcem není pěšec
− postavení blízko okrajům šachovnice
Střelec
+ postavení na hlavních diagonálách
+ bonus za disponování střelci obou barev
− nedostatek soupeřových figur umístěných na polích stejné barvy, jako je barva střelce
Věž
+ na sloupci před věží není vlastní pěšec
+ umístění na volném nebo polovolném (obsazený soupeřovým pěšcem) sloupci
+ věž na předposledním řádku, kde může brát soupeřovy pěšce a uvěznit krále
+ zdvojení věží nebo věž vzájemně se kryjící s dámou
− jinak
Dáma
− většina tahů v první fázi hry (důležitější je obsazení centra pomocí ostatních figur)
Král
+ na počátku partie umístění na polích rošády, případně dobře bráněn v rohu
+ v koncovce umístění blízko středu šachovnice, kde má nejvíce možností vyhnout se
šachu
− jinak
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5.5 Změny ohodnocovací funkce v implementovaných vari-
antách šachů
Dobrá ohodnocovací funkce klasických šachů je základním stavebním kamenem pro odvo-
zené varianty. Musíme ji však přizpůsobit změnám v pravidlech. Pro většinu variant upra-
vuji poziční tabulky, v některých případech využívám dalších ohodnocovacích mechanismů.
Žravé šachy
• používájí pouze materiální složku
• materiální ohodnocení krále (šach ani mat neexistuje, pěšec může být proměněn
v krále)
• srážka za každý možný tah, při kterém dojde k sebrání soupeřovy figury
• ohodnocovací funkce vrací opačnou hodnotu než klasická verze
Berlínské šachy
• mírné snížení materiální ceny pěšce (pole pohyblivosti navíc nevykompenzuje ztrátu
jednoho pole braní, hůře se kryje)
• zrušení srážky za izolované, blokované a zdvojené pěšce
• zrušení bonusu za volné a kryté pěšce
Válcové šachy
• sjednocení pozičního hodnocení mezi všemi sloupci včetně srážky krajním pěšcům
• mírné snížení materiální hodnoty pěšců (nové pravidlo jim nepřináší takovou výhodu,
jako ostatním figurám)
• bonus k pozičnímu hodnocení na sloupcích, na kterých se nachází král, a vedlejším
Kostkové šachy
• zvýšení poziční hodnoty na polích okolo krále
Vymřelé šachy
• materiální ohodnocení krále (pěšec může být proměněn v krále)
• pro poslední figuru svého typu použito obranné poziční ohodnocení (podobně jako
u krále)
• zvýšení materiální hodnoty figury daného typu v závislosti na jejich klesajícím počtu
Jezdcové šachy
• bonus za každou figuru krytou vlastním jezdcem
• zvýšení pozičního ohodnocení jezdce na soupeřově polovině
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• zvýšení pozičního ohodnocení pro jezdce kolem vlastního krále (může sloužit jako zeď)
• zrušení bonusu za krytí jezdce
• snížení materiální hodnoty jezdce, protože nemůže brát (počet jezdců se může změnit
proměnou pěšce)
Recyklované šachy
• snížení kladného hodnocení posunu pěšců vpřed na soupeřově polovině (ztráta vynu-
ceným tahem na poslední řadu)
• zvýšení pozičního ohodnocení kolem vlastního krále
• do materiálního hodnocení započteny i figury odstraněné vlastním hráčem, ale se
srážkou za ztracený tah
• zrušení bonusu za pár střelců
Tříšachové šachy
• zvýšení pozičního ohodnocení kolem krále
• zvyšující se bonus za každý šach soupeři
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Kapitola 6
Implementace
Implementace probíhala v jazyce C++ s využitím frameworku Qt4. Tato volba umožňuje
budoucí začlenění projektu do jednoho velkého šachového programu s dalšími zpracovanými
variantami, již implementovaných v C++. Z tohoto důvodu jsem také použil a drobně
upravil grafické uživatelské rozhraní ze starší práce [16], viz obrázek 6.1. Výsledná apli-
kace umožňuje partii člověka proti člověku, proti počítači a také hru dvou umělých inte-
ligencí. Navíc bylo vytvořeno rozhraní pro komunikaci s Manažerem deskových her [17],
které umožňuje porovnání s jinými šachovými programy.
Obrázek 6.1: Grafické uživatelské rozhraní.
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K dispozici jsou tři možnosti vzhledu figur. Aplikace zvýrazňuje možné tahy hráče na
tahu, udržuje historii zahraných tahů a zobrazuje sebrané kameny vedle šachovnice. Lze
nastavit časový limit na tah. Pro kostkové šachy jsem využil ikonu hráče na tahu, místo
počtu ok zobrazuji přímo určený typ figury. U tříšachové varianty se vedle šachovnice zobrazí
čítače šachů daných soupeři.
Dále je možné vybrat úroveň umělé inteligence, lišící se hloubkou prohledávání: lehká –
2 půltahy, střední – 4 půltahy, těžká – 6 půltahů. Po dosažení hloubky probíhá dopočet do
tiché pozice. Některé varianty změnou pravidel zvyšují faktor větvení. Nejvýraznější rozdíl
je u recyklovaných šachů, u kterých určuji vlastní hloubku prohledávání pro každou úroveň
enginu. Dopočet do tiché pozice se pro tuto variantu příliš nehodí, protože tahy ovlivňující
materiál tvoří většinu. Umělou inteligenci lze také nastavit podle vlastních preferencí před
začátkem nové hry.
6.1 Popis důležitých souborů
Aplikace se skládá z celkem 14 zdrojových souborů, stejného počtu hlavičkových souborů
a 3 formulářů.
• ai.cpp – Třída umělé inteligence. Obsahuje metodu alphabeta() pro vyhledání nej-
lepšího tahu a další optimalizace.
• bitboards.cpp – Obsahuje všechny bitboardy pro generátor možných tahů, aktuální
bitbordy umístění figur, implementaci bitcount algoritmu a algoritmu find first set.
• eval.cpp – Ohodnocuje stav na šachovnici včetně rozšíření pro netradiční varianty.
Jsou zde definovány tabulky pozičního ohodnocení.
• chessboard.cpp – Vytváří grafické uživatelské rozhraní šachovnice. Umožňuje zvý-
razňovat vybraná pole nebo umístit na ně kameny. Obsahuje třídu Square pro jedno
pole.
• mainwindow.cpp – Hlavní okno aplikace. Definuje metody pro vykonání tahu, si-
mulaci tahu umělou inteligencí, získání možných tahů či ověření podmínek konce hry.
Obsahuje další třídy udržující informace o stavu hry.
6.2 Testování
Testování aplikace probíhalo dvěma způsoby. Při vývoji ohodnocovací funkce se velice pří-
nosná ukázala hra dvou odlišně nastavených umělých inteligencí proti sobě. Takto byla
odhalena většina chybných tahů. Pokoušel jsem se i určit nejlepší tah dané situace po-
mocí volně dostupných programů, ale tento postup se ukázal jako neefektivní. Druhým
způsobem, který otestoval i grafické rozhraní, byla hra člověka proti počítači. Tohoto pro-
cesu se zúčastnili celkem 4 hráči (3 na úrovni rekreačních hráčů, 1 pokročilý, v minulosti
s koeficientem Elo 1800). Úspěšnost programu při klasické hře dosahovala 77 %, při ostatních
variantách pak asi 69 %. Nejlepší výsledky měly varianty s odlišnými tahy figur.
Součástí testování bylo i porovnání umělé inteligence klasických šachů s jiným šachovým
programem [15]. Bez ohledu na výhodu prvního tahu partie skončila remízou pro opakování
pozice. Příčinou tohoto výsledku je nejspíše negativní ohodnocení stavu z pohledu obou
programů, takže remíza je brána jako úspěch. Také se umělá inteligence může bránit zahrání
špatného tahu.
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Kapitola 7
Závěr
Práce se věnuje analýze umělé inteligence pro hru šachy a problémům, které se během její
tvorby musí řešit. Popsal jsem všechny důležité komponenty šachového programu. V pří-
padech, kde se nabízí několik variant řešení, jsou postupně probírána s uvedením jejich
silných a slabých stánek. Důraz byl kladem na moderní šachové algoritmy. Existuje ovšem
řada dalších rozšíření, která jsem nezmínil z důvodu jejich složitého principu, nebo protože
nebyly použity. Příloha A obsahuje porovnání reprezentací šachovnice.
Výsledkem práce je aplikace, která umožňuje hru člověka proti člověku nebo umělé inte-
ligenci. Může být využita pro trénink i středně pokročilých hráčů. Kromě klasické hry bylo
implementováno celkem 8 netradičních variant šachů. Jejich pravidla jsou uvedena v práci
i v programu. Při tvorbě umělé inteligence pro tyto varianty bylo třeba vyjít z klasické
hry a určit nezbytné změny v algoritmech. Navíc bylo vytvořeno rozhrání, které umožňuje
vyzkoušet hru dvou umělých inteligencí proti sobě prostřednictvím šachového manažeru.
Budoucí začlenění aplikace do jednoho celku s ostatními variantami by mělo proběhnout
bez větších problémů.
Prostor k vylepšení zůstává zejména v další optimalizaci umělé inteligence. Vyhledá-
vací algoritmus je možné zefektivnit použitím dalších heuristik nebo přesnějším řazením
uzlů. Můžeme provést hlubší analýzu ohodnocovací funkce. Pro některé případy (malá
hloubka prohledávání) může být velice platná databáze koncovek, případně šablona za-
hájení. Zejména při hře dvou umělých inteligencí by bylo výhodné aktualizovat ohodnocení
tahu pro další partie (např. změnou pozičních tabulek) podle jeho dopadu na hru, případně
její výsledek.
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Příloha A
Porovnání rychlosti reprezentací
Tabulka A.1 zobrazuje rychlost generování tahů jezdce pro různé reprezentace šachovnice.
Reprezentace Čas[s]
8× 8 2, 636
Mailbox 1, 398
0x88 1, 117
Bitboard 0, 649
Tabulka A.1: Rychlost generování tahů jezdce po 10 000 000 průchodech.
Příloha B
Obsah CD
Přiložené CD obsahuje elektronickou podobu práce, všechny zdrojové kódy aplikace, pou-
žité obrázky a nezbytné knihovny. Pro rychlé spuštění na systému Windows je součástí
zkompilovaná verze programu i brainu s rozhraním pro Manažer deskových her. Ten je rov-
něž přiložen. Dále CD obsahuje brain druhého šachového programu, takže lze vyzkoušet
partii dvou rozdílných umělých inteligencí.
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