Tools and methods that transform higher level formalisms into logical database designs become very important. Rarely if ever do these transformations take into account integrity constraints existing in the "conceptual"
model. Yet these become essential if one is forced to introduce redundancies for reasons of e.g. query efficiency.
We therefore adopted the Binary Relationship Model (or "NIAM") Permission to copy without fee all or part of this material is granted provided that the copies are not made or distributed for direct commercial advantage, the ACM copyright notice and the title of the publication and its date appear, and notice is given that copying is by pemdssion of the Association for Computing Machinery. To copy otherwise, or to republish, requires a fee and/or spccitic permission. In this paper we describe a software workbench, named RIDL" and in particularly its engineering method. The workbench is based on the BRM and supports the activities related to the specification, design and generation of large and complex (relational) databases. The relational designs are generated from the conceptual database design (expressed in the BRM) using synthesis. The synthesis method for constructing a relational database from a (binary) conceptual design becomes quite complex if one wants to provide the flexibility needed for the design of large database systems. In this paper we concentrate on this important aspect of the RIDL' system. A short overview of the RIDL' system is given in section 3. (A much more extensive description, however not including the aspects covered in this paper, can be found in 171). Snapshots of RIDL*'s operation are given, taken from the screen of an Apollo workstation on which the software is currently available.
The overall example is a well-known hypothetical database system supporting the organization of conferences taken from the literature and known as the "CRIS-case" 1161. Figure  2 shows a picture of RIDL-G in action.
The binary conceptual. schemas developed with RIDL-G are stored in RIDL"s own meta-database.
It may contain several independent conceptual schemas. Its implement.ation is a relational database, and its design is partly "open", meaning that a comprehensive set of views is available to the RIDL* user to allow him to prepare his own style of data-dictionary and query metainformation for use in his particular project environment.
RIDL-A.
At each stage of the database engineering project the binary schemas may be checked for validity, completeness and consistency using RIDL-A, the analyzer module.
RIDL-A performs 4 specific functions: 1. It verifies the correctness of the schema according to the rules of the BRM. Certain rules of the BRM are enforced by RIDL-G as the schema is constructed, the others are checked on demand. 2. It determines whether the binary schema contains all necessary concepts to be a complete description. 3. It verifies the consistency of the set-algebraic constraints defined on the populations of roles and object types. 4. It detects non-referable object types in the conceptual schema, i.e. object types for which it is not possible to refer uniquely and unambiguously (oneto-one) to all of their instances. This one-to-one property should be inferable from constraints in the binary schema. This condition is needed because the values that will be stored in the (relational) database will be "lexical" and thus we need to be guaranteed of a lexical representation-(type) for each non-lexical object(-type).
RIDL-M.
The kernel of the RIDL" system and subject of this paper is the RIDL-M module. The "M" stands for Mapper. It takes all or part of the binary schema and generates a relational data schema, with additional cons train t specifications for the semantics given in the binary conceptual schema. Since most RDBMSs at this moment support constraints poorly, if at all except for unique indexes (keys) and/or NOT-NULL conditions, these generated formal constraint specifications may have to find their way into the eventual application designs "by hand".
RIDL-M also maintains extensive and precise maps (in both directions) allowing the application programmer to go back and forth between the conceptual schema and the relational schema figure 2. generated from it. As such they are nearly indispensable tools for the application designers: they describe how the modeling concepts from the application domain translate into the implementation language of the RDBMS, and vice versa. As an example we sketch the naive algorithm to transform a binary schema into a relational schema. We presume the binary schema to be correct and complete according to the rules of the BRM (as ascertained by RIDL-A). This RIDL-M architecture is illustrated in figure  5 . The transformation base contains the basic schema transformations, the rule base contains the rules which together with the user mapping options drive the transformation engine. The meta database contains the schema to be transformed.
The basic schema transformations and the proof of their correctness will be given in forthcoming work.
The mapping options.
As explained in section 4.1 the transformation process can be influenced by the database engineer. This can be done by exercising a number of "mapping options" that trigger the rules which influence the mapping process. These mapping options include : 1. control on the admissibility of null values in attributes, 2. the mapping of sublink types, 3. the choice of different lexical representations for a NOLOT, 4. the decision whether to combine tables, 5. when and how to omit certain tables. Mapping options to control denormalization are currently under development. Because of space limitations we only explain the first two mapping options. Syntaxes for SYBASE and other RDBMSs are in the works. Below is a fragment of a generated SQL2 schema definition for the binary schema of figure  6 . Notice the additional semantics, given in an SQL-like fashion, which express the constraints specified in the conceptual schema. They are added as comment lines because (even) the SQL2 standard does not currently support these type of constraints.
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