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Executive Summary 
The contents of this project will cover the research and development of a Sensor Module 
that not only returns some original functions to the Pioneer Robot but also adds an array of 
more complex sensors. The aim of these sensors is to allow the Pioneer Robot and its 
remote operator to more accurately view and measure the immediate surroundings. 
 
The development of a Human Machine Interface for the Sensor Module is also achieved in 
order for the remote operator to more easily understand and modify the properties of the 
Sensor Module. In line with the control philosophy of the Pioneer Robot, a network of 
microcontrollers will be used in order to co-ordinate the information required to achieve this 
goal. 
 
The development of a reliable wireless communications interface between the Pioneer 
Robot is another important aspect of this project. The creation of this wireless link will allow 
the Robot to be used for demonstrative purposes by staff and students who do not possess 
an in-depth knowledge of the underlying electronics or microcontroller code. 
 
The completed system will serve future students as a learning apparatus that can be 
modified to further their microcontroller knowledge and control system experience. The 
software and hardware that will be used in this project already exists at Murdoch, and will 
allow future students the opportunity to interact with more complex and intelligent sensors 
and networks while using familiar programs and programming languages. 
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1.0 - Introduction 
Since their development, microcontrollers can be found in almost any home or factory, and 
are spread throughout industries across an array of applications. The main reason for this is 
the increased “flexibility, features, power and cost” [1] that a microcontroller can offer for 
control and measurement applications over a standard personal computer. [2] 
 
As the development of smaller electrical components and newer processor technology 
increases, the range, capabilities, and speed of microcontrollers have increased to the point 
where some have the same functionality and power as a laptop, while maintaining a small 
footprint. One use for a microcontroller is inside a robotic vehicle such as the Pioneer Robot. 
The ability to remotely control a vehicle yields a massive advantage to an operator, 
especially for a vehicle the size of the Pioneer Robot. Remote control and monitoring of a 
vehicle like the Pioneer Robot also allows for the exploration of hazardous and/or otherwise 
humanly inhabitable terrain. Examples of these are deep sea exploration vehicles, bomb 
disposal robots and remote surveillance vehicles. [3] 
 
When the original Pioneer Robot was purchased, it was a robotic vehicle that had the ability 
to view, measure, and interact with its environment. This robot was purchased as an 
educational tool for use during the course of Murdoch University’s Industrial Computer 
Systems and Instrumentation and Control Engineering Degrees. The Pioneer Robot has 
undergone a rebuild in both software and hardware since its purchase and has yet to have 
all of its original features implemented and fully functional. [3] 
 
The reason for the internal controller replacement was so that the Pioneer Robot could be 
more easily integrated into the Murdoch University’s Engineering courses. By replacing the 
original Single Board Personal Computer with a host of microcontrollers, both staff and 
students would be more familiar with the Pioneer Robot’s internal control components. It 
was also believed that having more than one microprocessor onboard would allow the robot 
to partially function even if one module of the robot was not. The integration of multiple 
microprocessor boards into the Pioneer Robot would also allow for future expansion and 
networking possibilities for the University’s students. 
 
In prior years at Murdoch University, previous projects have been run that were concerned 
with development of microcontroller systems to control the Pioneer Robot, hereafter 
PRobot. One of these projects was to retrofit the internal hardware and software to control 
the internal systems of the Pioneer Robot, while another project was concerned with 
developing a differential GPS system suitable for robot navigation that was cheap but rugged 
and reliable. 
 
The original Pioneer robot had a Canon brand video camera to view its surroundings and 
feed this information wirelessly back to a remote operator screen. This project focuses on 
resurrecting this video capability using modern hardware and techniques to produce a 
reliable video feed in the Murdoch University laboratory environment. Along with the 
camera functionality being restored, additional sensors and actuators that allow the robot to 
better navigate and measure its environment will be added. 
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The types of sensors that give a navigational advantage and work well with other systems on 
the PRobot would include an accelerometer, gyroscope, magnetometer and possibly some 
light-based distance sensors that do not interfere with the ultrasonic ones already equipped 
on the PRobot. With these functions restored to the PRobot, there was also the possibility to 
integrate the module into a network the different controllers and systems to form one 
robotic package. The components and systems that were to be placed on the PRobot were 
required to be legally operated without a special license or restrictions so that the module 
could be used for educational purposes and without special training. For this reason, careful 
consideration would have to be given to the components of the module in order for it to be 
easily operated by inexperienced and non-technical operators. 
 
At the beginning of the project, it was suggested that certain types of microcontroller and 
camera should be used so that the Instrumentation and Control Engineering and Industrial 
Computer Systems Engineering students would be familiar with the hardware and software. 
From discussions with the unit co-ordinator, Arduino microcontrollers were chosen for the 
module as these would expose the students to a familiar but different type of 
microcontroller and programming language. Arduino microcontrollers are also easily 
programmable, and have a large online support community with large amounts of freely 
available code and examples.[4]   Page | 14  
 
2.0 – Thesis Background & History 
In the past, the Pioneer Robot has been the subject of theses and projects at Murdoch 
University. After the robot had been purchased, attempts to use the robot in an educational 
environment were tried and failed. This was primarily due to the complex nature of the 
different components of the control system that was a Linux based embedded PC. It was 
decided in the past by the two supervisors of this thesis, Dr. Gareth Lee and Associate 
Professor Graeme Cole, to strip and rebuilt the control system within the Pioneer Robot so 
that there were individual subsystems that were simple, modular and more student-friendly. 
 
As part of the Industrial Computer Systems Engineering course students had used and 
programmed a Motorola 68HC11 microcontroller using SwiftX Forth. With this in mind, the 
68HC11 was chosen as the onboard controller for the Pioneer Robot to control the onboard 
motors and ultrasonic distance sensors. [5] 
 
 A previous student had investigated the Pioneer Robot's sensors and actuators and 
implemented a control system that used a 68HC11 as the microcontroller [5]. A current 
student is furthering the progress of the Pioneer Robot and its base functions as well as the 
onboard sensors [6]. It should be noted that a DGPS system has also been developed in a 
previous thesis, but has not yet been integrated into the Pioneer Robot. [2] 
Pioneer Robots Past Capabilities 
 
Figure 1 Image of the Pioneer Robot 
 
In the Figure above is the current Pioneer Robot after various hardware and software 
upgrades. When purchased some of the original Pioneer Robot hardware included a Linux Page | 15  
 
based PC, Ethernet wireless communications, DGPS, analog video camera and a wireless 
analog video sender set.[7] 
 
Along with these hardware components, the Pioneer Robot came with software that was 
capable of controlling and monitoring the speed, distance and position of the Pioneer Robot. 
This software also included a package that allowed for "colour-based object tracking" 
onboard the robot. This allowed the robot to find, track and follow objects [7]. Of the 
hardware components, the camera, pan/tilt brackets and wireless video feed are of the most 
concern to the topic of this thesis. In order to reproduce or improve the original camera 
system, the specifications and functionality of the old one must first be examined. [8] 
 
The camera previously attached to the Pioneer Robot had a colour camera that has 
autofocus capabilities as well as being able to be remotely controlled via a proprietary 
software package and an RS232 connection. The camera also has the following additional 
characteristics shown in Table 1 below. 
 
Table 1 Additional properties of the original Pioneer Robot camera 
Camera Property   
Optical Zoom  x26 
Digital Zoom  x12 
Weight  420g 
Resolution  480 x 350 
Video format  Analog NTSC 
Minimum illumination  1 lux 
 
Looking at the original specifications, a colour camera that has zoom, pan and tilt 
capabilities, and operates in low light would be an acceptable component. The camera 
should also be as light as possible to reduce the forces that the pan tilt bracket servos must 
constantly produce. The Pioneer Robot camera was also capable of communicating via 
RS232 with the onboard computer to get various commands. Some form of remote control 
of the camera functions would also be a desirable feature, especially if this included a zoom 
function. This feature would be a useful addition to the PRobot for surveillance tasks.[7][8] 
 
The PRobot also included a wireless Ethernet link from the onboard PC to the remote 
operator station [7]. This system has been removed since the rebuild, and has a limited 
range of less than 10 meters in and around the Engineering laboratories at Murdoch 
University. Re-establishing reliable wireless communications from and to the PRobot and 
Sensor module would be a desirable feature. [8] 
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3.0 - Design Process 
During the research and learning phase of the thesis, it was quickly realised that there were 
multiple ways of achieving the same goal of re-establishing a video camera feed to the 
PRobot. Given that the main goal was to re-establish a video feed, the first item considered 
was the video camera. 
 Initial Video Camera Thoughts and Research 
There were 3 methods of video capture that were considered for this thesis. 
•  Raw Pixel Data – This method involved interfacing with a camera that had onboard 
circuitry that produced raw digital pixel data. This raw data came in the form of 3 
bytes per pixel from the cameras sensor. Each byte was an integer between 0 and 
255. These integer values represent the RGB data that is required to form a digital 
image.[9] 
•  Digital Video Data – This form of video was associated with a USB (or likewise) data 
protocol that has already captured and formatted the video signal into something 
that higher level PCs or higher end microcontrollers are able to use. 
•  Analog Video Data – Is a form of video signal that uses an analog signal between 0 
and 1V in order to represent an image. The camera in this case would produce the 
video signal in one of two common analog video formats, PAL or NSTC.  There are a 
range of video cameras that are readily available and produce these types of video 
signal. [10][11] 
It was originally intended to attempt to interface with a camera that produced raw pixel 
data. This was seen as a skilful and thesis-level project that would allow the onboard 
microcontroller and the student access to raw image data. From a control perspective, this 
would be excellent for onboard image processing and control based on algorithms that the 
students could write and test without the use of a PC. The primary issue that ruled out the 
use of a raw pixel data producing camera was the speed of processing that would be 
required to capture and transmit such a volume of information.[11] 
 
In order to simply quantify the amount of data present in a video signal with a frame rate of 
15 FPS and a resolution of 320 by 420 pixels, Equation 1 was used. Using the standard colour 
depth for such a camera of 256 the CCD or CMOS of the video camera produces 6,912,000 
bytes per second. 
 
Equation 1 Bytes produced per second by a raw RGB camera sensor 
𝐵 = �(𝑅 ∗ 𝐶) ∗ 3� ∗ 𝐹 
B = Bytes per second 
F = Frame rate 
R = number of pixels per row 
C = number of pixels per column 
 
When microcontrollers like the Arduino Mega2560 or 68HC11 are considered, the 
processing speeds of these microcontrollers are nowhere near fast enough to be able to 
capture and transmit this amount of data. It was also noted that even if the microcontroller 
was able to capture 6.912MB/s of pixel data, it impossible to send this information to a 
remote HMI screen, as the fastest configurable serial baud rate for an Arduino is 115,200 
bits/s.  Page | 17  
 
 
Equation 2 Baud rate to bytes per second calculation 
𝐵 =
𝑏𝑟
8
 
B= Bytes per second 
br = specified baud rate (bits/s) 
 
Using Equation 2, it was found that only 14,400 bytes can be transmitted per second from an 
Arduino serial port that has a baud rate of 115,200 bits/s. This is not taking into account any 
other function of the microcontroller, meaning that even this rate of transfer is unreachable. 
With the microcontroller just transferring data, it would take more than 480 seconds for the 
Arduino to transmit one second’s worth of camera video footage. This is far too slow for a 
real-time camera feed onboard the PRobot.  
 
Digital video footage was ruled out after it was realised that a small microcontroller did not 
have the speed or interface for such a video data input. The USB connection of the Arduino 
is not able to act as a USB host[12], which means that it is unable to interface with a web 
camera or similar type of camera. This left an analog video camera much like the original 
PRobots. 
The advantage of an analog video camera was that the video feed is already formatted and 
need only be transferred wirelessly to the remote HMI. After research and comparisons of 
different analog video cameras, the following Innovi video camera was selected. 
Innovi Video Camera 
In order to acquire a video feed, a suitable camera for the application had to be selected. 
After research on the available analog video cameras suitable for the application, the Innovi 
video camera  was purchased [13]. A picture of the Innovi video camera mounted on a set of 
pan tilt brackets is shown below. 
 
 
Figure 2 Photo of the outer casing and lens of Innovi camera 
 
the Innovi camera was selected for the high definition video that it is able to capture, the 
sensitivity of the CCD within the camera that is able to operate in very low light, the 22 times 
optical zoom, its price, and for its light weight of 450g . 
 
The Innovi video camera [13], hereafter referred to as Innovi, also has the ability to have its 
settings remotely changed and controlled via RS485 - a feature that would fit well into Page | 18  
 
Murdoch University engineering units. Below is an image of the back of the camera showing 
the RS485 DB9 connector and the various buttons that operate the on screen menu. [14] 
 
 
Figure 3 Picture of the back and connection of the Innovi video camera 
 
The video data produced by the camera is an analog signal in the PAL format, with a 
resolution of 720 by 480 pixels at 30 FPS. This video signal is considered a high resolution for 
this type of camera, and is available on the BNC connector at the back of the camera.  
 
The camera is powered via 12V DC, connected to the back of the camera via spring-loaded 
terminals. There are also five buttons that can be used to control the zoom and focus of the 
camera lens in manual mode, as well as a button to access the on-screen menu. The back of 
the camera also has a female DB9 connector that can be used to communicate via RS485 
using a protocol known as Pelco-D[15]. For communication between an Arduino 
microcontroller and the camera, a TTL to RS485 conversion must take place. With the Innovi  
producing a PAL analog video signal [10], a suitable wireless transmission system needed to 
be found. [14] 
Wireless Video Transmission Method 
After some research, a host of analog video transmitters were found that are capable of 
wirelessly transmitting the Innovi video signal.  Most of these transmitters were relatively 
inexpensive, and the majority operating in the 2.4GHz band. The original proposed 
transmitter for this project claimed to be able to transmit an analog video signal up to 100m. 
After various discussions and further research, it was found that these proposed 
transmitters would not be able to achieve the specified distance, and were highly 
susceptible to interference, as they only used FM - a type of analog modulation. [14] [16][17] 
 
Given that the Murdoch University grounds are full of electrical interference from existing 
wireless access points, numerous laptops and mobile phones as well as physical objects like 
the buildings, gardens and students themselves, a set of wireless modules needed to be 
found that were able to combat these different types of interference. [14] [16][17] 
Transmitter Power Restrictions 
Within Australia, there are restrictions on the frequencies and radiated power for all 
wireless transmitters. This is to limit the interference between wireless devices that are Page | 19  
 
operating in close proximity to each other. An example of this is a wireless router commonly 
found in today’s households. The majority of these wireless routers are able to automatically 
select different channels and operate at different frequencies as well as limiting the radiated 
signal power in order to reduce the interference done to and received from neighbouring 
wireless devices. [18][19] 
 
Within the realm of wireless transmitters/transceivers, there are some higher-powered 
modules that are legally able to be operated within Australia without an amateur radio 
license. This is due to their ability to employ digital modulation techniques that spread the 
radiated signals over a wider range of frequencies. These digital modulation-equipped 
transmitters are able to spread the radiation that is being produced over a larger range of 
frequencies so that less interference is seen or created at one particular frequency. [18][19] 
 
 In order to find a higher power transmitter that can legally be used by the university 
without an amateur radio licence, the “Radio communications Low Interference Potential 
Devices Class Licence 2000” that is produced by the Australian government was studied. This 
document contains the frequency bands that are free to use, as long as the transmitter 
power limits and other specified conditions are adhered to. [20] 
 
The 2.4GHz and 5.8GHz band  information has been extracted from the “Radio 
communications Low Interference Potential Devices Class Licence 2000” as these 
frequencies offer the highest power outputs as well as the largest options of transmitter and 
receiver packages for a component video input that are readily available on the market. In 
Table 2 the different legal transmitter information can be seen for the different frequencies 
and the maximum EIRP allowed. The originally proposed transmitter module was classified 
as part of the “All transmitters” category in Table 2 below, where the maximum output is 
10mW. This restriction is imposed on all analog modulated transmitters and encompasses 
the most common AV sender packages on the market.[20] 
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Table 2 Australian transmitter frequency and power specifications within the 2.4 and 5.8 GHz bandwidths [20] 
Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum EIRP  Other Limitations 
All transmitters  2400–2483.5  10mW   
5725-5875  25mW   
Digital modulation 
transmitters 
2400–2483.5  4W  1.  The radiated peak 
power spectral density 
in any 3 kHz is limited 
to 25 mW per 3 kHz. 
2.  The minimum 6 dB 
bandwidth must be at 
least 500 kHz. 
5725-5850  4W 
Frequency hopping 
transmitters 
2400–2483.5  500mW  A minimum of 
15 hopping 
frequencies must be 
used. 
2400–2483.5  4W  A minimum of 
75 hopping 
frequencies must be 
used. 
5725–5850  4W 
 
 The use of more powerful transmitter types shown in Table 2 then becomes quite 
conditional, depending on the frequency, power and capabilities of the transmitter. [20]. 
Selected Video Transmitter/Receiver Package 
After extensive research on the compatible video transmitter and receiver packages that are 
available, there were a limited number of high-powered solutions to transmit analog video 
signals. One particular video sender set produced by KingWave was only found after directly 
contacting manufacturers, translating foreign web pages and in-depth searches of 
redistributors’ websites. 
Kingwave KW2425 and KW2420 2.4GHz Wireless Video Sender Set 
The KingWave video sender sets are classified as frequency hopping transmitters[19], 
because they have 35 frequencies that they hop through[21], making these modules legally 
able to be operated in Australia without a license. They also operate between 2400MHz and 
2483.5MHz, with the transmitted power being less than 500mW. Within the “Radio 
communications Low Interference Potential Devices Class Licence 2000” this makes the 
KingWaveVS legal to operate within Australia.[22] 
 
The analog video sender set that was selected for this project was produced by KingWave 
Technologies and consisted of the KW2425 transmitter and the KW2420 receiver modules. 
This video sender set by Kingwave will be referred to as KingWaveVS from this point on. The 
individual modules are shown in Figure 4 below. 
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Figure 4 Kingwave transmitter and receiver modules 
 
The KingWaveVS form a robust anti-interference video transmission and receiver system. 
These modules are capable of higher quality video transmission/reception than any other 
researched video sender set. The received frame rates can either be 25 or 30 FPS, depending 
on the video input resolution, due to the MPEG 4 video compression and the digital 
modulation techniques that allow for a data transfer rate of up to 6Mbps. Therefore, these 
modules are capable of maintaining the Innovi camera’s higher-than-normal resolution as 
well as a frame rate to the remote HMI. The specifications for the KingWaveVS are shown in 
the table below.[22] [23][24] 
 
Table 3 Kingwave Transmitter (KW2425)/Receiver (KW2420) Module Properties 
Transmitter/Receiver Property   
Frequency bandwidth  2.403 – 2.478GHz 
Antenna connection  SMA 
Antenna gain  3dBi 
Transmitter Power  100mW 
Transmission distance (LOS)  150 meters 
Modulation 
Frequency-hopping spread spectrum (FHSS) 
Quadrature amplitude modulation (16QAM) 
Quadrature phase-shift keying (QPSK) 
Binary phase-shift keying (BPSK) 
Video resolution 
720 x 480 @ 25 FPS (PAL) 
720 x 576 @ 30 FPS (NSTC) 
Video compression  MPEG 4 
Required supply voltage  5V 
Transmitter current draw  500mA 
Receiver current draw  500mA 
 
Along with the ability to transmit a video signal, the KingWaveVS is also able to compress 
and stream stereo audio. This feature may become useful at a later date, as microphones 
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EasyCAP V6 Video Capture Card 
With the video captured and wirelessly transmitted to a PC, the video needed to be available 
to software packages within the PC, preferably a software package known as Labview that is 
covered in more detail in Appendix B[25]. For the video to be available in Labview, the video 
capture device had to be what is known as DirectShow compliant. This involved further 
research into finding out what DirectShow was, and what devices were compliant.[26] 
 
“Simply, DirectShow was Microsoft's second generation video API (application programming 
interface, a program that allows software and hardware to talk). ActiveMovie being the first. 
Since you have DirectX 9 installed you are DirectShow compliant as the components of 
DirectShow and DirectX merged with V8.” [27]  
 
This means that Labview is able to use current DirectX video drivers in order to interface 
with an external USB capture device. After some research, a video capture device was 
selected - the EasyCAP V6 USB 2.0 Video Adapter with Audio, hereafter ECAP. A picture of 
the device is shown below. 
 
 
Figure 5 Photo of the EasyCAP video capture device 
 
 The ECAP is a device that enables the full resolution video produced by the Innovi video 
camera to be able to be used within a Labview program. This device was a sensible choice, as 
the price was below $20AU while the feature set was high, and it achieved the goal of 
capturing the Innovi’s full resolution. This card finalises the video capture system that will 
enable the PRobot operator to access the high resolution Innovi video. [26][28] 
 Other Hardware 
With the main components that would create the video feed selected, other compatible 
components required to complete the other objectives of thesis needed to be attained. In 
Figure 6 is an overview of the planned system and all of the components that will be 
required to equip the PRobot with a pan/tilt system for the Innovi, additional sensors, 
wireless data link and a remote HMI to display this information. Please refer to Appendix L in 
the electronic documentation for a clearer image of Figure 6.  Page | 23  
 
 
Figure 6 Planned system components and communication signal overview 
 
With the number of components that are present in the above proposed system, Appendix A 
of this report is dedicated to introducing the pieces of hardware, as well as the reasons for 
their selection. These sensor module components are still important, however, as these 
items address secondary objectives, they are more suitably discussed in an appendix for 
future students or interested readers. 
Software 
In order for the module to function fully, it must be noted that the software for this project 
is as important as the hardware. This is because the various software packages used in this 
thesis were used to program, read from, and write to the various I/O of three 
microcontrollers, and would also be the portal through which the operator views the 
information from the various sensors of the PRobot. For an overview of the different 
software packages and the way in which they operate, please refer to Appendix B. 
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4.0 Implementation/Construction 
This section of the thesis describes the methods that were used to construct the final 
module hardware layout and the program code. It should be noted that the following 
description focuses on one of five full code and hardware rebuilds that were completed. As 
part of this project one goal of the rebuilds was to make a new piece of hardware 
permanently integrated and reliable, thus working towards the creation of the final Sensor 
Module. The final build that is discussed within this report no longer has any test or debug 
code running.  
Arduino Code 
The structure of the overall program code was largely defined by the RAZOR IMU library[29], 
as this was already a well-defined piece of Arduino code. In this library, each large function is 
defined in its own tab of the Arduino development environment[30]. The first tab is reserved 
for the overall program loop and global variable declarations, including hardware setup, with 
the other tabs dedicated to a function or more each. All required variables of a function are 
defined under the functions respective tab (if they are not global). This reduces the clutter 
and allows for compartmentalisation of the code for easier reading. This approach has been 
adopted for new and modified code in this thesis. 
 
Commenting also plays a large part of making code readable. Within the Arduino code are 
both block comments and line comments. An example of a block comment is shown below. 
 
(* This is an example of a block comment that is commonly used to remove a 
large portion of code or a debugging function. *) 
 
// This is an example line comment used for descriptive purposes 
 
There are numerous large sections of code that have been commented out using a block 
comment so they are not compiled or run during normal operation of the module. During 
the construction of the module, the need to debug code was required. The only effective 
method to debug Arduino code was to serially print particular values so that the coder was 
aware which sections of code where getting executed. For this reason, the main debugging 
functions and lines of code are left in the main body of code in block comments so that they 
may be quickly called at a later date. 
 
 Line comments are also heavily used throughout all of the Arduino programs. These play a 
major role in allowing another person to read the full name and description of variables, or 
what a particular code section is being used for. Another use for these line comments 
through the code was to define the start and finish of smaller functions within a larger 
function in a decorative yet informative format. An example of a functions end is shown 
below. 
 
//============================================================== 
// End of Sensor stick variable setup 
//============================================================== 
 
As the middle line comment suggests, this is the end of the section of code that is 
responsible for the sensor sticks setup. These comments always come in pairs with the other 
comment only differing by one word, “Start” instead of “End”. This allows for the clear 
definition and subdivision of the code without creating excessive tabs for new functions, 
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Multitask Execution Implementation 
In the Arduino world, code is structured so that it begins at the start of the main program 
loop and executes all of the code in the loop. This is not necessarily desirable, as certain 
functions need to be run more often than others.  This required some form of pseudo-
multitasking to be implemented in all of the Arduino microcontrollers’ code. 
 
The method used to achieve the multitasking for this particular project involves comparing 
the current onboard millisecond timer and the last time that the particular function was run. 
Each function has its own specified time interval that it is to remain inactive for. When a 
particular time interval lapses the particular function that it corresponds to is executed. 
During the execution, the functions code is run and the required calculations done as well as 
updating the time value that the function was last run. The function then becomes inactive 
until the time interval lapses again. 
  
 The Arduino is then free to execute other background functions and specific time orientated 
tasks while the timer is waiting to expire again. Within all of the Arduino code, this style of 
function execution has been implemented in order to keep the serial receive buffers as 
empty as possible and the ability to for multiple tasks to be run in a timely fashion, xcreating 
the appearance of a multi-thread program.  
Serial Coordination Code 
With multiple controllers and electronic devices there was the requirement to pass 
information between these devices. For this project the information was passed serially 
between different network components. With the serial print and receive code there were 
issues in the past with message collisions between the two Arduino microcontrollers 
onboard the Sensor Module. On reflection the serial code that was written to pass bytes 
from the UNO wirelessly to the HMI had no message coordination aspect to it. The Ardunio 
did exactly as it was programmed to do and output the SharpDS sensor information every 
100ms as well as forwarding the UNO message bytes whenever they were seen on the UART 
buffer. 
 
 As the time interval when data was generated was changed from 500ms to 100ms the 
amount of data sent increased and thus made the serial interface more active. This 
increased the chance that the UNO message would not be fully relayed by the 2560Mega 
within the 100ms interval before the SharpDS data was required to be sent. This meant that 
the 2560Mega data would be placed within the UNO message that was currently being 
relayed. As an example of this message corruption a section of data that was received at the 
HMI where the 9DOF and SharpDS data are clearly intertwined is shown below. The SharpDS 
message is highlighted in blue while the 9DOF data is in red. 
 
!YPR-88#DA511#DZ641 
.25,-3.27,2.81 
!YPR-88#DA654#DZ542 
.11,-3.56,3.06 
!YPR-88#DA624#DZ544 
.26,-3.56,3.32 
 
This data corruption was also an intermittent problem due the UNO and 2560Mega being 
powered by different power supplies at the time. This message corruption was not desirable 
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The reason that the power source of an Arduino is important to note is due to the 
multitasking style that has been implemented. The function execution method becomes 
important because the individual microcontrollers operate asynchronously of each other. 
Knowing that more serial functions would need to be implemented and this would result in 
the 2560Mega only making more erroneous serial messages, it was decided to remove but 
save the current serial code message structure and look into a less computationally intensive 
and small byte count method a serial communication. 
 
 This method would have to allow for faster inter microprocessor communication as well as a 
method for coordination of the serial messages. This was no small task as the entire code for 
the UNO and 2560Mega would have to be rewritten give how close the data acquisition and 
serial messages are intertwined. 
New Serial Code  
Prior to the creation of the current piece of serial data generation and evaluation code, 
another more complex but powerful serial method was implemented.  The original serial 
code involved a larger message structure as well as the implementation of a NMEA 
checksum. 
 
The primary reason that this message format and checksum were not able to be used is due 
to the limitations of the APC220 modules. These limitations are explained in a later section 
of this report for a more in depth analysis. As such, a very compact and simple message 
structure has been implemented in order to get a functioning wireless data link to the HMI. 
Recognition of Commands and Identifiers 
In order to partially overcome the limitations of the APC220s, the recognition of commands 
and identifiers is now done on a per byte basis. As the bytes arrive, they are evaluated and 
either used or discarded. This sped up the rate that messages and data can be transferred 
over the wireless data link successfully, however, there is no longer any protection from 
corrupt bytes. The current identifiers for variables and microcontrollers are shown in the 
table below. 
 
Table 4 Serial identifiers used in the new serial evaluation code 
ASCII Character 
Identifier 
Corresponding Variable 
!  UNO Microcontroller 
#  2560Mega Microcontroller 
P  Pan Variable 
T  Tilt Variable 
DA  Sharp Sensor A 
DZ  Sharp Sensor Z 
Y  9DOF Yaw 
P  9DOF Pitch 
R  9DOF Roll 
RH  Innovi Camera Power ON 
RL  Innovi Camera Power OFF 
 
In order to generate a new serial protocol, it was decided to create two versions of the serial 
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each Arduino. The base function that handles the evaluation of new serial data is named 
Process_Serial_Data, and can be found on the 2560 and UNO. The UNO version of this 
function is discussed below. 
Process_Serial_Data Function of the UNO 
Serial read process 
To begin with and indicate that a serial message for the UNO will follow, the ‘!’ character is 
used. If the ‘!’ character is seen on the buffer, the following bytes are considered message 
data, if not, the bytes are discarded. When the message start identifier is seen, the next byte 
is pulled from the buffer. At this point there are only two valid characters for the UNO that 
can follow, a ‘T’ or a ‘P’. These are the new identifiers that are used to identify the Tilt and 
Pan variables respectively. 
 
 If either of these variable identifiers follow the ‘!’ in removal from the serial buffer, the next 
byte on the respective buffer is ‘peeked’ at. The ‘Serial.peek’ function enables the buffer 
byte to be copied into temporary memory without removing it from the buffer. If the 
‘peeked’ ASCII character is a digit character (0 to 9), or the negative sign (-), then further 
processing of the next few bytes on the buffer take place, or the bytes are discarded. 
The further evaluation of valid data involves removing all of the following bytes from the 
buffer that represent ASCII numeric characters until a non-numeric character is seen. During 
this process the conversion of the byte characters is taking place and an integer is being 
formed. At the point where a non-digit character is seen the negative sign, if one was found, 
is taken into account and then the integer is saved to a desired variable in the UNO.  
UNO Function - output_angles 
The function output_angles prints either the yaw, pitch or roll data every 100ms. Each of the 
variables is transmitted separately to reduce the strain of the ACP220 modules and the 
issues encountered with the wireless data link in Section 5.0. 
 
Each 9DOF angle has its own identifier of Y, P or R that is preceded by the ‘!’ character. After 
the UNO and variable identifiers have been serially printed, the respective angle value is sent 
to the serial UART. The data message is then automatically terminated with a ‘new line’ 
ASCII character by using the Serial.println() function. This indicates to the the Labview code 
the end of the message. Below is a section of the UNO code that is used to print the yaw, 
pitch and roll of the 9DOF. 
void output_angles() 
{ 
      if (index == 1) 
      { 
        Serial.print("!Y"); 
        Serial.println(TO_DEG(yaw)); 
        index++; 
      } 
      else if(index == 2) 
      { 
        Serial.print("!P"); 
        Serial.println(TO_DEG(pitch)); 
        index++; 
      } 
      else if(index == 3) 
      { 
        Serial.print("!R"); 
        Serial.println(TO_DEG(roll)); 
        index = 1; 
      } 
} 
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As the message structure has changed, and there is no longer any computationally intense 
checksum that needs to be calculated, the serial data uses less bandwidth within the 
network. 
Process_Serial_Data Function of the 2560Mega 
Within the 2560Mega Process_Serial_Data function, it is not only required to relay certain 
information, but also extract particular bytes from the buffer for use with the Innovi. The 
point of origin and required destination needed to be taken into account when processing 
the serial data on the 2560Mega. The functionality of each of the currently-used serial ports 
will be covered below. 
Serial Port1 Functionality 
The bytes that are received on Port1 are sent directly to Port3. This is because the data that 
comes from the UNO is not being evaluated on the 2560Mega at present, and merely needs 
to be passed to the APC220 for transmission to the HMI. This is done as fast as possible, 
using a section of code to hold all other serial printing functions on Port3 until the full UNO 
message has been relayed. This stops the UNO and 2560Mega message interaction and 
essentially the destruction of both messages within the Labview HMI. The data that is sent 
on Port1 varies, and relies heavily on the data Port3 receives from the APC220. 
Serial Port3 Functionality 
On Port3, there is data coming in for both the 2560Mega and the UNO. In order to decide 
where data is sent to, the Process_Serial_Data function was modified from the UNO version. 
If the 2560Mega cannot use the incoming data these bytes are sent to the UNO on Port1. 
This means that the only points where data is terminated within the network are the HMI 
and at the UNO. The 2560Mega simply extracts the data bytes that it requires, and passes all 
other bytes onto the UNO for processing.  
2560Mega Function- Sharp_Dist_Data_Get_Send_New 
With the 2560Mega producing data from the SharpDS, it was required to rewrite the serial 
send function. Below is the section of code that attains the analog data from the SharpDS as 
well as transmitting this data with appropriate identifiers on Port3.  
 
void Sharp_Dist_Data_Get_Send_New(void) 
{ 
  // Read in the analog values from the sharp ,sensors and store them 
    sensorValue_1 = analogRead(A4); // Read the sharp distance sensor 1 
    sensorValue_2 = analogRead(A5); // Read the sharp distance sensor 2 
 
// Print the serial message 
    Serial3.print("#DA"); 
    Serial3.print(sensorValue_1); 
    Serial3.print("#DZ"); 
    Serial3.println(sensorValue_2); 
} 
 
When required, the 2560Mega reads the analog values from the SharpDS and then prints 
both of them in the same message. The different sensors have their own identifiers of A and 
Z. The reason for this was in the event of data corruption there was more than one bit 
difference separating the unique SharpDS identifiers. If these identifiers were ‘A’ and ‘B’ the 
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Servo PWM code 
In order to get the servos to move to a desired location, a PWM signal had to be provided by 
the UNO. This was done using the standard Ardiuino PWM library[31], and the UNO pins 9 
and 10. The setup code for the servos is shown below where the tilt_servo and pan_servo 
are defined and attached to pins 9 and 10 respectively. 
 
// Generic values to initalise the equations. 
int tilt_val = 0;    // variable to send to the servo 
int pan_val = 0;    // variable to send to the servo 
 
tilt_servo.attach(9);  // attaches the servo on pin 9 to the servo object 
pan_servo.attach(10);  // attaches the servo on pin 10 to the servo object  
 
 Within the UNO code under the Update_PWM tab, the “Update_PWM” function is defined. 
The purpose of this function is to update the PWM signal while keeping this written value 
within a safe operating range for the servos. 
 
The conditioning of the signal is required in order to stop a dangerous position signal to the 
servo and forcing it to reach the upper and lower physical limits of the motor and gears. 
Driving a servo to either of these limits for a period of time could cause a permanent failure 
within the servo. The limits of the servos where found by writing values to the servo and 
then waiting for the servo to hit the upper and lower limits briefly before bringing them back 
to a safe range. These limit values where used to generate the mapping limits of the 
“Update_PWM” function in order to avoid driving the servo to these limits again. Below is 
the code that is responsible for conditioning the signal. 
 
   int sensVal_PAN= constrain(pan_val, -70, 70); 
   int mapped_pan_value = map(sensVal_PAN, -90, 90, 0, 179); 
    
   int sensVal_TIL= constrain(tilt_val, -60, 60); 
   int mapped_til_value = map(sensVal_TIL, -90, 90, 0, 179);  
 
Within the code fragments above, the values for the servos are forced between -70 and 70 
for the pan servo, and -60 and 60 for the tilt servo using the constrain function. Should a 
larger number be entered or corrupt data be evaluated that generates an integer outside of 
these safe ranges, the constrain function will bring the value back within the safe value 
range. The map function then takes these values and scales them from the operator’s point 
of view into a value that is useable by the servo library and its functions. Within the 
Update_PWM function, these conditioned values are then written to the analog pins and the 
servo is able to move within a safe range. 
9DOF Modified Code 
The 9 Degrees Of Freedom sensor stick, hereafter referred to as 9DOF, is a printed circuit 
board that has a magnetometer, accelerometer and gyroscope mounted on it. The board 
also has a 3.3 voltage regulator and an I2C bus already implemented as part of the 9DOF 
sensor stick.  While researching the 9DOF board, a library was found that communicated 
with all three sensors, as well as calculating the tilt corrected roll, pitch and yaw values. The 
only issue with the initial data that was received from the sensor stick was that it was not 
accurate. This is because the code that had been used to read the sensors was originally a 
library designed to be used with a different sensor board. The library and code would 
therefore only load and run correctly for the 9DOF after modification.  
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 Code corrections were required due to the magnetometer being physically mounted 
differently in relation to the other sensors on the 9DOF. This has caused the Y and X axes of 
the magnetometer to be incorrect in the calculations that were done on the Arduino UNO. 
The code was studied and broken down with the section of code that is concerned with the 
magnetometers axis assignment and signs, shown below. This is a section of the modified 
version of the code that allows the roll, pitch and yaw to be calculated correctly. 
    
magnetom[0] =  1 * ((((int) buff[4]) << 8) | buff[5]); 
// X axis (internal sensor y axis) 
magnetom[1] =  1 * ((((int) buff[0]) << 8) | buff[1]);  
// Y axis (internal sensor -x axis) 
magnetom[2] = -1 * ((((int) buff[2]) << 8) | buff[3]);  
// Z axis (internal sensor -z axis) 
 
With the above code, the sign and the axis are all defined on the same line. This made 
modification and viewing of this important piece of code much simpler. The other two 
sensors of the 9DOF are presented in the same way and within the same code tab. An image 
with the current positive axis directions of the 9DOF is shown below. 
 
 
Figure 7 9DOF axis orientation and positive directions after code modification 
 
After modification, accuracy tests were required to ensure the 9DOF was displaying correct 
angles for corresponding positions. These results are discussed in the following section of 
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5.0 Experiments and Results 
Within this section of the report, the experiments and the results are discussed. Due to the 
complex nature and possible interactions of the components of the module, certain 
experiments were done with just parts of the module active, and others were done with the 
module in its final form. Testing only parts of the module individually may seem unrealistic, 
however this was required to see the interaction (if any) when the module components are 
all active and in close proximity to each other. 
SharpDS Accuracy and Precision 
In order to test the SharpDS quickly and accurately, the 2560Mega and the SharpDS were 
removed from the module. The two SharpDS modules were then mounted on a piece of 
wood so that they could be moved and aligned as required during testing. This also aided in 
keeping the sensors in one position for the entire testing period, as the power and signal 
wires of the sensors were previously creating challenges. Below is a photo of the sensors 
mounted on a block of wood during the precision and accuracy tests. 
 
 
Figure 8 SharpDS mounted to a wood block pictured with the 2560Mega 
 
With the sensors mounted, the accuracy and precision of the SharpDS needed to be tested 
in order to verify the data collected by these sensors, especially if they are to be used for 
control or monitoring purposes on the Pioneer Robot. The tests for these properties were 
done relatively easily by using the test scenario shown below. In the photo below, the 
modules are positioned clear of surrounding objects and are placed 30cm from the closest 
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Figure 9 Photo of the test scenario for the SharpDS 
 
In order to reduce the chance that stray Infra Red rays became part of the measured data, 
the Sharp DS for this test were placed on a wooden block to raise them off the ground. This 
is also the reason the target and sensors are positioned 30cm away from the closest wall, 
and why there are no objects behind the cardboard target for at least 1 meter. This, 
combined with one of the darker corners of the trial location to conduct this test, allowed 
for minimum interference on the measurements seen during the testing and calibration of 
the SharpDS. 
 
 
Figure 10 SharpDS sensors placed on another wooden block that lifts them higher of the ground 
 
During testing, the sensors were left stationary while a target was positioned at points 
within the recommended range that the sensors are able to detect. Within the data sheet, 
the sensors are said to be effective over a range between 20 and 150 cm. Within the range 
of 0 to 150 cm, the SharpDS is specified to generate output voltages that are less than 3V. 
For a graph of these voltages please refer to the SharpDS datasheet in the electronic 
documentation.  Page | 33  
 
 
The testing of the SharpDS was done one sensor at a time. This enabled the characteristics of 
each sensor to be evaluated, and the possible difference between sensors found. For the 
test, a white piece of printer paper was glued to a cardboard stand, ensuring the paper was 
at right angles to the ground. Below is an image of this piece of equipment, showing how the 
centre of the target was consistently placed 30cm from and at right angles to the wall. 
 
 
Figure 11 Cardboard target used in the SharpDS tests 
 
The positioning of this target was important, as a difference in angle of the target would 
result in a different distance measurement. Beginning at 150cm from the sensor, this 
reflective paper target was moved in 5cm increments, down to 5cm. This distance was 
measured from the most protruding piece of plastic housing of the sharp sensors from the 
wooden mounting block. Below is an image with the point that is considered 0cm shown as a 
red line for clarification purposes. 
 
 
Figure 12 SharpDS point of measurement for the accuracy and precision tests 
 
At each 5cm increment, the sensor was allowed to settle its measurements for 1-2 seconds, 
and then 20 consecutive data points were taken, each data point recorded was 100ms apart. 
 
With the data collected for SharpDS A, the same experiment and data acquisition method 
was redone for SharpDS Z. During this testing period, it was found that the exact location of Page | 34  
 
the paper target had to be quite accurate. Given that the paper target is 160mm wide and 
140mm tall, this was a slight concern for the accuracy of the data that had been collected. It 
was also found that when the target was turned 45 degrees to the left or right, that the 
analog signal read by the 2560Mega almost halved. This meant that if the target was not 
completely at right angles to the sensor, the distance reading would be inaccurate.  
Distance Readings Discussed 
The alignment of the target and the specific requirements that need to be filled in order to 
get accurate readings highlighted the possible incompatibility of the SharpDS for this sensor 
module. For the discussed tests the raw data can be found in the 
‘SharpDS_RAW_Calibration_Data. xlsx’ file that is part of the electronic documentation of 
this project.  
 
Table 5 SharpDS A mean, median and mode values 
Distance 
(cm) 
DataSheet 
Estimated (V) 
SharpDS A 
Mean (V) 
SharpDS A 
Median (V) 
SharpDS A 
Mode (V) 
10  2.30  3.00  2.97  3.01 
20  2.50  2.92  2.92  2.89 
30  2.00  2.35  2.33  2.33 
40  1.55  1.82  1.86  1.88 
50  1.25  1.54  1.56  1.54 
60  1.10  1.30  1.29  1.28 
70  0.90  1.14  1.13  1.16 
80  0.80  0.96  0.96  0.94 
90  0.70  0.82  0.82  0.81 
100  0.65  0.73  0.71  0.71 
110  0.60  0.54  0.59  0.55 
120  0.55  0.49  0.50  0.49 
130  0.50  0.42  0.44  0.43 
140  0.45  0.42  0.42  0.43 
150  0.40  0.42  0.41  0.39 
 
From the raw data that was collected for SharpDS A, the mean, median and mode values 
were calculated at each of the datasheets specified distances and placed in the table above. 
These values were then plotted and are displayed in the figure below for SharpDS A. 
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Figure 13 SharpDS A mean, median and mode data graph 
 
In the above figure the curve is very similar to the one provided in the SharpDS datasheet. 
Looking at the values in Table 5 and Figure 13 it becomes clear that sensor A does actually 
produce the same shaped voltage curve as shown in the datasheet. There is however 
differences in voltage produced at the closest distances seen in the data. Large differences in 
voltage are seen at the distances of 10 and 20 cm where sensor A is producing an average 
0.7V and 0.45V more than the specified voltage respectively. These differences are over 10% 
of the total range that the sensor is able to output making these big differences in the actual 
and specified values. 
 
 When the mean voltage values are compared to the ones specified in the data sheet these 
values are all above the specified ones up to a distance of 110cm. The data gathered 
between the distances of 30cm and 150cm is also not a close representation of sensor 
output shown in the datasheet. There are multiple points at which the mean, median and 
mode of the data diverge and visibly have different values. The two most prominent points 
that this occurs for sensor A are at a distance of 70cm and 110cm.These variations in voltage 
could be to do with a difference in the testing environments or the sensor itself. Before 
further patterns are studied in the data received from sensor A, sensor Z’s data will be 
analysed. 
 
As with SharpDS A the mean, median and mode values for sensor Z’s collected data are given 
below in Table 6. For sensor Z the voltage seen at the distance of 10cm is again above the 
specified value by 0.47V which is not as large as sensor A. The data at all other points is 
within 0.1V with seven of these points being within 0.01V of the datasheets specified value. 
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Table 6 SharpDS Z mean, median and mode values 
Distance 
(cm) 
DataSheet 
Estimated (V) 
SharpDS Z  
Mean (V) 
SharpDS Z 
Median (V) 
SharpDS Z  
Mode (V) 
10  2.30  2.77  2.72  2.72 
20  2.50  2.58  2.53  2.55 
30  2.00  2.01  1.98  1.99 
40  1.55  1.56  1.55  1.55 
50  1.25  1.26  1.25  1.25 
60  1.10  1.04  1.03  1.03 
70  0.90  0.90  0.88  0.89 
80  0.80  0.79  0.79  0.79 
90  0.70  0.70  0.70  0.70 
100  0.65  0.64  0.62  0.62 
110  0.60  0.56  0.56  0.56 
120  0.55  0.50  0.52  0.50 
130  0.50  0.46  0.46  0.46 
140  0.45  0.41  0.41  0.41 
150  0.40  0.37  0.37  0.37 
 
When the data from Table 6 is graphed the following figure is produced for SharpDS Z. 
 
Figure 14 SharpDS Z mean, median and mode data graph 
 
Within this figure there is little variation in all three of the calculated values for sensor Z. 
There is also a clear and smooth decay in the curve produced by the data with only the 
larger distances over 110cm beginning to show some minor variations in measured voltage. 
With the data being collected from sensor Z looking closer to the data sheet values a 
comparison between the sensors and the expected voltage values is necessary. This is to 
attain the accuracy of each sensor when compared to the datasheet values. For this the 
mean value of the recorded data will be used however all of the methods used to find the 
average values in the data set could be used. 
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Accuracy of the SharpDS 
Accuracy is defined as “the degree to which the result of a measurement, calculation, or 
specification conforms to the correct value or standard” as defined in the Oxford 
dictionary.[32] 
 
In the context of this thesis the standard by which the accuracy of the sensors will be 
measured is the datasheet values. As such the following plot is of the mean values from each 
sensor as well as the data sheet values. 
 
 
Figure 15 Means values of each SharpDS plotted against the datasheet values 
 
From the above graph it is immediately clear that sensor A is not as accurate as sensor Z for 
all measurements taken. There are large deviations from the expected value at a distance of 
10cm for both SharpDS. Over the distance range of 20cm to 90cm sensor Z is very accurate 
while sensor A’s mean value is on average 0.2V higher than expected as well as fluctuating. 
 
 For object distances over 90cm both of the SharpDS show deviations with both of the 
sensors measurements being below the expected value. The sudden change in the data 
received from sensor A is of a concern as this means that the bias of the sensor is not even 
over the entire measurement range and that the internal components are having a major 
affect on the voltage/distance measured. For a visual representation of the bias please refer 
to the chart below where both sensors bias has been plotted. 
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Figure 16 Bias seen in the SharpDS over the measured range 
 
This plot only confirms the inaccuracy of sensor A and accuracy of sensor Z over the specified 
measurement range for the SharpDS. The bias that is seen in the distance measurements for 
sensor Z is also very low and fairly consistent in comparison the sensor A that not only has a 
large but varying bias as well. As such the percentage accuracy of both sensors was then 
calculated and is displayed in the plot below. 
 
 
Figure 17 Accuracy of the SharpDS over the measured range 
 
The figure above displays how often the sensor will produce an accurate measurement. As 
can be seen above for sensor A the object distance that produces the least accurate 
measurement is 10cm with an accuracy of 63.49%, however this is not within the specified 
range. Over the object distance range between 20cm and 90cm the lowest accuracy that is 
seen is 73%, with the highest being 82%. For the object range between 90cm and 150cm the 
accuracy jumps up to reside between 87% and 95.58%. These measurements and their 
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accuracy cannot be trusted given that this is the region where both sensors exhibit a change 
in measurement behaviour, especially sensor A. 
 
As has been discussed earlier the most accurate sensor across the object distance range is 
sensor Z with the lowest accuracy of 92.62% displayed at a distance of 105cm. All other 
measurements for sensor Z have an accuracy of 92.68% or higher for the specified sensing 
range of 20cm to 150cm. Remember that these accuracy calculations are however based on 
20 data points at each of the object distances. This means that on average one of the 
sensors is capable of providing accurate measurements. 
Precision of the SharpDS 
With the accuracy now evaluated the precision of the SharpDS needed to be considered. The 
following definition for precision will be used for the following section of this report. 
“The quality, condition, or fact of being exact and accurate” as defined in the Oxford 
dictionary. [33] 
 
For this only the spread of the data needs to be considered at each of the object distances in 
order to verify if the SharpDS are precise. For this box plots were used as they allow for the 
quick and easy analysis of the spread of data as well as any points in the data that may be 
considered outliers. They also allow for a visual representation of the skewing of data along 
with the dispersion or spread. [34] 
 
For the data gathered from sensor A the following box plots were generated. These plots 
show only 8 object distances that had no stray or outlying data point recorded. All other 22 
points had at least one data point that was considered an outlier. 
 
Take the box plot that refers to location 19 (or 195cm) because this is one of the data sets 
that had no outliers. In this set of collected data the range is very large in comparison to all 
of the other box plots. The range is actually so big that set 19 could include all of the data 
points from set 18 or set 20. This means that just because there are no outliers doesn’t 
mean that the data that was taken is useful in measuring the distance of the object.  
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Figure 18 SharpDS A voltage data in box plot format on the y-axis plotted against 5cm distance increments 
from the sensor on the x-axis 
 
The only data sets that have very do not have overlapping ranges are 6, 7 and 8 that refer to 
object distances of 30, 35 and 40cm respectively. All other sets that are within the specified 
distance measurement range have overlapping ranges especially after set 15 that refers to 
distances over 75cm. In practical terms it means that sensor A is not a precise sensor or an 
accurate one.  
 
For sensor Z the same set of box plots are generated and are shown in the following figure. 
In this figure it can be seen that there are still large amounts of outliers if not more than 
sensor A. There is a very distinct change in the size of the inter quartile ranges of the data 
that has been recorded when compared to the previous set of box plots. The inter-quartile 
ranges for sensor Z’s data sets are smaller across all sets when compared to sensor A. The 
outliers for the data received form sensor Z are also not as far from the median value of the 
box plot.  
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Figure 19 SharpDS Z voltage data in box plot format on the y-axis plotted against 5cm distance increments 
from the sensor on the x-axis 
 
Sensor Z also exhibits less overlaps in the ranges of neighbouring data sets. This is important 
to note as the data received from sensor Z is more precise making the data received better 
and the distances that are calculated using it accurate and precise. These are excellent 
qualities for a sensor to have as these are the properties of a reliable sensor.  
Suitability for the Pioneer Robot 
Considering all of the operations and properties of the data only the data recorded using 
sensor Z should be seen as reliable. In order to make the previous statement a reality 
however a small change in the code of the 2560Mega will be required. This change involves 
taking a measurement from the SharpDS at a rate of 50ms and then generating an average 
over 10 points of data. This average value is then transmitted and displayed at the HMI and 
will give an accurate and precise measurement for the 500ms duration that the 
measurements were taken. During this time the Pioneer Robot would also have to be still for 
this measurement to be accurate. The averaging of the data is required in order to smooth 
the data do that the outliers are not seen at the HMI. This will also maintain the accuracy of 
the sensor as shown in the previous analysis where the average of 20 points was considered. 
 
Overall the SharpDS could be quite useful if used correctly. The ‘smoothing’ of the data will 
cause the rate of accurate and precise data to drop. The more points that are included in the 
average the better the precision of the measurement but also the larger the delay between 
these measurements. The SharpDS also has mounting restrictions as well as application 
notes that should not be ignored. The SharpDS are sensitive to the direction of objects 
movements as well as any edges or large colour differences that are present on the object 
that is being measured. The operator of the Pioneer Robot has no control over the colour 
orientation of the objects that the Pioneer Robot will encounter nor is this desired. To 
restrict the PRobot into such a scenario would render it near useless. This is also true of the 
edges and shapes of the objects that are around the PRobot. Page | 42  
 
 
The SharpDS are not that capable of dealing with moving surfaces either. This was shown to 
be the case when the cardboard target was moved side to side in the incorrect orientation 
shown in the data sheet of the SharpDS. When the target was moved in the incorrect 
direction the sensor values varied with no clear value. Even when the target was moved in 
the correct direction varying values were seen at the output that was the equivalent of 
white noise. Given that only one of the SharpDS is accurate and precise and the other has 
severely limited accuracy under perfect testing conditions, to use these sensors for control 
purposes is not recommended.  
 
The SharpDS have been designed for an application that involves an object to be a uniform 
colour, have a flat surface that faces the sensor and to only be moving along a particular axis 
if the measured object is moving. Being attached to the PRobot for use as an analog distance 
sensor is not one of them. It is possible that different optical distance sensors are available 
would be useful on the PRobot however research and testing of such modules would have to 
be conducted. With the SharpDS not recommended for use another system of the sensor 
module can now be evaluated. 
Innovi Camera and KW Wireless Video Sender Set 
It seemed appropriate to conduct tests on both the camera and KingWaveVS as these two 
components would be attached and used together on the module in the end. The most 
important property of these components that need testing was the range and clarity of the 
video signal. The tests began with the distance of the wireless video feed that was primarily 
concerned with the KingWaveVS and at the same time the video frame rate and clarity was 
measured as if the PRobot was using the module. 
Distance of the Video Feed 
Range was the most important quality of the KingWaveVS that needed to be tested. These 
modules were purchased for their quoted ability to transmit the video signal over 150m line 
of sight and to have excellent interference rejection. In order to test the KingWaveVS a harsh 
environment that was large enough to test the equipment was needed to be found. For the 
test a house with 2.4GHz wireless internet access and computers using this service was 
chosen as well as a property that had multiple objects that could directly block the 
KingWaveVS signal. 
 
There was no point in testing the modules in a ‘clean’ environment without interference as 
the sensor module and PRobot are never going to be used in such an environment. At the 
very minimum at least some form of 2.4GHz signal also has to be present during testing as 
well as one or more walls to simulate the Murdoch University’s laboratory environment. Page | 43  
 
 
Figure 20 Remote HMI screens with cart in the background for the KingWaveWS distance test 
 
For the distance test a remote HMI station was setup indoors in between the 2.4GHz 
wireless router and two computers that were actively using the wireless internet 
connection. The HMI station is shown in Figure 19 with one screen dedicated to the video 
feed while the other is dedicated to the Labview HMI. The Pioneer Module was then 
attached to a hand cart that mimicked the height and wheel base characteristics as the 
Pioneer Robot. Figure 20 is a picture of this scenario showing the module attached to a 12V 
car battery for power and strapped onto the cart to stop the module moving over rough 
terrain. 
 
 
Figure 21 Pioneer Robot dummy vehicle used for the distance test 
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The remote HMI station was then used to turn the camera on remotely and the video feed 
recorded for future use in this report. The cart was the pulled along the red path in the 
‘Wireless Video Test 01.jpeg’ image that can be found in Appendix D with the other 
electronic Appendices. 
 
The cart was pulled further away from the remote HMI than shown in the ‘Wireless Video 
Test 01.jpeg’ as the range was completely untested at this point however on reviewing the 
video footage the feed is seen to drop out completely within the zone within the red circle. 
During this test run the video footage is also seen to dropout while the cart module was 
within the area shown using the blue circle. The video feed resumes after this point all the 
way up to the point that the red circle is shown. At this point the video feed is lost again and 
does not recover on the return trip. 
 
The module was retested for a second run along the same path as the first test. This time the 
video feed did not drop out until the red circle shown in the ‘Wireless Video Test 02.jpeg’ in 
Appendix D. The red squares with blue edges are each 10m in length and are taken from the 
scale in the bottom right hand corner of the image. 
 
The video signal ended up travelling successfully through two walls of a house, two desktop 
computers, 2.4GHz wireless access point and wireless computer interference, through a tin 
shed that is filled with tools and multiple lead batteries, two sea containers filled with 
furniture (not shown in ‘Wireless Video Test 02.jpeg’) over a distance of 90m as the crow 
flies. This test proves that the modules are capable of working close to their rated range with 
massive interference. This is an excellent outcome in the case of the wireless video sender 
set as well as the module.  
 
This will allow future students to use the Pioneer Module to conduct experiments when they 
are within the Murdoch University grounds. This also signifies an increase in the range of the 
video feed that can be used on the PRobot when compared to the previous video feed 
components. With the range of the KingWaveVS now evaluated the connection 
characteristics of the KingWaveVS should be discussed especially around the maximum 
operating distance and loss of video signal regions seen in this test. 
KingWaveVS Connection Characteristics 
The connection of the KingWaveVS becomes unstable or lost under certain conditions seen 
in the previous test. When the transmission range is too great or there is too much 
interference the frame rate of the video visibly drops or the image of Figure 21 below is 
shown on the remote HMI. This image or screen is also visible if the sensors video 
transmitter module is not powered up but the remote HMI station’s receiver module is for 
the same lack of connection reason. Page | 45  
 
 
Figure 22 Loss of KingWaveVS module connection screen 
  
If the sensor module is being powered up the transmitter and receiver of the KingWaveVS 
set must be within a meter of each other in order to sync the frequency pattern that they 
hop through. If this screen is shown during a test run it is possible to get the video feed back 
if the Pioneer Robot is reversed or retraces its tyre tracks, so to speak. If this is not done the 
video connection will be lost completely and the KingWaveVS set will have to be power 
cycled and re-synchronised. 
 
For examples on the loss of connection and re-establishment of the video feed look like 
please refer to the digital files that accompany this report that form Appendix O. Please view 
“Test_Run_Dusk_04.avi” for a full loss of connection example with no recovery that required 
a power cycle and the components of the KingWaveVS set to be within a meter or so of each 
other. For an example of the slower frame rate and recovery please view 
“Test_Run_Dusk_05.avi” between 1:15 and 1:24. There is also an example of a loss of 
connection at 2:04 and complete reconnection of the feed at 3:08 on 
“Test_Run_Dusk_05.avi”. After 3:08 it should be noted that the trolley is being pulled quiet 
fast in order to demonstrate what the feed would look like on rough terrain. These video 
files were taken with the camera set to auto control of the aperture and shutter speed as 
well as white balance and day/night contrast control showing that the camera is capable of 
self regulation. 
 
For an example of a set shutter speed test along the same path shown in ‘Wireless Video 
Test 02.jpeg’ please view “Test_Run_Afternoon_01.avi”. The majority of the clip is washed 
out as the shutter speed is set for shady conditions at the start of the test. When the camera 
reaches the grey sand the video footage is washed out and objects become 
indistinguishable. It is therefore recommended that the camera be set to automatic shutter 
speed as this will produce the best video footage in different environments without operator 
assistance. 
Effect of the Servos and Terrain on Video Feed 
During the tests that were conducted and recorded there are noticeable video rips or 
distortions. Both the servos and camera operating conditions will affect the rate of these 
distortions and the severity. The camera can cause a rip or distortion like the one in the 
image below when the shutter speed is on the slowest setting combined with the zoom 
being set at twenty two times magnification and the camera is jolted or bumped. Page | 46  
 
 
Figure 23 Video distortion seen in the video feed due to a knock of the camera 
 
This video distortion was caused when the operator was testing the zoom functionality of 
the camera as the camera was bumped when the zoom was manually changed by the 
operator. Using the camera at full zoom and slower shutter speeds is not recommended as 
the video footage will be very poor if the PRobot is moving at the same time. Full zoom is 
also not recommended for another reason as the servos have a twitch or jitter that affects 
the camera stability when they are unable to find set point. 
 
 
Figure 24 Video distortion seen in the video feed due to servo jitter 
 
Above is an example of such a twitch where the camera footage has become distorted when 
the servos have responded and moved the camera to set point. This tear in the footage is 
again happening at the slower shutter speeds. For an example of the mentioned twitches or 
jitters that the servos get please view “Test_Run_Afternoon_03.avi” between 0:20 and 0:23 
seconds. 
 
This shows that although the servos occasionally have issues these distortions happen on the 
very large or severe servo jumps or knocks to the camera. These distortions in the video 
footage can be assigned to the interactions between the internal optics of the camera 
moving when bumped, the read time of the CCD sensor of the camera and the length and 
strength of the knock that the camera takes.  Page | 47  
 
Zoom Capabilities and Quality 
For the Innovi camera it is capable of 22 times optical zoom. This as previously stated is not 
ideal when the PRobot is moving around. The zoom could become a useful feature when the 
PRobot is on a surveillance mission however and movement of the PRobot is limited. Below 
in Figure 26 is a frame taken from the video file “Test_Run_Afternoon_03.avi” at full 22 
times zoom.  
 
 
Figure 25 Innovi video frame taken at 22 times optical zoom 
 
Within the “Test_Run_Afternoon_03.avi” the camera is zoomed fully back out to 1 times 
magnification to show how powerful the zoom feature of the Innovi is. This zoom out 
operation from x22 to x1 optical zoom takes a full five seconds to complete. Without moving 
the Innovi’s direction following Figure contains the same scene but at optical magnification 
of 10 times. 
 
 
Figure 26 Innovi video frame taken at 10 times optical zoom 
 
The camera is then further zoomed out in the test video to the recommended zoom of 1 
times magnification to show the following image of the same Innovi focal direction. 
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Figure 27 Innovi video frame taken at 1 times optical zoom 
 
As can be seen when looking at the three images in close proximity there is a big difference 
in the size of the objects and animals in all three images. The zoom feature of the camera 
can be expanded in the future and could be quiet useful however it is recommended to 
attach the sensor module to the PRobot and contact a series of tests to see how the camera 
responds. 
 
During the initial construction of the servo brackets it should be noted that there was 
noticeable slack in the tilt servo’s internal gearing. This slack in the servo gearing has then 
affected the amount of slack in the tilt section of the brackets and thus the stability of the 
camera feed. In order to remove the an elastic band has been attached to the top of the 
pan-tilt brackets that forces the servo to constantly find set point. A photo of this setup is 
shown below so that when the current elastic band breaks another can be fitted.  
 
 
Figure 28 Photo of the elastic band attached to the pan tilt brackets 
 
The force provided by some elastic bands is not enough to cause permanent damage but is 
enough to remove the slack within the servo and pan tilt brackets. This means that the 
camera image is much more stable and the servo jitters can be removed.  This small 
improvement in pan tilt bracket stability will remove the jitters seen in previous footage as 
well as enable the camera to produce a much more stable image when zoomed in. Page | 49  
 
Delay in Video Feed 
One final note that needs to be discussed about the video capturing and transmission 
components is the delay in the video footage being captured and the image being displayed 
on the remote operator screen. When the delay was noticed during field tests, a few extra 
tests were done on the Innovi with and without the KingWaveVS attached to isolate and 
identify the source of the delay. 
 
With the Innovi directly attached to a screen with a 60Hz refresh rate there was a 1 second 
delay between seeing the camera physically pan or tilt and the image on the operator 
showing this change in camera direction. With the KingWaveVS attached there was no 
noticeable difference in the delay time of 1 second in the video footage. This resulted in the 
conclusion that the video delay is created in the Innovi camera and that there is no way in 
which this delay can be removed easily. There will obviously be a larger delay in the video 
footage with the KingWaveVS attached to the Innovi however this is negligible when 
compared to the delay created by the Innovi itself. This delay is a property of the camera 
capturing and transmission system that is unable to be changed but should be explained to 
future PRobot and Sensor Module operators. 
Serial Tests on the Sensor Module 
With all of the components of the Sensor Module now operational to some extent, testing 
on the serial data link was required to determine how rugged the data transfer was. As 
Bradley Churcher has done and documented distance and data consistency tests in his thesis 
[2] for the APC220 modules, so the limitations of the wireless link related to data transfer 
were tested. 
 
Up until this point all of the components of the Sensor Module have been configured to send 
data every 100ms including the Labview HMI. This involved the Yaw, Pitch and Roll from the 
sensor stick as well as the two SharpDS distance readings. This means that at most 45 bytes 
are required to be sent every 100ms. This was an easily realisable target given that both the 
Arduino and APC220 have enough buffer space to hold all of these data bytes and then 
send/receive the information during the 100ms. 
 
During testing however it was visually apparent on the HMI that not all of the data was being 
sent to the Labview HMI as well as the pan and tilt movements of the camera being 
sporadic. A closer look at the number of bytes that were being received at the HMI showed 
that upwards of 100 were being received each second. This meant that two or more 
messages were being received from the sensor module as one message. This  meant that 
individual messages were not being received and evaluated every 100ms and the read cycle 
was taking longer than this. It also meant that during this extended read time none of the 
pan, tilt or camera control data was being sent.  
 
There could be two possible reasons for this, the half duplex nature of the APC220s or the 
Labview HMI program not getting enough processor time to complete the required actions. 
The easiest way to test this was to vary the individual write, read and calculation delay times 
within the Labview HMI. The modification of the delay times combined with the ability to 
activate or deactivate these features would result in a clear indication of the offending 
software or hardware. 
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To begin the tests the original delay times where placed back into the Labview HMI with 
both write and read enabled. These values were then run just to make sure that the HMI 
exhibited the same behaviour. Below are the states and values of different tests that were 
done on the Sensor Module and wireless data connection. 
 
Table 7 Serial data variable values and states that the different tests were conducted with 
  Read time 
(ms) 
Write time 
(ms) 
Calculation time 
(ms) 
Write 
Enabled 
Read 
Enabled 
Original  50  40  10  True  True 
Test run 01  50  40  10  False  True 
Test run 02  50  40  10  True  False 
 
From these first two tests it became quite clear that the APC220s were having trouble 
sending and receiving the data. When the read function was disabled the response of the 
servos was excellent, while when the write function was disabled much more data was 
received shown by both the number of bytes being receiver per message reducing as well as 
the SharpDS and 9DOF values rapidly updating on the HMI. This was a large issue as there 
was a requirement to be able to send and receive data at the same time from the Sensor 
Module. 
 
As the ACP220 are half duplex transceivers they can only transmit or receive at any given 
time. From the above tests the APC220s also do not change roles until the send buffer of the 
transmitting ACP220 is empty. If the buffer is constantly being filled but the ACP220 is in 
receiving mode the send buffer overflows and there is no configured notification from the 
hardware or software that this event has occurred. Given that more information will always 
be received than transmitted from the HMI the read time should be maximised in order to 
clear the buffer of the APC220 that resides at the HMI. This will then enable the write data 
to be sent more reliably if the buffer is clear.  
 
To overcome this issue the Labview code was modified with the delays changed so that the 
read and calculation functions had one overall delay of 50ms. During this 40ms the Labview 
program looks for any serial data that is on the bus. After the delay pan, tilt and camera data 
is written to the APC220 and then another 40ms serial and calculation delay begins. This 
enables the buffered to be cleared the majority of the time as well as updating the display as 
required. With the ACP220’s buffer clear data can then be written to the ACP220 reliably and 
at regular intervals. 
 
The resulting code change has enabled the wireless data transfer to become much more 
efficient however this arrangement may become unstable at greater wireless distances. For 
this reason the read interval is changeable on the HMI to increase the write time interval if 
required. It is also a good indicator that the wireless transceivers are struggling when the 
read buffer is constantly full. This could be used in the future to determine when the 
wireless data link is being stressed due to distance.  
9DOF 
Another expansion part of the project was to attach relevant sensors that would aid the 
PRobot in navigation and sensing its surroundings. The 9DOF added quite a few useful 
sensors that had to be tested and calibrated. The 9DOF calibration procedures as well as the 
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that the magnetometer is very sensitive to magnetic flux and metallic objects close to the 
magnetometer.  
Magnetometer sensitivity 
Within the RazorIMU library documentation is a note to remove any nearby metallic or 
electronic objects from near the magnetometer during calibration. This of course has to do 
with the interference or generation of magnetic flux from these objects with all of these 
sources affecting the measurements of the 9DOF’s magnetometer. The magnetometer on 
the 9DOF is so sensitive that the small multi-turn pots shown in Figure 55 caused faulty 
readings. This then lead to a small investigation as to how susceptible the magnetometer is 
to interference. 
 
With the 9DOF placed in Position 1 a stereo headphones cable has placed on top of the 
9DOF. Table X below shows 6 consecutive readings and the Yaw Pitch and Roll values 
collected from the 9DOF. The received values from the 9DOF show that there is interference 
created in the sensors, primarily the magnetometer, that has caused erroneous readings. 
 
Table 8 Consecutive data received from the 9DOF with a headphone cable in close proximity to the sensors 
Value 1  44.92  -87.99  87.02 
Value 2  22.68  -88.31  109.26 
Value 3  32.99  -88.23  98.96 
Value 4  26.21  -88.36  105.72 
Value 5  -27.21  -87.76  159.18 
Value 6  -33.86  -87.41  165.8 
 
Given that the headphones cable was carrying a small signal current, a more powerful but 
non-damaging interference was chosen. This was the data cable from the UNO to the 
computer that was carrying the sensor values to the HMI. When the USB cable was placed 
on top of the sensors the resulting 6 consecutive data points were recorded. 
 
Table 9 Consecutive data received from the 9DOF with a USB cable in close proximity to the sensors 
 
Yaw  Pitch  Roll 
Value 1  78.55  -3.96  2.14 
Value 2  166.54  85.3  27.44 
Value 3  70.44  -0.41  178.2 
Value 4  129.83  -87.67  78.84 
Value 5  78.39  -4.44  2.16 
Value 6  162.41  86.85  21.59 
 
With the USB cable carrying a 0-5V signal that is larger than the audio cable the interference 
generated in the sensors had also increased. This shows that metallic objects affect the 
magnetometers reading and thus the Yaw, Pitch and Roll values but so does electromagnetic 
interference. The cable that attached the 9DOF to the UNO has since been increased in 
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Suitability of the 9DOF for use on the PRobot 
The 9DOF will work quiet well on the PRobot as the sensors are precise and responsive. The 
location will have an effect on the overall accuracy and precision and the 9DOF should be 
shielded or located in an appropriate position to minimise the effect of metallic or 
electromagnetic interference. The 9DOF should also be recalibrated when it is attached to 
the PRobot to see if there are any large inferences and to verify the data gathered before it 
is used in a control application. 
Servo recommended update time 
Throughout the entire Sensor Modules creation and testing the servos have been neglected 
to some extent. Given that the pan and tilt functions of the camera rely on the movement of 
the servos and that it has been shown that jerks or shocks to the camera body cause tears in 
the video feed it is important to address the movement of the servos. More fluid movement 
of the servos will reduce the probability that a video feed tear occurs and can be achieved by 
updating the servo position integer in the UNO more regularly. 
 
Regardless of the integer for the servo position the PWM signal is updated every 20ms. 
Given that the wireless data link in its current state is not able to transfer data reliably an 
update time had to be found that allowed the servos to move fluidly while not stressing the 
wireless data link.  At present the best update time that has been achieved is 100ms for both 
servos. This allows the servos to respond well to inputs on the HMI while allowing the 
wireless data link to function. The servos however will be erratic at times due to the issues 
that arose in the ACP220’s half duplex nature as the wireless data link is still far from the 
envisioned wireless link in speed and reliability at present. 
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6.0 Future work and improvements 
Future works that can be done on the sensor model include increasing the speed of the 
wireless data link as well as making this link a full duplex one. This could be as simple as 
purchasing another 2 APC220s and then only reading from one and writing to the other at 
both the HMI and Sensor Module. The ACP220s were excellent at one directional data 
streaming but did not perform well when asked to send a maximum of 10 bytes and receive 
a maximum of 45 within 100ms.Finding a full duplex transceiver may be an answer to this 
wireless link issue as well, however the price for such an item will have to be considered. 
 
Another interesting solution to this issue lies in the purchasing of a wireless video sender set 
by KingWave that has RS485 built into the set. These modules were attempted to be bought 
for this thesis however the manufacturer was not yet in full production of these modules 
and was unwilling to just produce 2 sets for Murdoch University. A discussion with a current 
student, Dylan Jones, who is looking into a microcontroller network should be consulted on 
the point as he is developing a network based on RS485 at present. It may be possible to 
replace the APC220s with the KingWave modules if the manufacturer is now in full 
production or similar ones that might be on the market.[35][36]  
 
It may also be possible to upgrade the Arduino boards to an Arduino Due. This Arduino 
board features a 32bit Cortex-M3 ARM processor that will run at 84MHz. There are a whole 
other host of features that come with this power while still being Arduino shield and code 
compatible. This allows the current code to be used while allowing for larger and more 
complex code to be written that could involve control algorithms. The Arduino Due boards 
were meant to be released at the end of 2011 however this did not happen for various 
reasons. Further research can be dedicated to this upgrade avenue when a serious increase 
in processing power for more complex control is required.[37] 
 
 
As previously mentioned Dylan Jones is currently investigating and beginning to implement a 
RS485 network between the Sensor Module and the PRobot. A previous student Bradley 
Churcher has also generated a low cost DGPS system that can be integrated into the 
microcontroller network and is well within scope of a Murdoch University student. If Dylan is 
unable to integrate the Innovi camera into the microcontroller network there is another 
improvement that could be considered. This would involve creating a physical link from the 
microcontroller network or from the 2560Mega as planned and then generating the 
required control bytes and PELCO-D checksum. This would enable the use of the on screen 
menu of the Innovi as well as the zoom function remotely. By connecting the PRobot to the 
Sensor Module via a network would also allow for the transfer of PRobot variables like the 
ultrasonic sensor information back to the HMI. It would also allow for a more graphical 
interface with which the PRobot could be operated from. [38] 
 
Another Arduino library that can be looked at in the future is the PS2 controller library. 
When a full duplex wireless data link has been created it will be possible to send more 
frequent and detailed serial messages for control of the robot. This could include the 
attachment of a PS2 controller to the 1280Mega as well as the integration of the PS2 library 
in the 1280Megas code in order to control the movements of the PRobot.[39] 
 
The use of a PS2 controller or similar would generate a friendlier human interface where the 
analog buttons of the controller could determine the forward or reverse speed of the 
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also then be used to control the pan and tilt servos with the second analog joystick that the 
PS2 controller has to offer. If done correctly the PRobot would be far more mobile and easily 
controlled and this would also give a future control student the opportunity to demonstrate 
more complex control strategies depending on what buttons are pressed on the PS2 
controller.[39] 
 
The integration into a network for both the PRobot and Sensor Module is currently 
underway by Dylan Jones. The result of his thesis could eventually sway the next proposed 
thesis design to be assigned for all three of the theses. In the end there are multiple 
directions that this and related projects can be taken in however the next step will be 
decided by both Graeme Cole and Gareth Lee. 
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7.0 Conclusion 
At the beginning of this project an ambitious plan was hatched to create a Sensor Module 
and a remote HMI screen for the Pioneer Robot. The addition of these features was to 
enable the Pioneer Robot as well as a remote operator to have a greater awareness of the 
robot’s surroundings and to aid in the navigation of the robot. Various other desired 
objectives were defined and outlined, however many of these extras could not be 
completed. 
 
Some of these additional features to be implemented were the PS2 controller, the RS485 
connection to the Innovi camera and the idea of connecting to the Pioneer Robot’s internal 
network. These features were outlined at the beginning of this report as secondary or 
tertiary objectives to complete. If these objectives were completed along with the primary 
ones they would have resulted in a more complete prototype module increasing the 
operator usability for both the Sensor Module as well as the Pioneer Robot. 
 
The video feed within the Sensor Module that was created for the Pioneer Robot however 
was an excellent success. The KingWave video sender set not only allows for the clear 
transmission of the Innovi video footage but is also capable of maintaining a connection in 
harsh environment up to 90 meters away from the receiver. The only future improvement 
that can be made for the video feed is the integration of the video feed into an additional 
Labview HMI screen. 
 
One of the other major goals of this project was to create a reliable wireless data link so that 
future projects could improve the HMI and the Pioneer Robot separately without having to 
consider the method that data could be transferred between the two systems. After 
thorough tests the real-time behaviour of this link has been found severely wanting and 
some serious analysis of the future methods for networking should be considered for real-
time control and monitoring of the Pioneer Robot. 
 
The current data link that has been implemented has severe limitations. This is due to the 
hardware limitations of the Appcon APC220 transceiver modules. In previous thesis projects 
and Murdoch University projects this transceiver have performed extremely well as data is 
primarily being passed in one direction. The ACP220s are excellent for such an application as 
the transceivers do not have to change roles frequently from transmitter to receiver or vice 
versa. [7] 
 
Overall the Sensor Module project was a success and an improvement on the original 
Pioneer Robots capabilities. Given the pace that micro electronics are moving at present the 
future of the Pioneer Robot is uncertain but can only be improved with each project.  
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Appendix A – Additional Module Hardware 
In order to complete the project various hardware components were required. These pieces 
of hardware are detailed below. 
Microcontrollers 
Although there are a whole host of programmable microcontroller on the market today, two 
types are predominantly used within Murdoch University Engineering units. These are the 
Motorola 68HC11 and different versions of Ardunio boards. For this particular thesis Ardunio 
boards were chosen mainly for the number of communications ports that they offered as 
well as the familiarity that the supervisor Gareth Lee has with these boards, as his support 
will be required in order to finish the thesis. 
Arduino Microcontrollers 
 
Figure 29 Photo of the three different Arduino microcontrollers used in the project 
 
"Arduino is an open-source electronics prototyping platform based on flexible, easy-to-use hardware 
and software. It's intended for artists, designers, hobbyists, and anyone interested in creating 
interactive objects or environments." [4] 
 
The Arduino code combines with the different boards of this thesis to achieve a complete module. 
The different sections of the module have different Arduino boards that are suited for the different 
applications. Below are the specifications of the different boards and reasons that each was selected. 
Arduino Mega 2560 
The Arduino Mega 2560, here after will possibly be referred to as 2560Mega, is the successor of the 
Arduino Mega, also used in this thesis, and is an Arduino microcontroller board that is built around an 
ATmega2560 microcontroller. An image is shown below of the front of the microcontroller board. This 
shows the general layout of the board and the positioning of different components.[40] Page | 61  
 
 
Figure 30 Photo of the Arduino Mega2560 
 
The reason for the selection of this board over other Arduino is the number of communication ports 
and the availability of IO. The need for more than one communication port is in order to be able to 
create a network of microcontrollers. The 2560Mega offers a largest number of IO for the Arduino 
range. The IO will be useful for interfacing with various sensors and actuators in order to achieve the 
goals of the thesis while still allowing for future expandability.[40] 
 
The Arduino Mega 2560 board has 4 hardware UARTs for 5V TTL serial communication as well as IC2 
bus capabilities. One of the serial ports, serial port one, is also connected to an onboard ATmega 8U2 
that provides a virtual serial port so that the microcontroller board can be accessed via a USB 
connection for a PC or other compatible device. The SoftwareSerial library comes standard with the 
Arduino software and is used to write and read serial messages on the Arduino boards. It was 
necessary to have at least 3 communication ports in order to connect to a wireless transceiver module 
of some form, another microcontroller that would be interfaced with sensors as well as being able to 
be attached  to a network of other microcontrollers. A summary of the Arduino Mega 2560 
specifications can be seen in the table below.[40] 
   Page | 62  
 
 
Table 10 Arduino Mega 2560 specifications summary [40] 
Summary   Value 
Microcontroller   ATmega2560 
Operating Voltage   5V 
Input Voltage (recommended)   7-12V 
Input Voltage (limits)   6-20V 
Digital I/O Pins   54 (of which 14 provide PWM output) 
Analog Input Pins  16 
DC Current per I/O Pin   40 mA 
DC Current for 3.3V Pin   50 mA 
Flash Memory   256 KB of which 8 KB used by bootloader 
SRAM   8 KB 
EEPROM   4 KB 
Clock Speed   16 MHz 
 
Arduino Mega 
The Arduino Mega, here after will be referred to as 1280Mega, is an Arduino microcontroller board 
that is built around an ATmega1280 microcontroller. An image is shown below of the front of the 
microcontroller board. This shows the general layout of the board and the positioning of different 
components. It appears very similar to its successor, the Mega 2560, in size, shape and layout.[41] 
 
 
Figure 31 Photo of the Arduino MEGA 
 
The need to select the Arduino Mega for use in the final thesis project was not anticipated initially 
however due to changes and complications another microcontroller was required. The Arduino Mega 
was selected for the same reasons as the previous Arduino Mega 2560 as well as being free (the Mega 
was donated to Gareth Lee), in respect to both price and availability and had the possibility to be used 
in one of the more desired additions to the Pioneer Module.[41] 
 
The Mega was required to interface reliably with the computer and some form of wireless transceiver. 
The Mega was able to do this by connecting the wireless transceiver to a spare 5V TTL serial 
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a FTDI FT232RL chip in order to convert the 5V TTL serial communication into a virtual serial port on 
the PC that is connected by USB. Below is a summary of the Arduino Mega’s specifications.[41] 
 
Table 11 Arduino Mega specification summary [41] 
Summary   Value 
Microcontroller   ATmega1280 
Operating Voltage   5V 
Input Voltage (recommended)   7-12V 
Input Voltage (limits)   6-20V 
Digital I/O Pins   54 (of which 14 provide PWM output) 
Analog Input Pins  16 
DC Current per I/O Pin   40 mA 
DC Current for 3.3V Pin   50 mA 
Flash Memory   128 KB of which 4 KB used by bootloader 
SRAM   8 KB 
EEPROM   4 KB 
Clock Speed   16 MHz 
 
Arduino Uno 
The Arduino UNO, here after will possibly be referred to as UNO, is an Arduino microcontroller board 
that is built around an ATmega328 microcontroller. An image is shown below of the front of the 
microcontroller board. This shows the general layout of the board and the positioning of different 
components. The UNO is smaller in size and in IO when compared to the two previous Arduino 
Mega.[42] 
 
Figure 32 Photo of the Arduino UNO R2 
 
The need for a dedicated microcontroller that primarily dealt with more complex and resource 
intensive sensors became required in order to spread the computational load. The UNO is planned to 
become a dedicated I2C bus controller and data conditioning microcontroller during this thesis. Its 
primary role will be to interface with a Razor Sensor Stick that has 3 complex sensors that 
communicate via I2C. It will also be given the task of establishing and maintaining PWM signals to the 
servos that are used in the pan/tilt brackets. Both of these forms of communication signal are 
interrupt driven and resource intensive and as such are better kept on one board. Below in Table is a 
summary of the Arduino UNO’s specifications.[42] 
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Table 12 Arduino UNO specification summary[42] 
Summary   Value 
Microcontroller   ATmega328 
Operating Voltage   5V 
Input Voltage (recommended)   7-12V 
Input Voltage (limits)   6-20V 
Digital I/O Pins   14 (of which 6 provide PWM output) 
Analog Input Pins  6 
DC Current per I/O Pin   40 mA 
DC Current for 3.3V Pin   50 mA 
Flash Memory  
32 KB of which 0.5 KB used by 
bootloader 
SRAM   2 KB 
EEPROM   1 KB 
Clock Speed   16 MHz 
 
Arduino Shields 
Arduino boards are designed to have similar header pin spacing on both of the Arduino Mega and the 
UNO. This enables what is known as a "shield" for each of the different board sizes to be attached. 
The IO of the Arduino is then accessible on this shield so that components and circuits can be built 'on 
top' of the Arduino. These shields can be Arduino official or 3rd party items. Below is an image of the 
shield that is attached to the UNO. 
 
 
Figure 33 Photo of the final revision of the UNO’s shield 
 
In the image a 3rd party shield is pictured with various wires directly connected the header pins of the 
shield. This allows the UNO to remain mounted while the shield is removed and changes to the 
components that the UNO can interface with can be done. Shields also enable layers of IO to be 
established if on shield is becoming too cluttered or messy. 
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For the Arduino 2560Mega’s there is a different sized shield suited to the PCB size. The 2560Mega 
shield used in this thesis is shown below with the connection wires and a wireless transceiver module 
attached. 
 
 
Figure 34 Photo of the final revision of the 2560Mega’s shield 
 
The shield when attached to the 2560Mega allows power to be drawn from the Arduino circuitry to 
power the wireless transceiver module as well as two other distance sensors. This is extremely 
convenient for power sourcing and regulation issues as well as signalling due to both the sensors and 
the Arduino sharing a common ground. 
Pan-Tilt Brackets 
Another important piece of hardware is the pan tilt brackets. These will enable the camera 
lens direction to be remotely controlled. For this thesis the required torque that the servos 
will have to provide can now be calculated as the mass of the camera is known. For this 
exercise the maximum torque will be calculated as this will represent the most stressful 
position that the servo system will have to endure. 
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The position depicted above is where the servos are most likely to fail or become sluggish in 
response and is where the maximum torque will be required. In order to work out how much 
toque is required to safely support the Innovi the following calculation was used. 
 
Equation 3 Maximum required servo torque 
𝜏 = 𝑟 ∗ 𝑚 ∗ 𝑔 
τ = torque required from servo 
r = radial distance of object from the servo shaft 
m = mass of object in kg 
g = gravitational constant 
When a radius of 3cm, the approximate distance that the camera mass will be away from 
the servo shaft, and the camera mass of 450g is used the required torque at this point is 
13.23kg/cm. This gives a good starting point for the power that will be required from the 
servo motors. 
SPT200 Direct Drive Pan & Tilt System 
The SPT200 Direct Drive Pan & Tilt System, hereafter SPT200, was purchased for this thesis 
and was supplied by RobotShop in the USA. It was desired to have plastic brackets over 
metal ones as plastic brackets are lighter and in most cases cheaper. 
 
 
Figure 36 Plastic pan tilt brackets used in the project 
 
Above is an image of the assembled SPT200 with Hitec Servos attached. The SPT200 is 
recommended to be used with Hitec Servos as they were designed for this brand of servo. 
The only issue with this was that Hitec servos that were powerful enough could not be found 
at a reasonable price. For this reason only one Hitec servo is used for the pan function of the 
SPT200. This was not intended but has occurred as one of the components of the SPT200 is 
only compatible with the teeth of a Hitec servo. 
PowerHD 1501MG High Speed Servo Motor 
The PowerHD 1501MG, hereafter 1501MG, “is a metal-geared analog servo from Power HD 
that delivers extra-high torque normally associated with much more expensive or larger 
servos.”[43] 
 
The 1501MG was selected for its size to power ratio and price. The SPT200 was designed to 
have Hitec servos installed, which are overpriced, so a cheaper alternative was found that Page | 67  
 
was able to provide more torque per dollar. The 1501MG is slightly bigger than a standard 
Hitec servo but is able to be installed in the SPT200 as well as having a stall torque of 
17kg/cm.[43] 
 
 
Figure 37 Image of the Power HD High Torque Servo 1501MG 
 
When the camera is installed onto the SPT200 and Equation 3 is used the required torque 
will be 15.435kg/cm at a radius of 3.5 cm, meaning the 1501MG is able to produce enough 
torque for the application at hand. The 1501MG was also selected due to the internal 
components being full metal gears. With metal internals the 1501MG should last longer than 
a servo without these components and will cope better in stressful tilt positions.[43]  
Hitec Standard HS-422 Servo Motor 
The Hitec Standard HS-422 Servo Motor, hereafter HS422, used in this thesis was not initially 
anticipated or planned. Ideally two 1501MG were to be used with the SPT200 in order to 
create a set of servo driven pan tilt brackets. This was not the case as one of the components 
in the SPT200 was not compatible with the number of shaft teeth on the 1501MG. This pan 
shaft was also non modifiable and a Hitec servo had to be sourced from the mechatronics 
lab at Murdoch University. Below is an image of the Hitec servo that was used. 
 
 
Figure 38 Hitec servo that was required for the pan servo 
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“The Hitec HS-422 Servo Motor is one of the most durable and reliable servos Hitec has ever 
offered. With its dual iron-oilite bushings, high impact resin gear train and high performance 
circuitry, the HS-422 features excellent centering and resolution.”[44] 
 
The HS422 also has a stall torque capability of 4.1 kg/cm. This component of the thesis 
doesn’t have to have a large stall torque as the pan tilt brackets take the majority of the 
weight from the shaft as well as the ball bearings in the SPT200. This enables the use of the 
HS422 in this thesis to solve the issues of a compatible pan servo without it having the same 
stall torque as the 1501MG. 
Appcon ACP220 V3.0 Wireless Transceivers 
The Appcon ACP220 V3.0 wireless transceiver modules, hereafter APC220, have been 
previously tested and used in a past thesis. These were recommended, but not fully 
understood by the supervisors of this thesis at the time, as a method for wireless serial 
communication.[2] 
 
Given that one of the secondary goals of this thesis was to create a reliable serial link from 
the PRobot to the remote HMI using some form of wireless transmission system the APC220 
were selected for this purpose. With the previous issues with the wireless video transmitter 
it was seen as an advantage to have a semi tried and tested as well as legal wireless link that 
was already proved to be compatible with an Ardunio. [2] 
 
 
Figure 39 Picture of an APC220 wireless transceiver module 
 
Above is a picture of one of the ACP220 modules that was used to create the wireless data 
link. The APC220 modules were also selected for their ability to use FHSS digital spread 
spectrum method, as well as forward error correction in the attainment of a reliable data 
link over other known serial modules that do not employ these methods. For details on the 
FHSS and forward error correction please refer to Bradley Churchers thesis “Differential 
Global Positioning System” as the details on these modulation and correction techniques 
have already been discussed there.[2] Page | 69  
 
Razor 9DOF Sensor Stick 
The Razor 9DOF sensor stick, hereafter 9DOF, that was purchased for the project was not 
the exact one that was suggested in the thesis proposal. This was due to a shortage of the 
RazorIMU at the distributor, a large lead time on the supply of the suggested module and 
then due to time constraints the selection of an appropriate replacement, the 9DOF. Below 
is a photo of the 9DOF that shows the 3 sensors mounted on the sensor sticks Printed Circuit 
Board (PCB). [45][46] 
 
 
Figure 40 Picture of the 9DOF sensor stick that replaces the proposed RazorIMU 
 
The 9DOF however does have the same selection of sensors as the suggested RazorIMU, 
even if the physical orientation of one sensor is not the same. As the 9DOF no longer had an 
onboard microcontroller another Arduino became required to interface with and read from 
the sensor stick. The Arduino UNO was configured for this task so that the sensors can be 
communicated with over the I2C bus that is part of the 9DOF.[45][46] 
Sharp GP2Y0A02YK0F Distance Sensors 
An excellent addition to the Pioneer Robot was thought to be some Sharp GP2Y0A02YK0F 
analog distance sensors, hereafter SharpDS, that are specified to be able to detect objects 
within a 20cm to 150cm range. The major advantage of this type of sensor is that they use 
optical range finding techniques, so that they would not interfere with the sonar sensors 
already attached to the Pioneer Robot. One or two of these sensors could be attached next 
to the camera and used to calculate the distance of objects that appear on the HMI screen. 
The SharpDS shown below is also relatively cheap and the “distance is indicated by an analog 
voltage, making this sensor very easy to use” [47]when interfaced with the Arduino Mega 
2560. [47][48] 
 
 
Figure 41 Sharp optical distance sensor Page | 70  
 
 
These distance sensors are light based and use reflected Infra Red (IR) rays in order to 
determine the distance. The output from the sensors is also non-linear and will have to be 
appropriately scaled. The SharpDS have also been slightly modified by a technician at 
Murdoch University in order to be able interface with the SharpDS using the different 
Arduino boards. All of these factors will contribute to the need for thorough testing and 
calibration of these sensors.[47][48] 
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Appendix B – Module Software Packages 
Within this appendix is a general introduction to the various software packages used 
throughout the project. 
Arduino Programming Environment 
The first piece of software that was used during this thesis was the Arduino Development 
Environment. This environment “contains a text editor for writing code, a message area, a 
text console, a toolbar with buttons for common functions, and a series of menus.”[30] 
 
The Arduino programming language is based on Wiring, "an open-source programming 
framework for microcontrollers"[49], while the Arduino development environment is based 
on Processing, "an open source programming language and environment for people who 
want to create images, animations, and interactions."[50]. 
 
 
Figure 42 Screen shot of the Arduino Development Environment 
 
Above is a screen shot of a blank Arduino sketch in the Arduino Development Environment 
showing the various toolbars and commonly used buttons at the top of this image including 
the Serial Monitor launch button. This function of the Arduino development is invaluable as 
it allows for the reading and writing of serial text messages to the Arduino boards via the 
USB cable. This was the primary method of testing individual components of code and 
greatly aided the generation and debugging of the Arduino code. 
 
In the world of Arduino a sketch is a program that can be complied and downloaded onto an 
Arduino. All three of the Arduino have a different sketch of different sizes and complexity 
but are all written in the wiring language. This is a text based language that when written in 
the Arduino Development environment enables various highlighting and formation of key 
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Standard Arduino Libraries Used 
With the Arduino software comes multiple example programs and a few built in libraries. 
These are commonly for general functions of the Arduino like serial communication and 
analog reading and writing. These libraries have been built up over time using the creators 
and contributors of the Arduino platforms code. This allows for easy to use code that a 
novice programmer can use quickly to interact with sensors attached to their 
Microcontroller. For this thesis there were two standard libraries that were used in coding 
the Arduinos. These libraries were the serial library and the PWM or analog out library. 
Arduino Software Serial Library 
The serial library is an integral part of the Arduino libraries as this library enables an Arduino 
to be able to communicate with other controllers and the PC. The creator of the original 
library was David Mellis back in 2006. His serial library is now included in all Arduino 
programming environment installations after version 0.7. Within the library are functions 
that allow testing of the serial buffer to see if any new bytes have been received as well as 
the reading and writing of bytes. It is important to note that the serial send and receive 
commands that are used in the library are a byte in length. For more information on the 
various commands and functionality of the library please refer to the official Arduino page 
that resides at the following address http://arduino.cc/en/Reference/Serial.[51] 
Servo Library 
The servo library was created by Michael Margolis and enables the Arduino to control analog 
servos. This is done by creating a servo instance that assigns a servo name to a particular 
output pin. Internally a timer is reserved for comparative actions that will determine when 
the output pin is required to change state. Each timer can have up to 12 servos being 
attached as well as the AnalogWrite function being disabled for the respective timer that it is 
normally attached to. There are two servos that have been implemented in the UNO that are 
responsible for controlling the pan tilt brackets.[31] 
RAZOR IMU Library 
This library is written and maintained by Peter Bartz and Sascha Spors and is designed 
primarily for different versions of the RazorIMU. Within the setup code however it also has 
the ability to specify different Sparkfun sensor sticks, one of which is the 9DOF. The 9DOF 
has the magnetometer physically mounted in a different orientation to the RazorIMU. This 
meant the some of the axis of the 9DOF had to be changed in the library code in order for 
the roll, pitch and yaw calculations to be correct. 
 
This library mad a perfect addition as the code is easily readable and all of the sensor axis 
and orientations are easily found and manipulable. The library is also heavily commented 
and has warnings for various settings that should not be changed.[29]  
Labview 
The other key programming language that was used within this thesis was the National 
Instruments Labview programming environment, hereafter Labview, that has a graphically 
based programming language. “LabVIEW is a comprehensive development environment that 
provides engineers and scientists unprecedented hardware integration and wide-ranging 
compatibility.”[25] Page | 73  
 
 
Labview programs have two primary components, the Front Panel and the Block Diagram. 
Both of these windows serve different purposes however they are closely linked and form a 
very easy environment to program in. 
 
The Front Panel is concerned with visual elements like dials, knobs, graphs and switches that 
allow the user to view and interact with the code and interfaced elements. Below is an older 
version of one of the PRobots HMI screens. 
 
 
Figure 43 Screenshot of an older version of the PRobots remote HMI 
 
This screenshot does not need to be understood but can be used show some of the different 
digital and analog inputs and outputs and the forms that they may take on a Labview Front 
Panel. There are multiple libraries of such objects that can be used to create a HMI panel. 
This is one of the main reasons that Labview was chosen to be used for the HMI screens and 
I/O reading and writing from the Arduino boards. 
 
With every front panel an accompanying Block Diagram can also be found. The Block 
diagram is the place where the graphical code of Labview is written. As such the Block 
Diagram can become quiet complex very quickly if care is not taken to structure the code. 
The elements on the Front panel can often be found on the Block Diagram as well. These 
elements are most commonly digital I/O and waveform graphs. For example the slider 
indicator on the Front Panel for the camera tilt value is a 32 bit signed integer value on the 
Block Diagram. This can be seen in the screen shot below where the blue wires are 32 bit 
integers.  Page | 74  
 
 
Figure 44 Screen shot of a piece of the Block Diagram for an older version of the PRobots remote HMI 
 
This integer value, that is manipulate able from the Front Panel while the Labview is running, 
is then converted into  a string and later in the code written to the 1280Mega using another 
piece of serial writing code.  
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Appendix C – Old Message Structure & Code 
The old version of the serial code is described here should it be used in the future. This code 
was removed from the thesis due to the ACP220 modules not being able to transfer the 
larger number of bytes used within these messages. If the half duplex connection of the 
Sensor Module is upgraded in the future this code worked very well and allowed easy 
integration of the DGPS system as well as other microcontrollers. 
Old Arduino Serial Code  
With a network of microcontrollers in mind a method of being able to send a complete 
message and test whether the data contained was valid was required. For this reason a 
message structure was defined so that the Arduino microcontrollers as well as Labview code 
are able to tell where a new message starts and ends as well as if the contained data is valid 
and should be evaluated. 
Keywords and Identifiers 
Along with the Arduino base keywords and identifiers, more are defined in this thesis in 
order to identify different variables and message elements. Below is a table of the character 
combinations that are now reserved for the following defined purposes. 
 
Table 13 Table of additional Identifiers and Keywords 
Character 
Combination 
Keyword or Identifiers 
meaning 
Use in message structure 
!~!  Start Of Message  This indicates the beginning of a serial message 
#~#  Middle Of Message  This indicates the end of the data contained 
within the serial message and the beginning of 
the checksum 
*#*  End Of Message  This signifies the end of the serial message 
ANG  Sensor Stick tilt 
corrected values 
Identifies the roll, pitch and yaw values that are 
tilt corrected. 
AN  Sensor Stick raw analog 
values 
Identifies the 9 raw analog values that the Sensor 
Stick produces. 
DA  Sharp distance sensor A  Identifies the Sharp distance sensor A  
DB  Sharp distance sensor B  Identifies the Sharp distance sensor B 
PAN  Pan servo value  Identifies the pan servo value that will be written 
TIL  Tilt servo value  Identifies the tilt servo value that will be written 
 
These combinations of characters can no longer be used in a standard serial message as they 
are now symbolic of a certain variable or meaning. Other words will clearly need to be added 
to the list like the internal variables of the Pioneer Robot. 
 
 For the message identifies, these ASCII characters were chosen as they have very different 
ASCII values that represent these characters. They are also removed from the control, 
numerical and alphabetical characters of the ASCII table making these characters stand out 
on the communication network. This makes them easier to identify and attempts to remove 
the chance that a corrupted message is validated and read. 
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 For example ADA was not chosen as a message identifier as this contains the identifier DA 
that is used to represent the Sharp distance sensor A. It would also be more likely that when 
this ADA identifier gets corrupted that it could become another identifier given that all of 
the new keywords and identifiers shown in Table 7 above are capital alphabet characters. 
This is extremely important as the method of data extraction and character to numerical 
conversion function searches the entire serial message including message identifiers. 
Serial Message Structure 
With serial being the method of passing information around the sensor module a standard 
structure for these communications was created. Using the message identifiers from Table 
13, messages within the sensor module’s network are required to have the following format. 
 
!~!(Data and variable identifiers)#~#(NMEA checksum in HEX)*#* 
 
This structure does not have any spaces contained within the message and is terminated 
with the newline ASCII character. An example of a valid message that can be sent to the UNO 
in order to change the servo positions is shown below with the newline character 
highlighted in red. 
!~!TIL10000PAN10000#~#0E*#*<LF> 
 
With a message structure now defined a function within the Arduino environment could 
now be created as well as a section of code within Labview that was capable of constructing 
and deconstructing this serial message. 
Evaluate_new_serial_data Function 
A function was defined within the Arduino code called “Evaluate_new_serial_data”. The 
purpose of this function was to evaluate if new serial data was available, collect the entire 
new serial message, break this message into its components, evaluate if the data inside is 
valid, extract valid data and store it in the appropriate memory locations and if the message 
received was not valid notify the operator of this.  Below in Figure 46 is a screenshot 
showing the most basic structure of the “Evaluate_new_serial_data” function with the main 
nested conditional statements shown. Page | 77  
 
 
Figure 45 Screenshot of the Evaluate_new_serial_data function 
 
Since the job of this function is to monitor the serial port and act only when there is data 
waiting, no variables are required to be passed in or out of the function. The 
“Evaluate_new_serial_data” function is therefore defined with ‘void’ in the appropriate 
places as well as an ‘if’ statement that looks for bytes available on the serial port. When 
serial data is received the bytes are taken from the buffer and saved into a temporary 
character array.  
A check is then done to see if the first 3 bytes of the message are the ‘Start Of Message’ 
identifier. If the first 3 bytes are the message identifier then the message is searched for the 
other 2 important message identifiers. 
 
 If the identifiers are found and in the correct order then the message data and checksum 
are extracted. The data then has the NMEA checksum calculation performed on it and the 
two checksums are compared. If the 2 checksums match then the message is then searched 
for different variable identifiers and the information extracted. This is done by another 
thesis created function “Extract_Int” that extracts and then converts ASCII characters into an 
integer that can be stored in a variable location. 
 
Should the received message fail any of the previous checks then the entire message is 
discarded. This is to ensure that the minimum time is spent on evaluating serial messages. It 
is also non critical if one or two messages are lost as a new serial message will be sent in 
100ms time. 
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Appendix D – Labview HMI Screen 
Below is the final HMI screen. The code for the Labview program is in the electronic 
documentation due to the complexity and size of the code. 
 
The HMI at present has the SharpDS and 9DOF sensor information displayed. The pan and 
tilt controls also appear on the HMI for controlling the pan tilt brackets. There are still 
changeable serial configurations for the 1280Mega so that the port can be changed 
appropriately in the future. Full image is available in the electronic documentation in 
Appendix D. 
 
Figure 46 Screen shot of the final HMI screen   Page | 79  
 
Appendix E – Power for the Sensor Module 
As the module was created to be able to be removed from the Pioneer Robot the Sensor 
Module was required to have its own power regulation and conditioning circuits.  Below is a 
figure that details the electrical connections of the power boards to aid in the construction 
of a more hardy and single power board creation at a later date. 
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Figure 47 Electrical circuit diagram for the Sensor Module components 
 
A full schematic is available in the electronic documentation as the full image does not fit 
clearly on an A4 page. The wiring diagram can be found under Appendix E in the electronic 
documentation. 
 
The power board was designed with the option to power certain sections of the module 
while leaving others disconnected. In order to do this low voltage dropout voltage regulator 
packages were selected as they are simple to setup and have in built over current and 
temperature protection. Page | 80  
 
 
Two of the power supplies were required to supply regulated 5V. This was done by cascading 
the various voltage regulators in order to minimise the voltage drop between each regulator. 
This reduces the energy required to be dissipated as heat as specified in the datasheet. The 
voltage regulator packages also have larger than required capacitors in order to increase the 
voltage stability. 
 
The large capacitors were used in the hope that a second relay can be integrated into the 
next power module to switch the 2560Mega over to backup power. This backup power 
would be in the form of a 9V battery that would allow the 2560Mega to be powered as well 
as the ACP220 allowing for wireless communication. The 2560Mega could then be interfaced 
with various subsystems of the Pioneer Robot in order to monitor the conditions of these 
systems and alert the operator should one of them fail. 
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Appendix F - 9DOF Calibration and Sensitivity 
Analysis 
As the code of the 9DOF had changed it only seemed proper to calibrate and conduct some 
tests on the sensors to see how reliable they are. To begin with the 9DOF was calibrated 
following the online tutorial that can be found at the following webpage ‘http://dev.qu.tu-
berlin.de/projects/sf-razor-9dof-ahrs’. 
Calibration of the 9DOF 
After the axis assignment modification of the second Razor library some preliminary tests 
were done to see if the 9DOF still produced useable data. For the first few trial runs that 
were completed with the 9DOF the responsiveness and data produced looked quite good. 
While reading through the documentation and code of the library there is an option to 
calibrate the 9DOF. This option was explored in the hope that this would increase the 
accuracy and precision of the 9DOF data. In order to evaluate the change a base set of data 
was collected by placing the 9DOF in a set of different orientations. 
 
For all of the tests that were done on the 9DOF the same home or start location is used. This 
is shown below in the figure with the 9DOF tapped to a wooden block. By taping the 9DOF to 
the wooden block this allowed for accurate repetitive positioning of the 9DOF in an attempt 
to reduce the human error that will be seen in the tests. 
 
Figure 48 Position 1 for the pre calibration tests 
 
This position is known as position 1 and involves positioning the wooden black to be aligned 
with the edge of the table as well as the within the yellow area marked by two black marks 
on the table. For a reference of all axis and the directions that these are defined as please 
refer to Figure X. While at this location the yaw, pitch and roll values are recorded and 
stored in Table 14 under position 1. From this position the wooden block is rotated 90 
degrees into position 2 shown below. Another sample of the 9DOF’s sensor outputs are 
taken in the position shown in the figure below. Page | 82  
 
 
Figure 49 Position 2 for the pre calibration tests 
 
Another sample of the data from the 9DOF is taken at this location and then the 9DOF and 
wood block are moved into position 3 shown below. 
 
 
Figure 50 Position 3 for the pre calibration tests 
 
Another reading is taken from the sensors and stored in an excel spreadsheet. After this the 
entire block and 9DOF are then picked up and gently shaken as well as rolled around. This 
was done in an effort to get the sensors to become disoriented or confused and see if the 
9DOF gives the same reading at the same position. Another two data runs are done with the 
9DOF being rolled and shaken at the end of each. Table X below shows the results from the 
three tests runs. 
 
Table 14 9DOF Yaw, Pitch and Roll values before calibration 
 
 
Yaw  Pitch  Roll 
Run 1 
Position 1  66.33  -4.26  5.38 
Position 2  -117.06  84.22  141.26 
Position 3  147.71  84.1  133.41 
Run 2 
Position 1  68.25  -4.63  4.95 
Position 2  -120.78  84.04  140.09 
Position 3  162.5  84.02  138.46 
Run 3 
Position 1  67.46  -4.95  5.46 
Position 2  -143.25  84.5  137.77 
Position 3  73.35  83.78  137.57 
 
From the above values it can be seen that the values for position 1 are very similar in value 
showing that that 9DOF is capable of making repetitive measurements.  The same cannot be Page | 83  
 
said about the 9DOF values for position 2 and 3 especially for the yaw. The obvious 
difference in values from Run 1 to Run 3 lead to the generation of the following table that 
has the contains the maximum difference between the values from all 3 runs. 
 
Table 15 9DOF Yaw, Pitch and Roll maximum difference in values across all three runs 
 
Yaw  Pitch  Roll 
Position 1  1.92  0.69  0.51 
Position 2  26.19  0.46  3.49 
Position 3  89.15  0.32  5.05 
 
This table shows that the Pitch and Roll values are very similar while the Yaw values for 
positions 1 and 2 have a difference of 90 degrees between the different runs. This is a large 
concern from a control perspective as values used in either of these positions would lead the 
PRobot to believe it is facing a very different direction that it believes is the case. This drift in 
the Yaw value is a documented event when the sensor is poorly calibrated. In an attempt to 
rectify this drift in the Yaw value the 9DOF was calibrated by following the tutorial. After the 
values where collected they were entered into the section of setup code shown below. 
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// SENSOR CALIBRATION 
/**************************************************************
***/ 
// How to calibrate? Read the tutorial at http://dev.qu.tu-
berlin.de/projects/sf-razor-9dof-ahrs 
// Put MIN/MAX and OFFSET readings for your board here! 
// Accelerometer 
// "accel x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  
Z_MIN/Z_MAX" 
#define ACCEL_X_MIN ((float) -296) 
#define ACCEL_X_MAX ((float) 293) 
#define ACCEL_Y_MIN ((float) -274) 
#define ACCEL_Y_MAX ((float) 304) 
#define ACCEL_Z_MIN ((float) -306) 
#define ACCEL_Z_MAX ((float) 254) 
 
// Magnetometer 
// "magn x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  
Z_MIN/Z_MAX" 
#define MAGN_X_MIN ((float) -603) 
#define MAGN_X_MAX ((float) 686) 
#define MAGN_Y_MIN ((float) -610) 
#define MAGN_Y_MAX ((float) 668) 
#define MAGN_Z_MIN ((float) -766) 
#define MAGN_Z_MAX ((float) 594) 
 
// Gyroscope 
// "gyro x,y,z (current/average) = .../OFFSET_X  .../OFFSET_Y  
.../OFFSET_Z 
#define GYRO_AVERAGE_OFFSET_X ((float) -8.5) 
#define GYRO_AVERAGE_OFFSET_Y ((float) -36.78) 
#define GYRO_AVERAGE_OFFSET_Z ((float) -5.44) 
 
With these values entered in the calibration code was downloaded onto the UNO. With this 
the 9DOF was tested using the same method as before in the same 3 positions. The resulting 
values from these tests are shown in the table below. These values show vast changes from 
the previous set of data. 
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Table 16 9DOF Yaw, Pitch and Roll values after calibration 
 
 
Yaw  Pitch  Roll 
Run 1 
Position 1  79.17  -3.95  1.18 
Position 2  128.94  87.77  14.15 
Position 3  35.05  88.18  23.22 
Run 2 
Position 1  80.98  -3.6  1.5 
Position 2  123.36  87.66  29.18 
Position 3  14.89  87.91  28.1 
Run 3 
Position 1  82.03  -3.67  1.48 
Position 2  126.41  88.34  16.01 
Position 3  -30.34  86.79  27.71 
 
In position 2 the values are now positive rather than negative and also show less variance in 
value over the 3 runs. In position 3 there is still a large drift in the Yaw from first to the last 
run. The differences are calculated again to the difference in 9DOF values. 
 
Table 17 9DOF Yaw, Pitch and Roll maximum difference in values across all three runs after calibration 
 
Yaw  Pitch  Roll 
Position 1  2.86  0.35  0.32 
Position 2  5.58  0.68  15.03 
Position 3  65.39  1.39  4.88 
This calibration of the sensors has aided the Yaw calculation as well as the  
 
With the new calibrated sensor displaying slightly less drift in the yaw the confidence of the 
sensor to be able to repetitively produce the same results has been increased but not to a 
level that could be used for control. In order to verify what axis the 9DOF was still having 
issues with the following tests were done. 
Yaw Verification 
The images below are the 4 positions that the 9DOF was placed at in order to get readings 
that should verify that the Yaw of 9DOF is working correctly. 
 
 
Figure 51 Position 1 for Yaw, Pitch and Roll verification tests 
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As for all of the 9DOF calibration and sensor tests this is the home or first position for all 
sensors and 9DOF tests. The next 3 figures show the alignment and orientation of the 9DOF 
for clarification purposes. 
 
 
Figure 52 Position 2 for Yaw verification 
 
 
Figure 53 Position 3 for Yaw verification Page | 87  
 
 
Figure 54 Position 4 for Yaw verification 
 
At each of these positions data was collected and is summarised in the below table. The full 
data set can be found in the electronic documentation in the “9DOF calibration info Run 
01.xlsx” spread sheet in Appendix H. 
 
After these tests the differences between the Yaw values was calculated and revealed that 
the calibration did help and that the Yaw values were accurate. Even though not exactly 90 
degrees difference in the angles measured was seen, the Yaw values would have been useful 
for navigational purposes. 
Pitch Verification 
For the pitch verification the 9DOF was returned to Position 1. The 9DOF was then placed in 
position 2 and then 3 shown in the figures below. At these locations data was collected in 
the same manner as the Yaw tests. 
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Figure 56 Position 3 for Pitch verification using pots as support 
 
In the position shown above however the 9DOF was producing varying reading that made 
little sense. In the documentation of the 9DOF library it states that all metallic and electronic 
devices should be removed from close to the 9DOF during the magnetometer calibration. 
The small cream coloured objects in the figure above are multi-turn pots. Given the size 
these objects they had quite an effect on the 9DOF and the values that were being 
produced. 
 
When the pots were removed and replaced with plastic support shown in the figure below 
the sensor values were less varying and closer to what was expected. 
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Figure 58 Position 4 for Pitch verification with plastic supports 
 
Given the previous issues with semi metal supports during this test the same plastic supports 
were placed under the block of wood for position 4 in the Pitch verification. 
 
From the Pitch verification tests it was found that the difference between each position was 
measured as about 86-88 degrees. This resulted in the total pitch rotation to be show that it 
had only rotated through 348.68 degrees. For the Yaw test the total distance travelled was 
calculated as exactly 360 degrees as expected. This total distance travelled was a peculiar 
result that has no explanation at present. Further investigations will have to be done to 
determine the cause of this value and why each axis is being measured at less than 90 
degrees. 
Roll Verification 
The Roll verification was carried out in much the same way as the two previous tests. For 
Position 3 in the Roll verification the plastic supports were again used in order to remove 
error generated by the pots. The following 3 figures illustrate the exact positions that the 
9DOF was placed in order to gather data. Page | 90  
 
 
Figure 59 Position 2 for Roll verification 
 
 
Figure 60 Position 3 for Roll verification Page | 91  
 
 
Figure 61 Position 4 for Roll verification 
 
From the Roll verification each of the individual axis showed vary close to 90 degrees 
difference and the total angle that the 9DOF was rotated though was calculated at 360 
degrees. From this result for the Roll verification there are still unexplained results that 
require investigation.  
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Appendix G - Radiocommunications (Low 
Interference Potential Devices) Class Licence 
2000 
Within this appendix is the government document sighted for the wireless transceiver and 
transmitter use and legality. The wireless video sender is legal given the following 
documentation, this could however change in the future. Locating the latest version of the 
Radiocommunications (Low Interference Potential Devices) Class Licence 2000 will then be 
required and the components of the system reassessed.   Page | 93  
 
 
Radiocommunications (Low 
Interference Potential Devices) Class 
Licence 2000 
as amended 
made under sections 132 and 135 of the 
Radiocommunications Act 1992 
This compilation was prepared on 27 July 2011 
taking into account amendments up to Radiocommunications (Low Interference 
Potential Devices) Class Licence Variation Notice 2011 (No. 1) 
Prepared by the Office of Legislative Drafting and Publishing, 
Attorney-General’s Department, Canberra 
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1
    This Class Licence is the Radiocommunications (Low Interference Potential 
Devices) Class Licence 2000. 
  Name of Class Licence [see Note 1] 
2
    This Class Licence commences on gazettal. 
  Commencement [see Note 1] 
3
    The following instruments are revoked: 
  Revocation 
  (a)  the Radiocommunications Class Licence (Low Interference Potential 
Devices) 1997; 
  (b)  the Radiocommunications Class Licence (Low Interference Potential 
Devices) Variation 1998 (No. 1). 
Note 
A radiocommunications device supported under this Class Licence can be expected to be 
operating in radiofrequency spectrum also used by other radiocommunications devices 
(that is, it shares the spectrum with them). Devices supported under this Class Licence are 
typically used for communications over short distances. 
By placing appropriate limits on parameters such as device type, radiated power levels and 
frequencies of operation, the interference potential of a low interference potential device 
(LIPD) may be held to a sufficiently low level that enables sharing the spectrum with other 
radiocommunications devices on an uncoordinated basis in most circumstances. 
It is recognised that interference arising from the operation of a LIPD is still possible, 
although under less likely circumstances. As an aid to interference resolution in those 
circumstances, it is a condition of the operation of a device under this Class Licence that 
the device not cause interference to other radiocommunications devices; as well, a device 
will not be afforded protection from interference caused by other radiocommunications 
services (see paragraph 4 (1) (b) and Note 1 after section 4 of this Class Licence). 
Should interference occur, the onus is on the user of a LIPD to take measures to resolve 
that interference, for example, by re-tuning or ceasing to operate the LIPD. Some LIPDs 
are designed so that they are able to be re-tuned, to assist the user in avoiding interference 
locally. 
Some of the frequency bands mentioned in this Class Licence cover bands designated for 
industrial, scientific and medical (ISM) applications. ISM applications generate radio 
frequency energy and use it locally for non-radiocommunications applications 
(eg. microwave ovens). Radiocommunications services operating in ISM-designated bands 
may experience interference from ISM applications. In accordance with the 
internationally-recognised arrangements for interference resolution that apply in such 
bands, this Class Licence notes that radiocommunications devices operating in 
ISM-designated bands are not afforded protection from interference that may be caused by 
ISM applications (see Note 2 after section 4 of this Class Licence). 
LIPDs are sometimes used for radio applications with commercial or safety-of-life 
implications. Users of such applications are encouraged to have particular regard to the 
suitability of operating under this Class Licence for their radiocommunications needs.    
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Some applications of LIPDs require that a device meet additional physical or technical 
requirements outside the scope of this Class Licence. The use, marketing and supply of 
such devices in Australia may be dependant on the approval of the appropriate regulatory 
body, such as the Therapeutic Goods Administration or State Government Authorities. 
Manufacturers and suppliers of radiocommunications products able to be supported under 
this Class Licence are encouraged to have regard to the information in this note when 
forming advice about the suitability of their products for the intended application of the 
products by customers. 
3A
Act means the Radiocommunications Act 1992. 
  Definitions 
coverage area, for a broadcasting station, means the area surrounding the 
associated television transmitter within the boundary described by the 
following field strength limits: 
  (a)  UHF Band IV: 62 dBuV/metre except rural towns where the limit is 
64 dBuV/metre; 
  (b)  UHF Band V: 67 dBuV/metre. 
DAB means digital audio broadcasting. 
device compliance day, for a device, means the most recent of the following 
days: 
  (a)  if the device was manufactured in Australia —  the day it was 
manufactured; and 
  (b)  if the device was manufactured overseas and imported — the day it 
was imported; and 
  (c)  if the device was altered or modified in a material respect — the day it 
was altered or modified. 
ERP means effective radiated power. 
ETSI means the European Telecommunications Standards Institute. 
infrared device  means a radiocommunications device having a radio 
emission in the frequency range 187.5 THz to 420 THz. 
low interference potential device means a radiocommunications device that 
complies with the conditions set out in this Class Licence. 
maximum EIRP means the largest amount of peak equivalent isotropically 
radiated power that is radiated in any direction from any of the following: 
  (a)  an antenna that is an integral part of the transmitter; 
  (b)  an antenna that is connected to the transmitter; 
  (c)  the surface of a specified enclosure containing the antenna; 
  (d)  for an item in Schedule 1 that mentions an opening and an underground 
environment — the opening to the underground environment. 
nominated distance of a specified Australian radio-astronomy site, means: 
  (a)  within 10 km of Parkes Observatory located near Parkes (Latitude 
32° 59′ 59.8657″ S Longitude 148° 15′ 44.3591″ E); or 
  (b)  within 10 km of Paul Wild Observatory located near Narrabri (Latitude 
30° 18′ 52.048″ S Longitude 149° 32′ 56.327″ E); or 
  (c)  within 3 km of the Canberra Deep Space Communications Complex 
(Latitude 35° 23′ 54″ S Longitude 148° 58′ 40″ E); or    
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  (d)  within 10 km of the Radio Astronomy Park in Western Australia 
(Latitude 26° 37′ 13.4″ S Longitude 117° 30′ 40″ E). 
Note   For the definition of other expressions used in this Class Licence, see the Act and the 
Radiocommunications (Interpretation) Determination 2000. 
4
  (1)  This Class Licence authorises a person to operate a transmitter included in a 
class of transmitters mentioned in an item in Schedule 1, subject to the 
following conditions: 
  Class Licence 
  (a)  the transmitter must be operated: 
  (i)  on a frequency, or within a range of frequencies, mentioned in the 
item; and 
  (ii)  at a radiated power that does not exceed the maximum EIRP 
mentioned in the item; and 
  (iii)  within the limitations (if any) mentioned in the item; 
  (b)  the transmitter’s operation must not cause interference to the operation 
of radiocommunications services; 
  (c)  without limiting paragraph (1) (b), the transmitter must not be operated on a 
frequency, or within a range of frequencies, between 70MHz and 25.25 GHz 
within 70 km distance from the Murchison Radioastronomy Observatory if 
the transmission will cause interference  with the operation of radio 
astronomy observations by the observatory.  
Note  On the day on which the Radiocommunications (Low Interference Potential Devices)  
Class Licence Variation 2011 (No.1) comes into force, the Murchison Radioastronomy 
Observatory is situated at latitude 26.704167 South, longitude 116.658889 East (GDA94). 
  (2)  The frequency, or range of frequencies, and the maximum EIRP mentioned 
in an item in Schedule 1 must be construed in accordance with the 
interpretative provisions (if any) mentioned in the item. 
Note 1   A low interference potential device will not be afforded protection from 
interference caused by other radiocommunications devices. A low interference potential 
device operated under this Class Licence is generally not expected to suffer interference. 
However, an individual low interference potential device may experience, from other 
radiocommunications devices, interference arising from the particular circumstances of the 
device’s operation. 
Note 2   In accordance with the requirements of footnote AUS 32 and footnote 150 to the 
Table of Allocations in the Australian Radiofrequency Spectrum Plan, a low interference 
potential device will not be afforded protection from interference that may be caused by 
ISM applications in the ISM bands 13.553 MHz – 13.567 MHz, 26.957 MHz – 27.283 
MHz, 40.66 MHz – 40.70 MHz, 918 MHz – 926 MHz, 2 400 MHz – 2 500 MHz, 5 725 
MHz – 5 875 MHz and 24 000 MHz – 24 250 MHz. 
Note 3   Australia/New Zealand Standard AS/NZS 2211.10:2004 details the requirements 
that are necessary to protect persons from radiation from laser devices, many of which are 
authorised by this Class Licence.    
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5
  (1)  Each of the following radiocommunications devices must comply with the 
Radiocommunications (Electromagnetic  Radiation —  Human Exposure) 
Standard 1999: 
  Standards 
  (a)  a handset, for a cellular mobile telephone service, that has a device 
compliance day on or after 22 November 2000; 
  (b)  a handset, for a cordless telephone service, that has a device 
compliance day on or after 22 November 2000; 
  (c)  a land station (cradle) that: 
  (i)  is used in a cordless telephone service; and 
  (ii)  has a device compliance day on or after 22 November 2000. 
  (2)  In addition, if the device compliance day for a device authorised under this 
class licence is: 
  (a)  on or after the date of commencement of the Radiocommunications 
(Low Interference Potential Devices) Class Licence Variation 2001 
(No. 1); or 
  (b)  in relation to an infrared device — on or after 13 February 2002; 
the device must comply with any standard applicable to the device on its 
device compliance day, as in force on that day. 
Note 1   ACMA confirms that if a standard mentioned in subsection (2) is amended or 
replaced by another standard after the device compliance day for the device, the device 
need not comply with the new or amended standard. 
Note 2   Section 5 of the Act  provides that standard  means a standard made under 
section 162 of that Act. Transmitters  2TSchedule 12T 
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Schedule 1 
(section 4) 
Transmitters 
   
Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
1  All transmitters  0.000–0.014  200 µW   
2  All transmitters  0.014–0.01995  50 µW   
3  All transmitters  0.02005–0.07  7.5 µW   
4  All transmitters  0.07–0.16  3 µW   
5  All transmitters  1.  0.16–0.285 
2.  0.325–0.415 
500 nW   
6  All transmitters  3.025–3.155  7.5 nW   
7  All transmitters  3.5–3.7  30 pW   
8  All transmitters  1.  3.7–3.95 
2.  4.438–4.65 
7.5 nW   
9  All transmitters  13.553–13.567  100 mW   
10  All transmitters  24–24.89  10 mW   
11  All transmitters  26.957–27.283  1 W  1.  Separation of the 
operating frequency 
from the centre 
frequency of any 
adjacent citizen band 
radio channel must be 
at least 5 kHz. 
2.  The emission 
bandwidth must not 
exceed 10 kHz. 
12  All transmitters  1.  29.7–29.72 
2.  30–30.0625 
3.  30.3125–31 
4.  36.6–37 
5.  39–39.7625 
6.  40.25–40.66 
100 mW   
13  All transmitters  40.66–41  1 W   
14  All transmitters  54–56  2.5 mW   Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
15  All transmitters  1.  70–70.24375 
2.  77.29375–
77.49375 
3.  150.7875–
152.49375 
4.  173.29375–174 
100 mW   
16  All transmitters  1.  225–242 
2.  244–267 
3.  273–303.95 
4.  304.05–328.6 
5.  335.4–399.9 
10 µW   
17  All transmitters  433.05–434.79  25 mW   
18  All transmitters  915–928  3 mW   
19  All transmitters  2400–2483.5  10 mW   
19A  All transmitters  5725–5875  25 mW   
20  All transmitters  1.  10500–10550 
2.  24000–24250 
3.  61000–61500 
100 mW   
21  Wireless audio 
transmitters and 
auditory assistance 
transmitters 
88–108  10 µW  1.  Emission must be 
frequency modulated 
and have a maximum 
bandwidth of 180 kHz. 
2.  Transmission in a 
radio channel must 
not originate in the 
licence area of a radio 
broadcasting station 
(including a repeater 
or translator station) 
operating in the same 
channel. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
22  Wireless audio 
transmitters 
174–230  3 mW 
(~1.82 mW 
ERP) 
 
1. Emission must be 
frequency modulated 
and have a maximum 
bandwidth of 330 kHz. 
2. Transmission in a TV 
channel must not 
originate in the licence 
area of a TV 
broadcasting station 
(including a repeater or 
translator station) 
operating in the same 
channel. 
        3. When transmitting in 
an unused TV channel, 
and in the coverage 
area of a TV 
broadcasting station 
(including a repeater or 
translator station) 
operating in an 
adjacent TV channel, 
the channel centre 
frequency of the 
wireless audio 
transmitter must be at 
least 200 kHz above 
the upper edge of the 
adjacent TV channel, 
or 400 kHz below the 
lower edge of the 
adjacent TV channel. 
22A  Wireless audio 
transmitters 
520–820  100 mW 
(~60.95 mW 
ERP) 
 
1. Emission must be 
frequency modulated 
and have a maximum 
bandwidth of 330 kHz. 
2. Transmission in a 
broadcasting services 
bands channel must not 
originate in the 
coverage area of a 
broadcasting station or 
a datacasting service 
station (including a 
repeater or translator 
station) operating in 
the same channel. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
        3. The origin of a 
transmission in a 
broadcasting services 
bands channel must be 
such that the resulting 
field strength at the 
nearest boundary of the 
coverage area of a 
broadcasting station or 
a datacasting service 
station using the 
channel does not 
exceed 30 dBuV/m. 
        4. When transmitting in 
an unused broadcasting 
services bands channel, 
and in the coverage 
area of a broadcasting 
station or a datacasting 
service station 
(including a repeater or 
translator station) 
operating in an 
adjacent channel, the 
channel centre 
frequency of the 
wireless audio 
transmitter must be at 
least 400 kHz above 
the upper edge of the 
adjacent channel, or 
400 kHz below the 
lower edge of the 
adjacent channel. 
23  Biomedical 
telemetry 
transmitters 
174–230  10 µW   
24  Biomedical 
telemetry 
transmitters 
520–668  11 mW  Transmission in a TV 
channel must not 
originate in the licence 
area of an analogue TV 
broadcasting station 
(including a repeater or 
translator station) 
operating in the same 
channel. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
25  Telecommand or 
telemetry 
transmitters 
472.0125–472.1125  100 mW   
25A  Telecommand or 
telemetry 
transmitters 
1.  0.07–0.119 
2.  0.135–0.160 
10 mW   
25B  Telecommand or 
telemetry 
transmitters 
0.119–0.135  1.5 W   
26  Telecommand or 
telemetry 
transmitters 
1.  2400–2450 
2.  5725–5795 
3.  5815–5875 
1 W   
27  Telecommand or 
telemetry 
transmitters 
5795–5815  2 W   
28  Auditory assistance 
transmitters 
3.155–3.4, with a 
carrier frequency of: 
  (a)  3.175 MHz; or 
  (b)  3.225 MHz; or 
  (c)  3.275 MHz; or 
  (d)  3.325 MHz. 
60 µW   
29  Auditory assistance 
transmitters 
1.  41–42, with a 
carrier frequency 
of: 
  (a)  41.55 MHz; or 
  (b)  41.65 MHz; or 
  (c)  41.75 MHz; or 
  (d)  41.85 MHz; or 
  (e)  41.95 MHz. 
1.3 mW   
    2.  43–44, with a 
carrier frequency 
of: 
  (a)  43.05 MHz; or 
  (b)  43.15 MHz; or 
  (c)  43.25 MHz; or 
  (d)  43.35 MHz; or 
  (e)  43.45 MHz. 
   
30  Radiofrequency 
identification 
transmitters 
1.  1.77–2.17 
2.  2.93–3.58 
3.  7.2–10.01 
100 pW   Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
31  Radiofrequency 
identification 
transmitters 
1.  13.553–13.567 
2.  918–926 
3.  2400–2450 
4.  5725–5795 
5.  5815–5875 
6.  24000–24250 
1 W   
32  Radiofrequency 
identification 
transmitters 
5795–5815  2 W   
32A  Radiofrequency 
identification 
transmitters 
920–926  4 W  1.  A transmitter 
mentioned in this 
item must comply 
with ISO/IEC 18000-6c 
(RFID Gen. 2). 
2.  Emissions in the band 
below 917.75 MHz 
must be no greater 
than -37 dBm EIRP. 
3.  Emissions above 
926 MHz must be no 
greater than -33 dBm 
EIRP. 
4.  A transmitter 
mentioned in this 
item must not be used 
unless more than 
1 Watt EIRP is 
necessary to achieve 
satisfactory system 
performance. 
  Note   ISO/IEC 18000-6c (RFID Gen. 2) refers to an international standard published by the 
International Organization for Standardization (ISO). The international standard is included in a 
document titled Information Technology — Radio frequency identification for item management — 
Part 6: Parameters for air interface communications at 860 MHz to 960 MHz. The document is 
numbered ISO/IEC 18000-6:2004 and is available on the internet at http://www.saiglobal.com
33 
. 
Alarm transmitters 
(including security 
and personal safety 
transmitters) 
303.60–304.05  100 µW   Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
34  Home detention 
monitoring 
equipment 
314.075–314.325  200 µW  In a 10 second period, a 
single transmission must 
not exceed 10 
milliseconds. 
35  Radiodeterminatio
n transmitters 
24000–24250  1 W   
36  Radiodeterminatio
n transmitters 
60000–61000  20 mW   
37  Transmitters used 
for underground 
communications 
1.  31–32 
2.  33–34 
3.  35–36 
4.  37–38 
5.  42–43 
6.  44–45 
7.  70.24375–74.8 
8.  75.2–77.29375 
9.  77.49375–
84.69375 
10. 149.25–149.9 
11. 150.05–151.39375 
12. 152.49375–156 
13. 157.45–160.6 
14. 160.975–161.475 
15. 162.05–173.29375 
16. 403–406 
17. 406.1–420 
18. 450–500.99375 
19. 504.99375–
510.99375 
20. 514.99375–520 
3.5 nW  The maximum EIRP 
applies at an 
above-ground opening 
associated with the 
underground 
communications. 
38  Transmitters used 
for underground 
communications 
1.  0.5265–1.605 
2.  87.5–108 
3.  174–230 
4.  519–820 
10 µW  1.  The maximum EIRP 
applies to emissions 
from an above-ground 
opening associated 
with the underground 
environment. 
2.  For the augmentation 
of an above-ground 
broadcasting service 
and datacasting 
service in 
underground tunnels. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
38A  In-store DAB 
repeater 
transmitters 
174-230  10 µW  1. The maximum EIRP 
applies to emissions 
measured outside the 
building. 
2.  For the augmentation 
of the co-channel 
DAB broadcasting 
services operating in 
the area. 
39  Aquatic animal 
tracking 
transmitters 
48–49  10 mW   
40  Radiodeterminatio
n transmitters 
operated in 
radiofrequency-shi
elded enclosures 
1.  5250–7000 
2.  8500–10600 
3.  24050–26500 
4.  75000–85000 
 
75 nW  1.  The maximum EIRP 
applies outside the 
shielded room 
enclosure. 
2.  The transmitter must 
meet the 
requirements of 
European 
Telecommunications 
Standards Institute 
(ETSI) 
Standard 302 372-1 as 
existing from time to 
time. 
41  Personal alarm 
transmitters 
27.500–27.510  100 µW   
42  Transmitters used 
with personal 
alarm transmitters 
operating in the 
frequency band 
27.500–27.510 
MHz 
27.500–27.510  500 mW  Each transmission must 
not exceed 4 seconds 
over a 60 second period. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
43  Alarm transmitters  344.8–345.2  1 mW  The average EIRP must 
not exceed 100 µW: 
(a) if the length of a 
pulse train does not 
exceed 0.1 second — 
in the length of one 
complete pulse train; 
or 
(b) if the length of a 
pulse train exceeds 
0.1 second — in the 
0.1 second period 
during which the 
EIRP is at its 
maximum value; or 
(c) if a transmitter 
operates for more 
than 0.1 second — in 
the 0.1 second 
period during which 
the EIRP is at its 
maximum value. 
44  Radio Local Area 
Network 
transmitters used 
indoors 
5150–5250  200 mW 
(averaged 
over the 
entire 
transmission 
burst) 
1.  If the emission 
bandwidth is 1 MHz 
or greater, the spectral 
density in any 1 MHz 
is limited to 10 mW 
EIRP per MHz. 
2.  If the emission 
bandwidth is less than  
1 MHz, the spectral 
density in any 4 kHz 
is limited to 40 µW 
EIRP per 4 kHz. 
44A  Radio Local Area 
Network 
transmitters used 
indoors 
5250–5350  200 mW 
(averaged 
over the 
entire 
transmission 
burst) 
1.  If the emission 
bandwidth is 1 MHz or 
greater, the spectral 
density in any 1 MHz is 
limited to 10 mW EIRP 
per MHz. 
2. If the emission 
bandwidth is less than 
1 MHz, the spectral 
density in any  
4 kHz is limited to  
40 µW EIRP per 4 kHz. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
        3.  From 1 January 2006 
devices operated for 
the first time must use 
Dynamic Frequency 
Selection (DFS) and 
Transmit Power 
Control (TPC). If TPC is 
not used then the 
maximum EIRP is 
limited to 100 mW. 
45  Digital modulation 
transmitters 
915–928  1 W  1.  The radiated peak 
power spectral density 
in any  
3 kHz is limited to 
25 mW per 3 kHz. 
2.  The minimum 6 dB 
bandwidth must be at 
least 500 kHz. 
45A  Digital modulation 
transmitters 
2400–2483.5  4 W  1.  The radiated peak 
power spectral density 
in any 3 kHz is limited 
to 25 mW per 3 kHz. 
2.  The minimum 6 dB 
bandwidth must be at 
least 500 kHz. 
45B  Digital modulation 
transmitters 
5725–5850  4 W  1.  The radiated peak 
power spectral density 
in any 3 kHz is limited 
to 25 mW per 3 kHz. 
2.  The minimum 6 dB 
bandwidth must be at 
least 500 kHz. 
46  Radio Local Area 
Network 
transmitters 
1.  5470–5600 
2.  5650–5725 
 
1 W 
(averaged 
over the 
entire 
transmission 
burst) 
1.  The maximum 
radiated mean power 
density must not 
exceed 50 mW/MHz 
EIRP in any 1 MHz 
band. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
        2.  Must use Dynamic 
Frequency Selection 
(DFS) and Transmit 
Power Control (TPC). If 
TPC is not 
implemented, then 
the maximum EIRP is 
limited to 500 mW. 
48  Radiodeterminatio
n transmitters 
76000–77000  25 W   
49  Medical implant 
communications 
systems 
transmitters 
402–405  25 µW  1.  The maximum EIRP 
applies outside the 
body. 
2.  A transmitter 
mentioned in this item 
must comply with 
ETSI EN 301 839-2. 
  Note 1   The systems and associated medical implant communications systems transmitters 
mentioned in item 49 are devices that require marketing approval from the Therapeutic Goods 
Administration. 
Note 2   At the time this item commenced,   ETSI EN 301 839-2  referred  to a standard titled 
Electromagnetic compatibility and Radio spectrum Matters (ERM); Short Range Devices (SRD); 
Ultra Low Power Active Medical Implants (ULP-AMI) and Peripherals (ULP-AMI-P) operating in 
the frequency range 402 MHz to 405 MHz; Part 2 Harmonized EN covering essential requirements 
of article 3.2 of the R&TTE Directive.  The standard is available on the internet at 
http://www.etsi.org
49A 
. 
Medical implant 
communications 
systems 
transmitters 
1.  401–402 
2.  405–406 
25 µW  1.  The maximum EIRP 
applies outside the 
body. 
2.  A transmitter 
mentioned in this 
item must comply 
with 
ETSI EN 302 537-2. 
  Note 1   The systems and associated medical implant communications systems transmitters 
mentioned in item 49A are devices that require marketing approval from the Therapeutic Goods 
Administration. 
Note 2   At the time this item commenced, ETSI EN 302 537-2  referred  to a standard titled 
Electromagnetic compatibility and Radio spectrum Matters (ERM); Short Range Devices (SRD); 
Ultra Low Power Medical Data Service Systems operating in the frequency range 401 MHz to 
402 MHz and 405 MHz to 406 MHz; Part 2: Harmonized EN covering essential requirements of 
article 3.2 of the R&TTE Directive. The standard is available on the internet at http://www.etsi.org. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
51  Data 
communications 
transmitters used 
outdoors 
59000–63000  150 W  1.  Transmitters are 
limited to land and 
maritime 
deployments. 
2.  Maximum transmitter 
power must be 
20 mW or less. 
3.  Spurious emissions 
outside the band 
must be less than 
-30dBm/MHz. 
4.  For outdoor use only. 
51A  Data 
communications 
transmitters used 
indoors 
57000–66000  20 W  1.  The average power 
density of any 
emission must not 
exceed 9 uW/cm
2 at a 
distance of 3m. 
2.  The peak power 
density of any 
emission must not 
exceed 18 uW/cm
2 at 
a distance of 3m. 
3.  Spurious emissions 
outside the band must 
be less than 
-30dBm/MHz. 
52  Frequency hopping 
transmitters 
915–928  1 W  A minimum of 20 hopping 
frequencies must be 
used. 
53  Frequency hopping 
transmitters 
2400–2483.5  500 mW  A minimum of 15 hopping 
frequencies must be 
used. 
54  Frequency hopping 
transmitters 
2400–2483.5  4 W  A minimum of 75 hopping 
frequencies must be 
used. 
55  Frequency hopping 
transmitters 
5725–5850  4 W  A minimum of 75 hopping 
frequencies must be 
used. 
56  Ultra-wideband 
short-range vehicle 
radar systems 
22000–26500 
 
See 
limitations 
1.  The maximum 
radiated average 
power density is 
-41.3 dBm/MHz EIRP. Transmitters  2TSchedule 12T 
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Item  Class of transmitter  Permitted operating 
frequency band (MHz) 
(lower limit exclusive, 
upper limit inclusive) 
Maximum 
EIRP 
Limitations 
        2.  The maximum 
broadband radiated 
peak power density is 
0 dBm/50 MHz EIRP. 
        3.  Must meet the 
requirements of ETSI 
302-288-1 as it applies 
from time to time. 
        4.  Must not be operated 
within a nominated 
distance of a specified 
Australian 
radio-astronomy site.  
57  Infrared 
transmitters 
187.5 THz–420 THz  125 mW 
(output 
power) 
 
58  Video sender 
transmitters 
529–806 
 
12 µW   
59  In-store pricing 
system transmitters 
0.0366– 0.0402  4.8 W   Indoor use only. 
60  Radiodeterminatio
ntransmitters 
77000–81000  315 W  1.  Must meet the 
requirements of ETSI 
EN 302 264-1 as it 
applies from time to 
time. 
        2.  Must not be operated 
within a nominated 
distance of a specified 
Australian 
radio-astronomy site. 
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Notes to the Radiocommunications (Low Interference 
Potential Devices) Class Licence 2000 
Note 1 
The Radiocommunications (Low Interference Potential Devices) Class Licence 2000 
(in force under sections 132 and 135 of the Radiocommunications Act 1992) as shown 
in this compilation is amended as indicated in the Tables below.  
Title 
Table of Instruments 
Date of 
notification  
in Gazette or FRLI 
registration 
Date of 
commencement 
Application, 
saving or 
transitional 
provisions 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
2000 
5 July 2000 (see 
Gazette 2000, 
No. GN26) 
5 July 2003   
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2000 (No. 1) 
22 Nov 2000 (see 
Gazette 2000, 
No. GN46) 
22 Nov 2000  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2001 (No. 1) 
26 Sept 2001 (see 
Gazette 2001, 
No. GN38) 
26 Sept 2001  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2003 (No. 1) 
6 Aug 2003 (see 
Gazette 2003, 
No. GN31) 
6 Aug 2003  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2005 (No. 1) 
23 Aug 2005 (see 
F2005L02339) 
24 Aug 2005  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2006 (No. 1)  
25 July 2006 (see 
F2006L02420) 
26 July 2006  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation 2007 (No. 1)  
3 Jan 2008 (see 
F2008L00007)  
4 Jan 2008  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation Notice 2008 
(No. 1)  
15 Jan 2009 (see 
F2009L00038) 
16 Jan 2009  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation Notice 2009 
(No. 1) 
30 June 2009 (see 
F2009L02617) 
1 July 2009  — 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation Notice 2010 
(No. 1) 
9 Sept 2010 (see 
F2010L02428) 
15 Sept 2010 (see  
s. 2 (b) and Gazette 
2010, No. GN36) 
—  
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Title  Date of 
notification  
in Gazette or FRLI 
registration 
Date of 
commencement 
Application, 
saving or 
transitional 
provisions 
Radiocommunications (Low 
Interference Potential 
Devices) Class Licence 
Variation Notice 2011 
(No. 1) 
22 July 2011 (see 
F2011L01525) 
27 July 2011 (see  
s. 2 (b) and Gazette 
2011, No. GN29) 
—  
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ad. = added or inserted      am. = amended      rep. = repealed      rs. = repealed and substituted 
Table of Amendments 
Provision affected  How affected 
Note to s. 3 ..........................    am. 2000 No. 1; 2001 No. 1 
  rs. 2005 No. 1 
S. 3A  ....................................    ad. 2001 No. 1 
  am. 2006 No. 1; 2007 No.1; 2008 No. 1; 2009 No. 1; 2010 No. 1 
Note 1 to s. 3A  .....................    rep. 2007 No. 1 
Note to s. 3A  ........................    ad. 2007 No. 1 
Notes 1 and 2 to s. 4 (2) ......    rep. 2001 No. 1 
Note 3 to s. 4 (2) 
Renumbered Note 1  .........   
 
2001 No. 1 
Note 4 to s. 4 (2) 
Renumbered Note 2  .........   
 
2001 No. 1 
Note 3 to s. 4 .......................    ad. 2007 No. 1 
S. 4 ......................................    am. 2011 No. 1 
Heading to s. 5 ....................    rs. 2001 No. 1 
S. 5 ......................................    ad. 2000 No. 1 
  am. 2001 No. 1; 2007 No.1 
Schedule 1   
Schedule 1 ..........................    am. 2000 No. 1 
  rs. 2001 No. 1 
  am. 2003 No. 1; 2005 No. 1; 2006 No. 1; 2007 No. 1; 2008 No. 1; 2009 
No. 1; 2010 No. 1 
  
 
 
Appendix H – 9DOF Calibration code 
This is the 9DOF calibration code. Each of the programs tabs is detailed below with each tab 
having a new heading. The original and working code can be found under the same Appendix 
name in the electronic documentation. 
Razor_AHRS_Calibration_Code_Calibration_02 
/****************************************************************************
*********************************** 
* Razor AHRS Firmware v1.4.0 
* 9 Degree of Measurement Attitude and Heading Reference System 
* for Sparkfun "9DOF Razor IMU" (SEN-10125 and SEN-10736) 
* and "9DOF Sensor Stick" (SEN-10183, 10321 and SEN-10724) 
* 
* Released under GNU GPL (General Public License) v3.0 
* Copyright (C) 2011 Quality & Usability Lab, Deutsche Telekom Laboratories, TU Berlin 
* 
* Infos, updates, bug reports and feedback: 
*     http://dev.qu.tu-berlin.de/projects/sf-razor-9dof-ahrs 
* 
* 
* History: 
*   * Original code (http://code.google.com/p/sf9domahrs/) by Doug Weibel and Jose Julio, 
*     based on ArduIMU v1.5 by Jordi Munoz and William Premerlani, Jose Julio and Doug 
Weibel. Thank you! 
* 
*   * Updated code (http://groups.google.com/group/sf_9dof_ahrs_update) by David Malik 
(david.zsolt.malik@gmail.com) 
*     for new Sparkfun 9DOF Razor hardware (SEN-10125). 
* 
*   * Updated and extended by Peter Bartz (peter-bartz@gmx.de): 
*     * v1.3.0 
*       * Cleaned up, streamlined and restructured most of the code to make it more 
comprehensible. 
*       * Added sensor calibration (improves precision and responsiveness a lot!). 
*       * Added binary yaw/pitch/roll output. 
*       * Added basic serial command interface to set output modes/calibrate sensors/synch 
stream/etc. 
*       * Added support to synch automatically when using Rovering Networks Bluetooth 
modules (and compatible). 
*       * Wrote new easier to use test program (using Processing). 
*       * Added support for new version of "9DOF Razor IMU": SEN-10736. 
*       --> The output of this code is not compatible with the older versions! 
*       --> A Processing sketch to test the tracker is available. 
*     * v1.3.1 
*       * Initializing rotation matrix based on start-up sensor readings -> orientation OK right 
away. 
*       * Adjusted gyro low-pass filter and output rate settings. 
*     * v1.3.2 
*       * Adapted code to work with new Arduino 1.0 (and older versions still).  
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*     * v1.3.3 
*       * Improved synching. 
*     * v1.4.0 
*       * Added support for SparkFun "9DOF Sensor Stick" (versions SEN-10183, SEN-10321 and 
SEN-10724). 
* 
* TODOs: 
*   * Allow optional use of EEPROM for storing and reading calibration values. 
*   * Use self-test and temperature-compensation features of the sensors. 
*   * Add binary output of unfused sensor data for all 9 axes. 
*****************************************************************************
**********************************/ 
 
/* 
  "9DOF Razor IMU" hardware versions: SEN-10125 and SEN-10736 
 
  ATMega328@3.3V, 8MHz 
 
  ADXL345  : Accelerometer 
  HMC5843  : Magnetometer on SEN-10125 
  HMC5883L : Magnetometer on SEN-10736 
  ITG-3200 : Gyro 
 
  Arduino IDE : Select board "Arduino Pro or Pro Mini (3.3v, 8Mhz) w/ATmega328" 
*/ 
 
/* 
  "9DOF Sensor Stick" hardware versions: SEN-10183, SEN-10321 and SEN-10724 
 
  ADXL345  : Accelerometer 
  HMC5843  : Magnetometer on SEN-10183 and SEN-10321 
  HMC5883L : Magnetometer on SEN-10724 
  ITG-3200 : Gyro 
*/ 
 
/* 
  Axis definition (differs from definition printed on the board!): 
    X axis pointing forward (towards the short edge with the connector holes) 
    Y axis pointing to the right 
    and Z axis pointing down. 
     
  Positive yaw   : clockwise 
  Positive roll  : right wing down 
  Positive pitch : nose up 
   
  Transformation order: first yaw then pitch then roll. 
*/ 
 
/* 
  Commands that the firmware understands: 
   
  "#o<param>" - Set output parameter. The available options are: 
      "#o0" - Disable continuous streaming output.  
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      "#o1" - Enable continuous streaming output. 
      "#ob" - Output angles in binary format (yaw/pitch/roll as binary float, so one output frame 
              is 3x4 = 12 bytes long). 
      "#ot" - Output angles in text format (Output frames have form like "#YPR=-142.28,-
5.38,33.52", 
              followed by carriage return and line feed [\r\n]). 
      "#os" - Output (calibrated) sensor data of all 9 axes in text format. One frame consist of 
              three lines - one for each sensor. 
      "#oc" - Go to calibration output mode. 
      "#on" - When in calibration mode, go on to calibrate next sensor. 
      "#oe0" - Disable error message output. 
      "#oe1" - Enable error message output. 
     
  "#f" - Request one output frame - useful when continuous output is disabled and updates are 
         required in larger intervals only. 
  "#s<xy>" - Request synch token - useful to find out where the frame boundaries are in a 
continuous 
         binary stream or to see if tracker is present and answering. The tracker will send 
         "#SYNCH<xy>\r\n" in response (so it's possible to read using a readLine() function). 
         x and y are two mandatory but arbitrary bytes that can be used to find out which request 
         the answer belongs to. 
           
  ("#C" and "#D" - Reserved for communication with optional Bluetooth module.) 
   
  Newline characters are not required. So you could send "#ob#o1#s", which 
  would set binary output mode, enable continuous streaming output and request 
  a synch token all at once. 
   
  The status LED will be on if streaming output is enabled and off otherwise. 
   
  Byte order of binary output is little-endian: least significant byte comes first. 
*/ 
 
 
 
/*****************************************************************/ 
/*********** USER SETUP AREA! Set your options here! *************/ 
/*****************************************************************/ 
 
// HARDWARE OPTIONS 
/*****************************************************************/ 
// Select your hardware here by uncommenting one line! 
//#define HW__VERSION_CODE 10125 // SparkFun "9DOF Razor IMU" version "SEN-10125" 
(HMC5843 magnetometer) 
//#define HW__VERSION_CODE 10736 // SparkFun "9DOF Razor IMU" version "SEN-10736" 
(HMC5883L magnetometer) 
//#define HW__VERSION_CODE 10183 // SparkFun "9DOF Sensor Stick" version "SEN-10183" 
(HMC5843 magnetometer) 
//#define HW__VERSION_CODE 10321 // SparkFun "9DOF Sensor Stick" version "SEN-10321" 
(HMC5843 magnetometer) 
#define HW__VERSION_CODE 10724 // SparkFun "9DOF Sensor Stick" version "SEN-10724" 
(HMC5883L magnetometer) 
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// OUTPUT OPTIONS 
/*****************************************************************/ 
// Set your serial port baud rate used to send out data here! 
#define OUTPUT__BAUD_RATE 57600 
 
// Sensor data output interval in milliseconds 
// This may not work, if faster than 20ms (=50Hz) 
// Code is tuned for 20ms, so better leave it like that 
#define OUTPUT__DATA_INTERVAL 20  // in milliseconds 
 
// Output mode 
#define OUTPUT__MODE_CALIBRATE_SENSORS 0 // Outputs sensor min/max values as text 
for manual calibration 
#define OUTPUT__MODE_ANGLES_TEXT 1 // Outputs yaw/pitch/roll in degrees as text 
#define OUTPUT__MODE_ANGLES_BINARY 2 // Outputs yaw/pitch/roll in degrees as binary 
float 
#define OUTPUT__MODE_SENSORS_TEXT 3 // Outputs (calibrated) sensor values for all 9 axes 
as text 
// Select your startup output mode here! 
int output_mode = OUTPUT__MODE_ANGLES_TEXT; 
 
// Select if serial continuous streaming output is enabled per default on startup. 
#define OUTPUT__STARTUP_STREAM_ON true  // true or false 
 
// If set true, an error message will be output if we fail to read sensor data. 
// Message format: "!ERR: reading <sensor>", followed by "\r\n". 
boolean output_errors = false;  // true or false 
 
// Bluetooth 
// You can set this to true, if you have a Rovering Networks Bluetooth Module attached. 
// The connect/disconnect message prefix of the module has to be set to "#". 
// (Refer to manual, it can be set like this: SO,#) 
// When using this, streaming output will only be enabled as long as we're connected. That 
way 
// receiver and sender are synchronzed easily just by connecting/disconnecting. 
// It is not necessary to set this! It just makes life easier when writing code for 
// the receiving side. The Processing test sketch also works without setting this. 
// NOTE: When using this, OUTPUT__STARTUP_STREAM_ON has no effect! 
#define OUTPUT__HAS_RN_BLUETOOTH false  // true or false 
 
 
// SENSOR CALIBRATION 
/*****************************************************************/ 
// How to calibrate? Read the tutorial at http://dev.qu.tu-berlin.de/projects/sf-razor-9dof-ahrs 
// Put MIN/MAX and OFFSET readings for your board here! 
// Accelerometer 
// "accel x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  Z_MIN/Z_MAX" 
#define ACCEL_X_MIN ((float) -296) 
#define ACCEL_X_MAX ((float) 293) 
#define ACCEL_Y_MIN ((float) -274) 
#define ACCEL_Y_MAX ((float) 304) 
#define ACCEL_Z_MIN ((float) -306)  
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#define ACCEL_Z_MAX ((float) 254) 
 
// Magnetometer 
// "magn x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  Z_MIN/Z_MAX" 
#define MAGN_X_MIN ((float) -603) 
#define MAGN_X_MAX ((float) 686) 
#define MAGN_Y_MIN ((float) -610) 
#define MAGN_Y_MAX ((float) 668) 
#define MAGN_Z_MIN ((float) -766) 
#define MAGN_Z_MAX ((float) 594) 
 
// Gyroscope 
// "gyro x,y,z (current/average) = .../OFFSET_X  .../OFFSET_Y  .../OFFSET_Z 
#define GYRO_AVERAGE_OFFSET_X ((float) -8.5) 
#define GYRO_AVERAGE_OFFSET_Y ((float) -36.78) 
#define GYRO_AVERAGE_OFFSET_Z ((float) -5.44) 
 
/* 
// Calibration example: 
// "accel x,y,z (min/max) = -278.00/270.00  -254.00/284.00  -294.00/235.00" 
#define ACCEL_X_MIN ((float) -278) 
#define ACCEL_X_MAX ((float) 270) 
#define ACCEL_Y_MIN ((float) -254) 
#define ACCEL_Y_MAX ((float) 284) 
#define ACCEL_Z_MIN ((float) -294) 
#define ACCEL_Z_MAX ((float) 235) 
 
// "magn x,y,z (min/max) = -511.00/581.00  -516.00/568.00  -489.00/486.00" 
#define MAGN_X_MIN ((float) -511) 
#define MAGN_X_MAX ((float) 581) 
#define MAGN_Y_MIN ((float) -516) 
#define MAGN_Y_MAX ((float) 568) 
#define MAGN_Z_MIN ((float) -489) 
#define MAGN_Z_MAX ((float) 486) 
 
//"gyro x,y,z (current/average) = -32.00/-34.82  102.00/100.41  -16.00/-16.38" 
#define GYRO_AVERAGE_OFFSET_X ((float) -34.82) 
#define GYRO_AVERAGE_OFFSET_Y ((float) 100.41) 
#define GYRO_AVERAGE_OFFSET_Z ((float) -16.38) 
*/ 
 
 
// DEBUG OPTIONS 
/*****************************************************************/ 
// When set to true, gyro drift correction will not be applied 
#define DEBUG__NO_DRIFT_CORRECTION false 
// Print elapsed time after each I/O loop 
#define DEBUG__PRINT_LOOP_TIME false 
 
 
/*****************************************************************/ 
/****************** END OF USER SETUP AREA!  *********************/ 
/*****************************************************************/  
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// Check if hardware version code is defined 
#ifndef HW__VERSION_CODE 
  // Generate compile error 
  #error YOU HAVE TO SELECT THE HARDWARE YOU ARE USING! See "HARDWARE OPTIONS" in 
"USER SETUP AREA" at top of Razor_AHRS.pde! 
#endif 
 
#include <Wire.h> 
 
// Sensor calibration scale and offset values 
#define ACCEL_X_OFFSET ((ACCEL_X_MIN + ACCEL_X_MAX) / 2.0f) 
#define ACCEL_Y_OFFSET ((ACCEL_Y_MIN + ACCEL_Y_MAX) / 2.0f) 
#define ACCEL_Z_OFFSET ((ACCEL_Z_MIN + ACCEL_Z_MAX) / 2.0f) 
#define ACCEL_X_SCALE (GRAVITY / (ACCEL_X_MAX - ACCEL_X_OFFSET)) 
#define ACCEL_Y_SCALE (GRAVITY / (ACCEL_Y_MAX - ACCEL_Y_OFFSET)) 
#define ACCEL_Z_SCALE (GRAVITY / (ACCEL_Z_MAX - ACCEL_Z_OFFSET)) 
 
#define MAGN_X_OFFSET ((MAGN_X_MIN + MAGN_X_MAX) / 2.0f) 
#define MAGN_Y_OFFSET ((MAGN_Y_MIN + MAGN_Y_MAX) / 2.0f) 
#define MAGN_Z_OFFSET ((MAGN_Z_MIN + MAGN_Z_MAX) / 2.0f) 
#define MAGN_X_SCALE (100.0f / (MAGN_X_MAX - MAGN_X_OFFSET)) 
#define MAGN_Y_SCALE (100.0f / (MAGN_Y_MAX - MAGN_Y_OFFSET)) 
#define MAGN_Z_SCALE (100.0f / (MAGN_Z_MAX - MAGN_Z_OFFSET)) 
 
 
// Gain for gyroscope (ITG-3200) 
#define GYRO_GAIN 0.06957 // Same gain on all axes 
#define GYRO_SCALED_RAD(x) (x * TO_RAD(GYRO_GAIN)) // Calculate the scaled gyro 
readings in radians per second 
 
// DCM parameters 
#define Kp_ROLLPITCH 0.02f 
#define Ki_ROLLPITCH 0.00002f 
#define Kp_YAW 1.2f 
#define Ki_YAW 0.00002f 
 
// Stuff 
#define STATUS_LED_PIN 13  // Pin number of status LED 
#define GRAVITY 256.0f // "1G reference" used for DCM filter and accelerometer calibration 
#define TO_RAD(x) (x * 0.01745329252)  // *pi/180 
#define TO_DEG(x) (x * 57.2957795131)  // *180/pi 
 
// Sensor variables  
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float accel[3];  // Actually stores the NEGATED acceleration (equals gravity, if board not 
moving). 
float accel_min[3]; 
float accel_max[3]; 
 
float magnetom[3]; 
float magnetom_min[3]; 
float magnetom_max[3]; 
 
float gyro[3]; 
float gyro_average[3]; 
int gyro_num_samples = 0; 
 
// DCM variables 
float MAG_Heading; 
float Accel_Vector[3]= {0, 0, 0}; // Store the acceleration in a vector 
float Gyro_Vector[3]= {0, 0, 0}; // Store the gyros turn rate in a vector 
float Omega_Vector[3]= {0, 0, 0}; // Corrected Gyro_Vector data 
float Omega_P[3]= {0, 0, 0}; // Omega Proportional correction 
float Omega_I[3]= {0, 0, 0}; // Omega Integrator 
float Omega[3]= {0, 0, 0}; 
float errorRollPitch[3] = {0, 0, 0}; 
float errorYaw[3] = {0, 0, 0}; 
float DCM_Matrix[3][3] = {{1, 0, 0}, {0, 1, 0}, {0, 0, 1}}; 
float Update_Matrix[3][3] = {{0, 1, 2}, {3, 4, 5}, {6, 7, 8}}; 
float Temporary_Matrix[3][3] = {{0, 0, 0}, {0, 0, 0}, {0, 0, 0}}; 
 
// Euler angles 
float yaw; 
float pitch; 
float roll; 
 
// DCM timing in the main loop 
long timestamp; 
long timestamp_old; 
float G_Dt; // Integration time for DCM algorithm 
 
// More output-state variables 
boolean output_stream_on; 
boolean output_single_on; 
int curr_calibration_sensor = 0; 
boolean reset_calibration_session_flag = true; 
int num_accel_errors = 0; 
int num_magn_errors = 0; 
int num_gyro_errors = 0; 
 
void read_sensors() { 
  Read_Gyro(); // Read gyroscope 
  Read_Accel(); // Read accelerometer 
  Read_Magn(); // Read magnetometer 
} 
 
// Read every sensor and record a time stamp  
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// Init DCM with unfiltered orientation 
// TODO re-init global vars? 
void reset_sensor_fusion() { 
  float temp1[3]; 
  float temp2[3]; 
  float xAxis[] = {1.0f, 0.0f, 0.0f}; 
 
  read_sensors(); 
  timestamp = millis(); 
   
  // GET PITCH 
  // Using y-z-plane-component/x-component of gravity vector 
  pitch = -atan2(accel[0], sqrt(accel[1] * accel[1] + accel[2] * accel[2])); 
   
  // GET ROLL 
  // Compensate pitch of gravity vector  
  Vector_Cross_Product(temp1, accel, xAxis); 
  Vector_Cross_Product(temp2, xAxis, temp1); 
  // Normally using x-z-plane-component/y-component of compensated gravity vector 
  // roll = atan2(temp2[1], sqrt(temp2[0] * temp2[0] + temp2[2] * temp2[2])); 
  // Since we compensated for pitch, x-z-plane-component equals z-component: 
  roll = atan2(temp2[1], temp2[2]); 
   
  // GET YAW 
  Compass_Heading(); 
  yaw = MAG_Heading; 
   
  // Init rotation matrix 
  init_rotation_matrix(DCM_Matrix, yaw, pitch, roll); 
} 
 
// Apply calibration to raw sensor readings 
void compensate_sensor_errors() { 
    // Compensate accelerometer error 
    accel[0] = (accel[0] - ACCEL_X_OFFSET) * ACCEL_X_SCALE; 
    accel[1] = (accel[1] - ACCEL_Y_OFFSET) * ACCEL_Y_SCALE; 
    accel[2] = (accel[2] - ACCEL_Z_OFFSET) * ACCEL_Z_SCALE; 
 
    // Compensate magnetometer error 
    magnetom[0] = (magnetom[0] - MAGN_X_OFFSET) * MAGN_X_SCALE; 
    magnetom[1] = (magnetom[1] - MAGN_Y_OFFSET) * MAGN_Y_SCALE; 
    magnetom[2] = (magnetom[2] - MAGN_Z_OFFSET) * MAGN_Z_SCALE; 
 
    // Compensate gyroscope error 
    gyro[0] -= GYRO_AVERAGE_OFFSET_X; 
    gyro[1] -= GYRO_AVERAGE_OFFSET_Y; 
    gyro[2] -= GYRO_AVERAGE_OFFSET_Z; 
} 
 
// Reset calibration session if reset_calibration_session_flag is set 
void check_reset_calibration_session() 
{ 
  // Raw sensor values have to be read already, but no error compensation applied  
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  // Reset this calibration session? 
  if (!reset_calibration_session_flag) return; 
   
  // Reset acc and mag calibration variables 
  for (int i = 0; i < 3; i++) { 
    accel_min[i] = accel_max[i] = accel[i]; 
    magnetom_min[i] = magnetom_max[i] = magnetom[i]; 
  } 
 
  // Reset gyro calibration variables 
  gyro_num_samples = 0;  // Reset gyro calibration averaging 
  gyro_average[0] = gyro_average[1] = gyro_average[2] = 0.0f; 
   
  reset_calibration_session_flag = false; 
} 
 
void turn_output_stream_on() 
{ 
  output_stream_on = true; 
  digitalWrite(STATUS_LED_PIN, HIGH); 
} 
 
void turn_output_stream_off() 
{ 
  output_stream_on = false; 
  digitalWrite(STATUS_LED_PIN, LOW); 
} 
 
// Blocks until another byte is available on serial port 
char readChar() 
{ 
  while (Serial.available() < 1) { } // Block 
  return Serial.read(); 
} 
 
void setup() 
{ 
  // Init serial output 
  Serial.begin(OUTPUT__BAUD_RATE); 
   
  // Init status LED 
  pinMode (STATUS_LED_PIN, OUTPUT); 
  digitalWrite(STATUS_LED_PIN, LOW); 
 
  // Init sensors 
  delay(50);  // Give sensors enough time to start 
  I2C_Init(); 
  Accel_Init(); 
  Magn_Init(); 
  Gyro_Init(); 
   
  // Read sensors, init DCM algorithm  
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  delay(20);  // Give sensors enough time to collect data 
  reset_sensor_fusion(); 
 
  // Init output 
#if (OUTPUT__HAS_RN_BLUETOOTH == true) || (OUTPUT__STARTUP_STREAM_ON == false) 
  turn_output_stream_off(); 
#else 
  turn_output_stream_on(); 
#endif 
} 
 
// Main loop 
void loop() 
{ 
  // Read incoming control messages 
  if (Serial.available() >= 2) 
  { 
    if (Serial.read() == '#') // Start of new control message 
    { 
      int command = Serial.read(); // Commands 
      if (command == 'f') // request one output _f_rame 
        output_single_on = true; 
      else if (command == 's') // _s_ynch request 
      { 
        // Read ID 
        byte id[2]; 
        id[0] = readChar(); 
        id[1] = readChar(); 
         
        // Reply with synch message 
        Serial.print("#SYNCH"); 
        Serial.write(id, 2); 
        Serial.println(); 
      } 
      else if (command == 'o') // Set _o_utput mode 
      { 
        char output_param = readChar(); 
        if (output_param == 'n')  // Calibrate _n_ext sensor 
        { 
          curr_calibration_sensor = (curr_calibration_sensor + 1) % 3; 
          reset_calibration_session_flag = true; 
        } 
        else if (output_param == 't') // Output angles as _t_ext 
          output_mode = OUTPUT__MODE_ANGLES_TEXT; 
        else if (output_param == 'b') // Output angles in _b_inary form 
          output_mode = OUTPUT__MODE_ANGLES_BINARY; 
        else if (output_param == 'c') // Go to _c_alibration mode 
        { 
          output_mode = OUTPUT__MODE_CALIBRATE_SENSORS; 
          reset_calibration_session_flag = true; 
        } 
        else if (output_param == 's') // Output _s_ensor values as text 
          output_mode = OUTPUT__MODE_SENSORS_TEXT;  
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        else if (output_param == '0') // Disable continuous streaming output 
        { 
          turn_output_stream_off(); 
          reset_calibration_session_flag = true; 
        } 
        else if (output_param == '1') // Enable continuous streaming output 
        { 
          reset_calibration_session_flag = true; 
          turn_output_stream_on(); 
        } 
        else if (output_param == 'e') // _e_rror output settings 
        { 
          char error_param = readChar(); 
          if (error_param == '0') output_errors = false; 
          else if (error_param == '1') output_errors = true; 
          else if (error_param == 'c') // get error count 
          { 
            Serial.print("#AMG-ERR:"); 
            Serial.print(num_accel_errors); Serial.print(","); 
            Serial.print(num_magn_errors); Serial.print(","); 
            Serial.println(num_gyro_errors); 
          } 
        } 
      } 
#if OUTPUT__HAS_RN_BLUETOOTH == true 
      // Read messages from bluetooth module 
      // For this to work, the connect/disconnect message prefix of the module has to be set to 
"#". 
      else if (command == 'C') // Bluetooth "#CONNECT" message (does the same as "#o1") 
        turn_output_stream_on(); 
      else if (command == 'D') // Bluetooth "#DISCONNECT" message (does the same as "#o0") 
        turn_output_stream_off(); 
#endif // OUTPUT__HAS_RN_BLUETOOTH == true 
    } 
    else 
    { } // Skip character 
  } 
 
  // Time to read the sensors again? 
  if((millis() - timestamp) >= OUTPUT__DATA_INTERVAL) 
  { 
    timestamp_old = timestamp; 
    timestamp = millis(); 
    if (timestamp > timestamp_old) 
      G_Dt = (float) (timestamp - timestamp_old) / 1000.0f; // Real time of loop run. We use this 
on the DCM algorithm (gyro integration time) 
    else G_Dt = 0; 
 
    // Update sensor readings 
    read_sensors(); 
 
    if (output_mode == OUTPUT__MODE_CALIBRATE_SENSORS)  // We're in calibration mode 
    {  
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      check_reset_calibration_session();  // Check if this session needs a reset 
      if (output_stream_on || output_single_on) output_calibration(curr_calibration_sensor); 
    } 
    else if (output_mode == OUTPUT__MODE_SENSORS_TEXT) 
    { 
      // Apply sensor calibration 
      compensate_sensor_errors(); 
       
      if (output_stream_on || output_single_on) output_sensors(); 
    } 
    else 
    { 
      // Apply sensor calibration 
      compensate_sensor_errors(); 
     
      // Run DCM algorithm 
      Compass_Heading(); // Calculate magnetic heading 
      Matrix_update(); 
      Normalize(); 
      Drift_correction(); 
      Euler_angles(); 
       
      if (output_stream_on || output_single_on) output_angles(); 
    } 
     
    output_single_on = false; 
     
#if DEBUG__PRINT_LOOP_TIME == true 
    Serial.print("loop time (ms) = "); 
    Serial.println(millis() - timestamp); 
#endif 
  } 
#if DEBUG__PRINT_LOOP_TIME == true 
  else 
  { 
    Serial.println("waiting..."); 
  } 
#endif 
} 
Compass 
/* This file is part of the Razor AHRS Firmware */ 
 
void Compass_Heading() 
{ 
  float mag_x; 
  float mag_y; 
  float cos_roll; 
  float sin_roll; 
  float cos_pitch; 
  float sin_pitch; 
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  cos_roll = cos(roll); 
  sin_roll = sin(roll); 
  cos_pitch = cos(pitch); 
  sin_pitch = sin(pitch); 
   
  // Tilt compensated magnetic field X 
  mag_x = magnetom[0]*cos_pitch + magnetom[1]*sin_roll*sin_pitch + 
magnetom[2]*cos_roll*sin_pitch; 
  // Tilt compensated magnetic field Y 
  mag_y = magnetom[1]*cos_roll - magnetom[2]*sin_roll; 
  // Magnetic Heading 
  MAG_Heading = atan2(-mag_y, mag_x); 
} 
DCM 
/* This file is part of the Razor AHRS Firmware */ 
 
// DCM algorithm 
 
/**************************************************/ 
void Normalize(void) 
{ 
  float error=0; 
  float temporary[3][3]; 
  float renorm=0; 
   
  error= -Vector_Dot_Product(&DCM_Matrix[0][0],&DCM_Matrix[1][0])*.5; //eq.19 
 
  Vector_Scale(&temporary[0][0], &DCM_Matrix[1][0], error); //eq.19 
  Vector_Scale(&temporary[1][0], &DCM_Matrix[0][0], error); //eq.19 
   
  Vector_Add(&temporary[0][0], &temporary[0][0], &DCM_Matrix[0][0]);//eq.19 
  Vector_Add(&temporary[1][0], &temporary[1][0], &DCM_Matrix[1][0]);//eq.19 
   
  Vector_Cross_Product(&temporary[2][0],&temporary[0][0],&temporary[1][0]); // c= a x b 
//eq.20 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[0][0],&temporary[0][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[0][0], &temporary[0][0], renorm); 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[1][0],&temporary[1][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[1][0], &temporary[1][0], renorm); 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[2][0],&temporary[2][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[2][0], &temporary[2][0], renorm); 
} 
 
/**************************************************/ 
void Drift_correction(void) 
{ 
  float mag_heading_x; 
  float mag_heading_y;  
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  float errorCourse; 
  //Compensation the Roll, Pitch and Yaw drift.  
  static float Scaled_Omega_P[3]; 
  static float Scaled_Omega_I[3]; 
  float Accel_magnitude; 
  float Accel_weight; 
   
   
  //*****Roll and Pitch*************** 
 
  // Calculate the magnitude of the accelerometer vector 
  Accel_magnitude = sqrt(Accel_Vector[0]*Accel_Vector[0] + Accel_Vector[1]*Accel_Vector[1] 
+ Accel_Vector[2]*Accel_Vector[2]); 
  Accel_magnitude = Accel_magnitude / GRAVITY; // Scale to gravity. 
  // Dynamic weighting of accelerometer info (reliability filter) 
  // Weight for accelerometer info (<0.5G = 0.0, 1G = 1.0 , >1.5G = 0.0) 
  Accel_weight = constrain(1 - 2*abs(1 - Accel_magnitude),0,1);  //   
 
  Vector_Cross_Product(&errorRollPitch[0],&Accel_Vector[0],&DCM_Matrix[2][0]); //adjust 
the ground of reference 
  Vector_Scale(&Omega_P[0],&errorRollPitch[0],Kp_ROLLPITCH*Accel_weight); 
   
  Vector_Scale(&Scaled_Omega_I[0],&errorRollPitch[0],Ki_ROLLPITCH*Accel_weight); 
  Vector_Add(Omega_I,Omega_I,Scaled_Omega_I);      
   
  //*****YAW*************** 
  // We make the gyro YAW drift correction based on compass magnetic heading 
  
  mag_heading_x = cos(MAG_Heading); 
  mag_heading_y = sin(MAG_Heading); 
  errorCourse=(DCM_Matrix[0][0]*mag_heading_y) - (DCM_Matrix[1][0]*mag_heading_x);  
//Calculating YAW error 
  Vector_Scale(errorYaw,&DCM_Matrix[2][0],errorCourse); //Applys the yaw correction to the 
XYZ rotation of the aircraft, depeding the position. 
   
  Vector_Scale(&Scaled_Omega_P[0],&errorYaw[0],Kp_YAW);//.01proportional of YAW. 
  Vector_Add(Omega_P,Omega_P,Scaled_Omega_P);//Adding  Proportional. 
   
  Vector_Scale(&Scaled_Omega_I[0],&errorYaw[0],Ki_YAW);//.00001Integrator 
  Vector_Add(Omega_I,Omega_I,Scaled_Omega_I);//adding integrator to the Omega_I 
} 
 
void Matrix_update(void) 
{ 
  Gyro_Vector[0]=GYRO_SCALED_RAD(gyro[0]); //gyro x roll 
  Gyro_Vector[1]=GYRO_SCALED_RAD(gyro[1]); //gyro y pitch 
  Gyro_Vector[2]=GYRO_SCALED_RAD(gyro[2]); //gyro z yaw 
   
  Accel_Vector[0]=accel[0]; 
  Accel_Vector[1]=accel[1]; 
  Accel_Vector[2]=accel[2]; 
     
  Vector_Add(&Omega[0], &Gyro_Vector[0], &Omega_I[0]);  //adding proportional term  
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  Vector_Add(&Omega_Vector[0], &Omega[0], &Omega_P[0]); //adding Integrator term 
   
#if DEBUG__NO_DRIFT_CORRECTION == true // Do not use drift correction 
  Update_Matrix[0][0]=0; 
  Update_Matrix[0][1]=-G_Dt*Gyro_Vector[2];//-z 
  Update_Matrix[0][2]=G_Dt*Gyro_Vector[1];//y 
  Update_Matrix[1][0]=G_Dt*Gyro_Vector[2];//z 
  Update_Matrix[1][1]=0; 
  Update_Matrix[1][2]=-G_Dt*Gyro_Vector[0]; 
  Update_Matrix[2][0]=-G_Dt*Gyro_Vector[1]; 
  Update_Matrix[2][1]=G_Dt*Gyro_Vector[0]; 
  Update_Matrix[2][2]=0; 
#else // Use drift correction 
  Update_Matrix[0][0]=0; 
  Update_Matrix[0][1]=-G_Dt*Omega_Vector[2];//-z 
  Update_Matrix[0][2]=G_Dt*Omega_Vector[1];//y 
  Update_Matrix[1][0]=G_Dt*Omega_Vector[2];//z 
  Update_Matrix[1][1]=0; 
  Update_Matrix[1][2]=-G_Dt*Omega_Vector[0];//-x 
  Update_Matrix[2][0]=-G_Dt*Omega_Vector[1];//-y 
  Update_Matrix[2][1]=G_Dt*Omega_Vector[0];//x 
  Update_Matrix[2][2]=0; 
#endif 
 
  Matrix_Multiply(DCM_Matrix,Update_Matrix,Temporary_Matrix); //a*b=c 
 
  for(int x=0; x<3; x++) //Matrix Addition (update) 
  { 
    for(int y=0; y<3; y++) 
    { 
      DCM_Matrix[x][y]+=Temporary_Matrix[x][y]; 
    }  
  } 
} 
 
void Euler_angles(void) 
{ 
  pitch = -asin(DCM_Matrix[2][0]); 
  roll = atan2(DCM_Matrix[2][1],DCM_Matrix[2][2]); 
  yaw = atan2(DCM_Matrix[1][0],DCM_Matrix[0][0]); 
} 
Math 
/* This file is part of the Razor AHRS Firmware */ 
 
// Computes the dot product of two vectors 
float Vector_Dot_Product(float vector1[3], float vector2[3]) 
{ 
  float op=0; 
   
  for(int c=0; c<3; c++) 
  {  
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    op+=vector1[c]*vector2[c]; 
  } 
   
  return op;  
} 
 
// Computes the cross product of two vectors 
void Vector_Cross_Product(float vectorOut[3], float v1[3], float v2[3]) 
{ 
  vectorOut[0]= (v1[1]*v2[2]) - (v1[2]*v2[1]); 
  vectorOut[1]= (v1[2]*v2[0]) - (v1[0]*v2[2]); 
  vectorOut[2]= (v1[0]*v2[1]) - (v1[1]*v2[0]); 
} 
 
// Multiply the vector by a scalar.  
void Vector_Scale(float vectorOut[3], float vectorIn[3], float scale2) 
{ 
  for(int c=0; c<3; c++) 
  { 
    vectorOut[c]=vectorIn[c]*scale2;  
  } 
} 
 
// Adds two vectors 
void Vector_Add(float vectorOut[3], float vectorIn1[3], float vectorIn2[3]) 
{ 
  for(int c=0; c<3; c++) 
  { 
    vectorOut[c]=vectorIn1[c]+vectorIn2[c]; 
  } 
} 
 
//Multiply two 3x3 matrixs. This function developed by Jordi can be easily adapted to multiple 
n*n matrix's. (Pero me da flojera!).  
void Matrix_Multiply(float a[3][3], float b[3][3],float mat[3][3]) 
{ 
  float op[3];  
  for(int x=0; x<3; x++) 
  { 
    for(int y=0; y<3; y++) 
    { 
      for(int w=0; w<3; w++) 
      { 
       op[w]=a[x][w]*b[w][y]; 
      }  
      mat[x][y]=0; 
      mat[x][y]=op[0]+op[1]+op[2]; 
       
      float test=mat[x][y]; 
    } 
  } 
} 
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// Init rotation matrix using euler angles 
void init_rotation_matrix(float m[3][3], float yaw, float pitch, float roll) 
{ 
  float c1 = cos(roll); 
  float s1 = sin(roll); 
  float c2 = cos(pitch); 
  float s2 = sin(pitch); 
  float c3 = cos(yaw); 
  float s3 = sin(yaw); 
 
  // Euler angles, right-handed, intrinsic, XYZ convention 
  // (which means: rotate around body axes Z, Y', X'')  
  m[0][0] = c2 * c3; 
  m[0][1] = c3 * s1 * s2 - c1 * s3; 
  m[0][2] = s1 * s3 + c1 * c3 * s2; 
 
  m[1][0] = c2 * s3; 
  m[1][1] = c1 * c3 + s1 * s2 * s3; 
  m[1][2] = c1 * s2 * s3 - c3 * s1; 
 
  m[2][0] = -s2; 
  m[2][1] = c2 * s1; 
  m[2][2] = c1 * c2; 
} 
Output 
/* This file is part of the Razor AHRS Firmware */ 
 
// Output angles: yaw, pitch, roll 
void output_angles() 
{ 
  if (output_mode == OUTPUT__MODE_ANGLES_BINARY) 
  { 
    float ypr[3];   
    ypr[0] = TO_DEG(yaw); 
    ypr[1] = TO_DEG(pitch); 
    ypr[2] = TO_DEG(roll); 
    Serial.write((byte*) ypr, 12);  // No new-line 
  } 
  else if (output_mode == OUTPUT__MODE_ANGLES_TEXT) 
  { 
      Serial.print("#YPR="); 
      Serial.print(TO_DEG(yaw)); Serial.print(","); 
      Serial.print(TO_DEG(pitch)); Serial.print(","); 
      Serial.print(TO_DEG(roll)); Serial.println(); 
  } 
} 
 
void output_calibration(int calibration_sensor) 
{ 
  if (calibration_sensor == 0)  // Accelerometer 
  {  
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    // Output MIN/MAX values 
    Serial.print("accel x,y,z (min/max) = "); 
    for (int i = 0; i < 3; i++) { 
      if (accel[i] < accel_min[i]) accel_min[i] = accel[i]; 
      if (accel[i] > accel_max[i]) accel_max[i] = accel[i]; 
      Serial.print(accel_min[i]); 
      Serial.print("/"); 
      Serial.print(accel_max[i]); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
  else if (calibration_sensor == 1)  // Magnetometer 
  { 
    // Output MIN/MAX values 
    Serial.print("magn x,y,z (min/max) = "); 
    for (int i = 0; i < 3; i++) { 
      if (magnetom[i] < magnetom_min[i]) magnetom_min[i] = magnetom[i]; 
      if (magnetom[i] > magnetom_max[i]) magnetom_max[i] = magnetom[i]; 
      Serial.print(magnetom_min[i]); 
      Serial.print("/"); 
      Serial.print(magnetom_max[i]); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
  else if (calibration_sensor == 2)  // Gyroscope 
  { 
    // Average gyro values 
    for (int i = 0; i < 3; i++) 
      gyro_average[i] += gyro[i]; 
    gyro_num_samples++; 
       
    // Output current and averaged gyroscope values 
    Serial.print("gyro x,y,z (current/average) = "); 
    for (int i = 0; i < 3; i++) { 
      Serial.print(gyro[i]); 
      Serial.print("/"); 
      Serial.print(gyro_average[i] / (float) gyro_num_samples); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
} 
 
void output_sensors() 
{ 
  Serial.print("#ACC="); 
  Serial.print(accel[0]); Serial.print(","); 
  Serial.print(accel[1]); Serial.print(","); 
  Serial.print(accel[2]); Serial.println(); 
 
  Serial.print("#MAG=");  
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  Serial.print(magnetom[0]); Serial.print(","); 
  Serial.print(magnetom[1]); Serial.print(","); 
  Serial.print(magnetom[2]); Serial.println(); 
 
  Serial.print("#GYR="); 
  Serial.print(gyro[0]); Serial.print(","); 
  Serial.print(gyro[1]); Serial.print(","); 
  Serial.print(gyro[2]); Serial.println(); 
} 
Sensors 
/* This file is part of the Razor AHRS Firmware */ 
 
// I2C code to read the sensors 
 
// Sensor I2C addresses 
#define ACCEL_ADDRESS ((int) 0x53) // 0x53 = 0xA6 / 2 
#define MAGN_ADDRESS  ((int) 0x1E) // 0x1E =   0x3C / 2 
#define GYRO_ADDRESS  ((int) 0x68) // 0x68 = 0xD0 / 2 
 
// Arduino backward compatibility macros 
#if ARDUINO >= 100 
  #define WIRE_SEND(b) Wire.write((byte) b)  
  #define WIRE_RECEIVE() Wire.read()  
#else 
  #define WIRE_SEND(b) Wire.send(b) 
  #define WIRE_RECEIVE() Wire.receive()  
#endif 
 
 
void I2C_Init() 
{ 
  Wire.begin(); 
} 
 
void Accel_Init() 
{ 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x2D);  // Power register 
  WIRE_SEND(0x08);  // Measurement mode 
  Wire.endTransmission(); 
  delay(5); 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x31);  // Data format register 
  WIRE_SEND(0x08);  // Set to full resolution 
  Wire.endTransmission(); 
  delay(5); 
   
  // Because our main loop runs at 50Hz we adjust the output data rate to 50Hz (25Hz 
bandwidth) 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x2C);  // Rate  
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  WIRE_SEND(0x09);  // Set to 50Hz, normal operation 
  Wire.endTransmission(); 
  delay(5); 
} 
 
// Reads x, y and z accelerometer registers 
void Read_Accel() 
{ 
  int i = 0; 
  byte buff[6]; 
   
  Wire.beginTransmission(ACCEL_ADDRESS);  
  WIRE_SEND(0x32);  // Send address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(ACCEL_ADDRESS); 
  Wire.requestFrom(ACCEL_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
   
  if (i == 6)  // All bytes received? 
  { 
    // No multiply by -1 for coordinate system transformation here, because of double negation: 
    // We want the gravity vector, which is negated acceleration vector. 
    accel[0] = (((int) buff[3]) << 8) | buff[2];  // X axis (internal sensor y axis) 
    accel[1] = (((int) buff[1]) << 8) | buff[0];  // Y axis (internal sensor x axis) 
    accel[2] = (((int) buff[5]) << 8) | buff[4];  // Z axis (internal sensor z axis) 
  } 
  else 
  { 
    num_accel_errors++; 
    if (output_errors) Serial.println("!ERR: reading accelerometer"); 
  } 
} 
 
void Magn_Init() 
{ 
  Wire.beginTransmission(MAGN_ADDRESS); 
  WIRE_SEND(0x02);  
  WIRE_SEND(0x00);  // Set continuous mode (default 10Hz) 
  Wire.endTransmission(); 
  delay(5); 
 
  Wire.beginTransmission(MAGN_ADDRESS); 
  WIRE_SEND(0x00); 
  WIRE_SEND(0b00011000);  // Set 50Hz 
  Wire.endTransmission(); 
  delay(5); 
}  
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void Read_Magn() 
{ 
  int i = 0; 
  byte buff[6]; 
  
  Wire.beginTransmission(MAGN_ADDRESS);  
  WIRE_SEND(0x03);  // Send address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(MAGN_ADDRESS);  
  Wire.requestFrom(MAGN_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
   
  if (i == 6)  // All bytes received? 
  { 
// 9DOF Razor IMU SEN-10125 using HMC5843 magnetometer 
#if HW__VERSION_CODE == 10125 
    // MSB byte first, then LSB; X, Y, Z 
    magnetom[0] = -1 * ((((int) buff[2]) << 8) | buff[3]);  // X axis (internal sensor -y axis) 
    magnetom[1] = -1 * ((((int) buff[0]) << 8) | buff[1]);  // Y axis (internal sensor -x axis) 
    magnetom[2] = -1 * ((((int) buff[4]) << 8) | buff[5]);  // Z axis (internal sensor -z axis) 
// 9DOF Razor IMU SEN-10736 using HMC5883L magnetometer 
#elif HW__VERSION_CODE == 10736 
    // MSB byte first, then LSB; Y and Z reversed: X, Z, Y 
    magnetom[0] = -1 * ((((int) buff[4]) << 8) | buff[5]);  // X axis (internal sensor -y axis) 
    magnetom[1] = -1 * ((((int) buff[0]) << 8) | buff[1]);  // Y axis (internal sensor -x axis) 
    magnetom[2] = -1 * ((((int) buff[2]) << 8) | buff[3]);  // Z axis (internal sensor -z axis) 
// 9DOF Sensor Stick SEN-10183 and SEN-10321 using HMC5843 magnetometer 
#elif (HW__VERSION_CODE == 10183) || (HW__VERSION_CODE == 10321) 
    // MSB byte first, then LSB; X, Y, Z 
    magnetom[0] = (((int) buff[0]) << 8) | buff[1];         // X axis (internal sensor x axis) 
    magnetom[1] = -1 * ((((int) buff[2]) << 8) | buff[3]);  // Y axis (internal sensor -y axis) 
    magnetom[2] = -1 * ((((int) buff[4]) << 8) | buff[5]);  // Z axis (internal sensor -z axis) 
// 9DOF Sensor Stick SEN-10724 using HMC5883L magnetometer 
#elif HW__VERSION_CODE == 10724 
    // MSB byte first, then LSB; Y and Z reversed: X, Z, Y 
    magnetom[0] =  1 * ((((int) buff[4]) << 8) | buff[5]); // X axis (internal sensor y axis) 
    magnetom[1] =  1 * ((((int) buff[0]) << 8) | buff[1]);  // Y axis (internal sensor -x axis) 
    magnetom[2] = -1 * ((((int) buff[2]) << 8) | buff[3]);  // Z axis (internal sensor -z axis) 
#endif 
 
  } 
  else 
  { 
    num_magn_errors++; 
    if (output_errors) Serial.println("!ERR: reading magnetometer"); 
  }  
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} 
 
void Gyro_Init() 
{ 
  // Power up reset defaults 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x3E); 
  WIRE_SEND(0x80); 
  Wire.endTransmission(); 
  delay(5); 
   
  // Select full-scale range of the gyro sensors 
  // Set LP filter bandwidth to 42Hz 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x16); 
  WIRE_SEND(0x1B);  // DLPF_CFG = 3, FS_SEL = 3 
  Wire.endTransmission(); 
  delay(5); 
   
  // Set sample rato to 50Hz 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x15); 
  WIRE_SEND(0x0A);  //  SMPLRT_DIV = 10 (50Hz) 
  Wire.endTransmission(); 
  delay(5); 
 
  // Set clock to PLL with z gyro reference 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x3E); 
  WIRE_SEND(0x00); 
  Wire.endTransmission(); 
  delay(5); 
} 
 
// Reads x, y and z gyroscope registers 
void Read_Gyro() 
{ 
  int i = 0; 
  byte buff[6]; 
   
  Wire.beginTransmission(GYRO_ADDRESS);  
  WIRE_SEND(0x1D);  // Sends address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(GYRO_ADDRESS); 
  Wire.requestFrom(GYRO_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
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  if (i == 6)  // All bytes received? 
  { 
    gyro[0] = -1 * ((((int) buff[2]) << 8) | buff[3]);    // X axis (internal sensor -y axis) 
    gyro[1] = -1 * ((((int) buff[0]) << 8) | buff[1]);    // Y axis (internal sensor -x axis) 
    gyro[2] = -1 * ((((int) buff[4]) << 8) | buff[5]);    // Z axis (internal sensor -z axis) 
  } 
  else 
  { 
    num_gyro_errors++; 
    if (output_errors) Serial.println("!ERR: reading gyroscope"); 
  } 
} 
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Appendix I – 1280Mega Code 
The original and working code can be found under the same Appendix name in the electronic 
documentation. 
MultiSerialMega_UNO_V025 
// At present this is simply an serial repeater that allows the PC to interface with the APC220 
module. 
// THis is die to the drivers that the USB convertor that came with the APC220 is n ot 
compatible with Labview. 
 
void setup()  
{ 
  // initialize both serial ports: 
  Serial.begin(57600); 
  Serial3.begin(57600); 
} 
 
 
void loop() 
{ 
 
   
//============================================================================
====================================================== 
// Send all data out the USB serial port 0 for Debug purposes 
//============================================================================
====================================================== 
/*   
  // read from port 0, send to port 0: 
  if (Serial.available()) 
  { 
    int inByte = Serial.read(); 
    Serial.print(inByte, BYTE);  
  } 
*/   
 
 
//============================================================================
====================================================== 
// Read from port 0, send to port 3 
//============================================================================
====================================================== 
  if (Serial.available()) 
  { 
    while (Serial.available()) 
    { 
    int inByte = Serial.read(); 
    Serial3.print(inByte, BYTE); 
    } 
  }  
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//============================================================================
====================================================== 
// Read from port 3, send to port 0 
//============================================================================
====================================================== 
  if (Serial3.available()) 
  { 
    while (Serial3.available()) 
    { 
    int inByte = Serial3.read(); 
    Serial.print(inByte, BYTE); 
    } 
  } 
 
} 
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Appendix J – 2560Mega Code 
The original and working code can be found under the same Appendix name in the electronic 
documentation. 
Mega_2560_code_V027 
// Camera relay pin variables setup 
// This pin is used to control the realy that has the ability to power the camera. Normal state is 
low in order to cinserve the batery power of the Pioneer Robot. 
int Relay_pin = 11; 
boolean Relay_state = LOW; 
 
 
// Sharp Distance Sensor Variables 
long previousMillis = 0;                // will store last time Sharp Sensor Data was sent was updated 
long Sharp_Distance_interval = 500;    // interval at which to gather and send new Sharp sensor 
data 
int sensorValue_1 = 0; 
int sensorValue_2 = 0; 
 
 
// String that will be used to hold the identifiers and data to calculate the checksum. Used in 
the Old serial handling function 
//String data_to_send_String = ""; 
 
 
 
 
void setup()  
{ 
  Serial.begin(57600); 
  Serial1.begin(57600); 
  Serial3.begin(57600); 
   
  // Pin 11 setup to a Digital output to control the relay that powers the Camera. 
  pinMode(Relay_pin, OUTPUT); 
  digitalWrite(Relay_pin, Relay_state); 
 
} 
 
 
 
 
 
 
void loop()  
{ 
   
// If data is available at Serial port 0 forward this to Serial port 1 (Use for Debug) 
/*    if (Serial.available()) 
  {  
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    while (Serial.available()) 
    { 
    int Byte = Serial.read(); 
    Serial1.print(Byte,BYTE); 
    } 
  } 
*/ 
 
 
 
// If data is available at Serial port 1 (UNO) forward this to Serial port 3 (wireless)   
  if (Serial1.available() > 6) 
  { 
    Process_Serial_Data_Port1(); 
  } 
 
 
 
// If data is available at Serial port 3 (wireless) forward this to Serial port 1 (UNO) 
  if (Serial3.available() > 6) 
  { 
    Process_Serial_Data_Port3(); 
  } 
 
 
 
 // If timer has expired send the next serial string that contains the distance sensor data  
  unsigned long currentMillis = millis(); 
   if((currentMillis - previousMillis) > Sharp_Distance_interval) 
   { 
    previousMillis = currentMillis; //Save the current time 
    Sharp_Dist_Data_Get_Send_New(); 
   } 
 
} 
Process_Serial_Data 
void Process_Serial_Data_Port1() 
{ 
 // AT present there is no need to evalute the serial data coming from the UNO. This is because 
theere are no commands that are 
 // getting sent from the UNO at this stage that the Mega2560 has to be aware of. As such a 
simpole serial repeater has been implemented. 
 while ( Serial1.available() > 0) 
 { 
    int Byte = Serial1.read(); 
    Serial3.print(Byte,BYTE); 
//   Serial.print(Byte,BYTE);  // Useful as a diagnostic repeater function 
 } 
} 
 
void Process_Serial_Data_Port3()  
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{ 
  char in_byte = Serial3.read(); 
    if (in_byte == '#') // Start of new control message 
    { 
      int command = Serial3.read(); // Commands 
 
      if (command == 'R') 
      { 
        int in_char = Serial3.read(); // Have a look at but dont remove the first character sitting on 
the buffer 
         
          if(in_char == 'H') 
          { 
            Relay_state = HIGH; 
          } 
          if(in_char == 'L') 
          { 
            Relay_state = LOW; 
          } 
          // Write the recieved value to the pin 
          digitalWrite(Relay_pin, Relay_state); 
          Serial.println("Digit_Done"); 
        } 
    } 
     else 
    {  
      // Send the data to the UNO for evaluation. 
      Serial1.print(in_byte,BYTE); 
    } 
} 
Sharp_Dist_Data_Get_Send 
void Sharp_Dist_Data_Get_Send_New(void) 
{ 
  // Read in the analog values from the sharp ,sensors and store them 
    sensorValue_1 = analogRead(A4); // Read the sharp distance sensor 1 
    sensorValue_2 = analogRead(A5); // Read the sharp distance sensor 2 
 
// Print the serial message 
    Serial3.print("#DA"); 
    Serial3.print(sensorValue_1); 
    Serial3.print("#DZ"); 
    Serial3.println(sensorValue_2); 
} 
 
 
 
 
/* 
void Sharp_Dist_Data_Get_Send_Old() 
{ 
    data_to_send_String = "";    // Clear the string before compiling message   
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    int sensorValue_1 = analogRead(A4); // Read the sharp distance sensor 1 
    int sensorValue_2 = analogRead(A5); // Read the sharp distance sensor 2 
    int checksum = 0; // Create the checksum variable for the message 
 
// Construct the data portion (data_to_send_String) of the serial message 
    data_to_send_String += "DA"; 
    data_to_send_String += (sensorValue_1); 
    data_to_send_String += "DB"; 
    data_to_send_String += (sensorValue_2); 
 
// Calculate the checksum 
    int data_to_send_String_length = data_to_send_String.length(); 
     
    for(int i=0; i<data_to_send_String_length; i++) 
    { 
    checksum ^= data_to_send_String[i]; 
    } 
 
// Print the serial message 
    Serial3.print("!~!"); 
    Serial3.print(data_to_send_String); 
    Serial3.print("#~#"); 
    Serial3.print(checksum, HEX); 
    Serial3.println("*#*"); 
} 
*/ 
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Appendix K – UNO Code 
The original and working code can be found under the same Appendix name in the electronic 
documentation. 
UNO_Razor_AHRS_V27 
/****************************************************************************
*********************************** 
* Razor AHRS Firmware v1.4.0 
* 9 Degree of Measurement Attitude and Heading Reference System 
* for Sparkfun "9DOF Razor IMU" (SEN-10125 and SEN-10736) 
* and "9DOF Sensor Stick" (SEN-10183, 10321 and SEN-10724) 
* 
* Released under GNU GPL (General Public License) v3.0 
* Copyright (C) 2011 Quality & Usability Lab, Deutsche Telekom Laboratories, TU Berlin 
* 
* Infos, updates, bug reports and feedback: 
*     http://dev.qu.tu-berlin.de/projects/sf-razor-9dof-ahrs 
* 
* 
* History: 
*   * Original code (http://code.google.com/p/sf9domahrs/) by Doug Weibel and Jose Julio, 
*     based on ArduIMU v1.5 by Jordi Munoz and William Premerlani, Jose Julio and Doug 
Weibel. Thank you! 
* 
*   * Updated code (http://groups.google.com/group/sf_9dof_ahrs_update) by David Malik 
(david.zsolt.malik@gmail.com) 
*     for new Sparkfun 9DOF Razor hardware (SEN-10125). 
* 
*   * Updated and extended by Peter Bartz (peter-bartz@gmx.de): 
*     * v1.3.0 
*       * Cleaned up, streamlined and restructured most of the code to make it more 
comprehensible. 
*       * Added sensor calibration (improves precision and responsiveness a lot!). 
*       * Added binary yaw/pitch/roll output. 
*       * Added basic serial command interface to set output modes/calibrate sensors/synch 
stream/etc. 
*       * Added support to synch automatically when using Rovering Networks Bluetooth 
modules (and compatible). 
*       * Wrote new easier to use test program (using Processing). 
*       * Added support for new version of "9DOF Razor IMU": SEN-10736. 
*       --> The output of this code is not compatible with the older versions! 
*       --> A Processing sketch to test the tracker is available. 
*     * v1.3.1 
*       * Initializing rotation matrix based on start-up sensor readings -> orientation OK right 
away. 
*       * Adjusted gyro low-pass filter and output rate settings. 
*     * v1.3.2 
*       * Adapted code to work with new Arduino 1.0 (and older versions still). 
*     * v1.3.3 
*       * Improved synching.  
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*     * v1.4.0 
*       * Added support for SparkFun "9DOF Sensor Stick" (versions SEN-10183, SEN-10321 and 
SEN-10724). 
* 
* TODOs: 
*   * Allow optional use of EEPROM for storing and reading calibration values. 
*   * Use self-test and temperature-compensation features of the sensors. 
*   * Add binary output of unfused sensor data for all 9 axes. 
*****************************************************************************
**********************************/ 
 
/* 
  "9DOF Razor IMU" hardware versions: SEN-10125 and SEN-10736 
 
  ATMega328@3.3V, 8MHz 
 
  ADXL345  : Accelerometer 
  HMC5843  : Magnetometer on SEN-10125 
  HMC5883L : Magnetometer on SEN-10736 
  ITG-3200 : Gyro 
 
  Arduino IDE : Select board "Arduino Pro or Pro Mini (3.3v, 8Mhz) w/ATmega328" 
*/ 
 
/* 
  "9DOF Sensor Stick" hardware versions: SEN-10183, SEN-10321 and SEN-10724 
 
  ADXL345  : Accelerometer 
  HMC5843  : Magnetometer on SEN-10183 and SEN-10321 
  HMC5883L : Magnetometer on SEN-10724 
  ITG-3200 : Gyro 
*/ 
 
/* 
  Axis definition (differs from definition printed on the board!): 
    X axis pointing forward (towards the short edge with the connector holes) 
    Y axis pointing to the right 
    and Z axis pointing down. 
     
  Positive yaw   : clockwise 
  Positive roll  : right wing down 
  Positive pitch : nose up 
   
  Transformation order: first yaw then pitch then roll. 
*/ 
 
/* 
  Commands that the firmware understands: 
   
  "#o<param>" - Set output parameter. The available options are: 
      "#o0" - Disable continuous streaming output. 
      "#o1" - Enable continuous streaming output. 
      "#ob" - Output angles in binary format (yaw/pitch/roll as binary float, so one output frame  
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              is 3x4 = 12 bytes long). 
      "#ot" - Output angles in text format (Output frames have form like "#YPR=-142.28,-
5.38,33.52", 
              followed by carriage return and line feed [\r\n]). 
      "#os" - Output (calibrated) sensor data of all 9 axes in text format. One frame consist of 
              three lines - one for each sensor. 
      "#oc" - Go to calibration output mode. 
      "#on" - When in calibration mode, go on to calibrate next sensor. 
      "#oe0" - Disable error message output. 
      "#oe1" - Enable error message output. 
     
  "#f" - Request one output frame - useful when continuous output is disabled and updates are 
         required in larger intervals only. 
  "#s<xy>" - Request synch token - useful to find out where the frame boundaries are in a 
continuous 
         binary stream or to see if tracker is present and answering. The tracker will send 
         "#SYNCH<xy>\r\n" in response (so it's possible to read using a readLine() function). 
         x and y are two mandatory but arbitrary bytes that can be used to find out which request 
         the answer belongs to. 
           
  ("#C" and "#D" - Reserved for communication with optional Bluetooth module.) 
   
  Newline characters are not required. So you could send "#ob#o1#s", which 
  would set binary output mode, enable continuous streaming output and request 
  a synch token all at once. 
   
  The status LED will be on if streaming output is enabled and off otherwise. 
   
  Byte order of binary output is little-endian: least significant byte comes first. 
*/ 
 
 
 
/*****************************************************************/ 
/*********** USER SETUP AREA! Set your options here! *************/ 
/*****************************************************************/ 
 
// HARDWARE OPTIONS 
/*****************************************************************/ 
// Select your hardware here by uncommenting one line! 
//#define HW__VERSION_CODE 10125 // SparkFun "9DOF Razor IMU" version "SEN-10125" 
(HMC5843 magnetometer) 
//#define HW__VERSION_CODE 10736 // SparkFun "9DOF Razor IMU" version "SEN-10736" 
(HMC5883L magnetometer) 
//#define HW__VERSION_CODE 10183 // SparkFun "9DOF Sensor Stick" version "SEN-10183" 
(HMC5843 magnetometer) 
//#define HW__VERSION_CODE 10321 // SparkFun "9DOF Sensor Stick" version "SEN-10321" 
(HMC5843 magnetometer) 
#define HW__VERSION_CODE 10724 // SparkFun "9DOF Sensor Stick" version "SEN-10724" 
(HMC5883L magnetometer) 
 
 
// OUTPUT OPTIONS  
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/*****************************************************************/ 
// Set your serial port baud rate used to send out data here! 
#define OUTPUT__BAUD_RATE 57600 
 
// Sensor data output interval in milliseconds 
// This may not work, if faster than 20ms (=50Hz) 
// Code is tuned for 20ms, so better leave it like that 
#define COLLECT__DATA_INTERVAL 20  // in milliseconds 
#define OUTPUT__DATA_INTERVAL 60  // in milliseconds 
 
 
// Output mode 
#define OUTPUT__MODE_CALIBRATE_SENSORS 0 // Outputs sensor min/max values as text 
for manual calibration 
#define OUTPUT__MODE_ANGLES_TEXT 1 // Outputs yaw/pitch/roll in degrees as text 
#define OUTPUT__MODE_ANGLES_BINARY 2 // Outputs yaw/pitch/roll in degrees as binary 
float 
#define OUTPUT__MODE_SENSORS_TEXT 3 // Outputs (calibrated) sensor values for all 9 axes 
as text 
// Select your startup output mode here! 
int output_mode = OUTPUT__MODE_ANGLES_TEXT; 
 
// Select if serial continuous streaming output is enabled per default on startup. 
#define OUTPUT__STARTUP_STREAM_ON true  // true or false 
 
// If set true, an error message will be output if we fail to read sensor data. 
// Message format: "!ERR: reading <sensor>", followed by "\r\n". 
boolean output_errors = false;  // true or false 
 
// Bluetooth 
// You can set this to true, if you have a Rovering Networks Bluetooth Module attached. 
// The connect/disconnect message prefix of the module has to be set to "#". 
// (Refer to manual, it can be set like this: SO,#) 
// When using this, streaming output will only be enabled as long as we're connected. That 
way 
// receiver and sender are synchronzed easily just by connecting/disconnecting. 
// It is not necessary to set this! It just makes life easier when writing code for 
// the receiving side. The Processing test sketch also works without setting this. 
// NOTE: When using this, OUTPUT__STARTUP_STREAM_ON has no effect! 
#define OUTPUT__HAS_RN_BLUETOOTH false  // true or false 
 
 
// SENSOR CALIBRATION 
/*****************************************************************/ 
// How to calibrate? Read the tutorial at http://dev.qu.tu-berlin.de/projects/sf-razor-9dof-ahrs 
// Put MIN/MAX and OFFSET readings for your board here! 
// Accelerometer 
// "accel x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  Z_MIN/Z_MAX" 
#define ACCEL_X_MIN ((float) -250) 
#define ACCEL_X_MAX ((float) 250) 
#define ACCEL_Y_MIN ((float) -250) 
#define ACCEL_Y_MAX ((float) 250) 
#define ACCEL_Z_MIN ((float) -250)  
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#define ACCEL_Z_MAX ((float) 250) 
 
// Magnetometer 
// "magn x,y,z (min/max) = X_MIN/X_MAX  Y_MIN/Y_MAX  Z_MIN/Z_MAX" 
#define MAGN_X_MIN ((float) -600) 
#define MAGN_X_MAX ((float) 600) 
#define MAGN_Y_MIN ((float) -600) 
#define MAGN_Y_MAX ((float) 600) 
#define MAGN_Z_MIN ((float) -600) 
#define MAGN_Z_MAX ((float) 600) 
 
// Gyroscope 
// "gyro x,y,z (current/average) = .../OFFSET_X  .../OFFSET_Y  .../OFFSET_Z 
#define GYRO_AVERAGE_OFFSET_X ((float) 0.0) 
#define GYRO_AVERAGE_OFFSET_Y ((float) 0.0) 
#define GYRO_AVERAGE_OFFSET_Z ((float) 0.0) 
 
/* 
// Calibration example: 
// "accel x,y,z (min/max) = -278.00/270.00  -254.00/284.00  -294.00/235.00" 
#define ACCEL_X_MIN ((float) -278) 
#define ACCEL_X_MAX ((float) 270) 
#define ACCEL_Y_MIN ((float) -254) 
#define ACCEL_Y_MAX ((float) 284) 
#define ACCEL_Z_MIN ((float) -294) 
#define ACCEL_Z_MAX ((float) 235) 
 
// "magn x,y,z (min/max) = -511.00/581.00  -516.00/568.00  -489.00/486.00" 
#define MAGN_X_MIN ((float) -511) 
#define MAGN_X_MAX ((float) 581) 
#define MAGN_Y_MIN ((float) -516) 
#define MAGN_Y_MAX ((float) 568) 
#define MAGN_Z_MIN ((float) -489) 
#define MAGN_Z_MAX ((float) 486) 
 
//"gyro x,y,z (current/average) = -32.00/-34.82  102.00/100.41  -16.00/-16.38" 
#define GYRO_AVERAGE_OFFSET_X ((float) -34.82) 
#define GYRO_AVERAGE_OFFSET_Y ((float) 100.41) 
#define GYRO_AVERAGE_OFFSET_Z ((float) -16.38) 
*/ 
 
 
// DEBUG OPTIONS 
/*****************************************************************/ 
// When set to true, gyro drift correction will not be applied 
#define DEBUG__NO_DRIFT_CORRECTION false 
// Print elapsed time after each I/O loop 
#define DEBUG__PRINT_LOOP_TIME false 
 
 
/*****************************************************************/ 
/****************** END OF USER SETUP AREA!  *********************/ 
/*****************************************************************/  
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// Check if hardware version code is defined 
#ifndef HW__VERSION_CODE 
  // Generate compile error 
  #error YOU HAVE TO SELECT THE HARDWARE YOU ARE USING! See "HARDWARE OPTIONS" in 
"USER SETUP AREA" at top of Razor_AHRS.pde! 
#endif 
 
#include <Wire.h> 
 
// Sensor calibration scale and offset values 
#define ACCEL_X_OFFSET ((ACCEL_X_MIN + ACCEL_X_MAX) / 2.0f) 
#define ACCEL_Y_OFFSET ((ACCEL_Y_MIN + ACCEL_Y_MAX) / 2.0f) 
#define ACCEL_Z_OFFSET ((ACCEL_Z_MIN + ACCEL_Z_MAX) / 2.0f) 
#define ACCEL_X_SCALE (GRAVITY / (ACCEL_X_MAX - ACCEL_X_OFFSET)) 
#define ACCEL_Y_SCALE (GRAVITY / (ACCEL_Y_MAX - ACCEL_Y_OFFSET)) 
#define ACCEL_Z_SCALE (GRAVITY / (ACCEL_Z_MAX - ACCEL_Z_OFFSET)) 
 
#define MAGN_X_OFFSET ((MAGN_X_MIN + MAGN_X_MAX) / 2.0f) 
#define MAGN_Y_OFFSET ((MAGN_Y_MIN + MAGN_Y_MAX) / 2.0f) 
#define MAGN_Z_OFFSET ((MAGN_Z_MIN + MAGN_Z_MAX) / 2.0f) 
#define MAGN_X_SCALE (100.0f / (MAGN_X_MAX - MAGN_X_OFFSET)) 
#define MAGN_Y_SCALE (100.0f / (MAGN_Y_MAX - MAGN_Y_OFFSET)) 
#define MAGN_Z_SCALE (100.0f / (MAGN_Z_MAX - MAGN_Z_OFFSET)) 
 
 
// Gain for gyroscope (ITG-3200) 
#define GYRO_GAIN 0.06957 // Same gain on all axes 
#define GYRO_SCALED_RAD(x) (x * TO_RAD(GYRO_GAIN)) // Calculate the scaled gyro 
readings in radians per second 
 
// DCM parameters 
#define Kp_ROLLPITCH 0.02f 
#define Ki_ROLLPITCH 0.00002f 
#define Kp_YAW 1.2f 
#define Ki_YAW 0.00002f 
 
// Stuff 
#define STATUS_LED_PIN 13  // Pin number of status LED 
#define GRAVITY 256.0f // "1G reference" used for DCM filter and accelerometer calibration 
#define TO_RAD(x) (x * 0.01745329252)  // *pi/180 
#define TO_DEG(x) (x * 57.2957795131)  // *180/pi 
 
// Sensor variables  
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float accel[3];  // Actually stores the NEGATED acceleration (equals gravity, if board not 
moving). 
float accel_min[3]; 
float accel_max[3]; 
 
float magnetom[3]; 
float magnetom_min[3]; 
float magnetom_max[3]; 
 
float gyro[3]; 
float gyro_average[3]; 
int gyro_num_samples = 0; 
 
// DCM variables 
float MAG_Heading; 
float Accel_Vector[3]= {0, 0, 0}; // Store the acceleration in a vector 
float Gyro_Vector[3]= {0, 0, 0}; // Store the gyros turn rate in a vector 
float Omega_Vector[3]= {0, 0, 0}; // Corrected Gyro_Vector data 
float Omega_P[3]= {0, 0, 0}; // Omega Proportional correction 
float Omega_I[3]= {0, 0, 0}; // Omega Integrator 
float Omega[3]= {0, 0, 0}; 
float errorRollPitch[3] = {0, 0, 0}; 
float errorYaw[3] = {0, 0, 0}; 
float DCM_Matrix[3][3] = {{1, 0, 0}, {0, 1, 0}, {0, 0, 1}}; 
float Update_Matrix[3][3] = {{0, 1, 2}, {3, 4, 5}, {6, 7, 8}}; 
float Temporary_Matrix[3][3] = {{0, 0, 0}, {0, 0, 0}, {0, 0, 0}}; 
 
// Euler angles 
float yaw; 
float pitch; 
float roll; 
 
// DCM timing in the main loop 
long timestamp; 
long previous_Serial_Millis; 
long previous_PWM_Millis; 
long timestamp_old; 
float G_Dt; // Integration time for DCM algorithm 
 
// More output-state variables 
boolean output_stream_on; 
boolean output_single_on; 
int curr_calibration_sensor = 0; 
boolean reset_calibration_session_flag = true; 
int num_accel_errors = 0; 
int num_magn_errors = 0; 
int num_gyro_errors = 0; 
 
 
 
 
// Servo setup and variables 
#include <Servo.h>  
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Servo pan_servo; 
Servo tilt_servo; 
 
int tilt_val =0;    // variable to send to the servo 
int pan_val = 0;   // variable to send to the servo 
 
// Serial variables 
String inString = ""; // Used in old serial handler 
char in_char = ' '; // Used to hold the character off the buffer for evaluation 
int index = 1; // used to cycle through the Roll Pitch and Yaw serial data printing to reduce the 
serial traffic. 
//============================================================================
====================================================== 
// Start of Setup 
//============================================================================
====================================================== 
void setup() 
{ 
  tilt_servo.attach(9);  // attaches the servo on pin 9 to the servo object  
  pan_servo.attach(10);  // attaches the servo on pin 10 to the servo object  
   
   
  // Init serial output 
  Serial.begin(OUTPUT__BAUD_RATE); 
   
  // Init status LED 
  pinMode (STATUS_LED_PIN, OUTPUT); 
  digitalWrite(STATUS_LED_PIN, LOW); 
 
  // Init sensors 
  delay(50);  // Give sensors enough time to start 
  I2C_Init(); 
  Accel_Init(); 
  Magn_Init(); 
  Gyro_Init(); 
   
  // Read sensors, init DCM algorithm 
  delay(20);  // Give sensors enough time to collect data 
  reset_sensor_fusion(); 
 
  // Init output 
#if (OUTPUT__HAS_RN_BLUETOOTH == true) || (OUTPUT__STARTUP_STREAM_ON == false) 
  turn_output_stream_off(); 
#else 
  turn_output_stream_on(); 
#endif 
} 
//============================================================================
====================================================== 
// End of Setup 
//============================================================================
======================================================  
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//============================================================================
====================================================== 
// Start of Main Loop 
//============================================================================
====================================================== 
 
void loop() 
{ 
 
//============================================================================
====================================================== 
// Start of PWM value update 
//============================================================================
====================================================== 
  Update_PWM(); 
//============================================================================
====================================================== 
// End of PWM value update 
//============================================================================
====================================================== 
 
 
 
 
//============================================================================
====================================================== 
// Start of Serial input evaluation 
//============================================================================
====================================================== 
 
  // Read incoming control messages 
  if (Serial.available() > 6) 
  { 
    Process_Serial_Data(); 
  } 
 
//============================================================================
====================================================== 
// End of Serial input evaluation 
//============================================================================
====================================================== 
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//============================================================================
====================================================== 
// Start of Read Sensor Stick Output code 
//============================================================================
====================================================== 
 
  if((millis() - previous_Serial_Millis) >= OUTPUT__DATA_INTERVAL) 
  { 
    previous_Serial_Millis = millis(); 
 
    output_angles(); // Print the roll, pitch and yaw 
//    output_sensors() // Print the raw sensor values 
  } 
//============================================================================
====================================================== 
// Start of Read Sensor Stick Output code 
//============================================================================
====================================================== 
 
 
 
//============================================================================
====================================================== 
// Start of Read Sensor Stick code 
//============================================================================
====================================================== 
  // Time to read the sensors again? 
  if((millis() - timestamp) >= COLLECT__DATA_INTERVAL) 
  { 
    timestamp_old = timestamp; 
    timestamp = millis(); 
    if (timestamp > timestamp_old) 
      G_Dt = (float) (timestamp - timestamp_old) / 1000.0f; // Real time of loop run. We use this 
on the DCM algorithm (gyro integration time) 
    else G_Dt = 0; 
 
    // Update sensor readings 
    read_sensors(); 
 
    if (output_mode == OUTPUT__MODE_CALIBRATE_SENSORS)  // We're in calibration mode 
    { 
      check_reset_calibration_session();  // Check if this session needs a reset 
      if (output_stream_on || output_single_on) output_calibration(curr_calibration_sensor); 
    } 
    else if (output_mode == OUTPUT__MODE_SENSORS_TEXT) 
    { 
      // Apply sensor calibration 
      compensate_sensor_errors(); 
       
    //  if (output_stream_on || output_single_on) output_sensors(); 
    }  
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    else 
    { 
      // Apply sensor calibration 
      compensate_sensor_errors(); 
     
      // Run DCM algorithm 
      Compass_Heading(); // Calculate magnetic heading 
      Matrix_update(); 
      Normalize(); 
      Drift_correction(); 
      Euler_angles(); 
       
    //  if (output_stream_on || output_single_on) output_angles(); 
    } 
     
    output_single_on = false; 
     
#if DEBUG__PRINT_LOOP_TIME == true 
    Serial.print("loop time (ms) = "); 
    Serial.println(millis() - timestamp); 
#endif 
  } 
//============================================================================
====================================================== 
// End of Read Sensor Stick code 
//============================================================================
====================================================== 
 
 
 
//============================================================================
====================================================== 
// End of Main Loop 
//============================================================================
====================================================== 
} 
Compass 
/* This file is part of the Razor AHRS Firmware */ 
 
void Compass_Heading() 
{ 
  float mag_x; 
  float mag_y; 
  float cos_roll; 
  float sin_roll; 
  float cos_pitch; 
  float sin_pitch; 
   
  cos_roll = cos(roll); 
  sin_roll = sin(roll); 
  cos_pitch = cos(pitch);  
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  sin_pitch = sin(pitch); 
   
  // Tilt compensated magnetic field X 
  mag_x = magnetom[0]*cos_pitch + magnetom[1]*sin_roll*sin_pitch + 
magnetom[2]*cos_roll*sin_pitch; 
  // Tilt compensated magnetic field Y 
  mag_y = magnetom[1]*cos_roll - magnetom[2]*sin_roll; 
  // Magnetic Heading 
  MAG_Heading = atan2(-mag_y, mag_x); 
} 
DCM 
/* This file is part of the Razor AHRS Firmware */ 
 
// DCM algorithm 
 
/**************************************************/ 
void Normalize(void) 
{ 
  float error=0; 
  float temporary[3][3]; 
  float renorm=0; 
   
  error= -Vector_Dot_Product(&DCM_Matrix[0][0],&DCM_Matrix[1][0])*.5; //eq.19 
 
  Vector_Scale(&temporary[0][0], &DCM_Matrix[1][0], error); //eq.19 
  Vector_Scale(&temporary[1][0], &DCM_Matrix[0][0], error); //eq.19 
   
  Vector_Add(&temporary[0][0], &temporary[0][0], &DCM_Matrix[0][0]);//eq.19 
  Vector_Add(&temporary[1][0], &temporary[1][0], &DCM_Matrix[1][0]);//eq.19 
   
  Vector_Cross_Product(&temporary[2][0],&temporary[0][0],&temporary[1][0]); // c= a x b 
//eq.20 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[0][0],&temporary[0][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[0][0], &temporary[0][0], renorm); 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[1][0],&temporary[1][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[1][0], &temporary[1][0], renorm); 
   
  renorm= .5 *(3 - Vector_Dot_Product(&temporary[2][0],&temporary[2][0])); //eq.21 
  Vector_Scale(&DCM_Matrix[2][0], &temporary[2][0], renorm); 
} 
 
/**************************************************/ 
void Drift_correction(void) 
{ 
  float mag_heading_x; 
  float mag_heading_y; 
  float errorCourse; 
  //Compensation the Roll, Pitch and Yaw drift.  
  static float Scaled_Omega_P[3];  
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  static float Scaled_Omega_I[3]; 
  float Accel_magnitude; 
  float Accel_weight; 
   
   
  //*****Roll and Pitch*************** 
 
  // Calculate the magnitude of the accelerometer vector 
  Accel_magnitude = sqrt(Accel_Vector[0]*Accel_Vector[0] + Accel_Vector[1]*Accel_Vector[1] 
+ Accel_Vector[2]*Accel_Vector[2]); 
  Accel_magnitude = Accel_magnitude / GRAVITY; // Scale to gravity. 
  // Dynamic weighting of accelerometer info (reliability filter) 
  // Weight for accelerometer info (<0.5G = 0.0, 1G = 1.0 , >1.5G = 0.0) 
  Accel_weight = constrain(1 - 2*abs(1 - Accel_magnitude),0,1);  //   
 
  Vector_Cross_Product(&errorRollPitch[0],&Accel_Vector[0],&DCM_Matrix[2][0]); //adjust 
the ground of reference 
  Vector_Scale(&Omega_P[0],&errorRollPitch[0],Kp_ROLLPITCH*Accel_weight); 
   
  Vector_Scale(&Scaled_Omega_I[0],&errorRollPitch[0],Ki_ROLLPITCH*Accel_weight); 
  Vector_Add(Omega_I,Omega_I,Scaled_Omega_I);      
   
  //*****YAW*************** 
  // We make the gyro YAW drift correction based on compass magnetic heading 
  
  mag_heading_x = cos(MAG_Heading); 
  mag_heading_y = sin(MAG_Heading); 
  errorCourse=(DCM_Matrix[0][0]*mag_heading_y) - (DCM_Matrix[1][0]*mag_heading_x);  
//Calculating YAW error 
  Vector_Scale(errorYaw,&DCM_Matrix[2][0],errorCourse); //Applys the yaw correction to the 
XYZ rotation of the aircraft, depeding the position. 
   
  Vector_Scale(&Scaled_Omega_P[0],&errorYaw[0],Kp_YAW);//.01proportional of YAW. 
  Vector_Add(Omega_P,Omega_P,Scaled_Omega_P);//Adding  Proportional. 
   
  Vector_Scale(&Scaled_Omega_I[0],&errorYaw[0],Ki_YAW);//.00001Integrator 
  Vector_Add(Omega_I,Omega_I,Scaled_Omega_I);//adding integrator to the Omega_I 
} 
 
void Matrix_update(void) 
{ 
  Gyro_Vector[0]=GYRO_SCALED_RAD(gyro[0]); //gyro x roll 
  Gyro_Vector[1]=GYRO_SCALED_RAD(gyro[1]); //gyro y pitch 
  Gyro_Vector[2]=GYRO_SCALED_RAD(gyro[2]); //gyro z yaw 
   
  Accel_Vector[0]=accel[0]; 
  Accel_Vector[1]=accel[1]; 
  Accel_Vector[2]=accel[2]; 
     
  Vector_Add(&Omega[0], &Gyro_Vector[0], &Omega_I[0]);  //adding proportional term 
  Vector_Add(&Omega_Vector[0], &Omega[0], &Omega_P[0]); //adding Integrator term 
   
#if DEBUG__NO_DRIFT_CORRECTION == true // Do not use drift correction  
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  Update_Matrix[0][0]=0; 
  Update_Matrix[0][1]=-G_Dt*Gyro_Vector[2];//-z 
  Update_Matrix[0][2]=G_Dt*Gyro_Vector[1];//y 
  Update_Matrix[1][0]=G_Dt*Gyro_Vector[2];//z 
  Update_Matrix[1][1]=0; 
  Update_Matrix[1][2]=-G_Dt*Gyro_Vector[0]; 
  Update_Matrix[2][0]=-G_Dt*Gyro_Vector[1]; 
  Update_Matrix[2][1]=G_Dt*Gyro_Vector[0]; 
  Update_Matrix[2][2]=0; 
#else // Use drift correction 
  Update_Matrix[0][0]=0; 
  Update_Matrix[0][1]=-G_Dt*Omega_Vector[2];//-z 
  Update_Matrix[0][2]=G_Dt*Omega_Vector[1];//y 
  Update_Matrix[1][0]=G_Dt*Omega_Vector[2];//z 
  Update_Matrix[1][1]=0; 
  Update_Matrix[1][2]=-G_Dt*Omega_Vector[0];//-x 
  Update_Matrix[2][0]=-G_Dt*Omega_Vector[1];//-y 
  Update_Matrix[2][1]=G_Dt*Omega_Vector[0];//x 
  Update_Matrix[2][2]=0; 
#endif 
 
  Matrix_Multiply(DCM_Matrix,Update_Matrix,Temporary_Matrix); //a*b=c 
 
  for(int x=0; x<3; x++) //Matrix Addition (update) 
  { 
    for(int y=0; y<3; y++) 
    { 
      DCM_Matrix[x][y]+=Temporary_Matrix[x][y]; 
    }  
  } 
} 
 
void Euler_angles(void) 
{ 
  pitch = -asin(DCM_Matrix[2][0]); 
  roll = atan2(DCM_Matrix[2][1],DCM_Matrix[2][2]); 
  yaw = atan2(DCM_Matrix[1][0],DCM_Matrix[0][0]); 
} 
Math 
/* This file is part of the Razor AHRS Firmware */ 
 
// Computes the dot product of two vectors 
float Vector_Dot_Product(float vector1[3], float vector2[3]) 
{ 
  float op=0; 
   
  for(int c=0; c<3; c++) 
  { 
    op+=vector1[c]*vector2[c]; 
  } 
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  return op;  
} 
 
// Computes the cross product of two vectors 
void Vector_Cross_Product(float vectorOut[3], float v1[3], float v2[3]) 
{ 
  vectorOut[0]= (v1[1]*v2[2]) - (v1[2]*v2[1]); 
  vectorOut[1]= (v1[2]*v2[0]) - (v1[0]*v2[2]); 
  vectorOut[2]= (v1[0]*v2[1]) - (v1[1]*v2[0]); 
} 
 
// Multiply the vector by a scalar.  
void Vector_Scale(float vectorOut[3], float vectorIn[3], float scale2) 
{ 
  for(int c=0; c<3; c++) 
  { 
    vectorOut[c]=vectorIn[c]*scale2;  
  } 
} 
 
// Adds two vectors 
void Vector_Add(float vectorOut[3], float vectorIn1[3], float vectorIn2[3]) 
{ 
  for(int c=0; c<3; c++) 
  { 
    vectorOut[c]=vectorIn1[c]+vectorIn2[c]; 
  } 
} 
 
//Multiply two 3x3 matrixs. This function developed by Jordi can be easily adapted to multiple 
n*n matrix's. (Pero me da flojera!).  
void Matrix_Multiply(float a[3][3], float b[3][3],float mat[3][3]) 
{ 
  float op[3];  
  for(int x=0; x<3; x++) 
  { 
    for(int y=0; y<3; y++) 
    { 
      for(int w=0; w<3; w++) 
      { 
       op[w]=a[x][w]*b[w][y]; 
      }  
      mat[x][y]=0; 
      mat[x][y]=op[0]+op[1]+op[2]; 
       
      float test=mat[x][y]; 
    } 
  } 
} 
 
// Init rotation matrix using euler angles 
void init_rotation_matrix(float m[3][3], float yaw, float pitch, float roll) 
{  
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  float c1 = cos(roll); 
  float s1 = sin(roll); 
  float c2 = cos(pitch); 
  float s2 = sin(pitch); 
  float c3 = cos(yaw); 
  float s3 = sin(yaw); 
 
  // Euler angles, right-handed, intrinsic, XYZ convention 
  // (which means: rotate around body axes Z, Y', X'')  
  m[0][0] = c2 * c3; 
  m[0][1] = c3 * s1 * s2 - c1 * s3; 
  m[0][2] = s1 * s3 + c1 * c3 * s2; 
 
  m[1][0] = c2 * s3; 
  m[1][1] = c1 * c3 + s1 * s2 * s3; 
  m[1][2] = c1 * s2 * s3 - c3 * s1; 
 
  m[2][0] = -s2; 
  m[2][1] = c2 * s1; 
  m[2][2] = c1 * c2; 
} 
Output 
/* This file is part of the Razor AHRS Firmware */ 
 
// Output angles: yaw, pitch, roll 
void output_angles() 
{ 
/* 
      Serial.print("!YPR"); 
      Serial.print(TO_DEG(yaw)); Serial.print(","); 
      Serial.print(TO_DEG(pitch)); Serial.print(","); 
      Serial.print(TO_DEG(roll)); Serial.println(); 
*/       
      if (index == 1) 
      { 
        Serial.print("!Y"); 
        Serial.println(TO_DEG(yaw)); 
        index++; 
      } 
      else if(index == 2) 
      { 
        Serial.print("!P"); 
        Serial.println(TO_DEG(pitch)); 
        index++; 
      } 
      else if(index == 3) 
      { 
        Serial.print("!R"); 
        Serial.println(TO_DEG(roll)); 
        index = 1; 
      }  
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} 
 
void output_calibration(int calibration_sensor) 
{ 
  if (calibration_sensor == 0)  // Accelerometer 
  { 
    // Output MIN/MAX values 
    Serial.print("accel x,y,z (min/max) = "); 
    for (int i = 0; i < 3; i++) { 
      if (accel[i] < accel_min[i]) accel_min[i] = accel[i]; 
      if (accel[i] > accel_max[i]) accel_max[i] = accel[i]; 
      Serial.print(accel_min[i]); 
      Serial.print("/"); 
      Serial.print(accel_max[i]); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
  else if (calibration_sensor == 1)  // Magnetometer 
  { 
    // Output MIN/MAX values 
    Serial.print("magn x,y,z (min/max) = "); 
    for (int i = 0; i < 3; i++) { 
      if (magnetom[i] < magnetom_min[i]) magnetom_min[i] = magnetom[i]; 
      if (magnetom[i] > magnetom_max[i]) magnetom_max[i] = magnetom[i]; 
      Serial.print(magnetom_min[i]); 
      Serial.print("/"); 
      Serial.print(magnetom_max[i]); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
  else if (calibration_sensor == 2)  // Gyroscope 
  { 
    // Average gyro values 
    for (int i = 0; i < 3; i++) 
      gyro_average[i] += gyro[i]; 
    gyro_num_samples++; 
       
    // Output current and averaged gyroscope values 
    Serial.print("gyro x,y,z (current/average) = "); 
    for (int i = 0; i < 3; i++) { 
      Serial.print(gyro[i]); 
      Serial.print("/"); 
      Serial.print(gyro_average[i] / (float) gyro_num_samples); 
      if (i < 2) Serial.print("  "); 
      else Serial.println(); 
    } 
  } 
} 
 
void output_sensors() 
{  
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  Serial.print("!ACC"); 
  Serial.print(accel[0]); Serial.print(","); 
  Serial.print(accel[1]); Serial.print(","); 
  Serial.print(accel[2]); Serial.println(); 
 
  Serial.print("!MAG"); 
  Serial.print(magnetom[0]); Serial.print(","); 
  Serial.print(magnetom[1]); Serial.print(","); 
  Serial.print(magnetom[2]); Serial.println(); 
 
  Serial.print("!GYR"); 
  Serial.print(gyro[0]); Serial.print(","); 
  Serial.print(gyro[1]); Serial.print(","); 
  Serial.print(gyro[2]); Serial.println(); 
} 
Process_Serial_Data 
void Process_Serial_Data() 
{ 
    if (Serial.read() == '!') // Start of new control message 
    { 
      int command = Serial.read(); // Commands 
 
      if (command == 'T') 
      { 
        int number_is_negative = 1; // setup a variable to deal with a  negative number 
        in_char = Serial.peek(); // Have a look at but dont remove the first character sitting on the 
buffer 
         
         
        while((in_char <= '9' && in_char >= '0') || (in_char == '-')) // is this character an ASCII 
character that relates to a numerical digit or the negative character 
          {  
            in_char =Serial.read(); // read the character from the buffer and essentially discard it 
            
            if(in_char == '-')  
            { 
              number_is_negative = -1; // if the character was a negative sign store this for later 
            } 
            else if (in_char <= '9' && in_char >= '0') 
            { 
              inString += (char)in_char; // if the character was a nemerical character save this into a 
string that can be converted later. This allows larger than normal integers to be stored. 
            } 
            in_char = Serial.peek(); // Have a look at but dont remove the first character sitting on 
the buffer so that the While loop can evalute if an exit condition has been met without 
destroying the next possible message. 
          } 
           
          tilt_val = number_is_negative * inString.toInt(); 
          inString = ""; 
          number_is_negative = 1;  
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        } 
      else if (command == 'P') 
      { 
        int number_is_negative = 1; // setup a variable to deal with a  negative number 
        in_char = Serial.peek(); // Have a look at but dont remove the first character sitting on the 
buffer 
         
         
        while((in_char <= '9' && in_char >= '0') || (in_char == '-')) // is this character an ASCII 
character that relates to a numerical digit or the negative character 
          {  
            in_char =Serial.read(); // read the character from the buffer and essentially discard it 
            
            if(in_char == '-')  
            { 
              number_is_negative = -1; // if the character was a negative sign store this for later 
            } 
            else if (in_char <= '9' && in_char >= '0') 
            { 
              inString += (char)in_char; // if the character was a nemerical character save this into a 
string that can be converted later. This allows larger than normal integers to be stored. 
            } 
            in_char = Serial.peek(); // Have a look at but dont remove the first character sitting on 
the buffer so that the While loop can evalute if an exit condition has been met without 
destroying the next possible message. 
          } 
           
          pan_val = number_is_negative * inString.toInt(); 
          inString = ""; 
          number_is_negative = 1; 
        }        else 
        { } // Skip character 
      } 
       
    else 
    { } // Skip character 
  } 
Razor_Functions 
void read_sensors() { 
  Read_Gyro(); // Read gyroscope 
  Read_Accel(); // Read accelerometer 
  Read_Magn(); // Read magnetometer 
} 
 
// Read every sensor and record a time stamp 
// Init DCM with unfiltered orientation 
// TODO re-init global vars? 
void reset_sensor_fusion() { 
  float temp1[3]; 
  float temp2[3]; 
  float xAxis[] = {1.0f, 0.0f, 0.0f};  
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  read_sensors(); 
  timestamp = millis(); 
   
  // GET PITCH 
  // Using y-z-plane-component/x-component of gravity vector 
  pitch = -atan2(accel[0], sqrt(accel[1] * accel[1] + accel[2] * accel[2])); 
   
  // GET ROLL 
  // Compensate pitch of gravity vector  
  Vector_Cross_Product(temp1, accel, xAxis); 
  Vector_Cross_Product(temp2, xAxis, temp1); 
  // Normally using x-z-plane-component/y-component of compensated gravity vector 
  // roll = atan2(temp2[1], sqrt(temp2[0] * temp2[0] + temp2[2] * temp2[2])); 
  // Since we compensated for pitch, x-z-plane-component equals z-component: 
  roll = atan2(temp2[1], temp2[2]); 
   
  // GET YAW 
  Compass_Heading(); 
  yaw = MAG_Heading; 
   
  // Init rotation matrix 
  init_rotation_matrix(DCM_Matrix, yaw, pitch, roll); 
} 
 
// Apply calibration to raw sensor readings 
void compensate_sensor_errors() { 
    // Compensate accelerometer error 
    accel[0] = (accel[0] - ACCEL_X_OFFSET) * ACCEL_X_SCALE; 
    accel[1] = (accel[1] - ACCEL_Y_OFFSET) * ACCEL_Y_SCALE; 
    accel[2] = (accel[2] - ACCEL_Z_OFFSET) * ACCEL_Z_SCALE; 
 
    // Compensate magnetometer error 
    magnetom[0] = (magnetom[0] - MAGN_X_OFFSET) * MAGN_X_SCALE; 
    magnetom[1] = (magnetom[1] - MAGN_Y_OFFSET) * MAGN_Y_SCALE; 
    magnetom[2] = (magnetom[2] - MAGN_Z_OFFSET) * MAGN_Z_SCALE; 
 
    // Compensate gyroscope error 
    gyro[0] -= GYRO_AVERAGE_OFFSET_X; 
    gyro[1] -= GYRO_AVERAGE_OFFSET_Y; 
    gyro[2] -= GYRO_AVERAGE_OFFSET_Z; 
} 
 
// Reset calibration session if reset_calibration_session_flag is set 
void check_reset_calibration_session() 
{ 
  // Raw sensor values have to be read already, but no error compensation applied 
 
  // Reset this calibration session? 
  if (!reset_calibration_session_flag) return; 
   
  // Reset acc and mag calibration variables 
  for (int i = 0; i < 3; i++) {  
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    accel_min[i] = accel_max[i] = accel[i]; 
    magnetom_min[i] = magnetom_max[i] = magnetom[i]; 
  } 
 
  // Reset gyro calibration variables 
  gyro_num_samples = 0;  // Reset gyro calibration averaging 
  gyro_average[0] = gyro_average[1] = gyro_average[2] = 0.0f; 
   
  reset_calibration_session_flag = false; 
} 
 
void turn_output_stream_on() 
{ 
  output_stream_on = true; 
  digitalWrite(STATUS_LED_PIN, HIGH); 
} 
 
void turn_output_stream_off() 
{ 
  output_stream_on = false; 
  digitalWrite(STATUS_LED_PIN, LOW); 
} 
 
// Blocks until another byte is available on serial port 
char readChar() 
{ 
  while (Serial.available() < 1) { } // Block 
  return Serial.read(); 
} 
Sensors 
/* This file is part of the Razor AHRS Firmware */ 
 
// I2C code to read the sensors 
 
// Sensor I2C addresses 
#define ACCEL_ADDRESS ((int) 0x53) // 0x53 = 0xA6 / 2 
#define MAGN_ADDRESS  ((int) 0x1E) // 0x1E = 0x3C / 2 
#define GYRO_ADDRESS  ((int) 0x68) // 0x68 = 0xD0 / 2 
 
// Arduino backward compatibility macros 
#if ARDUINO >= 100 
  #define WIRE_SEND(b) Wire.write((byte) b)  
  #define WIRE_RECEIVE() Wire.read()  
#else 
  #define WIRE_SEND(b) Wire.send(b) 
  #define WIRE_RECEIVE() Wire.receive()  
#endif 
 
 
void I2C_Init() 
{  
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  Wire.begin(); 
} 
 
void Accel_Init() 
{ 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x2D);  // Power register 
  WIRE_SEND(0x08);  // Measurement mode 
  Wire.endTransmission(); 
  delay(5); 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x31);  // Data format register 
  WIRE_SEND(0x08);  // Set to full resolution 
  Wire.endTransmission(); 
  delay(5); 
   
  // Because our main loop runs at 50Hz we adjust the output data rate to 50Hz (25Hz 
bandwidth) 
  Wire.beginTransmission(ACCEL_ADDRESS); 
  WIRE_SEND(0x2C);  // Rate 
  WIRE_SEND(0x09);  // Set to 50Hz, normal operation 
  Wire.endTransmission(); 
  delay(5); 
} 
 
// Reads x, y and z accelerometer registers 
void Read_Accel() 
{ 
  int i = 0; 
  byte buff[6]; 
   
  Wire.beginTransmission(ACCEL_ADDRESS);  
  WIRE_SEND(0x32);  // Send address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(ACCEL_ADDRESS); 
  Wire.requestFrom(ACCEL_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
   
  if (i == 6)  // All bytes received? 
  { 
    // No multiply by -1 for coordinate system transformation here, because of double negation: 
    // We want the gravity vector, which is negated acceleration vector. 
    accel[0] = (((int) buff[3]) << 8) | buff[2];  // X axis (internal sensor y axis) 
    accel[1] = (((int) buff[1]) << 8) | buff[0];  // Y axis (internal sensor x axis) 
    accel[2] = (((int) buff[5]) << 8) | buff[4];  // Z axis (internal sensor z axis) 
  } 
  else  
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  { 
    num_accel_errors++; 
    if (output_errors) Serial.println("!ERR: reading accelerometer"); 
  } 
} 
 
void Magn_Init() 
{ 
  Wire.beginTransmission(MAGN_ADDRESS); 
  WIRE_SEND(0x02);  
  WIRE_SEND(0x00);  // Set continuous mode (default 10Hz) 
  Wire.endTransmission(); 
  delay(5); 
 
  Wire.beginTransmission(MAGN_ADDRESS); 
  WIRE_SEND(0x00); 
  WIRE_SEND(0b00011000);  // Set 50Hz 
  Wire.endTransmission(); 
  delay(5); 
} 
 
void Read_Magn() 
{ 
  int i = 0; 
  byte buff[6]; 
  
  Wire.beginTransmission(MAGN_ADDRESS);  
  WIRE_SEND(0x03);  // Send address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(MAGN_ADDRESS);  
  Wire.requestFrom(MAGN_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
   
  if (i == 6)  // All bytes received? 
  { 
    // MSB byte first, then LSB; Y and Z reversed: X, Z, Y 
    magnetom[0] =  1 * ((((int) buff[4]) << 8) | buff[5]); // X axis (internal sensor y axis) 
    magnetom[1] =  1 * ((((int) buff[0]) << 8) | buff[1]);  // Y axis (internal sensor -x axis) 
    magnetom[2] = -1 * ((((int) buff[2]) << 8) | buff[3]);  // Z axis (internal sensor -z axis) 
     
  } 
  else 
  { 
    num_magn_errors++; 
    if (output_errors) Serial.println("!ERR: reading magnetometer"); 
  } 
}  
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void Gyro_Init() 
{ 
  // Power up reset defaults 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x3E); 
  WIRE_SEND(0x80); 
  Wire.endTransmission(); 
  delay(5); 
   
  // Select full-scale range of the gyro sensors 
  // Set LP filter bandwidth to 42Hz 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x16); 
  WIRE_SEND(0x1B);  // DLPF_CFG = 3, FS_SEL = 3 
  Wire.endTransmission(); 
  delay(5); 
   
  // Set sample rato to 50Hz 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x15); 
  WIRE_SEND(0x0A);  //  SMPLRT_DIV = 10 (50Hz) 
  Wire.endTransmission(); 
  delay(5); 
 
  // Set clock to PLL with z gyro reference 
  Wire.beginTransmission(GYRO_ADDRESS); 
  WIRE_SEND(0x3E); 
  WIRE_SEND(0x00); 
  Wire.endTransmission(); 
  delay(5); 
} 
 
// Reads x, y and z gyroscope registers 
void Read_Gyro() 
{ 
  int i = 0; 
  byte buff[6]; 
   
  Wire.beginTransmission(GYRO_ADDRESS);  
  WIRE_SEND(0x1D);  // Sends address to read from 
  Wire.endTransmission(); 
   
  Wire.beginTransmission(GYRO_ADDRESS); 
  Wire.requestFrom(GYRO_ADDRESS, 6);  // Request 6 bytes 
  while(Wire.available())  // ((Wire.available())&&(i<6)) 
  {  
    buff[i] = WIRE_RECEIVE();  // Read one byte 
    i++; 
  } 
  Wire.endTransmission(); 
   
  if (i == 6)  // All bytes received?  
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  { 
    gyro[0] = -1 * ((((int) buff[2]) << 8) | buff[3]);    // X axis (internal sensor -y axis) 
    gyro[1] = -1 * ((((int) buff[0]) << 8) | buff[1]);    // Y axis (internal sensor -x axis) 
    gyro[2] = -1 * ((((int) buff[4]) << 8) | buff[5]);    // Z axis (internal sensor -z axis) 
  } 
  else 
  { 
    num_gyro_errors++; 
    if (output_errors) Serial.println("!ERR: reading gyroscope"); 
  } 
} 
Update_PWM 
void Update_PWM() 
{ 
  if((millis() - previous_PWM_Millis )> 100) 
  { 
    previous_PWM_Millis = millis(); 
 
   int sensVal_PAN= constrain(pan_val, -70, 70); // These are the limits that the pan servo 
should be driven to. 
   int mapped_pan_value = map(sensVal_PAN, -90, 90, 0, 179); // scales the values correctly so 
the the serial value translate to an viable output value 
    
   int sensVal_TIL= constrain(tilt_val, -60, 60); // These are the limits that the tilt servo should 
be driven to. 
   int mapped_til_value = map(sensVal_TIL, -90, 90, 0, 179); // scales the values correctly so the 
the serial value translate to an viable output value 
 
    pan_servo.write(mapped_pan_value);  // sets the pan servo position according to the scaled 
value 
 
    tilt_servo.write(mapped_til_value);  // sets the tilt servo position according to the scaled 
value 
 
//============================================================================
=============================================================================
=============================================================================
============================== 
//============================================================================
=============================================================================
=============================================================================
============================== 
  } 
} 
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Electronic Appendices 
 
Appendix L – Sensor Module Network Overview 
This Appendix includes a full network overview image in digital format. 
Appendix M – Manuals and Datasheets 
Within this Appendix are the manuals and datasheets for the components of the Sensor 
Module. 
Appendix N - Compressed Video Files 
This Appendix has zipped video files of the various field tests on the wireless video feed. 
 