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Easing the Transition to Distributed Computing Environments Using
Object-Oriented Application Frameworks
Jim Northey
School of Business and Economics and
School of Arts and Sciences, Department of Computer Science
Michigan Technological University
Abstract
A case study is presented in which software developers with traditional mainframe skills transitioned to a
distributed computing environment that used object-oriented frameworks to encapsulate the complexities
inherent in a distributed computing environment. Based upon this initial anecdotal study, there appears to be
benefit in using object oriented frameworks to encapsulate complexities inherent in a distributed computing
environment as a technique in easing the transition to this type of computing environment for software
developers with traditional mainframe based skills.
Proponents of object-oriented software development ("OOSD") claim that OOSD provides improved developer productivity
by the promotion of re-use and the encapsulation of complexity (Taylor, 1990; Love, 1993). This paper describes a recent project
at a prominent financial markets institution in which a choice was made to create an object-oriented, application specific
framework to encapsulate the complexities of a distributed computing environment in order to ease the transition of staff who
had mainframe computing skills. This initial case study starts from the perspective that there is benefit in moving to a distributed
computing environment. With that assumption in mind, can the benefits of encapsulation and inheritance be used to ease the
transition of developers with traditional skills to the apparently more complex distributed computing environment? This case
study provides an initial anecdotal observation indicating that there indeed may be value in using object oriented frameworks
to encapsulate the complexity inherent in application development for distributed computing environments.

Case Description
The project involved writing a new system for clearing financial derivatives transactions to replace a monolithic mainframe
environment. The existing decade-old environment was considered too difficult to modify for new financial products that had
to be cleared when they were traded. Any change to support a new product resulted in placing the entire day’s business processing
at risk of not being processed on time due to outages caused by the changes required to support these new, low volume products.
The company had already experienced system failures that were attributed to the poor condition of the mainframe applications.
Therefore, a system was desired that processed each product in its own separate environment or processing stream in order to
be able to protect the high volume core business. Distributed processing was also desired to be able to incrementally increase
processing power by adding inexpensive computing modules to handle additional volume.
The task force assigned to select a new system concluded that the use of a distributed computing environment based upon
the UNIX operating system for server applications and Microsoft Windows for client applications would be the best approach.
The system was to be developed using object-oriented software development techniques. The initial staff assigned to the project,
with the assistance of a consultant, decided to use object-oriented development using the Object Modeling Technique ("OMT")
(Rumbaugh, et al., 1991), the C++ programming language for application development, and the Sybase relational database
system for persistence. The application was modeled using OMT. The software architecture of the new system was based on the
use of a thin layer of common services to keep the application programs independent and portable across underlying components,
such as the database manager, transaction manager, operating system, and hardware platform. The goal of the architecture was
to take advantage of already existing products and services without making the entire investment in application software directly
dependent on those services. It was this architectural approach that led to the choice of using design patterns and application
frameworks. Design patterns that support an interface-implementation paradigm, including the builder method and factory
method were used to provide an abstract interface between common services required by the application and a particular
implementation (Gamma, et al., 1995).
The labor force first consisted of a leadership core that worked with consultants who had C, C++, Unix, Microsoft Windows,
and SQL database skills. Experienced developers from within the company that primarily had mainframe programmer skills
(COBOL, IDMS, MVS/TSO) were brought onto the project about the time development of the initial set of common service
classes was being completed. Five developers were selected from the existing organization to be in the initial group of trainees.
One of the developers was experienced in C. The remaining four were COBOL programmers with minor exposure to C but good
knowledge of the company’s business and systems. An initial introduction to object oriented concepts was provided. Following
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the object oriented concepts training, a university lecturer trained these individuals in an intensive six week C++ course.
Individual instruction and support with the development environment and tool set followed the course. The trainees were given
small, focused assignments, and were informally provided with a great deal of support from other team members, consultants
and employees. Because of tight time frames, there was little time to educate the trainees on distributed computing concepts,
such as multi-processing, multi-threading, inter-process communication facilities, networks, and concurrency issues. The
approach chosen in order to permit the project to operate in a distributed computing environment without the requirement for
sophisticated levels of developer expertise was to encapsulate the environment within an application specific framework.
Frameworks are very common to support the specific needs of user interface development. A framework has been defined
as “a reusable design of all or part of a system that is represented by a set of abstract classes and the way their instances interact"
(Johnson, 1997, p. 39). The Microsoft Foundation Classes ("MFC") and Java Foundation Classes ("JFC") are examples of
frameworks created to ease the complexity of user interface development and to promote reuse in that environment. An
application specific framework extends this concept to build a set of abstract classes that define a protocol for performing a
specific type of application. An example within the financial industry is Infinity Financial's Montage product, which provides
support for applications dealing with complex financial instruments (equities, debt, and their derivatives).
For this application it was decided to create a transaction-processing framework in order to encapsulate the complexities
of a distributed computing based transaction environment that relied on messaging and transaction processing service. The initial
framework consisted of the following set of base classes. The Transaction represented any message that modified the state or
contents of any persistent business object. The Conveyor is responsible for accepting transactions and then validating them
against the business domain classes before publishing them to the logical transaction bus identified by a specific processing
stream. The Consumer is responsible for subscribing to particular transactions by processing stream and transaction type, then
performing required business transaction processing and then marking the transaction as being consumed. A Consumer object
normally updated an Accumulator object that is similar to accounts in an accounting system. The framework was responsible
for overall transaction management.
A simple diagrammatic notation was adopted to represent each of these types of classes so that specific clearing applications
could be designed and represented graphically using off the shelf drawing tools (see Figure 1). Standard flowchart symbols were
mapped to the base classes from the framework. The transaction abstract class was represented by the flow chart symbol for a
disk - meant to signify the persistence of the transaction. A triangle was selected for the conveyor abstract class- as the conveyor
may send a transaction to multiple transaction processing streams based upon business rules. The consumer abstract class was
represented by an inverted triangle, as a consumer may consume transactions from many processing streams.
This technique of representing discrete types of functionality with a graphical notation drew considerably upon two
simulation languages, SLAM and SIMAN, that combine graphical notation with a set of reusable components for use in discrete
event simulation (Pritsker, 1986; Pegden, 1984). However, SLAM and SIMAN used the FORTRAN subroutine as a basis for
reuse along with a custom language (derived from the graphical notation) instead of C++ base classes for component
implementation. The power of this technique appears to come from the encapsulation of a specific type of behavior into an easily
recognizable symbol. Both SLAM and SIMAN were used primarily by industrial engineers that were often not trained in
software development. The graphical notation allowed the modelers to develop and visualize the simulation model without
having to focus on the complexities of the implementation of the simulation software. This same concept is supported by Unified
Modeling Language stereotypes. A UML stereotype is a user-defined extension of the UML graphical notation to represent
application specific classes (Rational Software Corporation, 1997).

Benefits
It became clear early on in the development process that the transaction-processing framework was very useful in designing
the applications required for derivative clearance and settlement. Developers quickly adopted the design technique and began
to partition each specific application in terms of transaction, conveyors, consumers, and accumulators.
The first version of the transaction processing framework was written on top of Sybase until a suitable middleware product
that supported a reliable publish-subscribe mechanism could be acquired. Once a suitable middleware product was procured,
it was integrated within the framework without disrupting or affecting the application developers. Later, an additional framework,
called the application framework, was created to control and manage application processes. The application framework was
responsible for controlling processing and providing mechanisms to communicate with the processes. This framework was
integrated with the transaction processing framework transparently to application development personnel. The applications were
multi-threaded and relied on sophisticated distributed processing techniques, yet this knowledge was not required to perform
application level development and debugging due to the encapsulation provided by the transaction processing framework.

Drawbacks
Although the application framework approach does show a great deal of promise in easing the transition to distributed
computing environments, there are drawbacks to using frameworks that must be considered. First, the framework must capture
the essence of the application. This can only be done by designing the framework based upon a representative sampling of the
functionality required in the system. There can be difficulty in integrating multiple commercial frameworks within an application.
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Also, the framework can prevent access to advanced features available in the underlying environment. Finally, encapsulating
services of database managers, operating systems, and transaction managers can introduce processing inefficiencies due to
excessive layering.
Regarding reuse, as Ralph Johnson (1997) observes, "object-oriented technology has not created a market in reusable
components. This has happened in the Visual Basic market, in part because of the dominance of Microsoft, in part because Visual
Basic is simple and easy to use. But Frameworks are not software components as they were originally foreseen" (p.40). One
reason for this is that inheriting from an abstract set of base classes means that you must include all of the classes required to
support the base classes. On this particular project this indeed proved to be a limiting factor in reuse. A team assigned to another
project within the company was interested in reusing some of our common services. In order to use the components, they were
required to use an entire suite of libraries and third party products. The integration of all the third party products (class libraries,
database manager) proved more daunting then simply recreating their own set of common services.

Conclusion
The primary observation, almost unanimously supported on the project, was that the creation and use of application
frameworks enabled developers to design and develop systems without having to think about the underlying networks and
computing environment. This greatly helped in transitioning employees with traditional skills to distributed object-oriented
computing. Further research is planned to determine if the encapsulation of application behaviors within a graphical notation
leads to improved communication and productivity.
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Figure 1. Transaction Processing Framework Notation
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