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Tämän opinnäytetyön tavoitteena oli suunnitella ja luoda työn tilaajalle 
laskujenseuranta- sekä laskunhallintasovellukset. Sovelluksien avulla Viishanke 
Oy:n toimihenkilöt pystyvät kirjaamaan sekä välittämään verkon välityksellä heidän 
asiakkailleen laskutus tietoja sekä hallinnoimaan laskuja. 
 
Sovellus koostui LDAP-tietokannasta asiakasyhteystietojen tallentamisen ja 
kirjautumisen osalta sekä MySQL-tietokannasta laskujen tiedon tallennukseen. 
Selainpohjaiset asiakas- ja hallintasovellukset toteutettiin käyttäen Java Server 
Pagesia sekä XHTML- ja JavaScript–ohjelmointikieliä. Työprosessissa käytettiin 
hyväksi Winston W. Roycen kehittelemää vesiputousmallia ja siitä mukautettua 
mallia. Työ koostui useasta vaiheesta, jossa vesiputousmallia seurattaessa edetään 
yhdestä vaiheesta toiseen. 
 
Työn tuloksena saatiin toimivat Viishanke OY:n vaatimusten mukaiset sovellukset, 
jotka vastaavat Viishanke OY:n laatuvaatimuksia. 
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The purpose of this thesis was to design and implement invoice monitor and man-
agement software. Invoice management software was designed for use of Viishanke 
Oy to keep a record of customers who will be charged. Invoice monitor software was 
designed for customers who want to monitor their past and current invoices.  
 
Web-based customer and invoice management applications were implemented by 
using Java Server Pages, XHTML and JavaScript programming language. Monitor 
and management applications have two separate database engines. OpenLDAP was 
needed for to store customer details and MySQL to store invoice data of customers.   
 
Software implementation process followed applied version of W. Royce’s waterfall 
model. The original model consists of several phases where every step follows each 
other. Applied version of model allows designer return to the previous steps if re-
quired. Steps of implementation process were: requirements elicitation, design, im-
plementation, verification and maintenance.     
 
The result of this process was software which met the requirements of Viishanke Oy.  
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1. JOHDANTO 
Työntilaaja toimi Viishanke Oy, joka on 1978 perustettu metallin- ja suunnittelun 
alihankintayhtiö, joka palvelee asiakkaita perus teollisuudesta aina lääke- ja 
elektroniikka teollisuuteen. Viishanke Oy tarjoaa myös Domain-hosting palveluita 
niin yksityisten kuin yritys asiakkaiden tarpeisiin. 
 
Opinnäytetyön tavoitteena oli toteuttaa Viishanke Oy:lle asiakas- sekä 
hallinnointisovellukset ja niiden käyttöliittymät. Viishanke Oy:n tarpeena oli tarjota 
niin yksityis- kuin yritysasiakkaille mahdollisuuden seurata laskujaan. Osuuteni oli 
suunnitella ja ohjelmoida sovellus, jolla Viishanke Oy:n asiakkaat voivat muokata 
omia yhteystietojaan, lähettää yhteydenottopyyntöjä ja tarkastella heille tulleita 
laskuja. Toinen toteutettava osa järjestelmää oli laskunhallinsovellus, jolla Viishanke 
Oy:n toimihenkilöt voivat lisätä, poistaa sekä muokata laskuja. 
 
Asiakas-sovelluksen tavoitteena oli tarjota Viishanke Oy:n asiakkaille toimiva 
käyttäjätunnistus, jolla asiakkaat voivat kirjautua web-sovelluksen. Tavoitteena oli 
luoda tietoturvallinen ympäristö. 
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2. TYÖVÄLINEET  
2.1 LDAP 
Lightweight Directory Access Protocol (LDAP) on hakemistopalvelujen 
käyttöönottamiseen tarkoitettu verkkoprotokolla. Tämän protokollan tehtävä on 
lukea ja muokata palvelimelta hakemistoja IP-verkon yli. LDAP syntyi 
yksinkertaistettuna vaihtoehtona täydelliselle ja monimutkaisemmalle X.500-
hakemistopalvelulle. LDAP:in pääasiallinen tarkoitus on käyttäjätunnistus, mutta 
soveltuu myös muihinkin toimintoihin kuten käyttöoikeuden tarkistamiseen.   
 
LDAP koostuu LDAP-palvelimesta sekä LDAP-asiakaspäätteestä, jotka 
kommunikoivat keskenään tiedusteltaessa hakemistosta tietoja eli entryjä. LDAP-
asiakaspäätteen virkaa toimittaa sovellus, joka hakee tietoja LDAP-palvelimesta 
käyttäjän sitä halutessa. LDAP-palvelin pystyy olemaan alkeellinen 
tietokantapalvelu, jonka hakemistoihin voidaan tallettaa käyttäjästä tietoja ja tuoda 
ne esiin tarvittaessa, kuitenkaan LDAP ei sovellu suurien tietomäärien tallettamiseen. 
(Donley C., 2003) 
 
LDAP:in rakenne on puumainen alla olevan esimerkki kuvan 1 mukaisesti.  
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Kuva 1: LDAP:in rakenne 
LDAP:in juuri on nimetty palvelimen DNS:n mukaan, jossa nimen eri 
verkkoaluekomponentit erotetaan pilkulla. LDAP:in juureen voidaan sijoittaa 
OU:eita eli organisaatioyksiköitä. Organisaatioyksiköiden alle lisätään niihin 
kuuluvat käyttäjät. 
 
Nimiavaruuden ristiriitojen ehkäisemiseen jokaisella LDAP:iin liittyvällä objektilla 
pitää olla OID-tunniste eli object identifier-tunniste. OID on standardoitu 
yksilöintitunniste kansainvälisissä järjestelmissä. OID-tunnisteet ovat muotoa 
1.1.1.1.  
 
Yrityksien OID-tunnisteesta käytetään toista nimeä, joka on private enterprise 
number eli PEN-tunniste. Yrityksen OID-tunnisteen määrityksen jälkeen yritys voi 
itse määrittää järjestelmissään tarvittavien objektien tunnisteita jatkamalla OID-
tunnistettaan, kuten esim. yrityksen 1.1.1.1-tunnisteeseen lisätään asiakas objekti, 
jonka OID-tunniste on 1.1.1.1.2. OID:lla kahden yrityksen järjestelmät voidaan 
sulauttaa yhdeksi ilman nimiavaruuden ristiriitoja.  
 
PEN-tunnisteen määrittää Internet Assigned Numbers Authority eli IANA. IANA:n 
tehtävänä on valvoa Internet järjestelmää käyttävien ja pohjautuvien ainutlaatuisten 
tunnisteiden käyttöä. IANA:n toimenkuvaan kuuluu määrittää ja jakaa tunnisteita 
kuten esimerkiksi IP-numerot ja porttinumerot. 
 
Työssä käytettiin LDAP:ia käyttäjien tunnistukseen sekä asiakastietokannan 
luomiseen, käyttäjien yhteystietojen hakemiseen ja ylläpitoon. 
9 
 
 
2.2 Relaatiotietokannat ja SQL 
Relaatiotietokanta koostuu useista taulukoista. Taulukoissa tiedot esitetään 
riveillä ja sarakkeissa. Tietokannassa tarvittavat tiedot pyritään jakamaan 
taulukkoihin siten, että yksi tieto tallennetaan vain yhteen paikkaan. 
Relaatiotietokantaan tallennetaan myös tieto siitä, miten eri taulukot liittyvät 
toisiinsa. 
 
 
Kuva 2: Relaatiotietokantojen esimerkkikuva 
 
Esimerkkikuvasta 2 nähdään asiakas-taulun ja lasku-taulun yhteys. Yhdellä 
asiakkaalla voi olla useampia laskuja ja laskut on liitetty asiakkaaseen. Mikäli 
asiakas poistetaan, niin poistuvat myös häneen liitetyt laskut. 
 
Relaatiotietokantojen etuna voidaan pitää tietojen helppoa saatavuutta, sillä tietojen 
käyttö on mahdollista heti tietokantaan tallentamisen jälkeen. Taulukkojen välille 
luodaan relaatio eli yhteys, jotka nopeuttavat ja tarkentavat tietojen päivittämistä, 
sillä muutos on tehtävä vain yhteen paikkaan. Relaatiotietokanta on suunniteltava 
huolellisesti, sillä hyvin suunnitellusta tietokannasta voi helposti tyydyttää 
monimutkaiset tietotarpeet ja voi välttää paljon turhaa työtä kun ei joudu luomaan 
uudelleen koko tietokantaa ja syöttämään kaikkia tietoja uudelleen.  
 
10 
 
 
SQL eli Structured Query Language on IBM:n kehittämä standardoitu kyselykieli, 
jolla relaatiotietokantaan voidaan tehdä erilaisia hakuja, muutoksia ja lisäyksiä. 
Käytännössä kaikki relaatiotietokannat ymmärtävät SQL-kieltä. Alla yleinen haku 
esimerkki SQL-kyselystä: 
 
SELECT Nimi FROM Asiakkaat ORDER BY Nimi ASC 
 
Useimmin käytetty SQL-käsky on SELECT-käsky, joka etsii tietoa tietokannasta ja 
palauttaa sen käyttäjälle. Tässä esimerkki kyselyssä haetaan kaikki nimikentän tiedot 
Asiakkaat-taulukosta ja lajittelee nimikentän tiedot nousevaan järjestykseen. Hakuun 
voidaan lisätä monia muita hakuvaihtoehtoja. (Bryan K. Stephens 1999) 
 
Työssä käytettiin SQL-kyselyitä laskujen hakemiseen sekä luomiseen MySQL-
tietokannasta.  
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2.3 Java ja JSP 
Java on Sun Microsystemsin kehittämä järjestelmäriippumaton oliopohjainen 
ohjelmointikieli, joka on saavuttanut suurta suosiota niin ohjelmistoteollisuudessa 
kuin olio-ohjelmoinnin opetuskielenäkin. Järjestelmäriippumattomuus tarkoittaa, että 
Java-ohjelmia voidaan kehittää ja testata esimerkiksi linuxissa, mutta sama koodi 
toimii myös Windowsissa.  (Tero Ahonen, 2004) 
 
JSP eli JavaServer Pages on Java Servlet-rajapintaa hyödyntävä tekniikkaa, joka 
mahdollistaa kehittäjillä upottaa Java-ohjelmointikoodia HTML- ja XML-
merkintöjen sekaan websovelluksissa. JSP-sivut ladataan palvelimelle, jossa ne 
käsitellään ja käännetään Java Servleteiksi. Java Servlet on dynaamisten 
websovellusten kehittämiseen tarkoitettu J2EE (Java 2 Enterprise Edition) jakelun 
rajapinta. Ne soveltuvat parhaiten tehtäviin joissa tavoitteena on datan prosessointi 
palvelimella. 
 
JSP-sivuston rakennekoodi ei juuri poikkea HTML-sivuston koodista. JSP-sivun 
muodostukseen voidaan käyttää samaa koodikieltä kuin HTML:ssä tai XML:ssä. 
Yleensä suurin osa JSP-sivujen sisällöstä on HTML-muotoista. Poikkeuksena 
kuitenkin normaaliin webohjelmointiin on se, että ohjelmoija voi HTML-koodin 
sisään sijoittaa Java-koodia. (Pekka Kosonen, 2005) 
 
Tämä tapahtuu käyttämällä <% Java-syntaksi %>-tagia webkoodin sisällä. 
Suoritettavaksi haluttu Java-syntaksi sijoitetaan elementin sisälle. 
 
JSP-sivustot pakataan yleensä .war tai .ear tiedostoksi, jotka ladataan palvelimelle 
ajettavaksi. 
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2.4 HTML, XHTML ja JavaScript 
HTML eli Hypertext Markup Language on avoimesti standardoitu kuvauskieli, 
jolla voidaan kuvata hyperlinkkejä sisältävää tekstiä eli hypertekstiä. HTML:llä 
voidaan myös merkitä tekstin rakenne eli esimerkiksi, mikä osa tekstistä on otsikoitu 
ja mikä leipätekstiä. HTML tunnetaan erityisesti kielenä, jolla websivut koodataan. 
Ohessa alla on esimerkki yksinkertaisesta HTML-rakenteisesta koodista. 
 
<HTML> 
<HEAD> 
<TITLE> Sivun otsikko. </TITLE> 
</HEAD> 
<BODY><H1>Tervetuloa sivustolle!</H1> </BODY> 
</HTML> 
 
HTML-koodi muodostuu sisäkkäisistä ja perättäisistä elementeistä. HTML-koodi 
alkaa <HTML>-tagilla. HTML-elementti loppuu </HTML>-tagiin. HTML-koodissa 
/-merkki ilmoittaa elementin sulkeutumisesta. <BODY> </BODY>-tagien sisään 
ohjelmoidaan selaimen sivuilla näkyvä HTML-koodi. (Frank Bounfrey 2001) 
 
HTML:n ongelma on se, että se on staattinen kieli. Staattinen sivu tallennetaan 
palvelinkoneelle. Se näkyy selaimella aina samanlaisena ja muuttuu vain, jos 
tiedostoa muokataan palvelimella. 
 
Laadullisista syistä työssä käytettiin HTML:ää rakenteellisilta säädöksiltään 
tiukempaa XHTML:ää eli eXtensible Hypertext Markup Languagea. Esimerkiksi yllä 
oleva HTML-esimerkin kaikki ohjelmakoodin tagit muodostetaan XHTML:ssä 
pienillä kirjaimilla. HTML:llä tehtynä ohjelmakoodin tagit voivat olla isoilla tai 
pienillä kirjaimilla.  
 
JavaScript on Netscape Communications Corporationin kehittämä ohjelmointikieli 
selainpohjaisen ohjelmakoodin ohjelmointiin. JavaScriptin tärkein ominaisuus on 
mahdollisuus lisätä web-sivuille dynaamista toiminnallisuutta. Dynaamisuus 
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mahdollistaa selainpohjaisen sivuston muokkaamisen, mutta tuo samalla lisää 
turvallisuusriskejä sivustoihin. 
 
Html-sivuston sisällä JavaScript-rakenne muodostetaan alla olevan esimerkin 
mukaisesti: 
  
<HEAD> 
 <SCRIPT TYPE="text/javascript">  
  JavaScript-ohjelmakoodi 
 </SCRIPT> 
</HEAD> 
 
JavaScript-ohjelmakoodi sijoitetaan HTML-ohjelmakoodin <HEAD>-elementtin 
sisään. JavaScript:iä voidaan myös sijoittaa <BODY>-elementin sisään, mutta on 
suosisteltavaa sijoittaa <HEAD>-elementtiin. JavaScript-ohjelmakoodin alku ja 
loppu ilmoitetaan <SCRIPT> </SCRIPT>-merkinnöillä, joiden sisään varsinainen 
JavaScript-ohjelmakoodi sijoitetaan. 
 
Työn graafisesta ilmeestä vastasi JavaScriptin päälle luotu JQuery-kirjasto. JQuery-
kirjasto mahdollistaa näyttävän ja helposti ohjelmoitavan ulkoasun sivustoille. 
 
Työssä käytettiin neljää eri JQuery-kirjaston komentoa tai liitännäistä. Nämä neljä 
ovat Dialog, TableSorter ja DatePicker sekä Tabs.  
 
Dialog-komennolla muodostetaan alla olevan kuvan 3 tyylisiä ponnahdusikkunoita, 
joilla pystytään välittämään hetkellisiä tietoja tai kyselyitä.   
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   Kuva 3: Dialog-ikkuna 
 
TableSorter-liitännäinen mahdollistaa html-taulukoiden sarakkeiden tietojen 
järjestelemisen uudelleen haluttuun järjestykseen, kuten esimerkiksi laskevaan tai 
nousevaan aakkosjärjestykseen tai numerojärjestykseen. TableSorter-liitännäisellä 
myös pystytään muokkaamaan taulukon graafista ilmettä. Alla oleva esimerkki kuva 
4 kuvastaa TableSorterilla muodostettua taulukkoa. 
 
 
   Kuva 4: Tablesorter-liitännäinen 
   
Kuvan 4 esimerkin taulukossa on taulun arvot on järjestelty Difference-sarakkeen 
mukaan laskevaan järjestykseen, jossa myös huomioitu positiiviset ja negatiiviset 
etumerkit. 
 
DatePicker on graafinen kalenteri-liitännäinen, jolla käyttäjä voi asettaa esimerkiksi 
tekstikenttään haluamansa päivämäärän. DatePicker-liitännäisellä voidaan asettaa 
päivämäärän muoto haluttuun alueelliseen muotoon. Alla olevassa kuvassa 5 
esimerkki DatePicker-liitännäisestä. 
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          Kuva 5: DatePicker-liitännäinen 
         
Tabs-liitännäisellä muodostetaan sivulehtiä html-sivustoille, joilla pystytään 
mukauttamaan sivusta toiseen siirtymistä. Tabs-liitännäinen muodostuu alla olevan 
kuvan mukaisesti. 
 
 
Kuva 6: Tabs-liitännäinen 
2.5 XML 
XML(Extensible Markup Language) on metamerkkauskieli eli sen avulla 
kuvataan tietoa tiedosta. XML-kieltä käytetään sekä formaattina tiedonvälitykseen 
järjestelmien välillä että formaattina dokumenttien tallentamiseen. XML on 
tarkoitettu rakenteisen tiedon esittämiseen, joka auttaa jäsentämään laajoja 
tietomassoja selkeämmin. XML-kieli ei kuitenkaan ole tarkoitettu 
sivunkuvauskieleksi, kuten HTML, vaan sillä kuvataan tiedon rakenne ilman ennalta 
määrättyjä koodeja. (Steven Holtzer 2001) 
Kuten HTML XML-dokumentti koostuu myös elementeistä, joita voi olla 
rajattomasti sisäkkäin. XML-kielet kuvaavat dokumentin loogista rakennetta, eivät 
niiden esittämistä. Niinpä samasta XML-dokumentista voidaankin luoda useita 
erilaisia esityksiä. 
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XML-rakenne alkaa esittelyllä, jossa määritetään tiedot kuten xml-versio ja 
dokumenttityyppi. XML-dokumentin osiossa täytyy vähintään olla alla oleva 
prosessointikäsky, joka kertoo XML-version ja merkistörakenteen. 
 
<?xml version="1.0" encoding="UTF-8"?> 
 
XML rakentuu elementeistä, jotka voidaan nimetä vapaasti. Elementit jaetaan 
rakenne- ja sisältöelementteihin niiden sisällön perusteella. Elementin sisältö koostuu 
tekstimuotoisesta tiedosta, mahdollisista alielementeistä tai molemmista. Alla on 
esimerkki XML-rakenteesta 
 
<kauppa> 
 <asiakas> 
  Matti Meikäläinen 
 </asiakas> 
</kauppa> 
 
Työssä XML:ää käytettiin tärkeiden asetustietojen, kielitietojen sekä välilehtitietojen 
tallentamiseen ja kuvaamiseen sovelluksessa.    
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3. VAATIMUSTEN MÄÄRITTELY 
 
Ennen varsinaista suunnitteluprosessin aloittamista työn toiminnalliset vaatimukset 
määriteltiin Viishanke OY:n yhteyshenkilön kanssa. Keskustelun pohjalta koottiin 
lista vaadituista toiminnoista ja ominaisuuksista: 
 
-  Käyttäjätunnistus ja sisäänkirjautuminen 
- Monikielinen asiakassovellus. (englanti, suomi ja mahdollisesti ruotsi) 
- Jatkokehitys mahdollisuus (mm. asiakashallinta) 
- Tietokannat asiakkaille ja laskuille 
- Viishanke OY:n toimihenkilön toiminnot ja ominaisuudet: 
o Laskujen lisääminen, poistaminen sekä muokkaaminen tietokannassa 
o Asiakkaiden yhteystietojen ja laskutushistorian seuraaminen 
- Asiakkaiden toiminnot ja ominaisuudet:  
o Omien yhteystietojen näkyminen  
o Yhteystietojen muuttaminen 
o Puhelinnumeroiden poistaminen ja lisääminen. 
o Laskutushistorian näkyminen 
o Laskun lataaminen PDF-muodossa 
o Käyttötuki asiakkaille 
  
Tämän keskustelun myötä muodostettiin myös alla oleva UML-käyttötapauskaavio 
helpottamaan työmäärän ja ajan mitoittamista sekä selventämään työn toimenkuvaa. 
Käyttötapauskaavion avulla voitiin helposti nähdä työhön liittyvät tarpeelliset 
toiminnot.  
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   Kuva 7: UML-käyttötapauskaavio 
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4. SUUNNITTELU 
4.1 Suunnitteluprosessi 
Suunnitteluprosessina käytettiin Winston W. Roycen kehittämää 
vesiputousmallia. Vesiputousmalli koostuu eri prosessivaiheista alla olevan kuvan 
mukaisesti.  
 
 
Kuva 8: Vesiputousmalli 
  
Vesiputousmallia seurattaessa edetään järjestyksessä yhdestä vaiheesta toiseen. Eli 
kun vaatimusten määrittely on valmistunut, siirrytään suunnitteluvaiheeseen, eikä 
vaatimuksia enää muokata. Suunnitteluvaiheessa valmistetaan selkeä kartoitus, jota 
toteuttaja sitten noudattaa. 
 
Vesiputousmalli soveltuu hyvin niiden sovellusten suunnitteluun ja toteutukseen, 
joiden määritelmät ovat alusta alkaen hyvin selvästi tiedossa. Näin ollen hyvin 
huolellinen suunnitteluprosessi ohjelmiston elinkaaren alussa todennäköisesti johtaa 
merkittäviin säästöihin projektin myöhemmissä vaiheissa. Vesiputousmallilla on 
kuitenkin ongelmansa. Ongelmaksi muodostuu se, että se ei jousta uusien 
määrityksien tullessa esiin. Tämän ongelman vuoksi se ei sovellu suurien ja laajojen 
sovellusten tekoon. 
(Ian Sommerville 2011) 
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Työn määritelmät tulevat pysymään muuttumattomina, mutta koska etukäteen 
suunnittelu täydellisesti on vaikeaa, niin ettei tarvitsisi palata takaisin edellisiin 
vaiheisiin. Tämän ongelman välttämiseksi työssä käytettiin hieman muunneltua 
vesiputousmallia, joka mahdollistaa palaamisen takaisin suunnitteluun, mikäli 
ohjelmakoodin testauksessa huomataan ongelmia tai muutoksia ohjelman 
määrityksissä.  
 
Tämä opinnäytetyön dokumentaatio kirjoitettiin tätä mallia mukaillen. 
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4.2 Toteutuksen suunnittelu  
Vaatimuksien pohjilta aloitettiin suunnittelu tarvittavista toteutusympäristöistä. 
Työssä käytettävinä toteutusympäristöinä käytettiin avoimen lähdekoodin 
sovelluksia. Avoin lähdekoodi tarjoaa ilmaisen kehitysalustan ja hyvät 
yhteensopivuus mahdollisuudet järjestelmien kanssa. Avoin lähdekoodi mahdollistaa 
myös sen, että Viishanke OY:n toimihenkilöt voivat tulevaisuudessa kehittää, 
päivittää ja muokata itse tulevaa sovellusta, mikäli heidän tarpeensa muuttuvat. 
 
4.2.1 Sovelluksien toteutusympäristöt 
 
Ohjelmointiympäristöksi valittiin Eclipse 3.6.2-versio. Eclipse tukee monia 
ohjelmointikieliä mukaan lukien Java-ohjelmointikieltä. Java-ohjelmointikielellä 
suunniteltiin ohjelmoitavan suurin osan sovelluksen tärkeistä komponenteista. Java-
ohjelmointi kielestä oli myös entuudestaan kokemusta. Eclipse kehitysympäristönä 
mahdollistaa myös palvelimen ylläpidon paikallisesti. Tätä ominaisuutta käyttämällä 
pystyttiin luomaan testiympäristö paikallisesti suorittavan tietokoneen järjestelmässä, 
jossa sovelluksen testaus pystyttiin suorittamaan ilman ohjelman siirtämistä 
ulkoiselle palvelimelle. Ohjelmakoodi pystytään täten helpommin testaamaan kuin, 
että joka kerta tallettaisin uusin ja korjattu sovellus Viishanke OY:n omalle Apache 
Tomcat-palvelimelle. 
 
Sovelluksen ohjelmointi suoritettiin käyttäen Java-, JavaScript- ja HTML-
ohjelmointikieliä. Java-ohjelmointikielellä ohjelmoidaan palvelimella suoritettavat 
toiminnot. HTML-ohjelmointikieltä sekä JavaScriptiä käytettiin web-sivuston 
rakenteen luomiseen. HTLM:llä luotiin sivuston pääsääntöinen rakenne. 
JavaScriptillä ohjelmoitiin websivuston dynaamisia toimintoja vaativat toiminnot. 
Web-sivuston graafinen ilme päätettiin tuottaa JavaScript-kirjaston, JQueryn, avulla. 
JQuery mahdollistaa näyttävän graafisen ulkoasun sovellukselle. 
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4.2.2 Tietokantojen toteutusympäristöt 
Viishanke OY aikoo tulevaisuudessa ottaa käyttöön LDAP-palvelimen, joten 
työn asiakastietokanta suunniteltiin käyttämään LDAP:ia. Vaikka LDAP ei sovellu 
laajoille tietokannoille, niin sen muut ominaisuudet soveltuvat hyvin 
asiakastietokannan hallintaan ja sovelluksen käyttäjätunnistuksen luontiin. LDAP-
hallintasovelluksena työssä käytettiin avoimen lähdekoodin OpenLDAP-sovellusta. 
 
Laskutietokanta on kuitenkin sen verran laaja, että se päätettiin suorittaa SQL-
relaatiotietokantana. SQL-tietokannan hallinnassa käytettiin avoimen lähdekoodin 
MySQL-Palvelinta. Sovelluksessa SQL-kyselyillä haetaan asiakkaan laskujen tiedot 
relaatiotietokannasta. 
4.2.3 Sovelluksien rakenne 
Työ tulee koostumaan webpohjaisesta asiakaspäätteestä sekä yrityksen 
webpohjaisesta hallinnointipäätteestä, jotka kommunikoivat palvelimen sisällä 
LDAP-tietokannan sekä MySQL-tietokannan kanssa. 
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Kuva 9: Sovelluksen rakenne 
 
Asiakaspääte ja hallinnointipääte ovat sijoitettuna palvelimelle, josta webselain 
tiedustelee ja hakee sovellukset. Sovellukset ovat toisistaan irrallisia ja 
kommunikoivat ainoastaan tietokantojen kanssa. Sovelluksien pitää tarjota 
käyttäjälle kuvan mukaiset ominaisuudet. Asiakaspääte tarjoaa asiakkaalle 
mahdollisuuden hallita yhteystietojaan ja laskujaan, sekä käyttötukea. 
Hallinnointipääte tarjoaa Viishanke OY:n toimihenkilölle mahdollisuuden hallita 
asiakkaiden laskuja. 
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4.2.4 Testaussuunnitelma 
Luvun 3. kuvan 7:n käyttötapauskaavion pohjalta luotiin työlle testaussuunnitelma, 
johon määriteltiin testitapaukset. Testitapaukset ovat tärkeitä testauksen vaiheiden ja 
vaadittavien toimintojen suorittamisessa. Testitapauksien pohjalta työn testausvaiheet 
suoritettiin alla olevien määrityksien mukaisesti.   
 
Sovelluksien testitapaukset 
 
Sisäänkirjautuminen 
ID Tapaus 
K1   
Kirjaudutaan järjestelmään  
oikealla käyttäjätunnuksella ja salasanalla 
K2 
Kirjaudutaan järjestelmään olemassa 
 olevalla käyttäjätunnuksella ja virheellisellä salasanalla 
K3 
Kirjaudutaan järjestelmään 
 virheellisellä käyttäjätunnuksella 
K4 
Kirjaudutaan järjestelmään 
 käyttäjätunnuksella, jota ei ole olemassa 
K5 
Kirjaudutaan järjestelmään 
 tyhjällä käyttäjätunnukselle ja salasanalla 
 
Uloskirjautuminen 
ID Tapaus 
U1 Kirjautuu ulos, katkaisee yhteyden tietokantoihin 
U2 Kirjautuu ulos poistaa session ja tallennetut muuttujat  
 
Ohjelmakoodi 
ID Tapaus 
W1 Ohjelmakoodin validointi 
 
Asiakassovelluksen testitapaukset 
 
Yhteystietojen päivittäminen 
ID Tapaus 
YP1 Päivitetään yhteystieto sallituin merkistöin 
YP2 
Päivitetään yhteystieto kielletyin merkistöin 
 (Esimerkiksi puhelinnumero, jossa kirjaimia) 
YP3 
Päivitetään yhteystieto ilman vaadittuja merkkejä 
 (Esimerkiksi email ilman @-merkkiä) 
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YP4 Päivitetään yhteistieto kenttä tyhjäksi 
YP5 Päivitetään yhteystieto liian pitkänä 
YP6 Puhelinnumeron poisto 
YP7 Kaikkien puhelinnumeroiden poistaminen 
YP7 Puhelinnumeron lisääminen 
YP8 Puhelinnumeron lisääminen kielletyin merkistö 
YP9 Tyhjän puhelinnumeron lisääminen 
 
Salanan vaihtaminen 
ID Tapaus 
SV1 Salasanan vaihtaminen hyväksytyin parametrein 
SV2 Salasanan vaihtaminen, jossa eri salasanat salasanatarkistuksessa 
SV3 Salasanan vaihtaminen tyhjäksi salasanaksi 
 
Laskujen seuraaminen ja lataaminen 
ID Tapaus 
LS1 Asiakkaan omien laskujen näkyminen taulukossa 
LS2 Taulukko lajittelee sarakkeet oikeaoppisesti 
LS3 Ladataan lasku 
 
Käyttötuki 
ID Tapaus 
KT1 Palautteen lähteminen ylläpidolle 
KT2 Palautteen lähettäminen, jossa tyhjä otsikko 
KT3 Palautteen lähettäminen, jossa tyhjä palautekenttä 
KT4 Palautteen lähettäminen joka on kokonaan tyhjä 
 
Laskunhallintasovelluksen testitapaukset 
 
Laskun poistaminen 
ID Tapaus 
LP1 Poistaa laskun 
LP2 Poistaa halutun laskun 
 
Laskun lisääminen 
ID Tapaus 
LL1 Laskun lisääminen 
LL2 Laskun lisääminen väärin parametrein 
LL3 Laskun lisääminen, kenttä tyhjänä 
LL4 Laskun lisääminen kaikki kentät tyhjänä 
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LL5 Laskun lisääminen väärä tyyppisellä tiedostolla 
LL6 Laskun alku parametrit oikein 
LL7 Laskun laskentatoiminnot laskevat oikea oppisesti 
LL8 Päiväyksen lisääminen DatePicker-toiminnolla 
 
Laskun muokkaaminen 
ID Tapaus 
LM1 Laskunpäivittäminen 
LM2 Laskun päivittäminen kentät tyhjinä 
LM3 Laskun päivittäminen kielletyin merkein 
LM4 Laskun PDF-päivittäminen 
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5. TOTEUTUS 
5.1 Asiakastietokannan toteutus 
 Asiakastietokannan toteutus tehtiin LDAP-palvelimelle. LDAP-palvelimen 
juuren (DC=viishanke, DC=fi) alle rakennettiin ensin organisaatioyksikkö eli OU 
(Organization Unit) nimeltä CustomerAdmin. Organisaatioyksikkö toimii 
asiakastietokantana, johon luodaan asiakkaita. Alla oleva kuva 10 kuvaa LDAP:n 
hierarkian.  
 
Kuva 10: LDAP-hierarkia 
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Organisaatioyksikön luonnin yhteydessä luotiin tietokaavio (schema), joka 
määrittelee uudentyyppisen käyttäjän LDAP-tietokantaan. Tällä tietokaaviollä 
määritettiin käyttäjälle pakolliset ja valinnaiset yhteystiedot. Pakollisten 
yhteystietojen kentät pitää olla määritettyjä eli LDAP-tietokantaan ei pystytä 
lisäämään uutta asiakasta, mikäli joku näistä pakollisista tiedoista uupuu. Tämän 
tietokaavion pakollisia tietoja olivat etunimi, sukunimi, osoite, postinumero, 
kaupunki, puhelinnumero, sähköpostiosoite, salasana ja käyttäjätunnus. Pakollisten 
yhteystietojen sarakkeessa voi kuitenkin olla useampia tietokenttiä, kuten esimerkiksi 
useampia puhelinnumeroita. Valinnaiset tiedot eivät ole pakollisia määrittää. Näihin 
tietoihin määritettiin kuuluvan tässä työssä, yrityksen nimi sekä Y-tunnus. 
Asiakaan yhteystiedot täytetään ja tallennetaan LDAP-palvelimelle asiakkaan 
luonnin yhteydessä. Näitä tietoja sovellus tulee käyttämään myöhemmässä vaiheessa. 
 
Lopuksi organisaatioyksikölle ja siihen tuleville asiakkaille luotiin ACL-lista, johon 
kirjattiin asiakkaiden käyttöoikeudet ja evättiin oikeudet kaikkiin muihin 
tietokantojen tiedostoihin kuin omaan. Omille tiedoille sallittiin muokkaus. Laskujen 
hallinnoinnille annettiin oikeus lukea ja hakea muiden käyttäjien tietoja, mutta 
muokkaaminen evättiin. Ainoastaan Viishanke OY:n ylläpidon tunnuksille sallittiin 
oikeus muokata kaikkien käyttäjien tietoja tarvittaessa. Tämä lista turvaa muiden 
käyttäjien tiedot, jolloin asiakas ei voi päästä muihin kuin omiin tietoihinsa käsiksi. 
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5.2 Laskutustietokannan toteutus 
Laskutustietokanta luotiin käyttäen apuna MySQL Workbench -ohjelmaa. 
Workbench ohjelmalla luotiin yksi taulukkomalli sovelluksissa tarvittaville laskuille 
alla olevan kuvan 11 mukaisesti.  
  
 
        Kuva 11: Laskut-taulukko  
 
Laskut-taulukko sisältää 9 tietuesaraketta, jotka ovat InvoiceID, entryUUID, 
InvoiceData, Paid, Amount, CreationDate, DueDate, InvoiceValidity sekä 
NextInvoice.  
 
Jokaiselle taululle pitää määritellä perusavain eli primary key, joka yksilöi kyseisen 
taulun sisältämät tietueet. Vastaavasti täytyy jokaisella taulussa olevalla tietueella 
olla jokin kenttä tai kenttien yhdistelmä, jollaista ei ole yhdelläkään toisella samassa 
taulussa olevalla tietueella. (Tommi Lahtonen, 2002) 
 
InvoiceID on tietueen automaattisesti kasvava laskun uniikki primary key-tunniste. 
Tätä tunnistetta käyttäen virheelliset tai tarpeettomat laskut voidaan myös poistaa 
tietokannasta. EntryUUID:tä käytetään tunnisteena liitettäessä lasku asiakkaaseen. 
EntryUUID on LDAP-tietokannan antama asiakaskohtainen ainutlaatuinen tunniste. 
Tällä tunnisteella laskut liitetään henkilöihin, jonka avulla sovellus pystyy hakemaan 
oikean henkilön laskut kaikista tietokannan laskuista. InvoiceData-tietueeseen 
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voidaan tallettaa lasku tiedostona, joka tallentuu Blob eli binary large object-tietona 
tietokantaan. Blob-tietoihin pystytään tallentamaan suuria tietokokonaisuuksia, kuten 
kuvaa tai ääntä. Tällä tietueella sovelluksessa pystytään tuomaan laskut ladattavassa 
ja tulostettavassa muodossa asiakkaille. Paid-tietuetta käytetään ilmoittamaan onko 
lasku maksettu vai ei. Amount taas puolestaan kertoo laskun suuruuden. 
Luomispäivälle ja laskun eräpäivälle tehtiin myös omat tietueet, kuten myös 
seuraavan laskun eräpäivälle. InvoiceValidity-tietue ilmoittaa onko lasku voimassa 
vai ei, mikäli asiakkaan lasku ei ole voimassa, sovellus ei myöskään näytä 
asiakkaalle laskua. NextInvoice-tietuetta käytetään ilmaisemaan asiakkaan seuraavan 
laskun eräpäivää. Viishanke Oy:llä on palveluita, jotka ovat kuukausi tai 
vuosimaksullisia, jolloin seuraavan laskun ajankohdan näyttäminen on tarpeellinen. 
 
MySql Workbenchillä luotu taulukkomalli siirrettiin palvelimen phpMyAdmin-
websovelluksen tietokannaksi. PhpMyAdmin-websovellus mahdollistaa tietokantaan 
salasanallisen kirjautumisen ja käyttäjätunnistamisen, jolloin tietokannan tieto 
saadaan paremmin turvattua. 
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   5.3 Sovelluksien toteutus  
Sovelluksien toteuttaminen suoritettiin pienissä osissa, jotta 
ohjelmointikokonaisuudesta ei tulisi hetkessä liian laajaa. Tällöin jo 
ohjelmointivaiheessa pystytään huomaamaan ja erottamaan osioiden virheet helposti 
sekä korjaamaan ne nopeasti. Seuraavat osiot toimivat myös käyttöohjeina 
sovelluksille. 
 
Ennen sovellusten varsinaista toteutusta määritettiin työssä tarvittavat Java luokat ja 
niiden suhteita toisiinsa. Käyttötapauskaavion ja sovelluksen rakennekaavion 
perusteella muodostettiin alla oleva kuvan 11 ja 12 mukaiset luokkakaavio 
sovelluksille. 
 
Kuva 11: Asiakassovelluksen luokkakaavio 
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Kuva 12: Laskunhallintasovelluksen luokkakaavio  
 
Luokkakaavioilla pystytään hahmottamaan sekä saamaan selvän kuvan toteutuksen 
toiminnoista. Kummatkin sovellukset käyttävät kolmea Java tietueoliota, Invoice, 
Customer, xmlInfo. Invoice-olioon tallennetaan laskujen tiedot, Customer-olioon 
asiakastiedot ja xmlInfoa käytetään XML-tiedon tallennukseen. Näistä olioista 
sovellukset hakevat tarvittavat tiedot.  
 
Sovelluksien MysqlConnector-oliolla muodostetaan yhteydet SQL-tietokantaan ja 
haetaan kyselyillä laskutustietoja tietokannasta. XmlLoader-oliolla saadaan haettua 
XML-tiedostoista tietoja. LDAPConnector-oliolla muodostetaan 
käyttäjätunnistuksellinen yhteys LDAP:iin ja haetaan asiakkaan yhteystietoja. 
Asiakassovelluksessa on lisäksi vielä MailHandler-olio, jolla suoritetaan palautteen 
antamista koskevat toiminnot. 
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5.4 Asiakassovelluksen toteutus 
5.4.1 Asiakassovelluksen käyttöliittymä 
Sovelluksen käyttöliittymä pyrittiin pitämään mahdollisimman 
käyttäjäystävällisenä.  Käyttöliittymä toimii kuten mikä tahansa websivusto. 
Käyttöliittymän ohjelmoitavasta toteutuksessa keskeisimmässä osassa oli JQuery-
kirjasto. JQuery-kirjaston avulla toteutettiin suurin osa sivuston ulkoasusta säkä 
toiminnoista. Pääasiallisesti sivuston toiminta perustui välilehdillä toteutettuun 
sivusta toiseen siirtymiseen. Välilehteä painattaessa ladataan välilehden viittaaman 
sivun ohjelmakoodi aloitussivun päälle. Tämän takia aloitussivun pohja on tyhjä 
websivu, joka koostuu ainoastaan JQueryllä muodostetuista välilehtivalikosta. Alla 
oleva kuva 13 kuvaa JQuerilla toteutettua asiakassovelluksen välilehtivalikkoa. 
 
 
Kuva 13: JQuerilla toteutettu välilehtivalikko. 
 
Välilehtien tiedot talletettiin XML-tiedoston sisälle, josta ohjelma hakee kunkin 
välilehden toimintojen tiedot. Tulevaisuuden jatkokehitystä ajatellen tämä oli 
tarpeellinen. Välilehtien lisääminen ja poistaminen helpottuu, kun ohjelmakoodiin ei 
tarvitse laisinkaan koskea. Kuvan jokaiselle välilehdelle luotiin oma sivunsa ja 
toimintansa dokumentin seuraavien kappaleiden mukaisesti. 
5.4.2 Sisäänkirjautuminen ja sisäänkirjautumis-lomake 
Ensimmäisessä vaiheessa muodostettiin salasanalla ja käyttäjätunnuksella 
toimiva sisäänkirjautuminen. Sisäänkirjautuminen ja käyttäjätunnistus on yksi 
tärkeimmistä tiedon suojaamistekniikoista. Websivustolle mentäessä muodostetaan 
alla olevan kuvan 14 mukainen lomake, jossa tiedustellaan asiakkaalle annettua 
käyttäjätunnusta ja salasanaa. 
 
 
34 
 
 
Kuva 14: Sisäänkirjautumislomake 
 
Kuvan 14 lomakkeen graafinen ulkoasu muodostettiin käyttäen JavaScript-kirjastoa 
JQueryä. Asiakaskohtaisen tilin luonnin yhteydessä asiakkaalle annetaan ylläpidon 
toimesta etukäteen määritelty käyttäjätunnus ja salasana, jolla hän pystyy 
kirjautumaan sisään sovellukseen. Salasana ja käyttäjätunnus ovat tallennettuna 
LDAP-palvelimen asiakastietokantaan. 
 
Käyttäjätunnus ja salasana syötetään niille tarkoitettuihin kenttiin. Painattaessa 
kirjautumis-painiketta lähetetään syötetty käyttäjätunnus ja salasana LDAP-
palvelimelle. LDAP-palvelimelta tarkistetaan löytyykö täsmäävää käyttäjätunnusta ja 
siihen liitettyä salasanaa asiakastietokannasta. Mikäli täsmäävyyttä ei löydy, LDAP-
palvelin palauttaa virheilmoituksen ja sulkee yhteyden. Käyttäjä palautetaan 
sisäänkirjautumis-sivulle. Tietokantaan täsmäävä käyttäjätunnus ja salasana sidotaan 
yhteyden osaksi. Lopuksi todennettu yhteys tallennetaan selaimen istuntoon. Yhteys 
varmennetaan istunnosta, joka kerta uuden sivun vaihtuessa web-sovelluksessa. 
 
Yksi työn vaatimuksista oli, että sovellus olisi monikielinen. Kuvan 13 mukaisessa 
lomakkeessa on toteutettu asiakaskohtainen kielenvalinta. Oletuskieli valitaan 
käyttäjän oman selaimen kieliasetusten mukaan. Tämä tapahtuu siten, että otetaan 
selaimelta palvelimelle lähtevästä http-paketista selaimen kielitiedot. Näitä tietoja 
hyväksi käyttäen pystytään päättämään oletuskielen. Alustavasti oletuskieli on 
englanti. Kieliasetukset voidaan kuitenkin halutessa vaihtaa muuksi kuin selaimen 
oletusarvoiseksi kieleksi. Tämän tapahtuu valitsemalla vetolaatikosta haluttu kieli 
kuvan 15 mukaisesti. 
35 
 
 
 
Kuva 15: Kielenvalinta 
 
Valittu kieli tallennetaan istuntoon, jolla sovellus käy varmentamassa kielellisen 
ulkoasun sivun vaihtuessa tai päivittyessä. Valittu kieli on niin kauan käytössä kuin 
istunto on voimassa. Kielien käännökset on tallennettu XML-tiedostoon, josta 
sovellus käy hakemassa kielenulkoasun. Liittämällä kielelliset käännökset XML-
tiedostoon parantaa huomattavasti sovelluksen muokattavuutta. Uusia kieliä voi 
lisätä tai käännöksiä muuttaa ilman, että sovelluksen omaa ohjelmakoodia tarvitsisi 
suuressa mittakaavassa muuttaa. 
 
Tyhjennys-painikkeesta painamalla pystytään tyhjentämään lomake. Tällöin kentät 
alustetaan tyhjiksi. 
 
Uloskirjautuminen tapahtuu painamalla luvun 5.4.1 kuvan 13. Kirjaudu ulos -
välilehteä tai mikäli istunto todetaan vanhentuneen. Uloskirjautumisen yhteydessä 
katkaistaan kaikki yhteydet tietokantoihin sekä poistetaan istuntoon liitetyt 
väliaikaiset tiedot. Kielivalintaa ei poisteta uloskirjautumisen yhteydessä, vaan se 
poistuu vasta, kun istunto kokonaisuudessaan on hävinnyt. 
5.4.3 Asiakkaiden yhteystiedot 
Sovelluksen vaatimuksiin kuului tarjota käyttäjilleen mahdollisuuden nähdä 
ja muokata omia tietojaan. Asiakas pääsee näkemään yhteystietonsa painamalla 
sovelluksen omat tiedot -välilehteä. Alla oleva kuvan 16 mukainen sivu avautuu 
tällöin käyttäjälle.  
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Kuva 16: Omat tiedot-lomake 
 
Asiakkaan yhteystiedot, jotka ovat liitetty asiakkaan käyttäjätunnukseen ja 
salasanaan, haetaan käyttäen auki olevaa yhteyttä LDAP-tietokantaan. Saadut tiedot 
syötetään oletusarvoiksi niille kuuluviin kenttiin. Sovelluksessa tietoja voidaan 
muuttaa syöttämällä kenttään uusi tieto vanhan sijalle. Kentän tiedon muuttuessa uusi 
muutettu yhteystieto lähetetään LDAP-palvelimelle, jossa se käsitellään ja 
komentokoodi korvaa vanhan tietokannan tiedon uudella. Yhteystietopäivityksen 
tehtyä päivitetään websivu uudelleen, jolloin tiedot päivittyvät kenttiin. Nimitietojen, 
kuten etunimen ja sukunimen, vaihtaminen on lukittu, sillä nimen vääräksi 
muuttaminen voisi aiheuttaa ongelmia yrityksen laskutuksissa. Nimitiedot voidaan 
vaihtaa ainoastaan ottamalla yhteyttä järjestelmän ylläpitäjään. 
 
Sovelluksessa voidaan lisätä ja poistaa puhelinnumeroita. Painaminen punaisesta 
rastipainikkeesta  poistaa rastin viereisen kentän puhelinnumeron. 
Vahinkopainallusten vuoksi on tärkeää, ettei käyttäjä voi tahattomasti poistaa 
puhelinnumeroita. Tämän vuoksi varmistetaan käyttäjältä uudestaan haluaako hän 
varmasti poistaa kyseisin numeron.   
 
 
 
 
 
 
    Kuva 17: Poistamisen varmistus 
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Poistaminen tapahtuu samalla kaavalla kuin tiedon muuttaminen ainoana erona on, 
että ohjelmakoodi kertoo LDAP-palvelimelle, että valittu numero pitää poistaa 
tietokannasta. Yrityksen mahdollisten yhteydenottojen varalta yksi puhelinnumero 
kuitenkin on oltava asiakastietokannassa, eikä puhelinnumeroa, joka olisi ainoa, 
voida poistaa. Muita yhteystietoja ei asiakas pysty poistamaan vain muuttamaan, sillä 
LDAP-palvelimen asiakasmallissa (Schemassa) määriteltiin asiakkaan pakolliset 
tiedot, jotka pitää asiakkaasta olla täytettynä. LDAP-palvelin ei anna näitä tietoja 
poistettavan, mikäli poistettava tieto olisi ainoa tieto tietokannan kentässä. 
 
Puhelinnumeron lisääminen tapahtuu käyttäjän painamalla sivun viimeisen 
puhelinnumeron perään luotua vihreäpohjaista plus-kuvaketta. Kuvaketta painamalla 
luodaan JQuery-kirjastoa apuna käyttäen uuden kuvan 18 mukaisen puhelinnumeron 
lisäämis-lomakkeen, jolla voidaan lisätä puhelinnumero tietokantaa.  
 
 
 
Kuva 18: Lisää puhelinnumero -lomake 
 
Kenttään syötetty puhelin numero lähetään LDAP-palvelimelle OK-nappia 
painamalla, jossa se lisätään asiakastietokantaan. Ruksi-nappia painamalla voidaan 
sulkea lomake, mikäli ei halua lisätä uutta puhelinnumeroa. 
 
Käyttäjän salasana voidaan vaihtaa painamalla vaihda salasana-painiketta. Painiketta 
painettaessa avautuu kuvan 19 mukainen Dialog-ikkuna. 
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Kuva 19: Vaihda Salasana-ikkuna 
 
Vaihda salasana-ikkuna pyytää käyttäjää syöttämään uuden salasanan. Salasana 
pyydetään syöttämään toiseen kertaan mahdollisten virhepainallusten varalta. Ok-
painiketta painattaessa tarkastetaan ensin salasanojen yhteneväisyys. Salasanoja ei 
lähetetä eteenpäin palvelimelle, jos ne eivät ole samoja. Jos salasanat ovat samat, 
lähetetään uusi salasana palvelimelle päivitettäväksi. Palvelimella salasana salataan 
käyttäen SHA-1-salausta, jota pidetään MD5-salausta varmempana. Tällaisenaan 
salasanan vaihto ei ole tarpeeksi turvallinen, sillä sovellus ei koskaan varmista 
käyttäjää kysymällä käyttäjän vanhaa salasanaa. Tämä toiminto jätettiin ajan 
puutteen takia pois sovelluksesta ja tullaan lisäämään jälkikäteen sovellukseen. 
Sovellukset eivät myöskään suojaa selaimelta lähtevää tietoa, sillä varmimpaan 
suojaamiseen vaatisi suojatun SSL-yhteyden LDAP-tietokantaan. Viishanke Oy:ltä 
puuttuu SSL-sertifikaatti, jonka hankinnan yhteydessä suojattu SSL-yhteys 
sovitetaan sovellukseen.  
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5.4. 4 Laskujen tiedot 
Sovelluksen ensisijaisena toimintona oli kuitenkin mahdollistaa käyttäjilleen 
laskutus historiansa seuraamisen. Valitsemalla laskut -välilehden sivuston 
valikkorivistä käyttäjä pääsee katsomaan omia laskutustietojaan. Sovellus muodostaa 
alla olevan kuvan 20 mukaisen taulukon.  
 
 
Kuva 20: Laskut -taulukko 
 
Luodessaan sivun sovellus ottaa yhteyttä palvelimeen ja kirjautuu 
laskutustietokantaan. Taulukon tiedot haetaan relaatiotietokannasta alla olevan SQL-
kyselyn avulla. 
 
Select * FROM Invoices WHERE entryUUID=? 
 
LDAP-tietokannasta saatua käyttäjän uniikkia EntryUUID-tietuetta käytetään 
hakuparametrina SQL-kyselyssä. SQL-kysely hakee kaikki laskut (Select *) 
laskutustietokannasta (FROM Invoices), johon on liitetty sama EntryUUID-tietue 
(WHERE entryUUID=?) kuin mitä asiakkaalle LDAP-palvelin on määrittänyt. 
 
Saatujen laskujen tiedot tallennetaan Java laskut-olioluokan sisälle, josta laskut 
tulostetaan taulukon riveille lasku kerrallaan. 
 
Laskut-välilehden taulukko muodostuu 6 sarakkeesta, jotka ovat summa, eräpäivä, 
luomispäivä, seuraavan laskun eräpäivä, suoritettu vai ei sekä tyhjästä sarakkeesta, 
johon liitettiin kuvake laskun laaamiseen PDF-muodossa. Jokaiseen riviin 
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muodostetaan yksi lasku ja sijoitetaan oikeat tiedot oikeille sarakkeille. Sovellus 
muodostaa niin monta riviä, kuin SQL-kyselyllä saatuja laskuja laskut oliossa on. 
 
Sovelluksen graafinen ulkoasu ja ominaisuudet on tehty käyttäen JQuery-kirjastoa ja 
Tablesorter-liitännäistä hyväksi käyttäen. Tablesorter-liitännäinen sovellus pystyy 
luomaan tehokkaita ominaisuuksia taulukkoon. Tässä työssä on toteutettu taulukon 
lajittelu laskun tietojen mukaan. Käyttäjä pystyy halutessaan lajittelemaan laskun 
esimerkiksi summan mukaan painamalla summa-sarakkeen otsikkoa. Sovellus 
lajittelee laskut summien suuruuksien mukaan. Ensimmäinen painaminen lajittelee 
laskut pienimmästä suurimpaan eli nousevaan arvojärjestykseen. Painamalla toisen 
kerran summa-saraketta laskut lajitellaan päinvastoin suuremmasta pienimpään. 
Samalla periaatteella toimivat muutkin otsikkosarakkeet niitä painattaessa. 
Päivämäärät lajitellaan päivämäärittäin ja tekstiä sisältävät sarakkeet lajitellaan 
laskevaan tai nousevaan aakkosjärjestykseen. 
 
Yksi sovelluksen vaadituista ominaisuuksista oli myös, se että asiakas voi ladata 
laskunsa koneelle, josta hän voi maksaa sen. Tämä tapahtuu painamalla laskun 
viimeisen sarakkeen latauskuvakkeesta . Painattaessa kuvaketta sovellus pyytää 
SQL-kyselyllä laskun tiedot entryUUID ja laskun ID:n perusteella. Kyselyllä 
palautetusta laskun tietovirrasta sovellus kaappaa binäärimuotoisen PDF-datan 
tietovirran ja yrittää tulostaa sen selaimelle. Monet selaimet tunnistavat tämän 
tyylisen tietovirran ja automaattisesti pyytävät käyttäjää valitsemaan avataanko tai 
tallennetaanko tietovirran tieto erillisenä tiedostona. Selaimen graafinen pyyntö on 
selainkohtainen, joten sen ulkonäkö vaihtelee selaimissa. Alla olevissa kuvissa 21 ja 
22 näkyy esimerkit kahden yleisimmän selaimen graafisista ilmoituksista. 
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 Kuva 21: Internet Explorer:in ilmoitus 
 
 
 
  Kuva 21: Mozilla Firefox:in ilmoitus 
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5.4.5 Käyttötuki 
Asiakkaat voivat kohdata monia ongelmia ja kysymyksiä sovellusta 
käyttäessä. Käyttäjällä voi olla mahdollisesti vaikeuksia sovelluksen käytön kanssa. 
Laskujen luonnin yhteydessä voi laskuihin tulla virheellisiä tietoja tai asiakas kohtaa 
ohjelman testausvaiheessa löytymättömän virheen. Vaikka työn testaus pyrittiin 
tekemään erittäin huolella, silti voi virheitä jäädä kuitenkin huomaamatta. On 
tärkeätä, että asiakkaiden ongelmatilanteet pystytään ratkaisemaan mahdollisemman 
nopeasti ja sujuvasti.  
 
Käyttötuki-sivulehti luotiin asiakkaiden avustamiseen ongelmatilanteissa. 
Käyttötuki-sivulehdellä käyttäjä voi ilmoittaa kohtaamistaan ongelmista tai 
tiedustella erinäisiä asioita sovelluksen ylläpidolta. Käyttötuki-sivu muodostettiin 
alla olevan kuvan 23 mukaiseksi. 
 
 
Kuva 23: Käyttötuki-sivulehti  
 
Sivulehdelle muodostetaan kaavake, jossa on kaksi saraketta, otsikkosarake ja 
viestisarake. Näitä sarakkeita käyttäen asiakas voi kuvailla ongelman ja lähettää 
viesti eteenpäin ylläpidolle lähetä -näppäimellä. Sovellus tällöin lähettää viestin 
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ylläpidolle käyttäen Viishanke OY:n omaa sähköpostipalvelinta. Sovellus 
automaattisesti lisää viestiin asiakkaan nimen ja sähköpostiosoitteen, johon yrityksen 
toimihenkilö voi ottaa yhteyttä asian tiimoilta. 
 
5.5 Laskujen hallinta-sovelluksen toteutus 
 
5.5.1 Sovelluksen käyttöliittymä 
 
Laskujen hallinta-sovelluksen käyttöliittymä pyrittiin toteuttamaan 
mahdollisimman samoilla elementeillä kuin Asiakassovelluksessa. Käyttöliittymä 
laskujen hallinta-sovelluksen perustuu myös välilehdelliseen liikkumiseen JQuery:n 
avulla. 
 
 
Kuva 24: Laskujen hallinnan välilehdet 
5.5.2 Sisäänkirjautumis-lomake 
Sisäänkirjautumis-lomake toimii aivan samalla periaatteella kuin 
Asiakassovelluksen Sisäänkirjautumis-lomake (Kappale 5.4.2, s. 28). 
Sisäänkirjautumis-metodi ja yhteyden luominen LDAP-tietokantaan on täysin 
samanlainen toisen web-sovelluksen kanssa. Ainoastaan kirjautumisasetukset ovat 
hieman erilaiset. Laskujen hallintasovelluksen sisäänkirjautumis-lomakkeesta 
puuttuu myös kielen valinta. Lomake muodostuu alla olevan kuvan 25 mukaiseksi.  
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Kuva 25: Hallintasovelluksen sisäänkirjautumis-lomake 
 
Hallintasovellus tarkoitettiin vain Viishanke OY:n toimihenkilöiden käyttöön, joten 
sovelluksen kielen ei tarvitse olla monikielinen. 
   
5.5.3 Asiakkaan valinta ja laskujen hallinta 
 
Kirjauduttaessa hallintasovellukseen aloitus sivuksi muodostettiin alla olevan 
kuvan 26 mukainen asiakasvalinta-taulukko.  
 
 
Kuva 26: Laskutus-välilehti 
 
Sivun latautuessa otetaan yhteys LDAP-tietokantaan ja pyydetään kaikkien 
käyttäjien tietoja joita kirjautujalla on oikeuksia lukea. Käyttäjien oikeudet on 
määritelty ACL-listaan.  
 
Jokainen kyselyllä saatu asiakas tallennetaan omaksi Java asiakas-olioksi. Samalla 
haetaan jokaisen asiakkaan kohdalla asiakkaan EntryUUID:n mukaisesti määritetyt 
laskujen viimeisimmän eräpäivän ja seuraavanlaskun eräpäivän SQL-tietokannasta. 
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Saadut laskut liitetään osaksi asiakas-olion tietoja. SQL-kysely muodostetaan alla 
olevalla komennolla. 
 
Select * FROM Invoices WHERE entryUUID=? ORDER BY DueDate DESC LIMIT 
1  
 
Kyselyn alku on sama kuin mitä laskujen tiedot kappaleessa mainittiin. Loppu osa 
lisää kyselyn ehdoiksi laskujen järjestelemisen eräpäivien mukaan (ORDER BY 
DueDate) nousevaan järjestykseen (DESC), josta valitaan vain ensimmäinen lasku 
(LIMIT 1). Tällä pyynnöllä palautetaan uusimman laskun tiedot. Uusimman laskun 
tiedot tulostetaan asiakkaan tietojen perään taulukkoon. Asiakkaan valinnassa ei ole 
tarvittavaa nähdä asiakkaan koko laskutushistoriaa tai kaikkia yhteystietoja. 
Ainoastaan viimeisemmän laskun eräpäivien tiedot ovat asiakasvalinnan kriteereiksi 
tarpeellisia.   
 
Aloitussivun taulukosta käyttäjä voi valita asiakkaan, jolloin sovellus näyttää 
enemmän tietoja asiakkaasta. Asiakkaan valinta tapahtuu painattaessa halutun 
käyttäjän riviä. Hiiren osoittimen käydessä käyttäjän rivin päällä käyttäjän rivi 
värittyy helpottamaan käyttäjän asiakasvalinnan hahmottamista. 
 
 
    Kuva 27: Asiakkaan valinta 
 
Asiakkaan valinnan jälkeen sivu päivitetään ja näytetään asiakkaan laskutushistoria 
ja yhteystiedot samalla kun piilotetaan asiakasvalinta-taulu. Tällöin asiakkaan tiedot 
saadaan tulostettavassa muodossa.  
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Kuva 28: Asiakkaan yhteystiedot ja laskutushistoria 
Asiakkaan tiedoista muodostetaan kaksi erillistä taulua. Ensimmäinen taulu sisältää 
asiakkaan yhteystiedot, jotka haetaan asiakas-oliosta. Kuvan ylempään tauluun ei ole 
käytetty JQuery-kirjaston TableSorter-liitännäistä, sillä yksittäisen henkilön tietoja ei 
tarvitse lajitella. Toiseen tauluun haetaan kaikki asiakasta koskevat laskut SQL-
tietokannasta. Taulukon viimeiseen sarakkeeseen on lisätty taulukoon liittyvät 
toiminnot kuvakkeina. Nämä ominaisuudet ovat muokkaa laskua , poista lasku  
ja lisää uusi lasku . 
 
Muokkaa lasku ja lisää uusi lasku toiminnot ovat hyvin samankaltaisia. 
Kummassakin tapauksessa toiminnon valittaessa muodostetaan uusi JQuery dialog-
ikkuna uudessa web-sivussa. Avautuvat ikkunat ovat kummassakin toiminnossa 
hyvin samankaltaiset, kuten kuvista 29 ja 31 voidaan todeta. 
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Kuva 29: Lisää uusi lasku-lomake 
 
Laskuja voidaan lisätä asiakkaan tietoihin painamalla lisää lasku-kuvaketta . 
Kuvaketta painattaessa avautuu kuvan 29 mukainen lomake. Lomakkeen 
luomispäivä-kenttään automaattisesti asetetaan sen hetkinen päivämäärä. Eräpäivä 
lasketaan luomispäivän mukaan, johon lisätään 14 vuorokautta. Seuraava laskun 
eräpäivä-kenttä lasketaan luomispäivän mukaan, johon lisätään viereisen 
vetolaatikon määritelty ajanjakso. Vetolaatikolla voidaan määrittää seuraavan laskun 
eräpäivä kolmesta vaihtoehdosta, 1 vuosi, 3 kuukautta tai 1 kuukausi. Päivämääriä 
voidaan muuttaa painamalla hiirellä haluamaansa kenttää. Päivämäärä-kenttää 
painattaessa avautuu DatePicker-liitännäinen, jolla voidaan asettaa kentän 
päivämäärä. 
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Kuva 30: DatePicker-liitännäinen 
 
Luomispäivä-kenttää muuttamalla sovellus muuttaa eräpäivä ja seuraavan laskun 
eräpäivän vastaamaan oikeita arvoja. Päivämäärien lisäämiset toteutetaan 
DatePicker-liitännäisen laskumetodeilla. Laskuun voidaan lisätä tiedostoja PDF-
muotoisena lisää PDF-kentässä. Selaa-painiketta painattaessa selain pyytää 
valitsemaan kiintolevyltä laskuun liitettävän tiedoston. Lisää lasku-painikkeella 
tiedot lähetetään SQL-palvelimelle lisättäväksi uudeksi riviksi.  
 
Kuva 31: Muuta laskun tietoja -lomake 
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Laskujen muuttaminen suoritetaan painamalla muokkaa laskua-kuvaketta , jolla 
avautuu yllä oleva kuvan 31 lomake. Muokkaa laskut lomakkeeseen haetaan 
automaattisesti muokattavan laskun tiedot. Kuten kuvan 29 lomakkeessa 
päivämäärien muokkaamista varten avautuu myös kuvan 30 mukainen DatePicker-
liitännäinen.  
 
Poista laskua -kuvaketta painamalla pystytään poistamaan rivin lasku. Ennen laskun 
poistamista varmistetaan ensin haluaako käyttäjä poistaa laskun luvun 5.4.3 kuvan 
17. mukaisesti. Varmistuksen saatuaan, lähetetään asiakkaan EntryUUID ja valitun 
laskun InvoiceID tietokannalle poistettavaksi. Poisto tapahtuu alla olevan SQL-
kyselyn mukaisesti.  
 
DELETE FROM Invoices WHERE InvoiceID=? AND entryUUID=?  
 
Käyttäjä voi halutessaan vaihtaa asiakasta. Asiakastaulukon käyttäjä saadaan takaisin 
näkyviin painamalla kuvan Piilota/Näytä taulu-painiketta. Asiakastaulusta käyttäjä 
voi valita uuden asiakkaan valittavaksi. 
 
 
 
 
 
6. VALVONTA, TESTAUS JA KÄYTTÖÖNOTTO 
 
Työn edistymistä valvottiin varsinkin projektin alku- ja loppuvaiheissa viikoittain. 
Viikoittaisissa palavereissa käytiin läpi Viishanke OY:n toimihenkilön kanssa työn 
toteutuksen edistymistä ja yrityksen laatuvaatimuksien toteutumista. Mikäli työn 
toteutus ei vastannut Viishanke OY:n laatuvaatimuksia, ongelmakohdat käytiin läpi 
ja mahdollisesti ehdotettiin korjaavia toimenpiteitä. Valvontaprosessin aikana saatiin 
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suurin osa virheistä ja ongelmakohdista kartoitettua ja ratkaistua ennen varsinaista 
testausvaihetta. 
 
Työn ohjelmointiosuuden päätyttyä työssä aloitettiin testausvaihe, jossa pyrittiin 
löytämään mahdollisimman paljon ongelmakohtia korjattavaksi. Testausvaiheet 
käytiin läpi testitapaus kerrallaan. Testauksessa käytettiin kahta ympäristöä ja neljää 
eri selainta. Testauksessa käytettiin Mozilla Firefox:ia, Internet Exploreria, Google 
Chromea sekä Opera selaimia. Suuri osa testauksesta suoritettiin paikallisessa 
testiympäristössä, jossa käytiin läpi mahdollisimman tarkasti mahdolliset ongelmien 
aiheuttajat, kuten alustamattomat tai kielletyt näppäinmerkit kaavakkeen kentissä ja 
virheellinen syntaksi ohjelmakoodissa. Testauksia varten työ tallennettiin Viishanke 
OY:n palvelimelle, jossa myös Viishanke OY:n toimihenkilöt pystyivät käymään 
läpi sovellusta ja informoimaan mahdollisista virheistä ja antamaan 
korjausehdotuksia. 
 
Viimeisenä testauksena suoritettiin XHMTL-koodin validointi. Validoinnissa 
käytettiin The W3C Markup Validation Serviceä. Palvelun avulla pystyttiin 
tarkistamaan HTML- ja XHML-ohjelmakoodin oikeaoppinen rakenne. Koodin 
rakenne on oikeaoppinen vasta läpäistyään validoinnin alla olevan kuvan 32 
mukaisesti. 
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   Kuva 32: Validi XHTML-koodi 
 
Testauksessa havaittiin pieniä puitteita ohjelmakoodissa, jotka korjattiin. 
 
Sovellukset aiotaan ottaa käyttöön tulevaisuudessa. Sinällään sovellukset ovat 
käyttövalmiita ja ovat Viishanke Oy:n omalla palvelimella tallennettuina, mutta 
hallintasovellukselle aiotaan tulevaisuudessa kehittää vielä toiminnot asiakkaiden 
hallintaan, jolla saadaan asiakastietokanta helpommin koottua. Sovelluksille 
hankitaan SSL-sertifikaatit, jolloin voidaan paremmin suojattu yhteys sovittaa 
sovelluksiin. 
 
 
 
 
 
 
 
7. YHTEENVETO 
 
Työlle määritetyt vaatimukset pystyttiin toteuttamaan ja sovellukset saatiin 
käyttövalmiiseen kuntoon. Ajan loppumisen takia pois jätetyt ylimääräiset 
ominaisuudet teen jälkikäteen. Jatkokehitykset alaiset toiminnot, kuten 
asiakashallinta ja suojattu SSL-yhteys tullaan kehittämään lähitulevaisuudessa ennen 
kuin sovellukset otetaan varsinaiseen käyttöön. 
 
Parannettavaa työn suorituksessa olisi ollut ajankäytön ja työmäärän mitoittamisen 
kanssa. Työn suoritus venyi yli suunnitelmien mukaisen aikataulun.  
 
Työ oli erittäin opettavainen. Valvonnan alaisena opin sen kuinka paljon 
laatuvaatimukset vaikuttavat työn rakenteen suunnittelemiseen ja ajankäytön 
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lisääntymisen. Toteutuksessa työn määrä lisääntyi huomattavasti pakollisten 
rakenteellisten muutoksien takia, jotta työ läpäisisi vaaditut laatuvaatimukset. 
Toiminnolliset ratkaisut menivät helposti uusiksi, jos niitä ei ollut rakennettu 
tarpeeksi huolellisesti. Tähän en ollut osannut varata tarpeeksi aikaa 
projektisuunnitelmaa tehdessäni.  
 
Tulevaisuudessa toivon, että pääsen jatkokehitykseen mukaan ja sovellukset saadaan 
otettua käyttöön kokonaisuudessaan ja jatkossa voisin mahdollisesti saada muita 
työtoimeksiantoja Viishanke Oy:ltä. 
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