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OMG(Object Magement Group) において提案されているモバイルエージェントシステ
ムの標準仕様 (Mobile Agent System Interoperability Facilities)でも、Placeと呼ばれ
る概念が定義されている [31]。














































































































































[65, 66, 67, 68, 69, 70, 80, 81, 82] 。
一方、プログラムコードやその解釈・実行の方法をプログラム自身が実行時に制御・変
更するための計算機構であるリフレクション（自己反映計算機構）[17, 18, 19, 77, 23]は、
自律的適応の要素技術の一つと考えられる。リフレクションを導入した様々なプログラミ







また、AOP(Aspect Oriented Programming) における aspect の織り込み (weaving)
をシステム稼動時に動的に行える Dynamic AOPの研究 [52, 49, 54, 53, 55, 74]やアプ
リケーションを構成するコンポーネントのコンフィギュレーションを自動的に行うミド






























































































































































































































































² Aの退避優先度が Bの退避優先度よりも大きい場合を Aは Bより大きいとする。
² Aと Bの退避優先度が同じ場合は、Aの退避予想コストが Bの退避予想コストと
小さい場合を Aは Bより大きいとする。









































Agent1 A 4 7
Agent2 B 2 8
Agent3 A 3 5
Agent4 C 3 2

















erStatusがサポートされているOSはWindows XP, Windows 2000 Professional,









WindowsCE： WindowsCE においても、API が提供されており、システム関数
GetSystemPowerStatusEx、あるいは GetSystemPowerStatusEx2 によりバッテ
リ状態に関する情報を取得できる [124]。GetSystemPowerStatusExはWindows
用 API である GetSystemPowerStatus と同等の情報に加えてバックアップバ
ッテリの状態を取得することができる。また、GetSystemPowerStatusEx2 は
GetSystemPowerStatusExの拡張となっており、バッテリの電圧レベル等のより
































ケーションは図 3.2に基づき、数値計算を行うクラス Nibun（図 3.2の ApplicationClass
に相当）とエージェントのクラス NibunAgent（図 3.2の ApplicationAgentに相当）で
構成される（具体的なコードは付録 A を参照のこと）。他のアプリケーションエージェ
ントの例も同様のクラス構成となっている。以下は x2 ¡ 2 = 0の負の解を求めるクラス
Nibunのコードの一部である。
a= -2.0; b=0.0;
c=0.0; x=0.0; fa=0.0; fb=0.0; fc=0.0; eps=1.0;
// 以上の変数はインスタンス変数で移動時に状態が保持される。
while(eps>1.0E-5) {














double calc(double x) {
double f = 0.0;

































評価実験に利用したマシンは DELL LATITUDE C840(CPU:1.60GHz, メモ

















クラス Nibun を Java プログラムとして実行した場合の実行時間とクラス NibunAgent
を EASTER でロードし実行した場合の実行時間を比較した。実行時間差を分かりやす


























数値計算 A 4 2
時間管理 A 2 2
















数値計算 232 595 236
時間管理 330 918 293




























えば、ローカルにネットワーク接続された二つのノート PC（マシン A,マシン B）を電
源供給がない状況で利用することを想定する (図 3.11)。
マシン Aはあるデータ処理を 20MB/時間で処理でき、バッテリ残量が 2時間とする。
マシン Bは 10MB/時間で処理でき、バッテリ残量が 5時間とする。60MBのデータを処
理したい場合、マシン Aでは 3時間、マシン Bでは 6時間かかるため、このままでは処
理することが不可能である。この処理をバッテリ切れに自動適応できる移動エージェン
トとして実現すれば、まずマシン Aで 2時間処理を行い（すなわち 40MB分の処理を行







































































































































































































































































1. エージェント 1 のメタレベルプログラムにおいて、受信したメッセージ mA が処
理できないすなわち未知のメッセージであることを検知する。






















attribute ( attr1 = Init1; :::; attrnm = Initnm )
method ( mthd1; :::;mthdmm )
spec ( PrologClause1; :::; PrologClausetm ) g,
basef
attribute ( attrnm+1 = Initnm+1; :::; attrnb = Initnb )
method ( mthdmm+1; :::;mthdmb )
spec ( PrologClausetm+1; :::; PrologClausetb ) g
)
aidは当該エージェントの識別子である。meta{ : : : }はメタレベルプログラムの定義部
であり、base{ : : : }はベースレベルプログラムの定義部である。
attribute( : : : )では、各レベルでの属性を定義する。attri は属性名、Initi はその
初期値である。メソッドの定義においては、属性 Attrに現時点で保持されている値を参
照するには"$Attr"と記述し、属性 Attrそのものを表すには"Attr"と記述する。
method( : : : )はメソッドの定義部である。本定義部におけるmthdi は、次の形式のメ
ソッドの定義である。







右辺は Method の処理手続き本体で，SubMethod 1 から SubMethod n の順番で逐次
的に実行される．各 SubMethod i(1 · i · n) は，属性やパラメタ（prolog 変数）への
代入、メッセージ送信、if文、内部メソッド呼び出し、のいずれかである。繰り返しはメ
ソッドの再帰呼び出しで表現する。

















図中 1行目の agent1 がエージェントの識別子である。図の 2行目から始まるメタレベ
ルのプログラム定義では、attributeや specは省略されている。メソッド定義部におけ
る exec_message(Sender,Msg)(3～6 行目) はメタプロトコルの一つであり、ベースレ
ベルメッセージをメッセージキューから取り出した後の処理を再定義する。この例では、
know(Msg,Result) で Msg が自分のベースレベル定義で処理できるかどうかを判定し、
処理できなければ、送信元のエージェント Senderに未知メッセージである旨のメタレベ
ルメッセージを送信し (Sender <= m(meta,unknown(Msg)))、処理できるならば自分の
中で実行する (interpret(Msg,_))、という処理を定義している。これは、4.1.4節で与











この関数の計算結果である 4 は属性 state に格納される（14 行目）。関数 plus は図の
15行目にあるように plus(X,Y,Z)という prolog 節で定義される。X,Yを入力とし、そ
の和を Zに返すプログラムである。ただし、関数の呼び出しは、14行目にあるように、最
後の引数を除いた plus(X,Y)の形式で行なわれる。






enter EnterCondition & always AlwaysCondition & exit ExitCondition
where PrologClauses,
f global(
attribute ( attr1 = Init1; :::; attrag = Initag )
method ( mthd1; :::;mthdmg )
spec ( PrologClause1; :::; P rologClausepg ) ),
local(
attribute ( attrag+1 = Initag+1; :::; attragl = Initagl )
method ( mthdmg+1; :::;mthdmgl )
spec ( PrologClausepg+1; :::; PrologClausepgl ) ) g,
field attribute (
(fattr1 = Finit1 j read read permit1, write write permit1, read write proc1),
























global( : : : )では場固有のグローバルメソッドを定義し、local( : : : )では場固有の
ローカルメソッドを定義する。ともにエージェントのベースレベル定義と同じ文法の式で
ある。





read write proci ではその属性の読み込みおよび書き込みの手続きを定義する。




図中 1行目の field_A が場の識別子である。
51
2 行目の enter から始まる定義文は場の制約である。この例では、エージェントが場
field_A に入るには、ベースレベルに attrAという属性を持ち、かつその値が正でなけ
ればならない、ということを定義している。
場のグローバルメソッドを global で始まる定義文 (3～8行目)で定義している。ここ

















{ エージェントデータベース (図 4.15 のエージェント) がノード上のすべての
エージェントとその状態を保持・管理している。
{ 場のデータベース (図 4.15の場) において、生成された場およびその状態を保
持・管理している。







² GUI インタフェースは Flage プログラムとWeb ブラウザまたは Tcl/TK プログ
ラムによる GUIを仲介する機能である。これを利用することにより、Webブラウ
ザまたは Tcl/TK の GUI パネルによる Flage アプリケーションのユーザインタ






Prolog で実装し、ネットワークハンドラーと GUI インタフェースは Java で実装して
いる。
53












































































図 4.21 社員エージェント（社員 05）の移動結果 (全体モニタ)
この移動に伴い、社員エージェント（社員 05）の持つ機能構成も変更されている (図














































ウィンドウはユーザが SS エージェントにメッセージを送るもの（Metalevel Input、


















































































グラフィカルに表示する (図 4.25のアクション 1)。表示プログラム自体も動的に
取得するため、Webブラウザの場合とは異なり、そのデータは HTMLのような統
一的なフォーマットで記述されている必要はない。













図 4.26 柔らかなコンテンツブラウザの GUIパネル
3. 獲得したデータおよび場のプログラムを使って、個人の独自データを作成し、自ら


































































































モデル [5]に代表される計算モデルや数多くのプログラミング言語 [7, 12, 8, 11, 9, 10, 13]、
ミドルウェア [14, 15, 16]が開発されてきた。
一方で、ソフトウェアの自己制御を実現する技術として、リフレクション（自己反映計
























gramming) における aspect の織り込み (weaving) をシステム稼動時に動的に行える
Dynamic AOPの研究 [52, 49, 54, 53, 55, 74]やアプリケーションを構成するコンポーネ





















ントの研究は、1990 年代の中ごろに Telescript[29] の発表や Java の出現を契機に活発
化し、これまでに数多くのモバイルエージェントプラットフォームが開発されている































セスやエージェントが共有メモリを介して協調動作を行う協調計算モデル [42, 43, 38, 40]
































代表される Aspect Oriented Programming の研究が盛んになるとともに、Java のオブ
ジェクトコードを操作するライブラリ [50, 51]も利用できるようになっている。Java が
提供する Re°ection 機能 [59]とこうしたライブラリを活用することにより、Javaを用い
て処理系の性能も考慮した本アーキテクチャの実装が可能となると考えられる。さらに場















































































































































































































































































































































述するビークル定義部は prolog形式のスクリプトであり、CKI Prolog[110] の文法に基
づいた prolog節の集合である。
また、ガイドエージェント定義部からは、予約語 external: を用いて、
serviceagent で指定するサービスエージェントクラスが提供する API を pro-
log 述語として呼び出すことができる。external: では、サービスエージェントクラス
















































































































































































1. GuideAgent 部の述語 go が起動される。その節の中の'Vehicle::go' が呼
ばれて、Vehicle 部の述語 go、さらにサーバに移動するプリミティブである






















*1 Vehicle部から GuideAgent部の述語を呼び出すには、接頭辞 GuideAgent::を使う。
*2 内側のステイショナリフィールドから出た直後に起動される述語として afterExitが用意されている。
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が実行される。これにより、個人エージェント ctest のビークルの API とショッピング
モール mallのガイドエージェント用ビークルの APIである述語 posが呼ばれる。mall






















して実装を行い、現在は Compaq社の iPAQ上で動作を確認している。図 5.9にMolFie
クライアントマシン上の端末インタフェース画面を示す。











































































































































































































































































































































































































分野である AOSD(Aspect Oriented Software Engineering)[61] におけるモデリング手
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public void escapeToFile() { }
}
A.1.2 クラス Nibun
public class Nibun extends Thread implements Serializable {
int n;
double a, b, c, x, fa, fb, fc, eps;
NibunAgent parent;
long time;
public Nibun(NibunAgent na) {
parent = na;
}
public void run() {
time = System.currentTimeMillis();
for( int i = 0 ; i < 100 ; i++ ) {
// 初期値
a= -100.0; b=0.0;



































double calc(double x) {
double f = 0.0;






























































agent-exp ::= "agent(" agentID "," metaDefinition "," baseDefinition ")"
agentID ::= GroundTerm













attributeDefinition ::= "attribute " "(" attr {"," attr}* ")"
methodDefinition ::= "method " "(" mthd {"," mthd}* ")"
specDefinition ::= "spec " "(" spec {"," spec}* ")"
filenames ::= GroundTerm | list of GroundTerm
attr ::= attributeID "=" val
attributeID ::= Symbol
val ::= Term
mthd ::= mtd-pttn "::" proc
mtd-pttn ::= "#" Term | Term
proc ::= agentTerm "<=" msg-pttn
| fieldTerm "<<=" msg-pttn
| attribute-term ":=" "(" agentTerm "<=" msg-pttn ")"
| attribute-term ":=" val
| param "=" val
| param "=" "(" agentTerm "<=" msg-pttn ")"
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| "(" proc ";" proc ")"
| "if" booleanExp "then" "(" proc ")" [ "else" "(" proc ")"]
| proc-call
agentTerm ::= Term | Term "@" node-name
fieldTerm ::= node-name | Term | Term "!" node-name
node-name ::= Symbol
attribute-term ::= Symbol | Var
param ::= Var
proc-call ::= Term
msg-pttn ::= "m(" level "," Term ")"
spec ::= PrologClause
level ::= meta | base
Symbol は prolog の原始記号，Term は一般の項 (prolog と同じ形式の項で、定義中







attribute ( attr1 = Init1; :::; attrnm = Initnm )
method ( mthd1; :::;mthdmm )
spec ( PrologClause1; :::; P rologClausetm ) g,
basef
attribute ( attrnm+1 = Initnm+1; :::; attrnb = Initnb )
method ( mthdmm+1; :::;mthdmb )
spec ( PrologClausetm+1; :::; P rologClausetb ) g,
図 B.1 エージェントの定義



























右辺は Method の処理手続き本体で，SubMethod 1 から SubMethod n の順番で逐次





各 SubMethod i(1 · i · n)は，以下の文のどれかである (文法規則を参照のこと)。
² 属性への値の代入 (attribute-term := val)
² パラメタへの値の束縛 (param = val)
² 非同期メッセージ送信 (agentTerm <= msg-pttn)
メッセージ (msg-pttn) をエージェント (agentTerm) に送ることを表す．送信先
は、実行時に決まっていればよい。すなわち、agentTerm はその文が実行される
ときに ground termでなければならない。
² 同 期 メ ッ セ ー ジ 送 信 (attribute-term := (agentTerm <= msg-pttn),
param = (agentTerm <= msg-pttn))
attribute-term := (agentTerm <= msg-pttn) は，問い合わせメッセー
ジ (msg-pttn) を、エージェント ( agentTerm) に送信し，その返答値を属性
(attribute-term)に代入することを表す．エージェントが返答を待っている間，
メソッドの実行は中断される。param = (agentTerm <= msg-pttn) も同様で、
返答値がパラメタ paramに束縛される。返答は、m( レベル , reply( 問い合わせ
メッセージ , 返答値 )) の形式 (reply形式)で送られてくる。すなわち、問い合
わせメッセージを受けたエージェントは reply形式で返答メッセージを送らなけ
ればならない。
² 場へのブロードキャスト (fieldTerm <<= msg-pttn)
場 (fieldTerm) へのマルチキャストを意味する。送信先は、実行時に決まってい
ればよい。すなわち、fieldTermはその文が実行されるときに ground termでな
ければならない。fieldTerm の文法規則の Term は同一ノード内のフィールドを
指す。Term!node-name はノード node-name 内のフィールド Term を意味する。
プログラムではこれらのうちいずれかの形式で場を指定する。























append([1,2],[3]) は [1,2,3] と 計 算 さ れ る が 、\append([1,2],[3]) は
append([1,2],[3])という項として扱われる。
データ、関数、述語









































とその場合の処理手続き (EP Procedure)は、ProtocolName::EP Procedure という形
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式で表現される。以下にメタプロトコルとそのデフォルトの処理内容を示す。





err message(Receiver,Msg) キューから取り出したメッセージ Msg がエラーメッ












ui window(File) 右辺に tcl(File)と指定し、Tcl/Tkのプログラム File をエージェン
トのユーザインタフェースウィンドウとして起動する (B.1.5章を参照のこと)。
デフォルトでは、ユーザインタフェースウィンドウは起動しない。






adapt enter ¯eld(Field,Result) 場 Field に入る時に、エージェントが場に入るための
条件を満たさなかった場合の適合メソッドを定義する。Result には適合の解
となるベースレベル定義 (属性名=属性値のリスト) を返す。場に入るメソッド
enter(Field,EnterResult) は、この結果 Result に基づいた適合を行ない、
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EnterResult に success を返す。Result が fail の場合は EnterResult に
fail を返すだけでエージェントは場には入らない。デフォルトでは Result に
fail を返す。
adapt always ¯eld(Attr,Fields,Result) エージェントが属性 Attr の値を変更する際に、
現在属している場 Fields(場のリスト)で常に成り立つ条件を侵した場合の適合メ


















refer base de¯nition(+Part,-Def) ベースレベルの定義を参照し、パラメタ Def に返す
(リスト形式)。Partでは、参照する場所 (外部メソッド public_method、内部メ





write base de¯nition(+Part,+Def) ベースレベルの定義を Def に書き換える。Part で
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は、参照する場所 (メソッド method、関数定義 spec)を指定する。
add base attribute(+Attr=Val) ベースレベルに新たな属性 Attr=Val(属性名=初期値)
を加える。
del base attribute(+Attr) ベースレベルから属性 Attr を削除する。
refer base attribute(+Attr,-Val) ベースレベルの属性 Attr の値を Valに返す。










create/copy/kill agent(ID)と exec tcl(Com)も含まれる。また、場の属性への読
み書きメソッドが入っているメソッドはテスト実行できない。




pick base msg(-Msg) キューに入っている先頭のベースレベルメッセージを取り出し、
Msgに{Sender,m(base,Message)}を返す。
















釈実行が正常に終了した場合は、Resultに normal を返し、異常終了 (アボート)
した場合は、その他の値 (failなど)を返す。
know local(+LCall,-Result) 内部メソッド呼びだし LCallに対し、それとマッチする内
部メソッドがベースに存在していれば、マッチを行なったその本体を Resultに返
し、存在していなければ、falseを Resultに返す。
interpret local(+LocalMethod,-Result) ベースレベルの内部メソッド LocalMethod の
解釈実行を行なう。解釈実行が正常に終了した場合は、Resultに normal を返し、
異常終了 (アボート)した場合は、その他の値 (failなど)を返す。
interpret seq(+Seq,-Result) ベースレベルメソッドの手続きのリスト Seqの解釈実行を
順に行なう。解釈実行が正常に終了した場合は、Resultに normal を返し、異常
終了 (アボート)した場合は、その他の値 (failなど)を返す。
exec base spec(+Spec,-Result) ベースレベルの関数 Specの解釈実行を行ない、結果を
Resultに返す。
■場に関連したメソッド
enter(+Field,-EnterResult) 場 Field に入る (B.1.3 章を参照のこと)。場に入ることに
成功した場合、EnterResultに success を返し、失敗した場合、Resultに fail
を返す。
exit(+Field,-ExitResult) 場 Fieldを出る (B.1.3章を参照のこと)。場を出ることに成功
した場合、ExitResult に success を返し、失敗した場合、Result に fail を
返す。




move node(+Node1,+Node2) ノード Node1を出て、ノード Node2に入る (B.1.4章を
参照のこと)。
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move node bymail(+Node1,+Node2) Sendmail を用いた move node(Node1,Node2)
を実行する (B.1.4章を参照のこと)。
read(+Field,+FA,-Val) 場 Fieldの属性 FAを読み、Valに値を返す (B.1.2章を参照の
こと)。場の中では、場固有のメソッドとしてベースレベルメソッドから呼び出
せる。
write(+Field,+FA,+Val) 場 Fieldの属性 FAに値 Valを代入する (B.1.2章を参照のこ
と)。場の中では、場固有のメソッドとしてベースメソッドから呼び出せる。
list ¯eld attributes(+Field,-AttrList) 場 Fieldの場固有の属性名リストを AttrListに
返す (B.1.2 章を参照のこと)。エージェントが場 Field の中にいる時は場固有の
属性のすべてのリストを返し、場の外にいる時は、外からアクセスできる属性のリ
ストを返す。
add ¯eld attribute(+Field,+AttrDef) 場 Field に、AttrDef の定義の場の固有属性を
追加する。AttrDefは{Attr=Init,R,W,IOProc}の形式の属性定義である (B.1.2
章を参照のこと)。
add adapt method(+AMDef) AMDef(場の制約に適応するためのメソッド定義) をエー
ジェント内のメソッドとして取り込む (B.1.3章を参照のこと)。
del adapt method(+AMDef) AMDef(場の制約に適応するためのメソッド定義) をエー
ジェント内のメソッドから削除する (B.1.3章を参照のこと)。
ask adapt method(+AdaptMethod,-Result) AdaptMethodで指定したパターンの場の制
約に適応するメソッドをエージェントが持っている場合、Resultに trueを返し、
そうでない場合は falseを返す (B.1.3章を参照のこと)。
create ¯eld/3 場を生成する (B.1.2章を参照のこと)。
create ¯eld/2 場を生成する (B.1.2章を参照のこと)。
load ¯eld/4 場をファイルから生成する (B.1.2章を参照のこと)。
load ¯eld/3 場をファイルから生成する (B.1.2章を参照のこと)。
load ¯eld def/3 場の定義をファイルから獲得する (B.1.2章を参照のこと)。
create net ¯eld/4 ノードを跨った場を生成する (B.1.4章を参照のこと)。
erase net ¯eld/1 ノードを跨った場を消去する (B.1.4章を参照のこと)。









refer history(-History) ベースレベルメソッドの変更履歴を Historyに返す (B.1.1章を
参照のこと)。
refer original(-Def) エージェント生成時の定義、属性値を Def に返す。
initialize エージェントの定義、属性値を生成時の状態に戻す。
initialize(+Attr) エージェントのメタレベル組み込み属性 Attr(field_log または
history)を初期化する。
save agent(+File) エージェントを File で指定されたファイルに保存する。メタ、ベー
スの状態や所属している場、メッセージキューの状態もすべて保存される。















(add base attribute,attribute,Old,New) エージェントがベースレベルの属性を増やすプ
リミティブを実行したときの変更履歴。Oldは []であり、Newは追加する新たな
属性定義である。

















(enter Node,null,null,null) 新たなノード Nodeに入った時の履歴である。








































































































fieldConstraint ::= "enter" constraintDefinition "&"
"always" constraintDefinition "&"
"exit" constraintDefinition
["where" "(" spec ")" ]
constraintDefinition ::= booleanExp
booleanExp ::= AtomicBooleanExp
| booleanExp "and" booleanExp
| booleanExp "or" booleanExp
| "not" booleanExp
booleanExpDefinition ::= spec {"," spec}*
fieldMethods ::= "{" "global(" fieldMethod ")" ","






auxAttributeDefinition ::= "attribute" "(" auxattr {"," auxattr}* ")"
fieldMethodDefinition ::= "method" "(" fieldmthd {"," fieldmthd}* ")"
auxSpecDefinition ::= "spec" "(" auxspec {"," auxspec}* ")"
fieldmthd ::= mthd | mthd_info
mthd_info ::= ":- method_info(" interface {","interface}* ")"
interface ::= method-name"(" arg-info {"," arg-info}* ")" | Term
method-name ::= Symbol
arg-info ::= inout type




fieldAttributes ::= "field_attribute" fieldAttribute
fieldAttribute ::= "null" | "(" fAttribute {"," fAttribute}* ")"




read-permit ::= "public" | "local"
write-permit ::= "public" | "local" | "protected"
readwrite-proc ::= readwrite-mthd
[readwrite-spec]
readwrite-mthd ::= "method " "(" mthd {"," mthd}* ")"
readwrite-spec ::= "spec " "(" spec {"," spec}* ")"
Symbol、Term、GroundTermはエージェントの文法規則と同じである。
■場の制約の定義























(length([_|L],N,N1) :- TN is N+1,!,length(L,TN,N1)) )
■場の固有メソッドの定義
場を出てもエージェントのベースレベル内に保持するメソッド (場のグローバルメソッ




報:- method_info(methodA(ArgInfoA1,...), methodB(ArgInfoB1,...),...) を





























を行なうと、場 Fieldの属性 Attribute 専用の prologデータベースに Valが登録され























































第 三 引 数 は 、[Key, Assoc, EnterAdapt, ExitAdapt](ま た は [Assoc,
EnterAdapt,ExitAdapt]) という形式のデータで、場固有の属性 key、
























































{AdaptMethod method メソッド定義 spec 関数定義} または
{AdaptMethod method メソッド定義}











del adapt method(+AMDef) AMDef(上記の形式のメソッド定義)をエージェント内のメ
ソッドから削除する。




















すでに入っている場の定義 enter always exit 場固有のメソッド
新たな場の enter ×
































































































mput level msg m(level,msg)をエージェントに送信する
rput level msg reply エージェントが送信した m(level,msg)に対する返事の値を
replyとしてエージェントに返信する
bput level field msg m(level,msg)を fieldにブロードキャストする









frame .root -height 140m -width 130m
button .root.label -text $agentid -relief raised
label .root.metailabel -text "Metalevel Input" -relief raised
entry .root.metainput -relief sunken -textvariable metamsg
label .root.metaolabel -text "Metalevel Output" -relief raised
frame .root.metaoutput -height 40m
text .root.metaoutput.disp -height 100 -wrap char -relief sunken \
-font -*-times-medium-r-normal--20-*-iso8859-1 \
-bg blue4 -fg white -yscrollcommand ".root.metaoutput.y set"
scrollbar .root.metaoutput.y -relief sunken -command ".root.metaoutput.disp yview"
label .root.baseilabel -text "Baselevel Input" -relief raised
entry .root.baseinput -relief sunken -textvariable basemsg \
-font -*-times-medium-r-normal--20-*-iso8859-1
label .root.baseolabel -text "Baselevel Output" -relief raised
frame .root.baseoutput -height 50m
text .root.baseoutput.disp -height 300 -width 100 -wrap char -relief sunken \
-font -*-times-medium-r-normal--20-*-iso8859-1 -spacing1 2m\
-bg blue4 -fg white -yscrollcommand ".root.baseoutput.y set"
scrollbar .root.baseoutput.y -relief sunken -command ".root.baseoutput.disp yview"
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pack .root
pack propagate .root 0
pack .root.label \
.root.metailabel .root.metainput \
.root.metaolabel .root.metaoutput -fill x
pack propagate .root.metaoutput 0
pack .root.baseilabel .root.baseinput \
.root.baseolabel .root.baseoutput -fill x
pack .root.metaoutput.y .root.metaoutput.disp -side left -fill y
pack .root.baseoutput.y .root.baseoutput.disp -side left -fill y
bind .root.metainput <Return> {
.root.metaoutput.disp insert end metamsg>$metamsg\n




bind .root.label <1> {exit}
proc sendmsg {level msg} {
switch -glob $msg "" {}\
"reply:*" {regsub {reply:(.+)===(.+)} $msg {\1} sc1;\
regsub {reply:(.+)===(.+)} $msg {\2} sc2;\
rput $level $sc1 $sc2} \
"*<<=*" {regsub {(.+)<<=(.+)} $msg {\1} sc1;\
regsub {(.+)<<=(.+)} $msg {\2} sc2;\
bput $level $sc1 $sc2} \
default {mput $level $msg}
}
proc watchmsg {interval} {
showmsg
after $interval [list watchmsg $interval]
}
proc showmsg {} {
set msgbuf [getmsg]
switch -glob $msgbuf "" {}\
"From: * m(0,*)" - \
"From: * m(base,*)" {display $msgbuf} \
"exec_tcl*" {regsub exec_tcl.(.+). $msgbuf {\1} exec_comm;\
eval $exec_comm}\
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default {.root.metaoutput.disp insert end $msgbuf\n;\
.root.metaoutput.disp yview -pickplace end}
}
#----------
bind .root.baseinput <Return> {
.root.baseoutput.disp insert end basemsg>$basemsg\n




proc display {msgbuf} {
regsub From:.+m(.+,(.+)) $msgbuf {\1} msgbuf1;
.root.baseoutput.disp insert end $msgbuf1\n;
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