We explain theoretically a curious empirical phenomenon: "Approximating a matrix by deterministically selecting a subset of its columns with the corresponding largest leverage scores results in a good low-rank matrix surrogate". In this work, we provide a novel theoretical analysis of deterministic leverage score sampling. We show that such sampling can be provably as accurate as its randomized counterparts, if the leverage scores follow a moderately steep power-law decay. We support this power-law assumption by providing empirical evidence that such decay laws are abundant in real-world data sets. We then demonstrate empirically the performance of deterministic leverage score sampling, which many times matches or outperforms the state-of-the-art techniques.
INTRODUCTION
Recently, there has been a lot of interest on selecting the "best" or "more representative" columns from a data matrix [13, 26] . Qualitatively, these columns reveal the most important information hidden in the underlying matrix structure. This is similar to what principal components carry, as extracted via Principal Components Analysis (PCA) [23] . In sharp contrast to PCA, using actual columns of the data matrix to form a low-rank surrogate o↵ers interpretability, making it more attractive to practitioners and data analysts [33, 5, 34, 26] .
To make the discussion precise and to rigorously characterize the "best" columns of a matrix, let us introduce the following Column Subset Selection Problem (CSSP).
State of the art algorithms for the CSSP utilize both deterministic and randomized techniques; we discuss related work in Section 5. Here, we describe two algorithms from prior literature that su ce to highlight our contributions.
A central part of our discussion will involve the leverage scores of a matrix A, which we define below. [21] , Joli↵e proposes a deterministic sampling of the columns of A that correspond to the largest leverage scores`( k) i , for some k < rank(A). Although this simple approach has been extremely successful in practice [21, 22, 29, 8] , to the best of our knowledge, there has been no theoretical explanation why the approximation errors kA CC † AkF and kA CC † Ak2 should be small. One way to circumvent the lack of a theoretical analysis for the above deterministic algorithm is by utilizing randomization. Drineas et al. [13] proposed the following approach: for a target rank k < rank(A), define a probability distribution over the columns of A, i.e., the ith column is associated with a probability pi =`( k) i /k; observe that P i pi = 1, since
Then, in c independent and identically distributed passes, sample with replacement c columns from A, with probabilities given by pi. Drineas et al. [13] , using results in [30] , show that this random subset of columns C 2 R m⇥c approximates A, with constant probability, within relative error: kA CC † AkF  (1 + ") kA A k kF, when the number of sampled columns is c = O(k log k/"
2 ), for some 0 < " < 1. Here, A k 2 R m⇥n is the best rank-k matrix obtained via the SVD.
There are two important remarks that need to be made: (i) the randomized algorithm in [13] yields a matrix estimate that is "near optimal", i.e., has error close to that of the best rank-k approximation; and (ii) the above random sampling algorithm is a straightforward randomized version of the deterministic algorithm of Joli↵e [21] .
From a practical perspective, the deterministic algorithm of Joli↵e [21] is extremely simple to implement, and is computationally e cient. Unfortunately, as of now, it did not admit provable performance guarantees. An important open question [13, 29, 8] is: Can one simply keep the columns having the largest leverage scores, as suggested in [21] , and still have a provably tight approximation?
Contributions
In this work, we establish a new theoretical analysis for the deterministic leverage score sampling algorithm of Joli↵e [21] . We show that if the leverage scores`( k) i follow a su ciently steep power-law decay, then this deterministic algorithm has provably similar or better performance to its randomized counterparts (see Theorems 2 and 3 in Section 2). This means that under the power-law decay assumption, deterministic leverage score sampling provably obtains near optimal low-rank approximations and it can be as accurate as the "best" algorithms in the literature [4, 18] .
From an applications point of view, we support the power law decay assumption of our theoretical analysis by demonstrating that several real-world data-sets have leverage scores following such decays. We further run several experiments on synthetic and real data sets, and compare deterministic leverage score sampling with the state of the art algorithms for the CSSP. In most experiments, the deterministic algorithm obtains tight low-rank approximations, and is shown to perform similar, if not better, than the state of the art.
Notation
We use A, B, . . . to denote matrices and a, b, . . . to denote column vectors. In is the n ⇥ n identity matrix; 0m⇥n is the m ⇥ n matrix of zeros; ei belongs to the standard basis (whose dimensionality will be clear from the context). Let C = [ai 1 , . . . , ai c ] 2 R m⇥c contain c columns of A. We can equivalently write C = AS, where the sampling matrix is S = [ei 1 , . . . , ei c ] 2 R n⇥c . We define the Frobenius and the spectral norm of a matrix as kAk 
DETERMINISTIC COLUMN SAMPLING
In this section, we describe the details of the deterministic leverage score sampling algorithm. In Section 3, we state our approximation guarantees. In the remaining of the text, given a matrix A of rank ⇢, we assume that the "target rank" is k < ⇢. This means that we wish to approximate A using a subset of c k of its columns, such that the resulting matrix has an error close to that of the best rank-k approximation. The deterministic leverage score sampling algorithm can be summarized in the following three steps:
Step 1: Obtain V k , the top-k right singular vectors of A. This can be carried by simply computing the singular value decomposition (SVD) of A in O(min{m, n}mn) time.
Step 2: Calculate the leverage scores`( k)
i . For simplicity, we assume that`( k) i are sorted in descending order, hence the columns of A have the same sorting as well. 1 Otherwise, one needs to sort them in O(n log n) time-cost.
Step 3: Output the c columns of A that correspond to the largest c leverage scores
is more than ✓. This ensures that the selected columns have accumulated "energy" at least ✓. In this step, we have to carefully pick ✓, our stopping threshold. This parameter essentially controls the quality of the approximation.
In Section 7, we provide some guidance on how the stopping parameter ✓ should be chosen. Note that, if ✓ is such that c < k, we force c = k. This is a necessary step that prevents the error in the approximation from "blowing up" (see Section 7). The exact steps are given in Algorithm 1.
end for without loss of generality, let`( k) i 's be sorted:
Output: S 2 R n⇥c s.t. AS has the top c columns of A.
Algorithm 1 requires O(min{m, n}mn) arithmetic operations. In the full version of this paper [28] , we discuss modifications that improve the running time.
APPROXIMATION GUARANTEES
Our main technical innovation is a bound on the approximation error of Algorithm 1 in regard to the CSSP; the proof of the following theorem can be found in Section 6. Theorem 2. Let ✓ = k ", for some " 2 (0, 1), and let S be the n ⇥ c output sampling matrix of Algorithm 1. Then, for C = AS and ⇠ = {2, F}, we have kA
Choosing " 2 (0, 1/2) implies (1 ") 1  1 + 2" and, hence, we have a relative-error approximation:
Bounding the number of sampled columns
Algorithm 1 extracts at least c k columns of A. However, an upper bound on the number of output columns c is not immediate. We study such upper bounds below.
From Theorem 2, it is clear that the stopping parameter ✓ = k " directly controls the number of output columns c. This number, extracted for a specific error requirement ", depends on the decay of the leverage scores. For example, if the leverage scores decay fast, then we intuitively expect P
= k " to be achieved for a "small" c.
Let us for example consider a case where the leverage scores follow an extremely fast decay:
Then, in this case
= k ", and Algorithm 1 outputs the c = 2k columns of A that correspond to the 2k largest leverage scores. Due to Theorem 2, this subset of columns C 2 R n⇥2k comes with the following guarantee:
Hence, from the above example, we expect that, when the leverage scores decay fast, a small number of columns of A will o↵er a good approximation of the form CC † A. However, in the worst case Algorithm 1 can output a number of columns c that can be as large as ⌦(n). To highlight this subtle point, consider the case where the leverage scores are uniform`
Then, one can easily observe that if we want to achieve an error of " according to Theorem 2, we have to set ✓ = k ". This directly implies that we need to sample c > (n/k)✓ columns.
Hence, for " ! 0 we have c ! n, which makes the result of Theorem 2 trivial.
We argued above that when the leverage scores decay is "fast" then a good approximation is to be expected with a "small" c. We make this intuition precise below 2 . The next theorem considers the case where the leverage scores follow a power-law decay; the proof can be found in Section 6.
Theorem 3. Let the leverage scores follow a power-law decay with exponent ↵ k = 1 + ⌘, for ⌘ > 0:
Then, if we set the stopping parameter to ✓ = k ", for some " with 0 < " < 1, the number of sampled columns in C = AS that Algorithm 1 outputs is c = max
and C achieves the following approximation error
Theoretical comparison to state of the art
We compare the number of chosen columns c in Algorithm 1 to the number of columns chosen in the randomized leverage scores sampling case [13] . The algorithm of [13] requires
2 We chose to analyze in detail the case where the leverage scores follow a power law decay; other models for the leverage scores, example, exponential decay, are also interesting, and will be the subject of the full version of this work.
columns for a relative-error bound with respect to the Frobenius error in the CSSP:
. Assuming leverage scores follow a power-law decay, Algorithm 1 requires fewer columns for the same " when:
where C is an absolute constant. Hence, under the power law decay, Algorithm 1 o↵ers provably a matrix approximation similar or better than [13] . Let us now compare the performance of Algorithm 1 with [4] , which are the current state of the art for the CSSP. Theorem 1.5 in [4] provides a randomized algorithm which selects c = 2k
holds in expectation. This result is in fact optimal, up to a constant 2, since there is a lower bound indicating that such a relative error approximation is not possible unless c = k/" (see Section 9.2 in [4] ). The approximation bound of Algorithm 1 is indeed better than the upper/lower bounds in [4] for any ⌘ > 1. We should note here that the lower bound in [4] is for general matrices; however, the upper bound of Theorem 3 is applied to a specific class of matrices whose leverage scores follow a power law decay. Next, we compare the spectral norm bound of Theorem 3 to the spectral norm bound of Theorem 1.1 in [4] , which indicates that there exists a deterministic algorithm selecting c > k columns with error
. This upper bound is also tight, up to constants, since [4] provides a matching lower bound. Notice that a relative error upper bound requires c = ⌦ (n/(1 + ")) in the general case. However, under the power law assumption in Theorem 3, we provide such a relative error bound with asymptotically fewer columns. To our best knowledge, fixing ⌘ to a constant, this is the first relative-error bound for the spectral norm version of the CSSP with c = poly(k, 1/") columns.
EXPERIMENTS
In this section, we first provide evidence that power law decays are prevalent in real-world data sets. Then, we investigate the empirical performance of Algorithm 1 on real and synthetic data sets.
Our experiments are not meant to be exhaustive; however, they provide clear evidence that: (i) the leverage scores of real world matrices indeed follow "sharp" power law decays; and (ii) deterministic leverage score sampling in such matrices is particularly e↵ective.
Power-law decays in real data sets
We demonstrate the leverage score decay behavior of many real-world data sets. These range from social networks and product co-purchasing matrices to document-term bag-ofwords data sets, citation networks, and medical imaging Figure 1 : We plot the top 1, 000 leverage scores for 16 di↵erent data sets, obtained through V k for k = 10. The plots are in logarithmic scale. For each data-set, we plot a fitting power-law curve · x ↵ k . The exponent is listed on each figure as ↵10. The leverage scores are plotted with a red ⇥ marker, and the fitted curves are denoted with a solid blue line. We observe that the power law fit o↵ers a good approximation of the true leverage scores. We further observe that many data sets exhibit sharp decays (↵ k > 1), while only a few have leverage scores that decay slowly (↵ k < 1).
samples. Their dimensions vary from thousands to millions of variables. The data-set description is given in Table 1 .
In Figure 1 , we plot the top 1, 000 leverage scores extracted from the matrix of the right top-k singular vectors V k . In all cases we set k = 10.
3 For each dataset, we plot a fitting power-law curve of the form · x ↵ k , where ↵ k is the exponent of interest.
We can see from the plots that a power law indeed seems to closely match the behavior of the top leverage scores. What is more interesting is that for many of our data sets we observe a decay exponent of ↵ k > 1: this is the regime where deterministic sampling is expected to perform well. It of the speed of decay. This is to be expected, since for the case of k = rank(A) all leverage scores are equal. seems that these sharp decays are naturally present in many real-world data sets.
We would like to note that as we move to smaller scores (i.e., after the 10, 000-th score), we empirically observe that the leverage scores tail usually decays much faster than a power law. This only helps the bound of Theorem 2.
Synthetic Experiments
In this subsection, we are interested in understanding the performance of Algorithm 1 on matrices with (i) uniform and (ii) power-law decaying leverage scores.
To generate matrices with a prescribed leverage score decay, we use the implementation of [20] . Let V k 2 R n⇥k denote the matrix we want to construct, for some k < n. Then, [20] provides algorithms to generate tall-and-skinny orthonormal matrices with specified row norms (i.e., leverage scores). Given the V k that is the output of the matrix generation algorithm in [20] , we run a basis completion algorithm to find the perpendicular matrix
k ] where the first k columns of V are the columns of V k and the rest n k columns are the columns of V ? k ; hence, V is a full orthonormal basis. Finally we generate A 2 R m⇥n as A = U⌃V T ; where U 2 R m⇥m is any orthonormal matrix, and ⌃ 2 R m⇥n any diagonal matrix with min{m, n} positive entries along the main diagonal. Therefore, A = U⌃V T is the full SVD of A with leverage scores equal to the squared`2-norm of the rows of V k . In our experiments, we pick U as an orthonormal basis for an m ⇥ m matrix where each entry is chosen i.i.d. from the Gaussian distribution. Also, ⌃ contains min{m, n} positive entries (sorted) along its main diagonal, where each entry was chosen i.i.d. from the Gaussian distribution.
Nearly-uniform scores
We set the number of rows to m = 200 and the number of columns to n = 1000 and construct A = U⌃V T 2 R m⇥n as described above. The row norms of V k are chosen as follows: First, all row norms are chosen equal to k/n, for some fixed k. Then, we introduce a small perturbation to avoid singularities: for every other pair of rows we add 2 N (0, 1/100) to a row norm and subtract the same from the other row norm -hence the sum of`( k) i equals to k. We set k to take the values {5, 10, 50, 100} and for each k we choose: c = {1, 2, . . . , 1000}. We present our findings in Figure 2 , where we plot the relative error achieved
, where the n ⇥ c matrix C contains the first c columns of A that correspond to the k largest leverage scores of V k , as sampled by Algorithm 1. Then, the leftmost vertical cyan line corresponds to the point where k = c, and the rightmost vertical magenta line indicates the point where the c sampled columns achieve an error of kA A k k 2 2 , where A k is the best rank-k approximation.
In the plots of Figure 2 , we see that as we move to larger values of k, if we wish to achieve an error of kA CC † Ak
, then we need to keep in C, approximately almost half the columns of A. This agrees with the uniform scores example that we showed earlier in Subsection 3.1. However, we observe that Algorithm 1 can obtain a moderately small relative error, with significantly smaller c. See for example the case where k = 100; then, c ⇡ 200 sampled columns su ce for a relative error approximately equal to 2, i.e., kA
. This indicates that our analysis could be loose in the general case.
Power-law decay
In this case, our synthetic eigenvector matrices V k have leverage scores that follow a power law decay. We choose two power-law exponents: ↵ k = 0.5 and ↵ k = 1.5. Observe that the latter complies with Theorem 3, that predicts the near optimality of leverage score sampling under such decay.
In the first row of Figure 3 , we plot the relative error vs. the number of output columns c of Algorithm 1 for ↵ k = 0.5. Then, in the second row of Figure 3 , we plot the relative error vs. the number of output columns c of Algorithm 1 for ↵ k = 1.5. The blue line represents the relative error in terms of spectral norm. We can see that the performance of Algorithm 1 in the case of the fast decay is surprising: c ⇡ 1.5·k su ces for an approximation as good as of that of the best rank-k approximation. This confirms the approximation performance in Theorem 3.
Comparison with other techniques
We will now compare the proposed algorithm to state of the art approaches for the CSSP, both for ⇠ = 2 and ⇠ = F. We report results for the errors kA
A comparison of the running time complexity of those algorithms is out of the scope of our experiments. Table 2 contains a brief description of the datasets used in our experiments. We employ the datasets used in [15] , which presents exhaustive experiments for matrix approximations obtained through randomized leverage scores sampling.
List of comparison algorithms
We compare Algorithm 1 against three methods for the CSSP. First, the authors in [4] present a near-optimal deterministic algorithm, as described in Theorem 1.2 in [4] . Given A, k < rank(A) and c > k, the proposed algorithm selectsc  c columns of A in C 2 R m⇥c with
Second, in [16] , the authors present a deterministic pivoted QR algorithm such that:
. This bound was proved in [17] . In our tests, we use the where A = QR, Q 2 R m⇥n contains orthonormal columns, R 2 R n⇥n is upper triangular, and ⇡ is a permutation information vector such that A:,⇡ = QR.
Third, we also consider the randomized leverage-scores sampling method with replacement, presented in [13] . According to this work and given A, k < rank(A), and c = ⌦(k log k), the bound provided by the algorithm is
which holds only with constant probability. In our experiments, we use the software tool developed in [20] for the randomized sampling step. We use our own Matlab implementation for each of these approaches. For [13] , we execute 10 repetitions and report the one that minimizes the approximation error. Table 3 contains a subset of our results; a complete set is reserved for an extended version of this work. We observe that the performance of Algorithm 1 is particularly appealing: It is almost as good as randomized leverage scores sampling in almost all cases -when randomized sampling is better, the di↵erence is on the first or second decimal digit. Figure 4 shows the leverage scores for the three matrices used in our experiments. Although the decay for the first data sets does not fit a "sharp" power law as it is required in Theorem 3, the performance of the algorithm is still competitive in practice. Interestingly, we do observe good performance for the third data set (Enron). For this case, the power law decay fits the decay profile needed to establish the near optimality of Algorithm 1.
Performance Results

RELATED WORK
One of the first deterministic results regarding the CSSP goes back to the seminal work of Gene Golub on pivoted QR factorizations [16] . Similar algorithms have been developed in [16, 19, 10, 11, 17, 35, 32, 3, 27] ; see also [6] for a recent survey. The best of these algorithms is the so-called Strong Rank-revealing QR (Strong RRQR) algorithm in [17] : Table 3 : We present the performance of Algorithm 1 as compared to the state of the art in CSSP. We run experiments on 3 data sets described in the above table, for various values of k and c. The performance of Algorithm 1, especially in terms of the Frobenius norm error, is very close to optimal, while at the same time similar, if not better, to the performance of the more sophisticated algorithms of the comparison.
Given A, c = k, and constant f 1, Strong RRQR requires O(mnk log f n) arithmetic operations to find k columns of A in C 2 R m⇥k that satisfy
As discussed in Section 1, [21] suggests column sampling with the largest corresponding leverage scores. A related result in [35] suggests column sampling through selection over V T k with Strong RRQR. Notice that the leverage scores sampling approach is similar, but the column selection is based on the largest Euclidean norms of the columns of V T k . From a probabilistic point of view, much work has followed the seminal work of [14] for the CSSP. [14] introduced the idea of randomly sampling columns based on specific probability distributions. [14] use a simple probability distribution where each column of A is sampled with probability proportional to its Euclidean norm. The approximation bound achieved, which holds only in expectation, is [13] improved upon the accuracy of this result by using a distribution over the columns of A where each column is sampled with probability proportional to its leverage score. From a di↵erent perspective, [12, 18] presented some optimal algorithms using volume sampling. [4] obtained faster optimal algorithms while [7] proposed optimal algorithms that run in input sparsity time.
Another line of research includes row-sampling algorithms for tall-and-skinny orthonormal matrices, which is relevant to our results: we essentially apply this kind of sampling to the rows of the matrix V k from the SVD of A. See Lemma 5 in the Section 6 for a precise statement of our result. Similar results exist in [1] . We should also mention the work in [37] , which corresponds to a derandomization of the randomized sampling algorithm in [13] .
PROOFS
Before we proceed, we setup some notation and definitions. For any two matrices A and B with appropriate dimensions, kAk2  kAkF  p rank(A)kAk2, kABkF  kAkFkBk2, and kABkF  kAk2kBkF. kAk ⇠ indicates that an expression holds for both ⇠ = 2, F. The thin (compact) Singular Value Decomposition (SVD) of a matrix A 2 R m⇥n with rank(A) = ⇢ is:
. The matrices U
A and V A contain the left and right singular vectors, respectively. It is well-known that
is the i-th eigenvalue of A.
Proof of Theorem 2
To prove Theorem 2, we will use the following result.
Lemma 4. [Eqn. 3.2, Lemma 3.1 in [4] ] Consider A = AZZ T + E 2 R m⇥n as a low-rank matrix factorization of A, with Z 2 R n⇥k , and Z T Z = I k . Let S 2 R n⇥c (c k) be any matrix such that
. We will also use the following novel lower bound on the smallest singular value of the matrix V k , after deterministic selection of its rows based on the largest leverage scores.
Lemma 5. Repeat the conditions of Theorem 2. Then,
We use the following perturbation result on the sum of eigenvalues of symmetric matrices. Lemma 6. [Theorem 2.8.1; part (i) in [9] ] Let X and Y be symmetric matrices of order k and, let 1  i, j  n with i + j  k + 1. Then,
. Let S 2 R n⇥c sample c columns from A with c k. Similarly, letŜ 2 R n⇥(n c) sample the rest n c columns from A. Hence,
T V k , i = k, and j = 1, in Lemma 6. Notice that i + j  k + 1, and k (X + Y) = 1; hence:
The proof of Theorem 2 is a straightforward combination of the Lemmas 4 and 5. First, by picking Z = V k in Lemma 4 we obtain:
In the above, we used the facts that E = A AV k V T k = A A k , and the spectral norm of the sampling matrix S equals one. Also, we used that rank(V T k S) = k, which is implied from Lemma 5. Next, via the bound in Lemma 5:
Proof of Theorem 3
Let ↵ k = 1 + ⌘ for some ⌘ > 0. We assume that the leverage scores follow a power law decay such that:`( k) i = (k) 1 
/i
1+⌘ . According to the proposed algorithm, we select c columns such that P c i=1`( k) i > ✓. Here, we bound the number of columns c required to achieve an " := k ✓ approximation in Theorem 2. To this end, we use the extreme case P c i=1`( k) i = ✓ which guarantees an (1 + ")-approximation. For our analysis, we use the following well-known result. In our case, consider f (i) = 1 i 1+⌘ . By definition of the leverage scores, we have:
By construction, we collect c leverage scores such that k ✓ = ". This leads to:
To bound the quantity on the right hand side, we observe where the first inequality is due to the right hand side of the integral test and the third inequality is due to 1 + P n i=2
