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Abstract. Systems in Ambient Intelligence (AmI) need to manage workflows that 
represent users’ activities. These workflows can be quite complex, as they may 
involve multiple participants, both physical and computational, playing diﬀerent 
roles. Their execution implies monitoring the development of the activities in the 
environment, and taking the necessary actions for them and the workflow to reach a 
certain end. The context-aware approach supports the development of these 
applications to cope with event processing and regarding information issues. 
Modeling the actors in these context-aware workflows, where complex decisions and 
interactions must be considered, can be achieved with multi-agent systems. Agents 
are autonomous entities with sophisticated and flexible behaviors, which are able to 
adapt to complex and evolving environments, and to collaborate to reach common 
goals. This work presents architectural patterns to integrate agents on top of an 
existing context-aware architecture. This allows an additional abstraction layer on top 
of context-aware systems, where knowledge management is performed by agents. 
This approach improves the flexibility of AmI systems and facilitates their design. A 
case study on guiding users in buildings to their meetings illustrates this approach. 
Keywords: Context-aware systems; Workflow design; Multi-Agent Systems; 
Ambient Intelligence. 
1. Introduction 
Ambient Intelligence (AmI) systems integrate a diverse set of technologies and 
devices in order to provide services to users in an unobtrusive way. Raw data coming 
from sensors of the environment are aggregated and filtered to create more abstract 
information [22], which can be processed by application components at a higher level 
[20], in order to decide what actions should be performed on the environment [21].  
This process involves several activities. For instance, finding the available sources of 
information and their types, gathering the data from these sources, facilitating the 
fusion (aggregation and derivation) of the different pieces of data [4][19], building 
and updating a representation of the environment with this information (what is 
known as the context) to be used by applications, and triggering actions in actuator 
devices [8]. This kind of environment is highly dynamic because of the changing 
behavior of human users, as well as rearrangements in system topology when devices 
fail, or are added or removed. 
These activities and the adaptation to changing conditions can be organized in terms 
of workflows. These workflows are context-aware because their activities are 
triggered by changes in the context, a representation of the state of the environment. 
They may involve multiple actors, including systems and users, which require 
coordination. Adaptation here implies performing tasks according to the actual 
context taking into account, for instance, resources and user configuration. A correct 
evaluation of the context relies on systems making a proper interpretation of the 
available data, and using the inferred context to fill in the missing information needed 
by their services. This adaptation requires an infrastructure that resolves abstract rep-
resentations of existing tasks into runtime processes that operate the sensors and 
actuators of the smart environment, either to monitor or to perform the required 
actions. It also needs to integrate the domain logics of different entities, both human 
and physical devices (see, for instance, the management of the context with mobile 
devices in [6]).  
A suitable way to design such information workflows is by applying the concept of 
Multi-Agent Systems (MAS). MAS allow modeling distributed heterogeneous 
entities (the agents) and their cooperation (for instance, in a workflow) towards the 
accomplishment of common goals. The application of MAS for designing 
context-aware workflows in this case can take advantage of other works that have 
validated the use of MAS for AmI. There are works approaching this integration from 
general and methodological perspectives focused on system development [27, 29] and 
knowledge management [25]. Other works address specific aspects of the problem, 
such as sensor integration [2], the interpretation of gathered data [12], or the use of 
reputation techniques to evaluate the trustability of service providers and manage 
user’ profiles and their related security issues [24]. 
Although MAS have been used for processing context-aware information in AmI 
applications [27], many of them are too focused on low abstraction levels or 
domain-specific tasks. For instance, agents are integrated at hardware level in [1, 28]. 
In order to get a more systematic way to apply MAS in AmI applications, it would be 
convenient to be able to work with context representations at different levels of 
abstraction. This requires processing raw data to extract relevant information to 
dynamically build the context at a higher level of abstraction. This facilitates the 
semantic processing of information by agents in order to make consistent decisions 
on how to act on the environment. The organization of this process is what is 
described in this paper as context-aware workflow, because it is triggered by changes 
in the context and finally acts on the environment, with the corresponding effects on 
the context. 
To put all pieces together, this paper presents an architecture where MAS manage 
context-aware workflows for AmI applications. The design of the MAS uses common 
agent design concepts, as extracted from the INGENIAS agent-oriented methodology 
[13]. The infrastructure for developing the AmI system is FAERIE (Framework for 
AmI: Extensible Resources for Intelligent Environments) [11], which supports 
distributed management of AmI contexts and workflows. This framework can be 
downloaded from [14]. FAERIE proposes splitting the context representation into 
several abstraction layers. Each layer considers certain information and its 
processing, both horizontal (i.e., on the same abstraction layer) and vertical (i.e., 
between successive abstraction layers). It also establishes how to coordinate the 
components of these layers in order to process information, which facilitates 
reasoning on the context. Workflow management (i.e., detection, tracking and 
execution of workflows) is built upon the previous functionality. Workflows are 
represented as activity diagrams that operate by using abstract expressions as data. 
The context aware applications can make use of all these features. 
This approach is illustrated with a case study of a system that guides a user in a 
building to meet a person. The system has information about a map of the 
environment (in this case, rooms, corridors, stairs, etc., in the building), and an 
activity diagram that describes the guiding process (i.e., the workflow). The context 
information changes to show the location of people in the building. The workflow 
status is updated to track users and to deduce the completion degree of the workflow. 
The infrastructure coordinates the available sensors and actuators to perform the 
actions described in the workflow. A software agent is the actor responsible of the 
workflow for the guiding activity. This agent uses dialog management to interact with 
the user. 
The rest of the paper is organized as follows. Section 2 reviews alternative 
approaches to deal with context and workflow management in context-aware systems 
and their tradeoﬀs. Section 3 presents the support developed in FAERIE for 
context-aware workflows, and Section 4 the software architecture for the integration 
of MAS with them. The case study in Section 5 illustrates its use with an application 
to guide a person in a building, and shows a complete execution of the workflow. 
Section 6 uses these results to discuss the evaluation of the approach. Finally, Section 
7 presents some conclusions and proposals for the evolution of the approach. 
 2. Management of context-aware workflows 
Most approaches for the management of context-aware workflows clearly separate 
the control of the workflow execution from the management of context information. 
The works of Ranganathan and McFaddin [23], uFlow [16] and CAWE [3] are 
examples of this. The first two propose wrapping the context management system and 
using it to check conditions in a workflow execution environment, while the third 
wraps the workflow management as another context provider/consumer into a context 
aware architecture. The approach of Ranganathan and McFaddin uses the 
context-aware component in order to choose a suitable workflow definition, and then 
proceeds to its execution. However, it does not consider the changes in the conditions 
affecting that choice once it has been done. On the contrary, the other two approaches 
work with an abstract workflow definition, in which actions are instantiated at 
runtime depending on current context conditions. The approach chosen in FAERIE 
[11] is similar to that of uFlow, but it supports the use of any workflow definition 
language, as the corresponding engine is wrapped with modules that adapt the inputs 
and outputs as required. This is not the case for uFlow and CAWE, which describe 
definition languages of their own, and of Ranganathan and McFaddin, which propose 
using BPEL (Business Process Execution Language), a standard language for the 
definition of business processes. The advantage of the first two alternatives over the 
third is that they include context dependent concepts. This allows defining workflows 
conditions and actions in terms of context information. However, the third alternative 
uses a well-known and established language, which facilitates its reuse in different 
contexts. 
The use of the agent paradigm is also widespread in AmI literature [29]. For this 
work, it is of particular interest their relationships with the management of context 
information and workflows. 
Regarding the management of context information, works are usually focused on 
solving specific tasks taking advantage of the knowledge-based capabilities of agents. 
For instance, the extension of the MAS Amadeus in [15] provides capabilities to learn 
the user’s behavior. Some more general works try to provide formal descriptions of 
knowledge for some tasks and procedures to apply it. This is the case of [17], which 
provides an ontology for intrusion detection events, and uses prevention rules based 
on pattern detection and clustering algorithms to work on it. Finally, works like [26] 
provide full architectures for context management. Their main issue is their 
commitment to quite specific structures for the resulting systems. This is useful to 
facilitate development guidelines and understand the running systems, as it adjusts to 
a known model. However, this reduces flexibility as it imposes a structure that may 
not be well-suited for the problem at hand. 
Illustrative examples of the use of agents to manage workflows in AmI systems are 
the projects of Aiello et al. [1, 2], [7], and CAKE [5]. The work in [1] describes a 
framework to program light agents for Wireless Sensor Networks (WSN), while [2] 
in focused on mobile agents on this domain. They do not provide support for defining 
and monitoring workflows, but [2] considers the detection of activities by means of 
body sensors. The definition of these activities is mainly achieved through assisted 
automatic learning, as there is no explicit definition of them. This is the same 
approach adopted in [7], in this case to determine activities from accelerometer data. 
The automated discovering and learning of activities oﬀers great flexibility for 
monitoring activities and changing their definition in runtime. The drawback is the 
usual limited complexity of the learned activities regarding to types of actions and 
number of participants. The other example shown here is CAKE [5]. Its agents 
organize themselves using abstract workflow definitions, depending on the situation 
details obtained from a case-based reasoner. However, the architecture does not oﬀer 
specific support to facilitate information interpretation in order to identify a suitable 
case. It leaves to the agent implementations the task of determining which the 
situation is to request the case. Anyway, this kind of work is more concerned with 
providing infrastructures, libraries, or procedures to develop MAS using them, than 
with how to use these MAS to provide context-aware services. 
The previous references highlight several requirements and problems in the use of 
context-aware workflows and their integration with agents. First, there is a need to 
decouple the low-level aspects of context management, which are the responsibility 
of the context-aware platform, from the management of workflow issues. In both 
cases, there are not predominant approaches in the AmI community. Therefore, the 
solutions need to provide flexible means to encapsulate these aspects. Regarding the 
role of agents, there is an interest in using then for knowledge-based aspects and 
complex interactions. However, most of approaches have focused on 
infrastructure-level issues or adopted too specific solutions. 
3. Context-Aware Workflows in FAERIE 
The architecture of the FAERIE framework is based on distributed blackboard 
models [9]. A system is conceived as a set of interconnected environments, each one 
with its own blackboard (i.e., the context container) and a set of components working 
on it (i.e., the context observers). When a given context observer wants to perform a 
task that needs some information from the context, it makes a request to the context 
container and waits for its response. Upon this request, the context container 
publishes the request for information and notifies the other context observers. If any 
of these observers can provide the required information directly, then, the request is 
answered. If not, some context observers may need to make successive requests for 
information, including requests to remote environments. In this way, the overall 
system is a federation of environments that supports component collaboration through 
shared information. 
The functionality of the FAERIE architecture is divided into layers. The Component 
Infrastructure layer integrates services from standard component-based frameworks, 
including component lifecycle management, and the dynamic discovery and binding 
of abstract services. The Context Management layer oﬀers mechanisms to facilitate 
access to and manipulation of context. Its main services are mechanisms to request 
changes in the context and subscribe to events that inform on these changes. The 
framework handles the creation of information flows among the diﬀerent components 
that are responsible for interpreting and transforming the knowledge to diﬀerent 
levels of abstraction. An additional mechanisms that this layer provides is a way to 
declare behavior changes depending on context conditions, by making use of the 
subscribe service to check them [10]. Finally, the Workflow Management layer 
includes the patterns to manage the status of an activity represented as a workflow, 
which will be explained below. The final and topmost layer, which does not belong to 
FAERIE, is where context-aware applications are built using the services of the 
previous layers. 
The pattern for workflow management in FAERIE takes as input a workflow 
definition, i.e., a set of interconnected activities described in some language. From it, 
the pattern creates four modules. Figure 1 shows this instantiation of the pattern, 
being a1, a2, and a3 the activities of a concrete workflow. 
 Figure 1. Workflow Pattern Structure. 
The modules are: 
• Condition Evaluator. The evaluator component is in charge of intermediating 
between the activities requesting information and the context. It publishes 
these requests in the context container, triggering bottom-up evaluations from 
sensors to data consumers. The results are used in the workflow engine to 
solve decision nodes or to generate signals. The evaluator works as an adapter 
that removes context management from workflow definitions. 
• Workflow Engine. This component stores the abstract definition of the 
workflow and manages its current state. It receives information from the 
condition evaluator to determine whether a particular activity has been 
completed; or in order to select the appropriate transitions at decision nodes. It 
also determines the output to send to the action interpreter according to the 
task to be performed. 
• Action Interpreter. It receives abstract actions from the workflow engine. 
These actions indicate changes in the context, so they can be redirected to 
other components of the system. The interpreter asks for these changes, and 
the context container notifies them to other components. This triggers a 
top-down evaluation that ends in components that manage actuators. 
• State Monitor. These workflows can also be seen as context entities whose 
current state may result interesting for some components. This component 
monitors the state of a workflow by asking the workflow engine. It publishes 
this information in the context container if requested. 
This structure promotes decoupling between the vocabulary of the domain for the 
context and the one of the logic of the workflows, fostering their reuse. It also 
provides ways of implementing the actions and evaluation of conditions as context 
sensitive elements. Finally, this pattern is the basis for supporting nested workflows 
(an activity whose implementation is another workflow) and instantiation of 
workflows (an activity that creates a request from another independent workflow). 
These elements allow the definition of abstract workflows at different levels of 
abstraction and their instantiation according to the actual participants. 
4. MAS Integration with Context-Aware Workflows 
The workflow pattern of FAERIE is the integration point for MAS. There are two 
alternative ways of performing this integration. The first one is simpler, as it only has 
to do with the agent external interfaces, but also limits the benefits the agent can get 
of using the FAERIE infrastructure. The second one may require changes in the 
internal agent architecture, but also simplifies its development and provides a tighter 
integration with the underlying platform. 
In the simplest case, diﬀerent implementations for agents may be used as long as they 
provide a context observer interface. This makes them able to observe and change 
context information, and to define diﬀerent behaviors depending on context 
conditions. In this way, agents benefit from the capabilities of the framework to deal 
with changing resources, so their design may be undertaken in a more abstract way. 
The second approach needs that individual agents possess their own “mental state”, as 
in many agent theories. This mental state acts for the agent as a private context 
container where it manages its own information. The proposed architecture integrates 
this mental state with the management of the rest of the context in the context 
containers, as shown in Figure 2. 
 Figure 2. Structure of the Context Container in a Distributed System with Agent Integration. 
The mental state container acts as the previously described context container. Each 
time an agent creates an entity to update the mental representation of its own state and 
that of the environment, it is able to specify whether the entity is created publicly or 
privately. When it does this, the agent checks whether it is capable of resolving the 
request by itself, so it can be private information; if not, the request will be forwarded 
to the context container of its node, becoming publicly available in it. This creates 
three levels of access in context: 
• Agent Context. It includes those elements that are only used for the agent’s 
internal reasoning. 
• Node Context. For those context elements needed to carry out the 
functionality of the local FAERIE environment that needs contributions from 
different components. 
• Context-aware systems. This context comprehends the elements that are 
shared among different FAERIE environments. This container does not exist 
physically, as it is the result of the actions of the information-sharing 
mechanisms among nodes. 
This mechanism works in the same way as when the local context container asks a 
remote environment for information. It makes possible to prevent the node context 
container from storing information that is not of interest or publicly available for 
other components of the node. Moreover, the existence of a context container 
accessible by diﬀerent agents reduces their exchange of messages to “inform” the 
other agents, since they have access to most of the basic information on the current 
environment. 
The design and mental state of agents are represented using common concepts from 
the agent paradigm. Figure 3 in next section shows an example from the case study 
following the INGENIAS notation [13]. The definition of the GuideAgent considers 
the goals it pursues, together with the tasks it can perform and the workflows in which 
it participates in order to achieve those goals. Tasks produce and consume pieces of 
information (e.g., events and frame facts), and use environment elements (e.g., 
resources and applications). 
Diﬀerent agent-oriented infrastructures support working with the previous kinds of 
abstractions. In the case of INGENIAS [13], this work is organized around the 
INGENIAS Development Kit (IDK). It is a modeling environment with code 
generation functionality. Although it can be used with different target platforms, the 
INGENIAS Agent Framework (IAF) has been specifically developed to facilitate the 
alignment between code and INGENIAS specifications. The IAF provides the basic 
libraries for the agent coding and debugging tools. 
Exploiting the abstraction level and infrastructure provided by the agent paradigm 
facilitates the development of complex AmI scenarios, which may involve 
multi-agent interactions, automated learning, planning, and decision making. In this 
way, basic FAERIE context observers can manage the execution of simple tasks, 
while the most complex ones will be defined by means of MAS. 
5. Case Study: The Meeting Guider 
To illustrate the previous patterns, this case study considers a system that supports a 
flexible tuition system. A school wants to arrange rooms for tuition dynamically, 
according to the actual number of people attending and the resources required, or the 
room where the teacher is (e.g., a laboratory or an ongoing tuition class). This schema 
needs students being able to find the room where a tuition will take place even if this 
has changed lately. The part of the system considered in this case study is responsible 
for finding out the location of students teachers, and rooms, and guiding the first two 
groups across the building to the room. The system uses spoken information for 
guidance, which is interactive and opportunistic. This means that the indications are 
activated only if the system considers it necessary or the user requests it via voice. 
This may produce a dialog between the system and the user. The tracking uses the 
user’s location to monitor that certain activities have been finished. 
The element responsible for handling the guidance is defined as a software agent (i.e., 
the GuideAgent). The kind of proposed autonomous and reflexive behavior can be 
modeled and developed in terms of agent theory, i.e., using elements such as goals, 
information, protocols, and interactions. Figure 3 summarizes it using the INGENIAS 
[13] notation. The work of this agent takes as basis the formal definition of the 
workflow and the infrastructure provided by FAERIE. Using this, the agent is able to 
read the current state of the workflow, along with the necessary information from the 
context, in order to establish a dialog with the user. This dialog is a complex task that 
needs to take into consideration specific knowledge, such as dialog management and 
natural language understanding. Its implementation using agents has been studied in 
the literature [18]. 
 
Figure 3. Model of Goal and Tasks for an Example Agent. 
 Figure 4. Collaboration Diagram for the Workflow Pattern in the Guidance System. 
Figure 4 represents the runtime behavior of the components that implement the 
GuidanceWorkflow from Figure 3. It includes the initialization and evaluation of the 
context elements needed to update the progress information on the workflow. 
The steps involved in the execution of the workflow are: 
1. The GuidanceWorkflow starts and updates the context to indicate that its 
current sub-activity is “findTeacher”. 
2. The Context Container publishes the change. 
3. The GuideAgent discovers that there is a sub-activity taking place. This causes 
the agent to create a goal to assist the user in finding the teacher, as described 
previously. 
4. The GuidanceWorkflow component requests the user1.location element to 
determine the user location. It needs that information to calculate if the 
“findTeacher” sub-activity has already finished. The GuideAgent also requests 
the user1.location element. It needs this information to evaluate its objective. 
5. The LocalContext publishes the request. 
6. The GuidanceWorkflow and the GuideAgent start to observe the element, and 
a SensorLocationUpdater discovers it. 
7. The SensorLocationUpdater is able to triangulate the user’s position from the 
response time of wifi sensors to the signal from the user’s smartphone. Thus, 
it needs to discover the sensor1.responseTime to calculate the position, and it 
requests this from the LocalContext. 
8. Subsequently the framework co-ordinates the diﬀerent components (i.e., the 
WifiSensorDriver, SensorLocationUpdater, and GuidanceWorkflow) to update 
the context according to the information provided by the sensors. The same is 
done with any other information that the agent may need from the 
environment. In this case, this could be the user voice inputs, and their 
language and communication preferences. 
In the proposed process, once the bindings have been established, the context 
representation is changed dynamically by the system components to reflect the 
progress of the situation. Under these conditions, the agent develops its dialog 
management in complete abstraction from the actual co-ordination or information 
fusion mechanisms that are being used to provide that information. The lower layers 
hide their specific details to the upper layers. For instance, as the user walks through 
the room, the sensors produce a good deal of information. The 
SensorLocationUpdater processes this information, but it updates the user1.location 
element only when the sensor context reflects a change of position. The same is done 
at the activity level, as the workflow component determines the end of an activity and 
starts a new one only when the position reaches a given place. 
Other available case studies that evaluate the FAERIE infrastructure are an interactive 
art installation where the viewer moves through different rooms, and different 
Ambient Assisted Living (AAL) systems. 
 
6. Results 
The presented architecture has several important advantages for the development of 
AmI systems regarding to its modularity and flexibility. Each deployment unit (i.e., 
environment) can work in a completely autonomous way. This allows a quick 
prototyping of applications providing dummy components for testing if needed. 
Moreover, the style of interactions between components does not impose any a prior 
organization of them to process the context. 
The work also introduces a set of mechanisms to carry out the adaptation to the 
context. This adaptation is performed by defining workflows or context change 
management policies using the following elements: 
• Components to describe the conceptual framework of the application in terms 
of concepts such as the Context Sensitive System, the environment, the 
context, the context container, the context observer, entities, relationships, 
and properties. 
• The already mentioned infrastructure to manage the processing of context. 
• A set of control patterns in order to implement the adaptation of systems to 
context changes. 
Engineers have available guidelines for the application of the framework. These 
describe the tasks to develop context-aware systems following this approach, as well 
as the aspects to take into account for the different decisions. 
7. Conclusions 
This paper has presented a way to integrate MAS into a generic architecture for 
context-awareness and activity management in AmI systems. Its definition includes 
patterns for developing components that create, manage and use elements of 
information in the context at different levels of abstraction. Based on these 
components, it also proposes patterns to develop sub-systems that are able to track 
context conditions and to perform diﬀerent actions following activity diagrams. 
The integration of MAS and workflow management facilities provides advantages for 
both types of systems by increasing the abstraction level of behavior definitions. The 
specification of software agents uses concepts such as goals, protocols and 
interactions, which are useful for the declarative description of workflows and their 
relation with actors’ purposes. This facilitates in AmI systems the definition of more 
complex workflows and automated reasoning on them. In addition, the existence of a 
common “mental state” for agent organizations using the AmI context reduces the 
need for informative interactions among agents. The main advantage over previous 
approaches is that the present method uses agents to participate in workflows in a 
transparent and generic way, i.e., the agents do not need to know either how the 
conditions are resolved or the concrete workflow in which they are participating. 
There are still several open issues in this work. First, there is need to complete the 
FAERIE architecture and infrastructure for AmI applications with MAS. Given the 
usual requirements of AmI systems, the architecture will include a Security 
Management pattern in order to guarantee correct access to sensitive information in 
context containers. Furthermore, the use of agents to provide complex and emergent 
interactions in AmI has to be explored. For instance, a future case study would 
consider several students trying to meet with a teacher at the same time. This conflict 
would be solved through negotiation among the agents of the students and the 
teacher, in order to make collective arrangements for the corresponding meetings. 
This collaboration will use interaction protocols, and could use the shared contexts 
described in this paper. 
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