
















































100m 25:4347  (18  r)1:81
走幅跳 0:14354  (100  r   220)1:4
砲丸投 51:39  (r   1:5)1:05
走高跳 0:8465  (r   75)1:42
400m 1:53775  (82  r)1:81
110mH 5:74352  (28:5  r)1:92
円盤投 12:91  (r   4)1:1
棒高跳 0:2797  (100  r   100)1:35
槍投 10:14  (r   7)1:08











































を各々数ベクトル a = (a1    as)と b = (b1    bt)




動 ha; bi と hc; di に対して，a  c かつ b  d の







集合を D = fha1; b1i; : : : ; han; bnig とした時に，
実在し得る活動の集合は
n
hx; yi 2 Rs  Rt 
91; : : : ; n 2 R+[ f0g
nP
i=1















f hx; yi 2 P (D) j
8ha; bi 2 P (D) (x 6 a または y 6 b) g








的な活動が得られることになり，活動 hap; bpi の効
率性は，生産可能集合 P (D) に留まる範囲内で最も
大きな効率化を実現する際の圧縮率の数値に反映さ
れることとなる3。つまり，活動 hap; bpiの効率性は
minf  2 R j hap; bpi 2 P (D) g
として与えられ，この値を活動 hap; bpi の D-効率
値と呼び，p と表記することにする。こうして定義










活動 hap; bpi を効率化して得られた結果
hpap; bpi が効率的フロンティアに属している時は，
これを hap; bpiの模範活動と呼ぶ。各活動に対して，











それらの集合の中から hap; bpi の模範活動となる要
素を何らかの指針に従って選択することとなる。そ




















の活動を組合せることによって hap; bpi の改善目標
となる入出力のバランスを示しているわけで，その
中に採用されている活動の集合
fhai; bii 2 Rs  Rt j
i 2 f1; : : : ; ng かつ p;i 6= 0g























今回の考察では，表 1のように 2009年 1月 1日か
ら 2009年 10月 14日までの期間における世界上位
40名の記録 [5] を採用した5。
表において，ap;1; ap;2; ap;3; ap;4; bp;1; bp;2; bp;3;

















ibi;r  0 (r = 1; : : : ; 6);
40P
i=1


























p (氏名) ap;1 ap;2 ap;3 ap;4 bp;1 bp;2 bp;3 bp;4 bp;5 bp;6 得点
1 (Trey Hardee) 10.45 48.13 13.86 288.91 7.83 15.33 1.99 48.08 5.2 68 8790
2 (Leonel Suarez) 11.07 47.65 14.15 267.29 7.42 14.39 2.09 46.07 4.7 77.47 8654
3 (Tom Pappas) 10.84 49.49 14.19 300.77 7.63 16.82 2.07 51.57 5.05 61.7 8569
4 (Aleksandr Pogorelov) 10.95 50.27 14.19 288.7 7.49 16.65 2.08 48.46 5.1 63.95 8528
5 (Michael Schrader) 10.64 49.71 14.21 262.26 8.05 14.33 1.94 43.09 5 64.04 8522
6 (Yordani Garcia) 10.88 48.77 14.07 286.8 7.36 16.5 2.1 43.97 4.8 68.1 8496
7 (Oleksiy Kasyanov) 10.63 47.85 14.44 264.52 7.8 15.72 2.05 46.7 4.8 49 8479
8 (Alexey Sysoev) 10.85 49.32 14.97 274.97 6.87 16.17 2.02 53.03 5.1 64.55 8454
9 (Pascal Behrenbruch) 10.92 48.72 14.24 279.45 7.09 15.77 2.02 48.06 4.8 69.72 8439
10 (Nicklas Wiberg) 10.96 48.73 14.75 257.05 7.25 14.99 2.05 42.28 4.5 75.02 8406
11 (Yunior Diaz) 10.66 46.15 14.56 280.58 7.72 14.54 2.02 43.52 4.6 60.09 8357
12 (Roman Sebrle) 11.14 49.5 14.33 288.88 7.86 15.41 1.94 46.71 4.9 67.54 8348
13 (Andrei Krauchanka) 11.18 48.82 14.28 272.6 7.54 13.69 2.1 43.01 5.1 61.56 8336
14 (Norman Muller) 10.91 48.95 14.54 269.2 7.47 15.27 2.02 43.65 4.8 60.89 8295
15 (Mikk Pahapill) 11.1 50.08 14.14 282.26 7.47 14.05 2.03 48.48 5.02 59.99 8255
16 (Romain Barras) 11.05 49.68 14.64 265.26 7.29 15.48 2.01 42.64 4.8 64.68 8239
17 (Larbi Bouraada) 10.68 48.58 14.57 252.15 7.35 12.3 2.05 37.83 4.7 62.53 8171
18 (Maurice Smith) 10.88 48.35 14.09 286.43 7.25 14.67 1.97 51.45 4.7 53.14 8157
19 (Willem Coertzen) 10.89 48.63 14.26 272.57 7.32 13.16 2.02 42.4 4.6 65.46 8146
20 (Andres Raja) 10.82 49 14.22 280.73 7.38 14.55 1.99 42.75 4.8 57.73 8119
21 (Vasiliy Kharlamov) 11.33 49.65 14.66 280.54 7.58 14.33 1.98 46.46 5 59.44 8113
22 (Eelco Sintnicolaas) 11.08 48.22 14.81 267.64 7.29 13.39 1.91 40.52 5.3 61.51 8112
23 (Ashton Eaton) 10.49 47.12 14.01 276.87 7.45 12.63 2.01 39.8 4.85 49.69 8091
24 (Eugene Martineau) 11.15 50.18 14.55 277.63 7.4 13.87 2 43.8 4.8 65.86 8083
25 (Aleksey Drozdov) 11.2 50.99 15.45 284.45 7.26 15.88 2.07 47.46 4.9 61.39 8081
26 (Hans van Alphen) 11.25 49.56 14.6 257.51 7.4 14.22 1.88 45.52 4.62 62.75 8070
27 (Jake Arnold) 11.06 49.17 14.27 271.13 6.92 14.2 2 45.76 4.9 56.84 8069
28 (Mateo Sossah) 11.31 49.19 14.62 260.5 7.3 13.63 2.08 42.44 4.6 58.88 8044
29 (Dmitriy Karpov) 11.07 50.64 14.63 293.23 6.97 16.02 2 50.79 4.9 55.89 8029
30 (Ingmar Vos) 10.9 49.99 14.51 268.51 7.21 13.78 2.02 42.39 4.4 64.27 8009
31 (Moritz Cleve) 10.75 48.39 14.28 274.44 7.31 14.34 1.95 41.04 4.35 56.11 8004
32 (Jacob Minah) 10.79 48.09 14.4 276.5 7.45 13.71 1.97 40.02 4.8 52.75 7991
33 (Roland Schwarzl) 11.24 50.37 14.53 276.01 7.55 13.85 1.97 44.88 5.1 51.08 7971
34 (Mikalai Shubianok) 11.52 49.79 14.78 269.26 7.2 14.31 2.01 44.06 4.6 64.31 7960
35 (Nadir El Fassi) 11.12 51.35 14.9 256.51 7.26 13.62 1.99 42.25 4.8 57.65 7922
36 (Brent Newdick) 11.11 50.1 14.82 270.57 7.42 14.35 1.99 43.6 4.8 51.52 7915
37 (Lars Albert) 11.29 51.47 14.87 285.38 7.17 15.76 1.83 51.04 4.95 58.57 7903
38 (Joe Detmer) 11.01 47.91 14.9 252.67 7.25 12 1.98 37.92 4.85 53.8 7892
39 (Alexis Chivas) 10.85 52.9 14.67 285 7.25 15.52 1.96 48.89 4.3 60.7 7879








iai;q (q = 1; : : : ; 4);
lr = bp;r  
40P
i=1
ibi;r (r = 1; : : : ; 6);
40P
i=1
i = 1; i  0 (i = 1; : : : ; 40);
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上の手順によって得られた数値は最大スラック解
と呼ばれるものであり，後半の問題で得られた係数















p (氏名) p sp;1 sp;2 sp;3 sp;4 lp;1 lp;2 lp;3 lp;4 lp;5 lp;6
1 (Trey Hardee) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
2 (Leonel Suarez) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
3 (Tom Pappas) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
4 (Aleksandr Pogorelov) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
5 (Michael Schrader) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
6 (Yordani Garcia) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
7 (Oleksiy Kasyanov) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
8 (Alexey Sysoev) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
9 (Pascal Behrenbruch) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
10 (Nicklas Wiberg) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
11 (Yunior Diaz) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
12 (Roman Sebrle) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
13 (Andrei Krauchanka) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
14 (Norman Muller) 0.98817 0.000 0.000 0.000 0.000 0.198 0.000 0.025 2.098 0.000 0.000
15 (Mikk Pahapill) 0.99849 0.360 1.739 0.000 0.000 0.092 1.235 0.000 0.000 0.000 9.567
16 (Romain Barras) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
17 (Larbi Bouraada) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
18 (Maurice Smith) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
19 (Willem Coertzen) 0.98961 0.000 0.182 0.000 0.000 0.257 0.677 0.009 1.065 0.225 0.000
20 (Andres Raja) 0.98589 0.055 0.000 0.000 0.000 0.382 0.000 0.008 2.606 0.215 8.476
21 (Vasiliy Kharlamov) 0.97242 0.396 0.000 0.000 0.000 0.187 0.898 0.026 0.000 0.000 0.000
22 (Eelco Sintnicolaas) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
23 (Ashton Eaton) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
24 (Eugene Martineau) 0.97024 0.077 0.391 0.000 0.000 0.281 0.186 0.012 0.000 0.079 0.000
25 (Aleksey Drozdov) 0.96951 0.000 0.542 0.689 0.000 0.307 0.000 0.000 0.000 0.016 0.000
26 (Hans van Alphen) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
27 (Jake Arnold) 0.99321 0.167 0.321 0.000 0.000 0.744 0.413 0.020 0.000 0.000 13.912
28 (Mateo Sossah) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
29 (Dmitriy Karpov) 0.97870 0.024 0.678 0.000 0.000 0.504 0.000 0.036 0.000 0.027 1.729
30 (Ingmar Vos) 0.98317 0.000 0.687 0.000 0.000 0.422 0.000 0.000 0.157 0.437 0.000
31 (Moritz Cleve) 0.99046 0.000 0.000 0.000 0.000 0.363 0.000 0.071 3.279 0.535 3.511
32 (Jacob Minah) 0.98449 0.000 0.000 0.000 0.000 0.090 0.000 0.061 2.485 0.005 1.191
33 (Roland Schwarzl) 0.98260 0.329 0.441 0.000 0.000 0.203 0.719 0.000 0.000 0.000 13.409
34 (Mikalai Shubianok) 0.97218 0.359 0.000 0.000 0.000 0.387 0.000 0.018 0.000 0.156 0.000
35 (Nadir El Fassi) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
36 (Brent Newdick) 0.96785 0.021 0.000 0.000 0.000 0.282 0.000 0.037 0.111 0.016 10.262
37 (Lars Albert) 0.97716 0.239 1.526 0.000 0.000 0.093 0.000 0.188 0.000 0.000 0.233
38 (Joe Detmer) 1.00000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000 0.000
39 (Alexis Chivas) 0.97695 0.000 3.341 0.032 0.000 0.337 0.128 0.055 0.000 0.760 0.949






















p (氏名) 模範活動を表す線形結合に採用される要素（とその係数） 採用回数
1 (Trey Hardee) 1(1.000) 14
2 (Leonel Suarez) 2(1.000) 14
3 (Tom Pappas) 3(1.000) 4
4 (Aleksandr Pogorelov) 4(1.000) 3
5 (Michael Schrader) 5(1.000) 13
6 (Yordani Garcia) 6(1.000) 2
7 (Oleksiy Kasyanov) 7(1.000) 12
8 (Alexey Sysoev) 8(1.000) 10
9 (Pascal Behrenbruch) 9(1.000) 1
10 (Nicklas Wiberg) 10(1.000) 4
11 (Yunior Diaz) 11(1.000) 2
12 (Roman Sebrle) 12(1.000) 1
13 (Andrei Krauchanka) 13(1.000) 3
14 (Norman Muller) 1(0.004) 2 (0.192) 4(0.083) 5(0.134) 7(0.467) 8(0.003) 10(0.117) 0
15 (Mikk Pahapill) 1(0.476) 2(0.293) 3(0.090) 8(0.127) 18(0.015) 0
16 (Romain Barras) 16(1.000) 1
17 (Larbi Bouraada) 17(1.000) 4
18 (Maurice Smith) 18(1.000) 4
19 (Willem Coertzen) 1(0.023) 2(0.440) 5(0.219) 23(0.319) 0
20 (Andres Raja) 1(0.438) 2(0.176) 5(0.252) 23(0.134) 0
21 (Vasiliy Kharlamov) 1(0.325) 2(0.025) 5(0.142) 7(0.404) 8(0.038) 22(0.065) 0
22 (Eelco Sintnicolaas) 22(1.000) 4
23 (Ashton Eaton) 23(1.000) 7
24 (Eugene Martineau) 1(0.080) 2(0.348) 5(0.352) 23(0.221) 0
25 (Aleksey Drozdov) 2(0.190) 4(0.428) 6(0.007) 7(0.348) 8(0.025) 10(0.003) 0
26 (Hans van Alphen) 26(1.000) 2
27 (Jake Arnold) 1(0.151) 2(0.453) 5(0.339) 8(0.057) 0
28 (Mateo Sossah) 28(1.000) 1
29 (Dmitriy Karpov) 3(0.441) 7(0.194) 8(0.132) 18(0.233) 0
30 (Ingmar Vos) 1(0.061) 2(0.219) 5(0.281) 7(0.068) 17(0.266) 23(0.106) 0
31 (Moritz Cleve) 1(0.150) 2(0.187) 5(0.150) 7(0.233) 23(0.280) 0
32 (Jacob Minah) 2(0.139) 7(0.246) 11(0.045) 23(0.551) 38(0.019) 0
33 (Roland Schwarzl) 1(0.232) 5(0.466) 8(0.095) 13(0.090) 22(0.117) 0
34 (Mikalai Shubianok) 2(0.294) 5(0.153) 7(0.239) 10(0.030) 17(0.187) 26(0.098) 0
35 (Nadir El Fassi) 35(1.000) 1
36 (Brent Newdick) 2(0.201) 5(0.284) 7(0.308) 17(0.207) 0
37 (Lars Albert) 1(0.051) 3(0.100) 7(0.194) 8(0.425) 18(0.230) 0
38 (Joe Detmer) 38(1.000) 2
39 (Alexis Chivas) 1(0.466) 7(0.290) 8(0.244) 0
40 (Stefan Drews) 1(0.178) 5(0.539) 13(0.103) 22(0.180) 0
例えば，39 (Alexis Chivas) の模範活動は
h0:466a1 + 0:290a7 + 0:244a8;













































100m 400m 110mH 1500m
平均値 10.97775 49.28775 14.48225 274.4005
改善値 10.742003 48.026626 14.162318 262.89493
走幅跳 砲丸投 走高跳 円盤投 棒高跳 槍投
平均値 7.388 14.5495 2.003 44.787 4.82475 60.727
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ととした。Q のフィールドは２つの BigInteger オ
ブジェクト n と d からなり，それぞれが分子と分母
の情報を管理する。Q のメソッドは主に有理数に関
する四則演算と大小関係の判定から成る。例えば，
1 static Q div(Q x, Q y) throws ArithmeticException{
2 Q z;
3
4 z = new Q(0.0);
5
6 if(! y.n.equals(BigInteger.ZERO)){
7 z.n = x.n.multiply(y.d); z.d = x.d.multiply(y.n);
8 } else {







は Q のオブジェクト x, y に関する割算の評価を行
い，分子として「x の分子と y の分母の積」を，分








1 private static Q optimize(Q x){
2 BigInteger gcd;
3
4 gcd = x.n.gcd(x.d);
5 x.n = x.n.divide(gcd); x.d = x.d.divide(gcd);
6
7 if(x.d.compareTo(BigInteger.ZERO) < 0 ){











1 static boolean lt(Q x, Q y){
2 BigInteger a, b;
3
4 a = x.n.multiply(y.d); b = y.n.multiply(x.d);
5
6 if(a.compareTo(b) < 0){
7 return true;




のように定義されるメソッド lt はオブジェクト x
と y の大小を比較して x が y よりも小さい時には






1 static double toDouble(Q x){
2 BigDecimal numerator, denominator, result;
3
4 numerator = new BigDecimal(x.n); denominator = new BigDecimal(x.d);
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1 Q(double r){
2 long numerator, denominator;
3
4 denominator = 1; numerator = (long) r;
5
6 while(numerator != denominator * r){
7 denominator = 10 * denominator; numerator = (long) (denominator * r);
8 }
9
10 this.d = new BigInteger(Long.toString(denominator));
















3 double[] IN, OUT, Superiority, INwaste, OUTlack;
4 Q Score;
5
6 DMU(String n, double[] i, double[] o){
7 this.IN = new double[i.length]; this.INwaste = new double[i.length];
8 this.OUT = new double[o.length]; this.OUTlack = new double[o.length];
9






dmu[0] から dmu[39] に「40人分の氏名・入力ベク
トル・出力ベクトルの情報」を（コンストラクタの
指示通りに）与えて初期化している。
static DMU[] dmu = {
new DMU("1 (Trey Hardee)",
new double[] {10.45, 48.13, 13.86, 288.91},
new double[] {7.83, 15.33, 1.99, 48.08, 5.2, 68}),
...
new DMU("40 (Stefan Drews)",
new double[] {11.09, 50.05, 14.33, 270.29},
















1 public static void main(String[] args){
2 try{
3 for(int dmucounter = 0; dmucounter < dmu.length; dmucounter++){




8 for(int i = 0; i < k.length; i++)
9 if(A[0].length - dmu[0].OUT.length <= k[i])
10 ExcludeArtificalVariable(i, A[0].length - dmu[0].OUT.length - 1);
11 Generate2ndPhaseTableauForLPProblem1();
12 Simplex(A[0].length - dmu[0].OUT.length - 1);




17 for(int i = 0; i < k.length; i++)
18 if(A[0].length - (dmu[0].IN.length + dmu[0].OUT.length) <= k[i])
19 ExcludeArtificalVariable(i,
20 A[0].length - dmu[0].IN.length - dmu[0].OUT.length - 1);
21 Generate2ndPhaseTableauForLPProblem2();
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1 private static void Generate1stPhaseTableauForLPProblem1(int dmucounter){
2 A = new Q[dmu[0].IN.length + dmu[0].OUT.length + 1]
3 [2 + dmu.length + dmu[0].IN.length + 2*dmu[0].OUT.length];
4 B = new Q[A.length];
5 C = new Q[A[0].length];
6 h = new int[A[0].length - A.length];
7 k = new int[A.length];
8
9 for(int i = 0; i < dmu[0].IN.length; i++){
10 A[i][0] = new Q(-dmu[dmucounter].IN[i]);
11 for(int j = 0; j < dmu.length; j++)
12 A[i][1 + j] = new Q(dmu[j].IN[i]);
13 for(int j = 0; j < dmu[0].OUT.length; j++)
14 A[i][1 + dmu.length + j] = new Q(0.0);
15 for(int j = 0; j < dmu[0].IN.length; j++)
16 if(i == j){
17 A[i][1 + dmu.length + dmu[0].OUT.length + j] = new Q(1.0);
18 } else {
19 A[i][1 + dmu.length + dmu[0].OUT.length + j] = new Q(0.0);
20 }
21 for(int j = 0; j < dmu[0].OUT.length; j++)
22 A[i][1 + dmu.length + dmu[0].OUT.length + dmu[0].IN.length + j] = new Q(0.0);
23 A[i][1 + dmu.length + dmu[0].IN.length + 2*dmu[0].OUT.length] = new Q(0.0);
24 }
25
26 for(int i = 0; i < dmu[0].OUT.length; i++){
27 A[dmu[0].IN.length + i][0] = new Q(0.0);
28 for(int j = 0; j < dmu.length; j++)
29 A[dmu[0].IN.length + i][1 + j] = new Q(dmu[j].OUT[i]);
30 for(int j = 0; j < dmu[0].OUT.length; j++)
31 if(i == j){
32 A[dmu[0].IN.length + i][1 + dmu.length + j] = new Q(-1.0);
33 } else {
34 A[dmu[0].IN.length + i][1 + dmu.length + j] = new Q(0.0);
35 }
36 for(int j = 0; j < dmu[0].IN.length; j++)
37 A[dmu[0].IN.length + i][1 + dmu.length + dmu[0].OUT.length + j] = new Q(0.0);
38 for(int j = 0; j < dmu[0].OUT.length; j++)
39 if(i == j){
40 A[dmu[0].IN.length + i]
41 [1 + dmu.length + dmu[0].OUT.length + dmu[0].IN.length + j] = new Q(1.0);
42 } else {
43 A[dmu[0].IN.length + i]
44 [1 + dmu.length + dmu[0].OUT.length + dmu[0].IN.length + j] = new Q(0.0);
45 }
46 A[dmu[0].IN.length +i]
47 [1 + dmu.length + dmu[0].IN.length + 2*dmu[0].OUT.length] = new Q(0.0);
48 }
49
50 A[dmu[0].IN.length + dmu[0].OUT.length][0] = new Q(0.0);
51 for(int i = 0; i < dmu.length; i++)
52 A[dmu[0].IN.length + dmu[0].OUT.length][1 + i] = new Q(1.0);
53 for(int i = 0; i < dmu[0].IN.length + 2*dmu[0].OUT.length; i++)
54 A[dmu[0].IN.length + dmu[0].OUT.length][1 + dmu.length + i] = new Q(0.0);
55 A[dmu[0].IN.length + dmu[0].OUT.length]
56 [1 + dmu.length + dmu[0].IN.length + 2*dmu[0].OUT.length] = new Q(1.0);
57
58 for(int i = 0; i < dmu[0].IN.length; i++)
59 B[i] = new Q(0.0);
60 for(int i = 0; i < dmu[0].OUT.length; i++)
61 B[dmu[0].IN.length + i] = new Q(dmu[dmucounter].OUT[i]);
62 B[dmu[0].IN.length + dmu[0].OUT.length] = new Q(1.0);
63
64 for(int i = 0; i < 1 + dmu.length + dmu[0].IN.length + dmu[0].OUT.length; i++)
65 C[i] = new Q(0.0);
66 for(int i = 0; i < dmu[0].OUT.length + 1; i++)
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67 C[1 + dmu.length + dmu[0].IN.length + dmu[0].OUT.length + i] = new Q(-1.0);
68
69 for(int i = 0; i < A[0].length - A.length; i++)
70 h[i] = i;
71 for(int i = 0; i < A.length; i++)
72 k[i] = A[0].length - A.length + i;
73 }
9{56 行目で配列 A の値を設定している。例えば，











 1    40 サープラス スラック 人為
-dmu[10].IN[0] dmu[0].IN[0]    dmu[39].IN[0] 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0
-dmu[10].IN[1] dmu[0].IN[1]    dmu[39].IN[1] 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0
-dmu[10].IN[2] dmu[0].IN[2]    dmu[39].IN[2] 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0
-dmu[10].IN[3] dmu[0].IN[3]    dmu[39].IN[3] 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0
0 dmu[0].OUT[0]    dmu[39].OUT[0] -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0
0 dmu[0].OUT[1]    dmu[39].OUT[1] 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0
0 dmu[0].OUT[2]    dmu[39].OUT[2] 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0
0 dmu[0].OUT[3]    dmu[39].OUT[3] 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0
0 dmu[0].OUT[4]    dmu[39].OUT[4] 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0
0 dmu[0].OUT[5]    dmu[39].OUT[5] 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0
0 1    1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
次に，58{62行目では，配列 B に制約条件の定数項
の情報を











であるから，0から 46までの番号が順番に h に保
存されることとなる。同様に，基底変数の大域的変











1 private static void Generate2ndPhaseTableauForLPProblem1(){
2 C[0] = new Q(-1.0);
3 for(int i = 0; i < dmu.length + dmu[0].IN.length + dmu[0].OUT.length; i++)
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1    40 s1 s2 s3 s4 l1 l2 l3 l4 l5 l6 人為
dmu[0].IN[0]    dmu[39].IN[0] 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0
dmu[0].IN[1]    dmu[39].IN[1] 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0
dmu[0].IN[2]    dmu[39].IN[2] 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0
dmu[0].IN[3]    dmu[39].IN[3] 0 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0
dmu[0].OUT[0]    dmu[39].OUT[0] 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0
dmu[0].OUT[1]    dmu[39].OUT[1] 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0
dmu[0].OUT[2]    dmu[39].OUT[2] 0 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0 0
dmu[0].OUT[3]    dmu[39].OUT[3] 0 0 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0 0
dmu[0].OUT[4]    dmu[39].OUT[4] 0 0 0 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0 0
dmu[0].OUT[5]    dmu[39].OUT[5] 0 0 0 0 0 0 0 0 0 -1 0 0 0 0 0 0 0 0 0 1 0
1    1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
また配列 B の値は，前半の線形計画問題から得られ
た D-効率値 11 を参照して，
11 * dmu[10].IN[0]    11 * dmu[10].IN[3]
dmu[10].OUT[0]    dmu[10].OUT[5] 1
とする。（他の配列の初期値は前半の問題と同様に定
義する。）また，第 2 段階のタブローにおいて，配






1 private static void Simplex(int boundary) throws Exception {
2 int in, out, temp;
3
4 do{
5 in = GetIncludeIndex(boundary);
6 if (in != -1){
7 out = GetExcludeIndex(h[in]);
8 temp = h[in]; h[in] = k[out]; k[out] = temp;
9 Pivoting(out, k[out], boundary);
10 }
11 }while(in != -1);
12 }






















5 RCC = new Q[boundary];
6
7 for(int i = 0; i < boundary; i++){
8 RCC[i] = new Q(0.0);
9 for(int j = 0; j < A.length; j++)
10 RCC[i] = Q.add(RCC[i], Q.mult(C[k[j]], A[j][i]));
11 RCC[i] = Q.sub(C[i], RCC[i]);
12 }
13
14 f = new Q(0.0);
15 for(int i = 0; i < A.length; i++)
16 f = Q.add(f, Q.mult(C[k[i]], B[i]));
17
18 initialize = false; in = -1;
19
20 for(int i = 0; i < h.length; i++)
21 if(initialize == false){
22 if(h[i] < boundary && Q.lt(new Q(0.0), RCC[h[i]])){
23 initialize = true; in = i;
24 }
25 } else {
26 if(h[i] < boundary && Q.lt(new Q(0.0), RCC[h[i]]) && h[i] < h[in])




















6 solvability = false; out = 0; temp = new Q(0.0);
7
8 for(int i = 0; i < A.length; i++){
9 if(Q.lt(new Q(0.0), A[i][max]) && Q.leq(new Q(0.0), Q.div(B[i], A[i][max])))
10 if(solvability == false){
11 solvability = true; out = i; temp = Q.div(B[i], A[i][max]);
12 } else {
13 if((Q.eq(Q.div(B[i], A[i][max]), temp) && k[i] < k[out]) ||
14 Q.lt(Q.div(B[i], A[i][max]), temp)){























列 A と B に対して，l 行 c 列を軸とした掃き出し
を行う。これは行列の計算に関して広く知られてい
るものと全く同じであり，特に注意する点はない。
1 private static void Pivoting(int l, int c, int boundary){
2 Q k;
3
4 k = A[l][c];
5 for(int i = 0; i < boundary; i++)
6 A[l][i] = Q.div(A[l][i], k);
7 B[l] = Q.div(B[l], k);
8
9 for(int i = 0; i < A.length; i++){
10 if(i != l){
11 k = A[i][c];
12 for(int j = 0; j < boundary; j++)
13 A[i][j] = Q.sub(A[i][j], Q.mult(k, A[l][j]));












5 exclusion = false;
6
7 for(int i = 0; i < h.length; i++){
8 if(h[i] < boundary && Q.toDouble(A[l][h[i]]) != 0.0){
9 Pivoting(l, h[i], A[0].length);
10 temp = h[i]; h[i] = k[l]; k[l] = temp;





16 if(exclusion == false) throw new Exception();
17 }









ら l 行と k[l] 列を消去する処理」を行えば計算を
継続することができるが，今回の実験ではこうした
状態に陥るケースはなく対処する必要がなかった。）
Hosei University Repository
