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Abstract
It is diﬃcult to carry out visualization of the large-scale time-varying data directly, even with the supercomputers. Data compression
and ROI (Region of Interest) detection are often used to improve eﬃciency of the visualization of numerical data. It is well known
that the Run Length encoding is a good technique to compress the data where the same sequence appeared repeatedly, such as an
image with little change, or a set of smooth ﬂuid data. Another advantage of Run Length encoding is that it can be applied to every
dimension of data separately. Therefore, the Run Length method can be implemented easily as a parallel processing algorithm.
We proposed two diﬀerent Run Length based methods. When using the Run Length method to compress a data set, its size may
increase after the compression if the data does not contain many repeated parts. We only apply the compression for the case that the
data can be compressed eﬀectively. By checking the compression ratio, we can detect ROI. The eﬀectiveness and eﬃciency of the
proposed methods are demonstrated through comparing with several existing compression methods using diﬀerent sets of ﬂuid data.
c© 2014 The Authors. Published by Elsevier B.V.
Peer-review under responsibility of KES International.
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1. Introduction
1.1. Research background
It is diﬃcult to understand numerical data without visualization, since numerical data is just enumerated numbers,
such as simulation data, experimental data, and so forth. In order to recognize and understand the phenomenon and the
structure included in data intuitively, visualization is necessary. However, it is diﬃcult to carry out direct visualization
of the time-varying large-scale data even with the present supercomputers. The reasons are as following:
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(X,Y,Z) time direction results of Run Length method
(0, 0, 0) [A A A · · · A A] → [A 257]
(1, 0, 0) [A A A · · · A A] → [A 257]
(2, 0, 0) [W A D · · · A I] → [W 1 A 1 D 1 · · · A 1 I 1]
(3, 0, 0) [A A A · · · A A] → [A 257]
(4, 0, 0) [A A A · · · A A] → [A 257]
(5, 0, 0) [A A A · · · A A] → [A 257]
(6, 0, 0) [A A A · · · A A] → [A 257]
(7, 0, 0) [A A A · · · A A] → [A 257]
(8, 0, 0) [T H R · · · E E] → [T 1 H 1 R 1 · · · E 2]
...
(121, 361, 181) [A A A · · · A A] → [A 257]
Fig. 1. Three-dimensional ﬂuid data was compressed by Run Length method
1) When we render and visualize three dimensional data, it is important to select parameters, such as view-point,
light source, color, and so forth. We hope that we can interactively change or choose the parameters to get more ideal
result of rendering.
2) Current supercomputers cannot interactively visualize large-scale data well. For Example, K-Computer pro-
cesses the visualization as the following: Job Submission→ data transfer→ waiting in line→ run→ result transfer.
Therefore, it cannot be visualized interactively.
Data compression and ROI (Region of Interest) detection are often used to improve the intelligent data visualiza-
tion. Compression has been researched in various ﬁelds, such as visualization, image processing, and so forth. There
are two basic compression schemes, one is lossy compression. JPEG1,2,3 is one of the most famous lossy compression
method. The JPEG method is widely used for image processing. The other one is lossless compression, Huﬀman
coding and Run Length method4 are two of the classic compression methods. FPZip5 is often used for lossless
compression. This method can eﬃciently compress numeric ﬂoating-point values. Recent adaptive prediction-based
lossless method6 can greatly reduce the size of datasets. Ratanaworabhan et al. also proposed several compression
methods7,8,9 for scientiﬁc ﬂoating data.
The Run Length method4 was proposed by H. Meya. This method is a good technique to compress the data
repeat constantly. Such as an image with little change, a set of smooth ﬂuid data. Y.Arakawa et al. 10 proposed a
pre-processor using Run Length for the numerical ﬂuid analysis. Mori et al. 11 proposed a feature extraction method
using Run Length from noisy images. Hua12 proposed a hybrid Run Length code method to compress Binary data.
1.2. Research objective and basic idea
In this research, our objective is to propose a lossless compression method, which can be easily applied for parallel
computation. Also, we think that ﬂuid data moves slowly in local three-dimensional space. Therefore, we expect that
Run Length method which is lossless compression method can compress well. Another advantage of the Run Length
encoding can be applicable for every dimension of data separately, or/and for every time span. Therefore, the Run
Length method can be easily applied for parallel processing.
The disadvantage of the Run Length method is that data size may increase after compression. In order to resolve
this problem, we propose two improved methods to compress numerical data after checking the data. At the same
time, we deﬁne ROI as an important domain in ﬂuid data. In other words, ROI means a portion in ﬂuid data, which
has intense change. In this paper, we detect ROI by checking the compression ratio obtained with original Run Length
method.
2. Improved Run Length method for ﬂuid data
In this section, we explain the traditional Run Length method and its disadvantage ﬁrstly. Then propose two
improved methods which can deal with the disadvantages.
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(X, Y,Z) time direction results of RL-T
(0, 0, 0) [A A A · · · A A] → [2 A 257] compressible point
(1, 0, 0) [A A A · · · A A] → [2 A 257] compressible point
(2, 0, 0) [W A D · · · A I] → [−1 W A D · · · A I] do nothing point
...
(121, 361, 181) [A A A · · · A A] → [2 A 257] compressible point
Fig. 2. Run Length method with tag (RL-T)
2.1. Run Length method and its disadvantage
Run Length method is a method to compress data through storing values and the length of each value. This method
is eﬀective and simple if values are continuous enough. For example, when an original data is [S S S AABCCCC],
whose length is 10, the compression result of run length method is [S 3A2B1C4], whose length is 8. In a special case,
when a data is [AAAAAAAAAAAAAAA], whose length is 15, the compression result of run length method is [A15],
whose length is 2. In this case, the size of the data can be greatly reduced by using the method. However, the run
length method has a disadvantage. If the values are not continuous enough, the compressed data size will be larger
than original data. For example, when the data is [ABCDE], whose length is 5, the compression result of run length
method is [A1B1C1D1E1], whose length is 10. In the worst case, the size of the data becomes double.
2.2. Improved Run Length method
In this research, we compress a high-dimensional ﬂuid data. As show in Figure 1, when we apply the Run Length
method to every point of the ﬂuid data along the time axis, some points can be well compressed, while some points
are the worst case. Here, an English character expresses a scalar value of real type, or, a vector containing real value
elements.
2.2.1. Run Length method with tag
In this subsection, we propose an improved compressing method called RL-T (Run Length method with tag). We
apply the Run Length method to the compressible coordinate points along the time axis. On the other hand, we do
nothing to the points with the worst case of run length method. We add a tag to identify these two cases. The idea
of our RL-T is to add one tag for each point. This tag tells us whether this point can be compressed by Run Length
method or not.
For the ﬁrst case that the Run Length method can be used for compression directly, we add a tag ”2” for each point.
Figure 2 shows such an example, if the compression result of original run length method is [A257], whose length is 2,
then the result of our improve method is [2A257], whose length is 3. For the second case that the Run Length method
cannot be directly used for compression, we add ” − 1” as its tag. For example, original data moves frequently such
as [WAD · · · AI], whose length is 257, then the result of our improved Run Length method is [−1WAD · · · AI], whose
length is 257 + 1.
By the above improvement, in the points that compression is successful, the length of the compressed data will
increase by 1 compared with original run length. However, for the points that we do nothing, the length of the data
will be nearly the half of the original run length method. Our method avoids the size of the data increases to double.
2.2.2. Spatio-temporal Run Length method with tag
As show in Figure 1 and Figure 4, most region do not change the data on temporal axes, these points can be
compressed by using the original Run Length method directly. We deﬁne these regions as background.
In this subsection, we propose another improved compressing method called STRL-T (spatio-temporal Run Length
method with tag) to deal with background in the data. This STRL-T method has two steps. The ﬁrst step is RL-T
method (see the upper of Figure 3). The second step is to perform the original Run Length method in space direction
to deal with background data (see the bottom of Figure 3). We add the number of the continuous points that have the
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Step 1 : Performing the RL-T method
(X,Y,Z) time direction results of STRL-T
(0, 0, 0) [A A A · · · A A] → [2 A 257]
(1, 0, 0) [A A A · · · A A] → [2 A 257]
(2, 0, 0) [A A A · · · A A] → [2 A 257]
(3, 0, 0) [A A A · · · A A] → [2 A 257]
(4, 0, 0) [A A A · · · A A] → [2 A 257]
(5, 0, 0) [W A D · · · A I] → [−1 W A D · · · A I]
...
(121, 361, 0) [W A D · · · A I] → [−1 W A D · · · A I]
(0, 0, 1) [W A D · · · A I] → [−1 W A D · · · A I]
...
(120, 361, 181) [T H R · · · E E] → [100 T 1 H 1 R 1 · · · E 2]
Step 2 : Performing the Run Length method in space direction
[5 2 A 257]
[1 − 1 W A D · · · A I]
...
[2 − 1 W 1 A 1 D 1 · · · A 1 I 1]
...
[1 100 T 1 H 1 R 1 · · · E 2]
[1 2 A 257]
Fig. 3. Spatio-temporal Run Length method with tag (STRL-T)
Table 1. Comparative Results of Compression Ratio using temperature dataset of a breath simulation that came out of a nose
.
Comparison methods Data size Compression ratio
Original Data 7,937,188
The original Run Length 2,107,140 26.548%
RL-T 1,720,369 21.217%
STRL-T 1,639,131 20.651%
Huﬀman coding after our RL-T 631,692 7.957%
Huﬀman coding only 940,725 11.854%
Table 2. Mean in block Z = 0 ∼ 59
.
Z = 0 ∼ 59 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 2 2.15609 2 2.33922
X = 40 ∼ 79 5.09879 28.1004 2 2.00338
X = 80 ∼ 119 2 3.52424 2 2
same value. Figure 3 shows such an example, if the compression result of step 1 is [2A257], the number of continuing
is ﬁve times in space direction, then the result of our STRL-T method is [52A257], its number of data is 4.
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Fig. 4. Four scenes of visualized vortex tubes of the breath simulation that came out of a nose.
Table 3. Standard deviation in block Z = 0 ∼ 59
.
Z = 0 ∼ 59 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 0 7.2480 0 3.8821
X = 40 ∼ 79 31.5776 94.8056 0 0
X = 80 ∼ 119 0 24.3143 0 0
Table 4. Mean in block Z = 60 ∼ 119
.
Z = 60 ∼ 119 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 3.01622 14.931 105.175 130.489
X = 40 ∼ 79 83.9168 126.47 79.3144 27.3776
X = 80 ∼ 119 28.3759 38.1898 108.383 89.3065
3. ROI detection from ﬂuid data
In this paper, we suppose that the temperature or velocity does not change in the background. The ﬂuid portion
is an important region, which has intense change. We call these regions as ROI. When we visualize the ﬂuid data,
we only give careful processing in the ROI region. We give simple processing in other region. Therefore, the all
processing cost can be controlled.
We detect ROI from ﬂuid data by checking the compression ratio c obtained with the original Run Length method.
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Table 5. Standard deviation in block Z = 60 ∼ 119
.
Z = 60 ∼ 119 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 1.7367 69.1047 155.1193 90.9770
X = 40 ∼ 79 179.6744 189.1349 153.7521 43.5752
X = 80 ∼ 119 109.2744 120.3553 215.0326 96.9182
Table 6. Mean in block Z = 120 ∼ 179
.
Z = 120 ∼ 179 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 4.5105 5.6883 241.119 181.914
X = 40 ∼ 79 147.479 16.2006 252.881 140.518
X = 80 ∼ 119 23.8544 8.59517 300.878 252.182
Table 7. Standard deviation in block Z = 120 ∼ 179
.
Z = 120 ∼ 179 Y = 0 ∼ 89 Y = 90 ∼ 179 Y = 180 ∼ 269 Y = 270 ∼ 359
X = 0 ∼ 39 33.4081 20.4653 135.1614 78.3670
X = 40 ∼ 79 223.8245 78.4478 132.5937 75.9909
X = 80 ∼ 119 100.5918 54.0161 116.6049 52.0060
Table 8. Comparative Results of Compression Ratio using velocity dataset of a breath simulation that came out of a nose
.
Comparison methods Data size Compression ratio
Original Data 23,811,564
The original Run Length 27,010,739 113.435%
RL-T 13,638,308 57.276%
STRL-T 13,570,233 56.990%
c =
sizecompressed
sizeoriginal
× 100%, (1)
where, sizecompressed and sizeoriginal are the sizes of the compressed dataset and the original dataset, respectively.
Figure 4 shows four scenes of visualized vortex tubes of the breath simulation that came out of a nose. The vortex
tubes represent small and positive value of the second invariant of velocity gradient tensor ﬁeld, In Figure 4, we
disperse several phases according to the temperature. The temperature of the red regions is high, the gray regions is
middle, and the blue regions is low. In this paper, we deﬁne the regions of the nose and the black region as background.
If compression ratio c in a region is small, then it is a portion with a quiet change, we consider it as background.
On the contrary, if compression ratio c in a region is big, we consider it is a portion with a sharp change.
4. Experiments
This section demonstrated the eﬀectiveness of the proposed methods by compressing a set of temperature dataset
of a breath simulation that came out of a nose ﬁrstly. All temperature data were ﬂoat numbers. Furthermore, we
demonstrated our methods by compressing sets of velocity dataset of the breath simulation.
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4.1. Comparative results of compression ratio
In order to demonstrate the eﬀectiveness and eﬃciency of the proposed methods, we performed several comparison
experiments with the set of temperature dataset of a breath that came out of a nose. In this experiment, the following
methods are compared:
• The original run length method
• Run Length Method with Tag (RL-T)
• Spatio-Temporal Run Length Method with Tag (STRL-T)
• Huﬀman coding after our Run Length Method with Tag (RL-T)
• Huﬀman coding only
We describe the comparative results of compression ratio c into Table 1. Compression ratio c is calculated by Eq. 1.
As show in Table 1, the compression ratio c of our improved methods is higher than the original run length method.
The results show that the compressibility is the highest by using Huﬀman coding after our Time-axis Two Path Run
Length Method.
4.2. Compression ratio based ROI detection
We detected the ROI from ﬂuid data by checking the reciprocal of compression ratio 1/c. In this experiment,
compression ratio c was obtained by using the original run length method. Moreover, the temperature dataset was
divided into 36 sub-domains. The size of the original dataset is 120 × 360 × 180 (X × Y × Z). The size of each
sub-domain is 40 × 90 × 60.
Tables 2, 4, 6 describe the mean values. Tables 3, 5, 7 describe result of standard deviation in each cube block,
respectively. The mean value of all data is μ = 67.8023, and the standard deviation of all data is σ = 128.8992. In
Tables 2, 4, 6, the mean value in each block within [0, μ] is written in blue, within [μ, 2μ] is written in yellow, and
the mean value is written in red if it is bigger than 2μ. In Tables 3, 5, 7, the standard deviation value in each block
within [0, 14σ] is written in blue, within [
1
4σ,
1
2σ] is written in yellow.The standard deviation value is written in red if
it is bigger than 12σ. In this experiment, if the standard deviation value in a block is bigger than
1
4σ, we detected this
domain as ROI.
4.3. Comparative results of compression ratio using velocity dataset
We tested our methods by compressing sets of velocity dataset of the breath simulation of a breath that came out
of a nose. Table 8 shows the compression ratio c of our improved methods were higher than the original run length
method.
5. Conclusion
We have proposed two lossless compression methods based on Run Length method. In this paper, we checked
whether the data size after compressing is increased or not ﬁrstly. Then according to the result,
1) Our RL-T method employs the run length method to the compressible coordinate points along the time direction,
while does nothing to the uncompressible coordinate points. In order to identify these two cases, an extra tag has been
added into the compressed data.
2) In our STRL-T method, the RL-T method is applied ﬁrstly. Then, the original Run Length method is applied in
space domain.
3) By checking the reciprocal of compression ratio 1/c, we can detect ROI at the same time.
Through several comparison experiments with temperature/velocity data of the breath simulation that came out of
a nose, the eﬀectiveness and eﬃciency of the proposed methods have been demonstrated.
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