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A indústria de semicondutores a partir de 1960 passou a utilizar simuladores que são 
ferramentas computacionais que auxiliam o desenvolvimento de projetos eletrônicos  
permitindo a integração de todas as fases que envolvem a construção de um circuito 
integrado. A essência destas ferramentas fundamenta-se em bibliotecas de modelos de 
componentes eletrônicos adequadamente estruturados para se adaptarem às especificações, 
portanto a atualização destas bibliotecas deve ocorrer na mesma velocidade do processamento 
de semicondutores, uma vez que a cada geração, os modelos precisam ser adequados pela 
introdução de novos parâmetros ou nas equações que os descrevem. O uso da linguagem C ou 
FORTRAN para descrever os códigos dos modelos não permite a dinâmica requerida pela 
indústria de manufatura de circuitos integrados, de forma que o uso de linguagens 
padronizadas como o Verilog-AMS são essenciais para no desenvolvimento preciso de 
sistemas e componentes eletrônicos. O conteúdo desta dissertação apresenta o uso da 
linguagem Verilog-AMS na implementação do código fonte do modelo ACM do transistor 
MOS que foi originalmente desenvolvido em linguagem C, apresentando como características 
a conservação das cargas, equações simples e contínuas, número reduzido de parâmetros, 
dedicado para uso em simuladores. O processo de implementação do código em Verilog-AMS 
consiste em verificar a portabilidade do código desenvolvido pelo uso dos simuladores ELDO 
e SMASH e a realização de testes de validação, composto pela análise DC, AC, transiente e 
de ruído e a simulação de circuitos clássicos objetivando a comparação dos resultados com o 
código original em C. 
 









The industry of semiconductors from 1960 started to use simulators that are computational 
tools that assist the development of electronic projects allowing the integration of all the 
phases that involve the construction of an integrated circuit. The essence of these tools is 
based on libraries of models of electronic components adequately structuralized to attend the 
specifications, therefore the update of these libraries must occur in the same speed of the 
processing of semiconductors, at each new generation, the models need to be adjusted by the 
introduction of new parameters or changes in the equations that describe them. The use of 
language C or FORTRAN to describe the codes of the models does not allow the dynamics 
required by integrated circuits industry, in this case the use of standardized languages such as: 
Verilog-AMS is essential to the development of systems and electronic components. The 
content of this master thesis presents the use of the Verilog-AMS language in the 
implementation of the source code of ACM model transistor that was originally developed in 
C language. Its characteristic s are resumed in loads conservation, simple and continuous 
equations, reduced number of parameters, and it is dedicated for use in simulators. The 
process of implementation of the code in Verilog-AMS consists of verifying the portability of 
the developed code, using ELDO and SMASH simulators and the accomplishment of 
validation tests is composed for DC, AC, transient and noise analysis and the simulation of 
classic circuits objectifying the comparison of the results with the original C code. 
 
 










A crescente expansão do mercado dos segmentos de áudio, vídeo, comunicação sem 
fio, de novos produtos e de novas categorias de produtos faz com que a indústria micro-
eletrônica esteja diante do seguinte desafio: a necessidade crescente de melhorar a exata 
descrição dos circuitos eletrônicos a fim de que possam ser simulados muito antes de se 
tornarem chips integrantes dos mais variados aparelhos, em espaços de tempo cada vez 
menores. 
A simulação dos circuitos eletrônicos na fase do projeto deve encontrar 
especificações que convergem para o menor custo, menor tempo entre a concepção e o 
aparelho final, menor taxa de falhas, alta qualidade e confiabilidade, enfim, o melhor arranjo 
entre as variáveis, implicará em um produto de ponta, satisfação do mercado com retorno 
garantido para o fabricante.  
Este conjunto de necessidades relacionadas à fabricação de dispositivos eletrônicos 
incentivou o desenvolvimento de ferramentas computacionais direcionadas ao projeto, 
desenvolvimento e à simulação de componentes eletrônicos capazes de gerenciar e integrar as 
fases de concepção, especificação, estruturação, verificação e fabricação de um circuito 
integrado (CI). 
Já no final dos anos 1950, ferramentas computacionais começaram a serem usadas no 
suporte de projetos, mas foi entre as décadas de 1960 e 1970 que diversos simuladores foram 
 3 
desenvolvidos: CIRCAL, SCEPTRE1, ECAP, ASCAP, SPICE. Rapidamente as técnicas de 
simulação evoluíram para acompanha r o aumento da complexidade de circuitos crescendo em 
capacidade e popularidade, sendo o SPICE o mais popular entre eles [1].  
Foi em 1972 que o Departamento de Engenharia Elétrica e da Ciência da 
Computação (EECS) da Universidade da Califórnia, Berkeley, desenvolveu a primeira versão 
do programa SPICE (Simulation Program with Integrated Circuit Emphasis). O SPICE foi 
escrito originalmente em FORTRAN e foi atualizado para o SPICE2, em 1975, e a versão 
atual, SPICE3 de 1985, escrita em linguagem C. 
Os simuladores empregam técnicas matemáticas em computadores com o propósito 
de emular um processo ou operação do mundo real. Para tanto é necessário dispor de um 
modelo computacional que concilie a realidade às limitações do ambiente computacional. 
Em 1990, a linguagem de descrição de hardware (HDL), passou a ser a base para a 
completa automação dos processos de fabricação do CI, capaz de formalizar a descrição de 
sistemas eletrônicos e integrar as informações pertinentes ao comportamento, à estrutura das 
conexões e sobre as características geométricas, dando origem ao diagrama de Gajski-Khan 
ou Y, indicado na Figura 1.1, no qual os eixos comportamental, estrutural e físico ou 











Figura 1.1  - Diagrama de Gajski-Khan 
                                                                 
 
1 SCEPTRE (System for Circuit Evaluation and Predicition of Transient Radiation Effects) é um programa de 
análise de circuitos genérico, com análise DC, AC e Trans, para redes lineares ou não lineares. Mais informações 
em: http://www.psych.mcgill.ca/perpg/stds/rk/linux-announce.html#toc-89 e o programa e documentação em 
ftp://novilux.fh -friedberg.de/pub/sceptre_linux/  
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A integração dos eixos por meio dos simuladores deu origem a uma ramificação na 
área da engenharia elétrica denominada de Automação de Projetos Eletrônicos (EDA) 
englobando a engenharia orientada por computador (CAE), projeto orientado por computador 
(CAD) e manufatura orientada por computador (CAM). 
 
1.2 MOTIVAÇÃO 
A base de funcionamento dos simuladores consiste na existênc ia de bibliotecas de 
modelos computacionais de componentes eletrônicos e elétricos capazes de adaptar a 
realidade do comportamento à forma de processamento do simulador.  
Os modelos computacionais atualmente disponíveis atendem a diversos propósitos, 
como por exemplo: para uso único em simulações, extração de informações ou leiaute do 
sistema. Estes modelos utilizam métodos científicos e matemáticos para descrever o 
comportamento real do componente de forma mais ou menos detalhada, dando origem a um 
conjunto extenso de modelos que precisam ser compatibilizados à arquitetura computacional 
do simulador.  
Em geral as pessoas que desenvolvem os modelos não são as mesmas que 
desenvolvem os simuladores de circuitos. Os primeiros estão ligados principalmente a 
universidades e a empresas de projeto de circuitos integrados, já os últimos trabalham nas 
empresas fornecedoras de ferramentas de automação de projetos (EDA) [3]. 
A linguagem padrão para a implementação de modelos compactos em simuladores 
de circuitos tem sido C, desde o lançamento do SPICE3, em 1985 [2] e a implementação de 
modelos em C requer o conhecimento do código interno do simulador de circuitos, o que nem 
sempre está à disposição do desenvolvedor do modelo, por outro lado nem sempre os 
fabricantes de simuladores estão interessados na inclusão de novos modelos em seus produtos. 
Como conseqüência, nem todos os modelos estão instalados em todos os simuladores. Além 
disso, a correção de erros e a atualização dos modelos para atender avanços da tecnologia 
demoram a ser implementadas devido à complexidade do processo.  
A Figura 1.2 ilustra o exposto no parágrafo anterior: a grande diversidade de 




PSP que precisam ser codificados para cada uma das bibliotecas dos vários simuladores 













Figura 1.2   - Representação gráfica dos diferentes modelos de transistores adaptados para os 
diversos simuladores comerciais. Fonte: [27] 
 
Portanto a padronização na linguagem usada para o desenvolvimento dos modelos 
compactos determina procedimentos e estruturas uniformizadas, que podem ser usadas em 
qualquer simulador comercial que suporte os padrões da linguagem em seu processador.  
Esta padronização foi viabilizada por meio da linguagem de descrição de hardware 
que são específicas para descrição de estruturas e do comportamento do hardware, sendo 
exemplos de HDL’s o Verilog-AMS e o VHDL-AMS. 
No caso específico da linguagem Verilog-AMS, que é o objeto de estudo desta 
dissertação, ela proporciona uma interface única, como ilustra a Figura 1.3, entre os vários 
modelos de transistores e os simuladores comerciais, dispensando a codificação 






Figura 1.3   - Função que a linguagem Verilog-AMS exerce no contexto entre os vários modelos 





Tendo em vista as vantagens da linguagem Verilog-AMS e que a organização 
Compact Model Council (CMC) [2] incentiva o seu uso, o presente trabalho tem como 
objetivos:  
§ Implementar o código Advanced Compact Mosfet  Model (ACM) do transistor 
MOS para a linguagem de descrição de hardware (HDL), utilizando a linguagem 
Verilog-AMS. 
§ Realizar testes de simulação para comprovar o funcionamento do código 
implementado. 
§ Verificar a portabilidade do código implementado ut ilizando os simuladores 
ELDO [6] e SMASH [7]. 
1.4 ESTRUTURA DA DISSERTAÇÃO 
Esta dissertação está organizada em cinco capítulos. O Capítulo 2 descreve o modelo 
ACM do transistor MOS. No Capítulo 3 apresentam-se os fundamentos da linguagem de 
descrição de hardware, incluindo o Verilog-AMS e a metodologia adotada na implementação 
do código. No Capítulo 4 relatam-se os resultados obtidos, e as conclusões do trabalho são 





2 DESCRIÇÃO DO MODELO ACM 
2.1 MODELO COMPACTO DO TRANSISTOR 
Modelos compactos descrevem o comportamento dos transistores por meio um 
modelo abstrato, conceitual, gráfico e/ou matemático utilizando técnicas, métodos e teoria 
fundamentada na física dos semicondutores e formam a base dos simuladores de circuitos 
eletrônicos. 
Os modelos de componentes eletrônicos dedicados aos programas de simulação são 
recomendados pela organização denominada Compact Model Council (CMC) [8] que define, 
mantém e promove o uso de modelos padronizados permitindo com que as empresas do ramo 
de semicondutores sejam norteadas pela mesma base tecnológica. Segundo [2], a entidade 
incentiva o uso do Verilog-A à linguagem C para implementar os modelos compactos.  
As simulações de circuitos eletrônicos são estruturadas em bibliotecas de 
dispositivos semicondutores que são desenvolvidas pela modelagem científica que é o 
processo de gerar: 
Modelo abstrato: É uma construção teórica que representa o objeto em estudo usando 
um conjunto de variáveis com parâmetros interligados. Neste nível, o modelo 
representa as ações internas idealizadas pela estrutura de programação. 
Modelo conceitual: É a representação de um fenômeno, dado ou teoria usando a 
lógica e a matemática por meio de funções, relações, tabelas, processos estocásticos, 
fórmulas, axiomas e regras de inferência. 
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Modelo gráfico: Desenhos, gráficos ou fluxogramas que representam a 
independência ou dependência entre as variáveis envolvidas.  
Modelo matemático: É a representação de um sistema por meio de equações 
matemáticas. 
Para os transistores, destacam-se dois grupos de modelos: 
Modelo para o projeto do componente: Os modelos que se destinam ao projeto do 
componente único exploram a estrutura física, considerando os aspectos geométricos, 
mas também conhecimentos sobre a natureza do material semicondutor, sua pureza, 
elementos dopantes, entre outros. 
Modelo para o projeto de circuitos eletrônicos: As ferramentas para projetos 
eletrônicos automatizados (EDA tools) usam modelos dos componentes para emular 
o funcionamento de um circuito, sendo necessário modelar nestas circunstâncias os 
efeitos do leiaute do transistor, como: comprimento e largura do canal, características 
de alimentação, capacitância parasita, indutância e resistência interna e efeitos da 
temperatura.  
2.1.1 Modelos de Transistores para Simuladores Eletrônicos 
Dependendo da aplicação do transistor, se para simulação e fabricação, ou só 
simulação, para sinal analógico ou digital, nível da tensão de trabalho, existirá um ou mais 
modelos que se adaptam melhor a essas necessidades como, por exemplo : o modelo SPICE 
level1 é um modelo ideal, aplicável somente para simulações e modelagens ideais, não poderá 
ser usado com propósito comercial ou de projeto. As mesmas características são aplicáveis 
para os modelos SPICE level2 e leve13, que se diferenciam na quantidade de parâmetros que 
os definem.  
Os modelos BSIM3, BSIM4, EKV, PSP são os mais conhecidos. O BSIM3 e BSIM4 
[9] incluem grande quantidade de informação dos parâmetros do processo, e detalhes dos 
efeitos construtivos presentes na fabricação do CI, portanto assemelham-se com um transistor 
real, o EKV [10] é apropriado para projetos analógicos com tensões de operação abaixo da 
tensão de limiar e o modelo PSP, além de reunir as características da semelhança com o 
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transistor real dispõem de maiores detalhamentos sobre suas propriedades elétricas que podem 
ser melhor esclarecidas em [11] e [12]. 
O modelo ACM [19] do transistor MOS, dentro do contexto dos modelos compactos 
é adequado para uso em simuladores comerciais, pois requer uma quantidade reduzida de 
parâmetros de entrada, as equações matemáticas são capazes de descrever o transistor 
operando em qualquer região, seja na saturação, inversão fraca ou moderada. 
2.2 MODELO COMPACTO ACM 
O modelo ACM é caracterizado como um modelo físico compacto, que considera a 
conservação da carga, adequado para integrar as bibliotecas dos simuladores eletrônicos. A 
conservação da carga e a simetria fonte-dreno intrínseca do dispositivo que usa o substrato 
como referência, são propriedades essenciais do modelo, que inclui expressões únicas, 
contínuas e simples, que descrevem com boa precisão todas as características estáticas e 
dinâmicas do MOSFET desde inversão fraca até inversão forte.  
Os efeitos de canal curto (sessão 2.2.5) são incluídos no modelo através de 
modificações no modelo de canal longo resultando em equações simplificadas capazes de 
representar com precisão tais efeitos. A região de saturação é adequadamente modelada 
permitindo a obtenção de um modelo único e consistente para todas as regiões de operação. O 
modelo para a condutância de saída e para as cargas e (trans)capacitâncias inclui os efeitos de 
saturação da velocidade dos portadores. A Figura 2.1 a seguir ilustra o transistor MOS em 
perspectiva com os terminais e dimensões adotadas para o desenvolvimento das equações do 
modelo ACM. 
Para o desenvolvimento do modelo, o terminal do substrato é considerado como  
referência para os potenciais do transistor. 
A caracterização dos parâmetros de entrada para a descrição do modelo ACM são 












Figura 2.1  - Construção física do transistor MOS. Fonte: 
http://www.eletr.ufpr.br/ogouveia/te823/aulas.html aula 2. 
 
 
Tabela 2.1 Parâmetros de entrada do modelo ACM. 
 
Nas próximas sessões, as principais equações do modelo ACM serão apresentadas 
tendo como referência: [19],[20] e [23]. 
 
DEFAULT NOME SÍMBOLO  DESCRIÇÃO UNIDADE 
NMOS PMOS 
µ0 µ0 
Mobilidade dos portadores na 
condição de campo transversal e 
longitudinal 
desprezíveis.(carrier mobility) 
m2 /Vs 436.8x10-4 149.4 x10-4 
tOX tOX Espessura do óxido  m 7.7x10-9  7.7 x10-9 
vto vto Tensão de limiar  V 0.486  -0.719 
gamma γ Coeficiente de efeito de corpo  sqrt(V) 0.77  0.375 
phi ØS Potencial de superfície  V 0.862  0.81 
vlim vlim  
Velocidade deslocamento dos 
portadores m/s 1.613 x10
+5  1.169 x10+5 
theta θ 
Coeficiente de redução da 
mobilidade devida ao campo 
elétrico transversal  
V-1 0.0593  0.0509 
xj xj Profundidade da junção  m 1 x10-7  1 x10-7 





















Os princípios físicos que fundamentam as equações do modelo ACM estão baseados 
no modelo da aproximação de folha carga 2 e na aproximação linear de canal gradual3 que 
permite relacionar o potencial de superfície ØS e  a densidade de carga de inversão Q’I, 
aplicada a uma porção da camada de inversão. 
A corrente de dreno em um modelo de canal longo, supondo que a dopagem do 
substrato é uniforme, incluindo as componentes de deriva e difusão e mobilidade dos 










onde: µ0, W, Øt, n, C’OX  e x indicam respectivamente: mobilidade dos portadores para o 
campo elétrico longitudinal e transversal desprezíveis, largura do canal, potencial 
termodinâmico, fator de rampa, capacitância do óxido por unidade de área e a coordenada na 
direção do comprimento do canal. As variáveis relacionadas à geometria do componente 
podem ser visualizadas na Figura 2.2. 
                                                                 
 
2 A espessura do canal é infinitesimal. 
3 O gradiente de potencial na direção da fonte para o dreno é muito maior que o gradiente de porta para 
substrato. 
SOXI dnCdQ φ















































2.2.2 Cálculo da Corrente de Dreno 
A partir da substituição de (2.2) em (2.1) e integrando-se ao longo do canal chega-se 
ao valor da corrente de dreno: 
(2.3)  
 
Considerações e o desenvolvimento estão apresentados em [19] de onde obtém-se a 





onde: IF(R), L, Q’IS(D)  e Q’IP são respectivamente: corrente de saturação direta (reversa), 
comprimento do canal, dens idade de carga de inversão na fonte (dreno) e densidade de carga 
de inversão na condição pinch-off . 
2.2.3 Relação entre a Tensão no Canal e a Carga de Inversão 
O uso da modelagem unificada por controle de carga (Unified Charge Control Model 





onde: VP é a tensão de pinch-off, VC é a tensão no canal, Q’IP é densidade da carga de inversão 



































RFD III −=  
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Porém (2.5) não pode ser resolvida analiticamente para Q’I , sendo aproximada pelo  
















2.2.4 Cálculo das Cargas Totais, Capacitâncias e Transcondutâncias 
O desenvolvimento a seguir integra o conjunto formal de equações do código ACM, 
porém na implementação do modelo na linguagem Verilog-AMS, o cálculo explícito das 
capacitâncias e transcondutâncias não foram necessários, pois a linguagem Verilog-AMS ao 
realizar a integração numérica utiliza como variável de integração o tempo. Esta 
particularidade é usada em conjunto com a função operador derivação que dispensam a 
efetiva realização dos cálculos.  
Portanto os cálculos que envolvem a operação derivação podem ser realizados sem o 
cálculo explícito das grandezas elétricas envolvidas na operação. A exemplificação do que foi 
exposto no parágrafo anterior está detalhada no item 3.3 desta dissertação. 
Como a estrutura física do transistor MOS é composta por quatro terminais: dreno 
(D), porta (G), fonte (S) e substrato (B) e a fim de que o modelo conserve a carga, faz-se 






































Figura 2.2 auxilia o entendimento da disposição física dos terminais e das cargas elétricas no 













Figura 2.2  - Perfil do transistor NMOS, indicando os tipos de cargas. QI:carga de inversão, 
QB:carga de depleção e QG: carga da porta 
 




























S i - p o l i N+  
+++++++ 
SiO2 
QI:Carga de inversão 
QB:Carga de depleção 



















Sendo QS a carga da fonte, QD a carga do dreno e QI a carga de inversão, QB a carga 
de depleção. Q’I e Q’B são respectivamente as cargas de inversão e depleção por unidade de 
área. 
A carga do dreno e da fonte é definida em função do comprimento do canal L e da 










A partir da solução das integrais (2.10), (2.11), (2.13) e (2.14) chega-se às expressões 
das cargas nos terminais para o transistor que são apresentadas na Tabela 2.2. 
As capacitâncias intrínsecas são calculadas tendo [17] como referência e são obtidas 










onde: QK e QJ são quaisquer das cargas QG, QB, QD ou QS e VJ é qualquer potencial VGB, VSB 
VDB  ou VB. As expressões (2.15) e (2.16) dão origem a um total de dezesseis 





























































































































































































































































































( ) gsCn 1−





































As transcondutâncias, que são as derivadas da corrente em relação às respectivas 
tensões, indicadas pela conjunto de expressões (2.17), são contínuas e permitem uma rápida 
convergência na análise DC, caso seja usada uma linguagem de programação diferente do 
Verilog-AMS, uma vez que as referidas equações não precisaram ser implementadas no 
código e são equacionadas considerando todos os parâmetros que representam a variação da 






onde: gmS, gmG, gmD e gmB são as transcondutâncias de fonte, porta, dreno e substrato 
respectivamente. 
2.2.5 Efeitos de Segunda Ordem 
Também denominados como efeitos de canal curto e ocorrem quando as dimensões 
do canal se aproximam de seus valores mínimos4, surgem novos efeitos que modificam as 
características estáticas e dinâmicas do transistor. Os efeitos de segunda ordem que são 
considerados na modelagem do código ACM são: saturação da velocidade, a modulação do 
comprimento do canal (channel length modulation - CLM), redução de barreira induzida pelo 
dreno (drain induced barrier lowering – DIBL). 
Os detalhes sobre os efeitos são encontrados em [19] e [24]. 
                                                                 
 



































2.2.5.1 Modulação do comprimento do canal 
A modulação do comprimento do canal engloba genericamente as contribuições do 
gradiente do campo elétrico longitudinal, sobretudo nas vizinhanças do dreno, este efeito é 
modelado de forma unidimensional por meio da redução do comprimento efetivo do canal em 






onde: V’DS é dado por uma função contínua tal que V’DS = VDS para VDS < VDSSAT e V’DS = 






onde: εSi é a permissividade elétrica do silício e xj é a profundidade da junção e UCRIT é o 






onde: vlim  é a velocidade de saturação e µo é a mobilidade dos portadores no canal na condição 

































2.2.5.2 Saturação da velocidade para os portadores 
Embora constante para baixos valores do campo elétrico longitudinal ( na direção do 
comprimento do canal), a velocidade dos portadores de carga tende a saturar à medida em que  
este campo aumenta. Uma vez que este campo corresponde ao gradiente do potencial elétrico 
na direção do eixo x, tal efeito será tão mais pronunciado quanto mais curto for o canal.  
Conseqüentemente, a corrente de dreno no transistor saturado apresentaria valores menores 
que os previstos pela teoria do MOSFET canal longo. Para levar em conta esta não idealidade, 






onde: µo é a mobilidade dos portadores no canal na condição em que o campo elétrico 
transversal e longitudinal são desprezíveis e vlim é a velocidade de saturação dos portadores. 
O efeito da saturação da velocidade para os portadores ao ser considerado no cálculo 






















Tabela 2.3 Expressões das Transcapacitâncias considerando o efeito da saturação 
















































































































( ) gsCn 1−
( ) gdCn 1−



























































































































2.2.5.3 Redução de barreira induzida pelo dreno (Drain Induced Barrier Lowering – DIBL) 
Em transistores de canal curto, a influência dos potenciais de fonte e dreno sobre a 
carga de depleção QB é significativa, ficando apenas uma parcela desta carga (Q*B) 
controlada efetivamente pelo potencial de porta. Um aumento do potencial de dreno faz a 
região de depleção associada à difusão de dreno avançar mais sob o óxido e a razão Q*B/QB 
torna-se menor, este efeito é denominado DIBL. Este efeito é empiricamente modelado 
através de uma modificação do fator de corpo, que passa a ser função do comprimento do 




onde: VP é a tensão de pinch-off, VP0 é a tensão de pinch-off no equibíbrio (VDB=VSB=0), σ é o 
efeito DIBL e n é o fator de rampa. 
2.2.5.4 Mobilidade com o campo transversal 
O movimento superficial dos portadores é afetado pelo campo elétrico perpendicular 
associado ao potencial da porta. Uma modelagem simples para o fenômeno pode ser obtida 




onde: µef é a mobilidade efetiva, µo é a mobilidade dos portadores no canal para o campo 
elétrico transversal e longitudinal desprezíveis, VP0 é a tensão de pinch-off no equilíbrio, θ é 















2.2.6 Ruído Térmico e 1/f 
O código do modelo ACM desenvolvido em linguagem C disponível no simulador 
SMASH não possui o cálculo do ruído térmico e 1/f implementado, desta forma, para que este 
cálculo pudesse ser implementado no código em Verilog-AMS, foram usadas as equações que 
estão disponíveis em [21], sendo fórmulas simples e que são válidas para as regiões linear, de 
saturação e sublimiar de operação do transistor. 
Tendo em vista que a implementação do ruído no código em Verilog-AMS precisa 
ser validada e que o modelo em C no simulador SMASH não dispõe desta possibilidade, 
adotaram-se como referência de comparação os resultados que foram obtidos por [21] e que 
estão apresentados na Figura 2.3. 
Tais resultados foram encontrados a partir da simulação de um transistor SPICE 
NLEV=2,3 , com W=200µm e L=5µm, saturado, sendo que os parâmetros de entrada do 
transistor não foram informados.  
De acordo com [21], os resultados do ruído térmico foram obtidos na freqüência de 
25 kHz, para que os efeitos do ruído 1/f fossem minimizados e as medidas do ruído 1/f foram 













Figura 2.3  - Gráfico das curvas obtidas por [21] e que foram usadas como referência para a 




































2.2.6.1 Formulação do ruído térmico 






Siw =  densidade espectral de potência (A2/Hz) 
kB  =  constante de Boltzmann (1,38x10-23 C.V/K) 
T =  temperatura absoluta (K) 
µ0 =  mobilidade do portador (m2/V.s) 
W =  largura do canal (µm) 
L =  comprimento do canal (µm) 
QI =  carga total de inversão (C) 
 
2.2.6.2 Formulação do ruído 1/f  
A equação utilizada na implementação do cálculo do ruído 1/f do modelo ACM em 







Sid =  densidade espectral de potência (A2/Hz) 
qe =  carga elétrica do elétron (1,602x10-19 C) 
Not =  densidade equivalente das trilhas de óxido (cm-2) 
µ0 =  mobilidade do portador (cm2/V.s) 
IB QL
W




N tBot =  
 
 
L =  comprimento do canal (m) 
n =  fator de rampa 
C’ox =  capacitância do óxido por unidade de área(F/m2) 
Id =  corrente de dreno (A) 
φt =  potencial termodinâmico (V) 
Q’IS =  densidade de carga da fonte (C/m2) 
Q’ID =  densidade de carga da fonte (C/m2) 
f =  largura da banda de freqüência (Hz) 
 






Nt(E) =  densidade do óxido das trilhas por unidade de volume e energia (cm-3.eV-1) 






3.1 LINGUAGEM DE DESCRIÇÃO DE HARDWARE 
O rápido crescimento de produtos eletrônicos no mercado requer dos fabricantes de 
circuitos integrados (CI’s) a solução de uma equação complexa com muitas variáveis, entre 
elas o tempo total de desenvolvimento das etapas de um projeto, ilustrada na Figura 3.1 e o 
respectivo custo. A solução que o fabricante encontrar para esta equação irá ou não definir a 
sua liderança no mercado, portanto esta dinâmica determina a necessidade da adoção de 
metodologias eficientes na execução do projeto, durante o desenvolvimento e fabricação do 
























Uma das soluções é o aumento no nível de integração dos CI’s, que por sua vez 
determina o uso de metodologias e ferramentas de projeto, desenvolvimento e fabricação 
compatíveis com a complexidade que envolve as fases de desenvolvimento do CI. Outra 
forma de agilizar o processo de fabricação é a utilização de modelos compactos padronizados 
compatíveis com a maioria dos simuladores comerciais, por meio de bibliotecas padrões que 
permitam a atualização e distribuição na medida em que as modificações ocorram.  
Estas necessidades puderam ser atendidas a partir de 1980, quando as linguagens 
tradicionais de programação como o C [30] começaram a ser substituídas pela s linguagens de 
descrição de hardware (HDL). Atualmente as HDL’s padronizadas disponíveis no mercado 
são o Verilog-AMS [4],[5] e o VHDL-AMS, sendo o Verilog-AMS o objeto de estudo desta 
dissertação. 
Portanto o uso do Verilog-AMS na implementação de um modelo, torna-o 
compatível com todos os simuladores que suportam esta linguagem, desta forma poderá ser 
distribuído diretamente aos usuários sem a necessidade da intermediação dos vendedores de 
EDA, ao contrário da linguagem C que ao ser usada na implementação dos modelos, os 
tornam funcionais para um conjunto restrito de simuladores comerciais. 
Com relação à abrangência, a eletrônica analógica em relação à digital enfrenta 
maiores adversidades na padronização de bibliotecas, pois há uma grande diversidade nas 
características dos sinais analógicos, que podem assumir formas e intensidades diferenciadas 
de acordo com a freqüência de operação ou tensão de alimentação.  
Enfim o sinal analógico é essencialmente complexo pela sua própria natureza, 
implicando em limitações quando comparado ao sinal digital. Neste contexto, o uso das 
HDL’s no desenvolvimento de CI´s analógicos passa a ser fundamental pelas vantagens que 
pode proporcionar, tais como: a reutilização das bibliotecas, a experiência dos projetistas, 
minimização dos custos e do tempo de projeto, e principalmente por se tratar de uma 
linguagem padronizada. 
3.1.1 Fundamentos da Linguagem de Descrição de Hardware 
As linguagens computacionais usadas na representação de componentes ou circuitos 
eletrônicos utilizam o conceito de malhas e nós, na qual a forma da representação é por 
entidades primitivas constituídas por ramos e nós em que a lei de Kirchhoff da Corrente 
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(LKC) e da tensão (KVL) são válidas, sendo o SPICE um exemplo. A segunda forma usada, 
considera um nível de abstração maior, usando equações diferenciais, funções de 
transferência, procedimentos de controle e estruturas de atribuição que são características das 
linguagens de programação estruturadas como C ou FORTRAN [31]. 
Segundo [31] as premissas básicas para uma linguagem de descrição de 
comportamento analógico são: 
§ Suportar sinais analógicos e digitais e múltiplos domínios do 
comportamento. 
§ Abrangência nos tipos de estruturas descritivas, como equações diferenciais 
não lineares, funções de transferência, tabelas de dados. 
§ Permitir a múltipla descrição do comportamento em vários níveis de 
detalhamento para uma dada entidade (gráfico de fluxo, terminais, malha, 
componente, estrutura física). 
§ Diferenciação da descrição do circuito e condições de simulação. 
§ Compatibilidade na semântica da linguagem para possibilitar o uso 
simultâneo dos domínios analógico, digital e de sinais mistos. 
§ As estruturas de construção (especificações, esquemáticos) devem ser 
explícitas com o propósito da documentação do projeto. 
§ Bibliotecas de modelos padronizados. 
§ Estruturas de programação consistentes. 
§ Integração de mecanismos para descrição física (geométrica) do componente 
final. 
Conforme exposto, uma HDL é capaz de descrever de forma abrangente, as 
estruturas e os comportamentos. Em uma descrição estrutural, detalha-se a interconexão entre 
os componentes que fazem parte do circuito sendo usada como entrada para uma simulação 
da mesma forma que uma entrada esquemática, já a descrição comportamental descreve o 
funcionamento de cada um dos componentes do circuito [1].  
Portanto o diferencial de uma HDL é a sua capacidade de descrever simultaneamente 
o comportamento de componentes individuais e como estão interligados [14], sendo 
processada seqüencialmente nas estruturas individuais e de forma concorrente entre as 




Em termos gerais o objetivo principal da HDL é caracterizar a síntese e propiciar a 
simulação de projetos eletrônicos. 
Síntese: Capacidade do simulador de traduzir o código da linguagem HDL para uma 
linguagem mais próxima da implementação, ou seja, realiza transformações entre 
níveis de especificação do sistema, até a realização física deste sistema, conforme 
ilustra a Figura 3.2, introduzindo detalhes estruturais e/ou geométricos. Está 
relacionada com a tecnologia de construção deste sistema que por sua vez é formada 






Figura 3.2  - Fluxo das etapas do processo de síntese[14]. 
 
Simulação: Pelo uso de uma ferramenta de automação de projetos eletrônicos (EDA), 
sinais de entrada são aplicados como estímulos e o(s) sinal(ais) de saída são 
observados sem a necessidade da construção física do circuito [13], além de checar 
ou extrair dados pertinentes à dinâmica5 do funcionamento. 
3.2 FUNDAMENTOS DA LINGUAGEM 
3.2.1 Histórico 
Verilog é o acrônimo de VERIfying LOGic, idealizada por Philip Moorby e Prabhu 
Goel   da  empresa   Automated  Integrated  Design  Systems,   posteriormente Gatway Design 
                                                                 
 
5 Propriedade denominada de “timming”, seu uso é mais freqüência no projeto de circuitos digitais. 
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 Automation entre 1983 e 1984. Inicialmente era uma linguagem proprietária, mas em 1991 
passou a ser de domínio público. Atualmente é a empresa Cadence Design Systems que detém 
os direitos da linguagem e que foi a responsável pela sua abertura e conseqüentemente a sua 
difusão. 
Cronologicamente o domínio digital foi o precursor na padronização da linguagem, 
denominada como Verilog HDL (Hard Description Language) e ocorreu em dezembro de 
1995 pela norma IEEE 1364-1995. Em junho de 1996 devido à implementação de melhorias 
no Verilog-95, voltou a ser revista pela IEEE, estas novas extensões na linguagem foram 
padronizadas pela norma IEEE 1364-2001 conhecida como Verilog-A (Analog). Na última e 
atual versão, padronizada como  norma IEEE 1364-2005, pequenas correções foram realizadas 
e a melhoria mais significativa foi a inclusão de sinais analógicos e mistos. As melhorias a 
partir deste projeto são chamadas por Verilog-AMS (Analog and Mixed Signal) abrangendo 
os domínios: digital, analógico e sinais mistos (quando coexistem os dois sinais), grandezas 
da mecânica, ótica, termodinâmica e mecânica dos fluidos.  
Verilog-AMS é uma linguagem de descrição de hardware, formada a partir do 
Verilog-HDL e Verilog-A que oferece meios de especificar sistemas eletrônicos em vários 
níveis de abstração (Figura 1.1), seja no estágio inicial do projeto ou nas fases finais de 
simulação do circuito. É uma linguagem simples, disponível em um único simulador, podendo 
ser compartilhada entre projetistas de circuitos digitais e de circuitos analógicos. 
A organização de um projeto que demanda pelo compartilhamento entre sinais 
analógicos, digitais e mistos é facilitada pela abrangência da linguagem, pois a objetividade é 
maior na estruturação de blocos em que o comportamento é formado por sinais mistos, caso 
contrário cada sinal deverá ser simulado separadamente. 
Os simuladores AMS são compostos por dois gerenciadores de simulação (kernel) 
[32], um deles responsável pela simulação lógica: simulação orientada por evento (event-
driven simulation) e o outro para a simulação em tempo contínuo: continuous-time simulation.  
Tendo como base [34], a simulação AMS é composta pela existência de uma rede 
hierarquizada de processos paralelos que trocam mensagens sob o controle do gerenciador de 
simulação que atualiza concorrentemente os sinais e variáveis. As atribuições da estrutura dos 
sinais independentes não afetam os sinais alvos imediatamente, somente serão atualizados no 
próximo ciclo de simulação. O gerenciador de simulação retoma o processamento quando 
todos os processos definidos pelo usuário tornam-se suspensos, seja pela execução de uma 
estrutura de espera ou até alcançar a última estrutura de processamento. De forma resumida, o 
gerenciador de simulação atualiza os sinais e variáveis e os suspende enquanto o processo do 
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usuário prossegue. Se o tempo do próximo mais novo evento “tn” é igual ao tempo da 
simulação corrente “tc”, o processo do usuário executa um novo ciclo. 
3.2.2 Características 
A semântica da linguagem Verilog-AMS tem sua raiz fundamentada em C, o que a 
torna fácil de aprender e usar, principalmente para os usuários de C. 
Com base em [13] e [35] algumas das características da linguagem: 
§ Os projetos podem ser decompostos hierarquicamente. 
§ Capacidade de descrever diferentes tipos de comportamentos: linear, não linear, 
integro-diferencial, simulação orientada por eventos analógicos (analog event 
driven). 
§ Disponibiliza recursos de semântica para lidar com a descontinuidade. 
§ A estruturação da linguagem permite com que o projetista defina o fluxo dos 
sinais, isto implica em formulações mais estáveis e robustas.  
§ Permite a interdisciplinaridade entre as áreas elétrica e mecânica. 
§ Cada elemento do projeto possui distintamente uma interface de conexão com 
outros elementos e uma precisa especificação funcional. 
§ Interoperabilidade dos módulos entre as HDL’s. Módulos podem ser construídos 
em uma HDL e invocar ou ser invocado por outra HDL. 
§ Modelos compactos podem ser atualizados de forma independente da versão do 
simulador. 
§ Facilita ao uso da metodologia descendente (top-down). 
§ Executa automaticamente a interface entre modelos analógicos e digitais mesmo 
quando seus terminais não são compatíveis. 
 
O Verilog-AMS dispõe de um conjunto de estruturas (entre outras) relacionadas à 
semântica, que tipificam as características AMS da linguagem entre elas a capacidade da 
descrição do comportamento dos componentes analógicos ou digitais.  
A listagem representada na Figura 3.3 exemplifica a estrutura básica de programação 
em Verilog-AMS, de um módulo que descreve o comportamento de uma fonte de tensão DC, 
formada pelos terminais t1 e t2 , que pode ser fixa ou variável, dependente do valor do 
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parâmetro mode, a intensidade é função do parâmetro bias, sendo restringida a um intervalo 
de valores apropriado. A seguir são apresentados elementos da sintaxe essenciais na 
construção dos módulos AMS. 
§ discipline: relaciona domínios tais como: elétrico, magnético, térmico, 
cinemático, rotacional que estarão presentes naquela estrutura de programação. 
No exemplo  da Figura 3.3, a linha 3 define que t1 e t2 são terminais de natureza 
elétrica, como poderiam ser de natureza térmica (thermal). 
§ nature: define qualitativamente e quantitativamente as grandezas do domínio 
analógico, como a sua unidade (ampére, volt, kelvin), a letra usada para acessá-la 
(access function ), tolerância absoluta e a grandeza resultante no caso de uma 
operação de integração ou derivação. Por exemplo : a letra I maiúscula para a 
discipline corrente, cuja unidade é ampére (A), seu abstol default é 1x10-12 e 
caso a operação de integração seja realizada a grandeza resultante é definida por: 
idt_nature= Charge . 
§ ‘include: é uma diretiva de compilação em que arquivos externos, como as 
bibliotecas padrão, são acessadas como arquivos durante todo o processamento. 
§ module: é a unidade básica de projeto e programação, acomoda a descrição de um 
componente até um sistema, no exemplo listado são as linhas 2 a 13. 
§ parameter: é atribuído para o identificador um valor constante, não deve mudar 
no curso da simulação, que será utilizado em seu lugar, pode ser real ou inteiro. A 
sintaxe permite definir um intervalo no qual o parâmetro pode estar contido, no 
exemplo as linhas 5 e 6 mostram esta característica. 
§ system tasks: são funções que retornam valores reais, tendo como entrada os 
valores atribuídos aos parâmetros. 
Ex1.: <ktonq = $vt(($temperature (tnom))>, esta estrutura está 
calculando o valor do potencial termodinâmico pelo uso da função $vt(), sendo 
tnom um parâmetro convertido de ºCelsius para kelvin por meio da system task: 
$temperature(). 
Ex2.: Na linha 9 , em que o potencial do sinal de saída entre os terminais t1 e t2 
é uma função do tempo absoluto na unidade segundos: 
 <V(t1,t2) <+ $abstime > 
§ access function: uma das características qualitativas que formam a nature , como 
uma disciplina é associada a um sinal de entrada e/ou saída. 
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Ex.:< vds = V(t1,t2)>, a variável vds é igual a diferença do potencial do nó 
t1 e t2. 
§  (contribution operator ): como um sinal de saída recebe o valor de uma 
expressão que indica o comportamento daquele sinal, sempre associado a uma 
disciplina.  
<output_signal <+ f (input_signal)>, este operador está sendo usado na 










Figura 3.3   - Listagem de um módulo que descreve uma estrutura de comportamento em 
Verilog-AMS . 
3.2.3 Metodologia de Projetos 
Durante o projeto de um sistema eletrônico, as representações comportamental, 
estrutural e física ( Figura 1.1 ) podem ser usadas em diferentes níveis de abstração de acordo 
com o tipo de objeto utilizado para isso. Tendo como base [36], os níveis de abstração para 
componentes analógicos se organizam conforme Tabela 3.1. 
1-////////////// MÓDULO SOURCE  /////////// 
2-module source(t1, t2); 
3-electrical t1, t2; 
4-inout t1, t2; 
 
5-parameter integer mode  = 1   from [-1:1] exclude 0; 
6-parameter real    bias  = 1.0 from [1:3.5); 
7-analog begin 
8- if (mode  ==  1)  
9-  V(t1,t2)     <+  $abstime;    
10- else                         











Tabela 3.1 Representação do projeto e níveis de abs tração [36]. 
 
3.2.3.1 Bottom-up e Top-down 
Conforme [1] as metodologias de projeto são seqüências de transformações que 
partem de uma descrição e/ou especificação de um sistema para chegar a uma descrição final 
validada deste sistema, que é suficiente e necessária para o processo de fabricação. A 
descrição final contém informações relativas aos eixos estrutural e geométrico do projeto, 
sendo função dos componentes primitivos do nível de abstração no qual é fabricado o sistema. 
Este nível de fabricação pode ser o das máscaras, no caso de CI’s, ou do leiaute quando 
circuito impresso, no caso de sistemas implementados com componentes discretos, ou mesmo 
níveis mais abstratos, no caso de uma implementação com subsistemas adquiridos de 
fornecedores externos, o que é comum em empresas ditas integradoras. 
Uma metodologia de projeto particular pode empregar um processo descendente 
(top-down) ou ascendeste (bottom-up) de concepção, ou ainda uma combinação de ambos.  
Um processo descendente de projeto é aquele no qual uma seqüência de 
transformações de síntese e de validação é utilizada, partindo de um nível i e chegando a um 
nível i-j (processo de refinamento). No processo ascendente a seqüência de transformações de 
síntese e de validação parte de um nível i para chegar a um nível i+j (processo de 
composição). 
NÍVEL FORMATO DO COMPORTAMENTO ESTRUTURA DO 
COMPONENTE OBJETO FÍSICO 
Básico 
Equações diferenciais, Equações 
analíticas, diagramas ExI 
Resistor, indutor, 
capacitor 




Equações diferenciais, diagramas, 




















Usualmente, a metodologia de projeto realiza uma combinação dos processos 
ascendente e descendente sendo de forma descendente até que se atinja um nível N nas quais 
as entidades primitivas sejam elas estruturais ou comportamentais, têm uma implementação 
conhecida em termos de primitivas estruturais do nível de fabricação. Estas primitivas do 
nível N formam uma biblioteca de funções ou de células, e sua concepção é normalmente 
realizada de forma ascendente. 
A implementação do modelo ACM em Verilog-AMS consiste em uma representação 
do mais baixo nível hierárquico de abstração no desenvolvimento de um projeto, considerado 
como uma entidade primitiva. 
3.3 DESENVOLVIMENTO DO CÓDIGO EM VERILOG-AMS 
A literatura padrão da linguagem Verilog-AMS é o Manual de Referência da 
Linguagem versão 2.2 - Novembro 2004 (Language Reference Manual – LRM) [4] 
desenvolvido pela organização denominada Accellera Organization Inc. [5], sendo 
responsável pelo desenvolvimento de metodologias para a obtenção de padrões, objetivando a 
melhora da produtividade de projetistas da indústria eletrônica. 
Os simuladores utilizados para a implementação do código fonte em Verilog-AMS 
apresentam as seguintes especificações: 
 
§ SMASH- release 5.9.0-5.9.3 – novembro 2007 
§ ELDO:  ICstudio v2006.2_3.1 (2006.2a)  
DA-IC – Design Architec-IC v2006.2_3.1 (2006.2a) 
EZwave - Release v2.6_3.1 (AMS2006.2b Production) 
3.3.1 Estruturação do Código em Verilog-AMS 
A visão geral do programa em Verilog-AMS do código do transistor ACM assume a 
estrutura representada na Figura 3.4. A divisão em módulos está sendo usada como uma 
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forma de organização, uma vez que as linguagens de descrição de hardware são 















Figura 3.4   - Estrutura simplificada do programa em Verilog-AMS do código ACM. 
 
A partir do modelo descrito no capítulo 2, foi usado o simulador SMASH para 
desenvolver o código fonte em Verilog-AMS que neste caso recebe a extensão vams. A 
implementação do código ACM foi realizada com base na estrutura indicada na Figura 3.4:  
Primeiro módulo: destina-se à declaração dos parâmetros de entrada e parâmetros 
dependentes do transistor indicados na Tabela 2.1, como comprimento, largura, 
temperatura além da definição das variáveis. A sintaxe da linguagem prevê a 
existência de variáveis locais e globais, porém no desenvolvimento do código foram 
usadas variáveis globais, uma vez que o simulador em uso não estava com este 
recurso implementado na versão usada.  
Segundo módulo: calculam-se os parâmetros e variáveis internas definindo as 
características físicas do transistor, como: fator de rampa, tensão de pinch-off , carga 
de inversão , tensão de saturação e a corrente de dreno entre outras grandezas, 
usando as equações matemáticas que definem o modelo ACM, sendo que as 
principais são apresentadas na sessão 2.2. Este módulo não apresentou nenhuma 
particularidade em relação à sintaxe do Verilog-AMS, no caso do simulador SMASH 
houve limitações decorrentes da implementação parcial da linguagem como o uso da 
2-CÁLCULO FÍSICO 
Descrição do comportamento DC do transistor MOS. 
Caracteriza-se pelo modelo físico propriamente dito, onde são calculadas as grandezas que formalizam o 
comportamento DC. 
3-CÁLCULO CORRENTES AC 
Descrição do comportamento AC do transistor MOS. 
As cargas elétricas são e calculadas para efetivar o cálculo das correntes AC. 
1-INÍCIO 
Definição dos parâmetros e variáveis. 
4-CÁLCULO RUÍDO 
O ruído térmico e 1/f são equacionados. 
O cálculo do ruído é implementado pelo uso de funções dedicadas existentes na linguagem. 
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if (drain3 == 0) begin   
    I(d,s) <+   material* idc; 
    Qd     = material* qd; 
    Qg     = material* qg; 
    Qs     = material* qs; 
    Qb     = material* qb; 
end  else begin 
  if ( drain3== 1)  begin      
      I(d,s) <+ -material* idc; 
     Qd     = -material*qg; 
     Qg     = -material*qd; 
     Qs     = -material*qs; 
     Qb     = -material*qb; 
end 
end 
//////////////Corrente AC //////////////// 
    I(d,s) <+  ddt(Qd);  
    I(g,b) <+  ddt(Qg); 






estrutura Procedural Assignments exemplificada pela sintaxe: analog function, em 
que cálculos auxiliares são executados para que os resultados sejam usados na rotina 
principal, mas que pode ser implementada no simulador ELDO 6.  
Terceiro módulo : calculam-se as cargas elétricas do dreno, fonte, porta e substrato 
para determinação da corrente AC. Este módulo ao ser comparado com o código 
original, foi reduzido significativamente em número de linhas. Tal redução é porque 
em C, as capacitâncias são calculadas explicitamente pelo uso da operação de 
derivação para serem usadas no cálculo da corrente AC, mas na linguagem Verilog-
AMS, a operação derivação é realizada diretamente pelo operador time derivative 




Na listagem da Figura 3.5 detalha-se a execução do operador time derivative que 
substituiu o cálculo explícito das capacitâncias usadas para a determinação da corrente AC.  
Inicialmente o laço condicional atribui o correto sinal à corrente DC e às cargas, 
tendo como premissa a forma de como o transistor está polarizado e o tipo do transistor se 
NMOS ou PMOS. Concluída esta verificação, a corrente AC é calculada pelo uso do operador 













Figura 3.5   - Listagem de parte do código em Verilog-AMS que realiza o cálculo da corrente AC. 
                                                                 
 




Quarto módulo: apresentado na Figura 3.6, são calculados os ruídos térmico e 1/f de 
forma simplificada utilizando as equações que foram apresentadas no item 2.2.6 












Figura 3.6  - Listagem referente ao Módulo 4 da estrutura do código em Verilog AMS  
 
3.4 EXEMPLOS EM VERILOG-AMS 
Conforme foi apresentado no item 3.1.1, o Verilog-AMS pode ser usado na 
construção de módulos primitivos e este por sua vez utilizado em conjunto com qualquer 
outra linguagem de simulação desde que o Verilog-AMS seja suportado pelo simulador em 
questão. A seguir serão mostrados dois exemplos de programação, no primeiro será usada 
somente a linguagem Verilog-AMS, e no segundo exemplo o Verilog-AMS é chamado pelo 
SPICE. 
1. ////////RUÍDO 1/f////////////////// 
2. begin:Flicker_Noise     
3. Not =   (ktonq * ntraps/ e_gamma)*1e+4;                
4. Sid =   ((`P_Q*`P_Q*Not*uef*xi)/(l*l*n*cox))* 
5. ln((ncoxktonq-qis)/(ncoxktonq-qid)); 
6. I(d,s) <+   flicker_noise(Sid,1,"Sflicker"); 
7. end //Flicker  
 
8. ////////RUÍDO TÉRMICO////////////////// 
9. begin:White_Noise    
10. Siw   =  -4*ktonq*uef*w/l*((2/3*(qis*qis+qis*qid+qid*qid))-
(ncoxktonq*(qis+qid)))/(qis+qid-2*ncoxktonq);  
 
11. I(d,s)  <+  white_noise(Siw,"Swhite"); 




3.4.1 Primeiro Exemplo:Verilog-AMS 
Na seqüência é apresentado o netlist para obter da característica de saída da corrente 
de dreno em função da tensão de dreno-substrato (Id=f(db)) para um transistor PMOS modelo 
ACM usando o Verilog-AMS.  
O netlist a apresentado na Figura 3.7 configura-se em dois módulos: source, e top. 
Basicamente a função do module source , que foi previamente comentado na sessão 3.2.2, 
é a de desempenhar a função de uma fonte DC fixa ou variável, conforme o valor do 
parâmetro que define esta condição. O module top é o que realiza as conexões entre o 
módulo source e o módulo do transistor. O código fonte ACM está na biblioteca de nome 
acm.vams, que é incluída por meio da diretiva de compilação ‘include<> que também 
vincula as bibliotecas disciplines e constants. 
Comentários sobre o netlist : 
Inicialmente é sinalizado para o simulador SMASH que a linguagem que será usada 
é o Verilog-AMS, por meio do tag >>> VERILOG . 
module source: descreve o comportamento de um componente, que no caso é a 
fonte de tensão contínua, que se interliga por dois terminais (ports) denominados t1 
e t2, que admitem o fluxo de sinal tanto no sentido ‘entrando’ como ‘saindo’, são 
declarados como inout. A descrição do componente deve ficar encapsulada na 
estrutura analog begin , sendo necessário para se caracterizar como uma descrição 
de comportamento o uso da estrutura contribution:  <+   vinculada a um sinal de 
potencial ou de fluxo (output_signal  <+  f(input_signals)). 
module top: atribui os valores dos parâmetros aos módulos e os interliga. A 
inexistência da declaração dos terminais de entrada e saída indica que é o próprio 
módulo top que gerencia os sinais de potencial e de fluxo. A passagem dos 
parâmetros é feita pela associação posicional7, ou seja, o novo valor numérico do 
parâmetro de entrada é atribuído na ordem em que foi declarado no código fonte ou 
                                                                 
 
7 positional association de acordo com [29], named association é a outra forma de associar os parâmetros. 
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no módulo primitivo. Como o código fonte do modelo ACM possui como parâmetros 
default os de um transistor NMOS, é necessário a passagem dos parâmetros relativos 
ao PMOS por meio do operador do operador ‘tarefa # ’ na mesma seqüência que foi 
escrito no código fonte, salienta-se que a forma usada para a passagem dos 
parâmetros é específica para o simulador SMASH. 
Figura 3.7  - Listagem usando somente Verilog -AMS para gerar curva de saída  Id=f(Vdb) @ 
Vsb para um transistor PMOS W=10µm L=1µm. 
 







`timescale 1s / 1fs 
////////////// MÓDULO SOURCE  //////////////// 
module source(t1, t2); 
electrical t1, t2; 
inout t1, t2; 
 
parameter integer mode  = 1;    //fonte variável no tempo 
parameter real    bias  = 1.0;  //nivel DC 
 
analog begin 
  if (mode  ==  1)  
  V(t1,t2)     <+  $abstime;   // fonte variável 
  else 
  V(t1,t2)    <+   bias;       // fonte fixa 




// MÓDULO TOP (Id=f(Vdb)) PMOS ////////// 
 
module top(); 




parameter integer   modeVar  =  1;     //fonte variável  
parameter integer   modeFix  =  2;     //fonte fixa  
parameter real      bias3    = 3.0;    //amplitude 3 volts 
parameter real      bias0    = 0.0;    //amplitude 0 volts 
 
acm # (-1, 1.0e-6, 10.0e-6, 4.0e-9, 7.7e-9, 1.0e-7,1.04e-15, 27.0, 
0.375, 4.567, -0.719, 0.81, 149.4e-4, 1.169e5, 0.0509, 2.0) 
topMOS(p1,p2,p3,p4); 
 
source # (modeVar)  source1 (p1,gnd);    //drain-variável  
source # (modeFix,bias0) source2 (p2,gnd);    //gate-fixo 
source # (modeFix,bias3) source3 (p3,gnd);    //source-fixo 










3.4.2 Segundo Exemplo: Verilog-AMS + SPICE 
A função do circuito a seguir é o traçado da característica de saída de dois 
transistores NMOS modelo ACM, um deles em Verilog-AMS (topnmos) e o outro em 
linguagem C (M1) em função tensão de porta-substrato, repetindo esta análise para valores da 
tensão de fonte entre 0,5 V a 2V a cada 0,5V usando o SPICE para invocar o módulo escrito 
em Verilog-AMS. 
Comentários sobre o netlist : 
Como este exemplo contém duas linguagens, a cada início da descrição, deve se 
sinalizado para o simulador SMASH que a linguagem que será usada é o Verilog-
AMS, por meio do tag >>> VERILOG seguida pelo tag  >>> SPICE. 
module topN: Este módulo descreve o sub-circuito topN composto por um 
transistor ACM denominado de topnmos, não houve a passagem de parâmetros 
porque estão sendo usado os parâmetros default do transistor e que neste caso estão 
definidos no código fonte (.vams). O código fonte do transistor ACM está implícito 
na estrutura por meio da diretiva `include "acm.vams" .  
Módulo SPICE: Para o restante do netlist, a sintaxe do SPICE passa a ser usada, 
sendo a letra “X” para definir um sub-circuito topN, seguido pela passagem dos 
parâmetros do transistor ACM NMOS , finalmente é feita a polarização dos 
transistores e as diretivas do tipo de análise a ser realizada, que neste caso se resume 
na análise DC, onde Vgb varia de 0V a 3V a cada 20mV, podendo ser realizada para 
valores diferentes da tensão de fonte, configurando-se em um sweep de 0,5V a 2V a 
cada 0,5V. O resultado da análise DC é traçado em um mesmo gráfico para as duas 
curvas da corrente de dreno. 
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Figura 3.8  - Listagem usando o SPICE para chamar módulo em Verilog-AMS para obter a 







//// Cacacterística de saída Id=f(Vgb) @ Vsb  //// ACM NMOS 
 
/////SINTAXE SMASH/////////////// 
M1 D1 G1 S1 0 ACMN L=1u W=10u   
 
 >>> VERILOG 
 






    electrical d1,g1,s1,b1;     
    electrical gnd; 
    inout d1,g1,s1,b1; 
    ground b1; 





Xacm  D1 G1 S1 0 acm  
 
.MODEL ACMN NMOS LEVEL=10 
+TOX=7.7E-9   UO=436.8         PHI=0.862         VTO=0.486 
+GAMMA=0.601  SIGMA=268.8E-18  THETA=0.0593      VMAX=1.613E5 
+XJ=1E-7      pclm=1.645       PB=0.86  LD=4E-9  DW=-0.1E-6 
 
//Polarização dos transistores 
Vd1 D1 0 3 
VG1 G1 0 0  
Vs1 S1 0 vsx 
 
//Diretivas da análise 
.DC LIN VG1.Value 0 3 20m 
.param vsx=0.5 
.paramsweep vsx 0.5 2.0 0.5 





A simulação do modelo transistor MOS ACM ocorreu pela combinação das análises 
tradicionalmente realizadas em um circuito eletrônico que é composto pela análise DC, 
análise de sinais transientes no domínio do tempo, análise para pequenos sinais AC e ruído, 
acrescida dos mesmos testes de validação que foram executados no modelo ACM quando o 
mesmo foi desenvolvido [19]. 
4.1 DESENVOLVIMENTO DO PROCESSO DE VALIDAÇÃO 
A validação do código ACM, implementado em Verilog-AMS, foi realizada nos 
simuladores ELDO e SMASH de forma que constatou-se a portabilidade do código modelado 
em Verilog-AMS, comprovando a premissa que a linguagem permitiria esta versatilidade.  
As análises que somente dependiam de um único transistor foram realizadas no 
SMASH, as quais limitaram-se à análise DC do código ACM e para a validação de circuitos 
onde eram construídos a partir do transistor MOS, foi utilizado o simulador ELDO.  
A Tabela 4.1 a seguir apresenta um resumo das análises realizadas para a validação 
do código ACM. 
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4.1.1 Característica Corrente x Tensão do Transistor MOS – Análise DC 
Na análise DC do transistor MOS, verificou-se o comportamento da corrente de 
dreno em função das tensões de dreno, porta e fonte, para um transistor NMOS e PMOS, 
tecnologia 0,35µm, W=10µm e L=1µm. 
As figuras a seguir mostram corrente de saída Id e as transcondutâncias do transistor 
em função da tensão de polarização Vdb, Vgb e Vsb para o código em C8 e em Verilog-AMS. 
4.1.1.1 Característica de saída Id = f(Vdb) @ Vgb - NMOS 
Nesta análise estão sendo comparadas as famílias de curvas da corrente de dreno, 
geradas pela simulação do modelo ACM em C e em Verilog-AMS.  
 
                                                                 
 
8 Linguagem C ou código original indica que o modelo foi implementado na linguagem C, sendo disponível 
somente no simulador SMASH. 
ESQUEMÁTICO/NETLIST 
SIMULADO TIPO DE ANÁLISE SIMULADOR 
Polarização NMOS / PMOS DC SMASH 
Inversor DC - AC - Tran ELDO 
Associação Série-Paralela DC ELDO 
Amostragem e Retenção Tran ELDO 
Capacitor Chaveado Tran ELDO 
Simetria das Capacitâncias Tran ELDO 
Espelho de Corrente Ruído ELDO 
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A tensão de dreno variou de 0 a 3 V, a tensão de porta assume a cada simulação 






















Figura 4.1   - a) Circuito simulado b) Gráfico Id x Vdb para Vgb variando de 1 a 3 V e Vsb = 0V. 
Transistor NMOS W=10µm e L=1µm. 
 
 
Os resultados obtidos pela simulação entre o código original e o desenvolvido em 
Verilog-AMS ( Figura 4.1) apresentam-se praticamente sobrepostas na região de operação 
linear (triodo), ocorrendo uma maior diferença na região de saturação para Vgb=1 V, 
conforme pode ser visualizado na Figura 4.2, onde são mostrados os percentuais de erro entre 





























































Figura 4.2   - Gráfico apresentado o percentual de erro entre o código original e o em Verilog-
AMS para a simulação apresentada na Figura 4.2. 
 
 
Após minuciosa verificação do código pela conferência das equações, pela repetição 
da simulação utilizando diferentes métodos numéricos e a alteração nos tempos de controle da 
precisão da simulação, constatou-se que os resultados das simulações não se modificaram pela 
mudança do método numérico ou pela variação do passo do tempo. Assim sendo, tem-se a 
possibilidade de que o código fonte em linguagem C seja o provável motivo das diferenças 
verificadas.  
4.1.1.2 Característica de saída log10 Id =( f (Vgb)) @ Vsb NMOS 
A simulação compara os resultados entre os códigos C e em Verilog-AMS da 
característica DC para o logaritmo na base dez da corrente de dreno em função da tensão de 
porta e Vsb varia de 0 a 2V a cada 1V. Nota-se, neste caso, a sobreposição das curvas dos 
































Figura 4.3   - a) Circuito simulado b)Gráfico da característica l og10(Id) x Vgb para Vsb variando 
de 0 a 2 V e Vdb = 3V. Transistor NMOS W=10µm e L=1µm. 
 
4.1.1.3 Característica da transcondutância gmg em fonte comum NMOS 
A Figura 4.4 a seguir mostra o logaritmo na base dez da transcondutância gmg do 
código ACM original e em Verilog-AMS, na saturação, em função de Vgb. O conjunto de 
























































Figura 4.4   - a) Circuito simulado  b)Gráfico log10(gmg) x Vgb com Vsb variando de 0 a 2V  e 
Vd = 3V. Transistor NMOS W=10µm L=1µm. 
 
A sobreposição das curvas indica a concordância de funcionamento entre os códigos 
C e em Verilog-AMS. 
4.1.1.4 Característica da transcondutância gms em porta comum NMOS 
O logaritmo na base dez da transcondutância de fonte em função da tensão de fonte 
para o código em C e em Verilog-AMS do transistor NMOS na saturação é mostrado na 






















































Figura 4.5   - a) Circuito simulado   b) Gráfico l og10(gms) x Vs b com Vgb variando de 1 a 3V e 
Vd = 3V. Transistor NMOS W=10µm L=1µm. 
 
O gráfico da simulação indica que os códigos estão gerando os mesmos valores 
da transcondutância gms. 
4.1.2 Análise DC Aplicada em Circuitos 
Este item refere-se à montagem de circuitos onde o transistor ACM escrito em 
Verilog-AMS é um dos componentes e o desenvolvimento destas simulações foi feito no 
simulador ELDO, por apresentar os recursos da linguagem implementados na versão utilizada 





























A análise DC foi realizada para os circuitos: Inversor, Associação Série-Paralela e 
Rede Divisora de Corrente para funcionamento na região linear, utilizando o transistor MOS, 
modelo ACM, implementado em Verilog-AMS, com tecnologia 0,35µm com dimensões que 
estão indicadas no desenho esquemático do respectivo circuito. 
4.1.2.1 Análise DC do inversor  
Circuito clássico que permite verificar o se os transistores estão funcionando 
corretamente uma vez que a curva de transferência depende da correta implementação do 
modelo ACM dos transistores PMOS e NMOS. As dimensões dos transistores empregados 
nesta associação são: PMOS W= 30µm L=1µm e um ACM NMOS onde W= 10µm e L=1µm. 












Figura 4.6   - a) Detalhe do sub-circuito inversor. b) Circuito utilizado na simulação. 
 
O resultado da simulação no ELDO, Figura 4.7 que utiliza o código em Verilog-
AMS está sendo comparado com o resultado obtido pelo código original simulado no 
SMASH. As curvas obtidas apresentam-se sobrepostas em grande parte das regiões de 
operação. A diferença que ocorre entre as curvas advém do erro constatado quando verificado 
o funcionamento do transistor ACM nas condições indicadas na sessão 4.1.1.1, sendo que este 














































Figura 4.7   - Característica de transferência do inversor. 
 
4.1.2.2 Análise DC da associação série-paralela 
A associação série-paralela é um arranjo utilizado como uma alternativa para o 
projeto de circuitos analógicos [25] em que as dimensões de um único transistor não são 
compatíveis com as dimensões máximas permitidas para uma a tecnologia de fabricação. 
A seguir apresenta-se circuito da associação série-paralelo utilizando 
simultaneamente transistores MOS em série e em paralelo, representado pelo sub-circuito 
“SERPARAL_CKT1” e um transistor MOS unitário equivalente ao do sub-circuito montado. 
As equações (4.1) e (4.2) relacionam as dimensões com a quantidade de transistores para 
resultar na largura ou comprimento equivalente a de um único transistor. 
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Onde NP é a quantidade de transistores em paralelo e NS em série e W+DW e L+DL, 
respectivamente, a largura e o comprimento efetivo de cada transistor. 
O desenho da Figura 4.8b é composto por duas células em paralelo, sendo que a 
estrutura de nome SERIEPARAL_CKT1 é o sub-circuito formado pelos dezesseis transistores 
NMOS, modelo ACM cada um com dimensão W=10µm e L=2µm interligados conforme o 
esquema da Figura 4.8a, e a célula M3_CKT2 é composta por um transistor com dimensões 

























Figura 4.8   - a) Associação série-paralela constituída por 16 transistores ACM NMOS com 
W=10µm L=2µm. b) Estrutura simulada formada pelo sub-circuito e pelo transistor 



















Smash Id M3 Verilog
 
Na Figura 4.9 é representada: a soma das correntes parciais dos transistores M11, 
M12, M13 e M14 (Eldo Soma Id_parciais) destacados na Figura 4.8a , a corrente para um 
transistor com dimensões equivalente ao do circuito série paralelo simulado no ELDO (Eldo 
Id M3) e a corrente no transistor modelado em Verilog-AMS com dimensões equivalentes, 













Figura 4.9   - Comparação entre a soma das correntes parciais relativas aos 4 transistores em 
paralelo a e a corrente do transistor equivalente M3 da Figura 4.8. 
 
Nota-se a sobreposição dos resultados em grande parte da extensão da curva, 
havendo uma diferença no joelho do resultado da soma das correntes parciais (Eldo Soma 
Id_parciais), justificada pelo fato de que esta curva é o resultado da soma das correntes 
parciais de cada transistor, que não estão submetidos aos efeitos de cana l curto, ao contrário 
dos outros dois resultados. 
 
4.1.2.3 Rede divisora de corrente para operação na região linear 
O circuito representado pela  Figura 4.10 é utilizado em circuitos D/A e A/D, filtros 
programáveis entre outros sendo sua função é realizar a divisão binária das correntes a partir 
da corrente de referência (Iref). O resultado desta simulação, usando o circuito da Figura 4.11 
é apresentado por meio da normalização entre o valor da corrente parcial obtida e o valor de 
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referência. O objetivo desta análise é além de comprovar a equivalência entre o código em C e 
o em Verilog-AMS é constatar que para pequenas intensidades de corrente e, pela a simetria 
entre o dreno e a fonte a corrente não sofre variações significativas para pequenas 
intensidades. 
A simulação deste teste foi feita para o código em Verilog-AMS no simulador 

























Figura 4.11  - Circuito simulado compondo a rede divisora para operar na região linear. 
 
A validação deste teste ocorreu pela imposição de onze valores para a corrente de 
referência (Iref) no intervalo entre 100nA e 100µA. Para cada valor da corrente de referência, 
a análise DC foi feita, resultando em valores de correntes parciais (I1 a I5) muito próximos 
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aos indicados na Figura 4.10. Tais valores foram normalizados e apresentados nos gráficos 
que seguem. 



























Figura 4.12  - Gráfico das correntes normalizadas (Isimulada /Iref ) para o circuito da rede divisora 
linear simulada no ELDO. 
 
Simulação realizada no simulador SMASH, utilizando o código em C, o resultado é 
apresentado na Figura 4.13. 



























Figura 4.13  - Gráfico das correntes normalizadas (Isimulada /Iref) para o circuito da rede divisora 
linear simulada no SMASH. 
 




4.1.3 Análise Transiente 
A análise transiente permite verificar se o modelo das cargas e capacitâncias está 
corretamente implementado pela linguagem, ou seja, o cálculo das derivadas das cargas que 
no modelo escrito em linguagem C foi desenvolvido explicitamente é substituído pelo uso do 
operador time derivative – ddt( ) disponível na linguagem Verilog-AMS. Este cálculo é feito 
diretamente pelo simulador tendo como passo a base de tempo, como o modelo ACM baseia-
se na conservação das cargas e as equações são contínuas para todas as regiões de operação, o 
processamento ocorre por meio da regra da cadeia aplicada às equações da corrente no tempo 
e da capacitância intrínseca conforme o conjunto de equações (3.1). Os resultados das 
simulações comprovam que o processamento da HDL ocorre da forma esperada, isto porque o 
bloco que calcula as capacitâncias por meio das derivadas explícitas da carga que existe no 
código C, foi retirado quando o código foi escrito em Verilog-AMS. 
As simulações transientes foram realizadas utilizando o método trapezoidal de 
integração numérica, aplicada nos circuitos: inversor, amostragem e retenção, capacitor 
chaveado e na comprovação da simetria das capacitâncias Cgd e Cgs.  
4.1.3.1 Análise transiente do inversor 
Por ser um circuito de simples construção e análise, o inversor foi novamente 
utilizado para análise transiente sendo aplicado na entrada uma fonte de tensão pulsada - Vin 



































Figura 4.14  - a) Detalhe do sub-circuito do inversor: M1=PMOS W=30µm L=1µm e 
M2=NMOS W=10µm L=1µm. b) Circuito simulado para análise transiente. 
 
 
O resultado obtido na saída corresponde à inversão do sinal aplicado à entrada, 







































O mesmo circuito da Figura 4.14 teve o capacitor alterado para 1pF e a fonte passou 














Figura 4.16  - Tensão na carga C1=1pF do circuito inversor submetido a uma fonte de pulsos de 
período 10ns. 
 
Mesmo em condições desfavoráveis de funcionamento, o circuito apresenta 
resultados compatíveis com a faixa de freqüências a que foi submetido. 
 
4.1.3.2 Circuito de amostragem e retenção 
Esta análise foi realizada em um circuito básico de amostragem e retenção que 
permite verificar a conservação de carga do modelo ACM. O transistor usado para esta 
simulação foi um NMOS com W=100µm e L=15µm. A simulação consiste no capacitor 
inicialmente descarregado submetido a um trem de pulsos aplicado no terminal de porta do 
transistor ACM, de modo que cada pulso transfere-se uma quantidade de carga para o 













Figura 4.17  - a) Detalhe do circuito de amostragem e retenção. b) Circuito usado para 
realização da simulação. 
 
O resultado para a análise transiente apresentado na Figura 4.18, resultou no 
comportamento esperado para o respectivo circuito, cabendo ressaltar de que a 
implementação das derivadas no código é feita pelo uso do operador ddt( ), confirmando a 
correta implementação. 
 




























4.1.3.3 Capacitor chaveado 
Este circuito mostra a forma com que ocorre a distribuição das cargas ao longo do 
circuito formado pelos dois transistores. As entradas definidas pelos terminais de porta de 
cada um dos transistores ficam submetidos a tensões pulsadas, sendo elas defasadas entre si. 
A simulação foi realizada para dois valores de capacitâncias de carga Cload = 5pF na ordem de 
grandeza da capacitância de porta e Cload = 20pF, valor muito superior a da capacitância de 




















Figura 4.19  - a) Detalhe do circuito do capacitor chaveado. b) Circuito utilizado na simulação 























































Figura 4.20  -Tensão no capacitor Cload de valor 5pF. 
 















Figura 4.21  - Tensão no capacitor de Cload de valor 20pF. 
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A comparação entre as simulações resulta em comportamentos semelhantes entre o 
modelo implementado e o original, sendo que as diferenças verificadas, atribui-se ao erro 
numérico. 
 
4.1.3.4 Simetria das capacitâncias Cgd e Cgs 
A simulação foi realizada para a condição inicial em que o capacitor conectado ao 
terminal de dreno esteja carregado com 3V, e o capacitor da fonte descarregado. Aplica-se um 
trem de pulsos de curto intervalo a fim de verificar a igualdade entre as tensões Vd e Vs. O 
transistor utilizado NMOS W=10µm L=1.5µm. O esquema e o circuito relativos a este teste 












Figura 4.22  - a)Detalhe do circuito que verifica a simetria das capacitâncias. b) Circuito usado 
para simular o teste simetria das capacitâncias. 
 
A seguir estão apresentados os resultados obtidos pela simulação com o código em 











































Figura 4.23  - Composição dos resultados obtidos pela simulação do código em Verilog-AMS e o 
código C. 
 
O resultado obtido pela simulação apresentado na Figura 4.23 indica a 
coincidência dos resultados entre os códigos em Verilog-AMS e o código C. 
4.1.4 Análise AC 
A verificação da análise AC foi realizada pela simulação do circuito do inversor. 
4.1.4.1 Análise AC do inversor 
Esta simulação foi feita com uma fonte AC de módulo 1V e fase 0º e nível DC igual 
ao obtido pela análise DC representada pela Figura 4.6 e resultado na Figura 4.7. O circuito 
simulado está a seguir representado (Figura 4.24). A fim de verificar o comportamento do 
circuito em condições mais próximas às reais, um resistor de valor 1kO foi colocado em série 
com a fonte AC. O resultado do módulo em dB desta simulação está representado na Figura 
















Figura 4.24 - a) Circuito do inversor b)Circuito usado na simulação da análise AC do inversor. 
O símbolo do resistor tracejado indica uma segunda condição de operação. 
 
O resultado do módulo em dB da análise AC realizada pelo código em Verilog-AMS 
e o código C é apresentado na Figura 4.25. 
 





















































Resultado de como a fase se comporta para as situações de operação com o resistor 













Figura 4.26 Resultado da fase da análise de pequenos sinais no circuito inversor. 
 
 
Os resultados das condições de funcionamento com e sem resistor, apresentam-se de 
forma semelhante tanto em módulo como na fase, havendo uma alteração na fase nas altas 
freqüências ( a partir de aproximadamente 30MHz). 
 
4.1.5 Ruído Térmico e 1/f 
A formulação matemática para a o cálculo da densidade espectral de potência teve 
como referência [21], [22] e o memorial de cálculo apresentado no item 2.2.6. A linguagem 
Verilog-AMS dispõem de funções dedicadas para esta análise, facilitando o cálculo do ruído 















Figura 4.27  - a)Detalhe do circuito para determinação do ruído. b) Circuito utilizado para 
realização a simulação do ruído térmico e 1/f . W=200µm L=5µm NMOS. 
 
4.1.5.1 Metodologia usada  para a obtenção dos resultados finais do ruído 
Conforme apresentado na sessão 2.2.6, foram usados como referência de comparação 
os resultados apresentados por [21], porém o modelo do transistor empregado na respectiva 
simulação foi o SPICE NLEV=2,3 , W=200µm L=5µm, Not=2,6x107 cm-2 , com os 
parâmetros de entrada não divulgados. 
O transistor simulado nesta etapa foi um modelo ACM NMOS saturado, com 
mesmas dimensões ao do que tomou-se como referência. 
Os resultados gráficos foram obtidos por meio de dois procedimentos: O primeiro 
deles foi a obtenção da curva teórica calculada aplicada às equações (2.24) e (2.25) dos ruídos 
térmico e 1/f respectivamente utilizando o MatLab. O segundo procedimento foi estruturado 





1. Neste cálculo  teórico, usando o Matlab, adotou-se para efeito de simplificação, o fator 
de rampa (n) igual a 1,3 , banda de freqüência igual a 1Hz, e como o transistor deve 
estar saturado, o valor adotado para qid foi zero. Na equação (4.3) retirada de [23], a 










IF =  corrente direta de saturação (A) 
µef =  mobilidade efetiva do portador (m2/V.s) 
n =  fator de rampa 
C’ox =  capacitância do óxido por unidade de área (F/m2) 
W =  largura do canal (µm) 
L =  comprimento do canal (µm) 
φt =  potencial termodinâmico (V) 
Q’IS =  densidade de carga da fonte (C/m2) 
 
2. O valor de Q’IS foi calculado e substituído nas equações (2.24) e (2.25) que determina 
o ruído térmico e 1/f respectivamente, com isto as curvas individuais foram obtidas 
por meio da variação da corrente de referência no intervalo entre 1nA e 10mA.  





Os procedimentos de 1 a 3 foram realizados para a obtenção das curvas relativas aos 
valores teóricos calculados no Matlab, tendo como referência as equações (2.24) e (2.25).  
























































































22 SiwSidSitotal +=  
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4. O circuito da Figura 4.28 foi empregado no simulador ELDO, para quinze valores de 
corrente de referência no intervalo entre 1nA e 10mA. Nesta etapa os resultados da 











Figura 4.28  - Circuito usado para realização da simulaç ão do ruído térmico e 1/f. 
 
5. Repetiu-se o procedimento da etapa 4, porém foi imposta a condição de que o valor da 
variável Not ser igual zero na equação do ruído 1/f (2.25), tal situação implicou no 
valor de SPD relativa a 1/f ser igual a zero, portando o resultado apresentado na 
simulação passou a ser uma função exclusiva do ruído térmico Siw . 
 




Os resultados dos procedimentos de 1 a 6 foram agrupados em gráficos que indicam 
a condição do cálculo e da simulação para os ruídos térmico (Figura 4.29), 1/f (Figura 4.30) e 
total (Figura 4.29) respectivamente. 
22 SiwSiSid total −=  
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Gráfico do ruído térmico calculado e simulado, sendo o valor simulado obtido igualando o 














Figura 4.29  - Curva do ruído térmico normalizado para modelo ACM NMOS saturado W = 
200µm L=5µm. 
 














Figura 4.30  - SPD do ruído 1/f normalizado para f = 1Hz para o transistor ACM NMOS 
























A composição dos ruídos térmico e 1/f calculados e simulados estão indicados em 
um único gráfico, representado pela Figura 4.32. Com o objetivo de facilitar a comparação 
entre os resultados obtidos por [21] e o simulado a partir do código em Verilog-AMS, 


























Figura 4.32 - Resultado da composição dos ruídos térmico e 1/f calculado (MatLab) e simulado 
(Eldo). 
 



















Pela comparação entre os resultados, conclui-se que os valores relativos ao código 
em Verilog-AMS são consistentes pela semelhança no formato das curvas, apesar da 
diferença numérica entre elas, que é atribuída ao uso de parâmetros diferentes para cada um 
dos transistores simulados (SPICE e ACM).  
 
4.2 AVALIAÇÃO DOS RESULTADOS 
Quanto aos simuladores, constatou-se que o simulador ELDO, cuja plataforma é o 
sistema operacional LINUX, atendeu às necessidades da operacionalidade das funções que 
estão descritas no Manual de Referência da Linguagem, suportando as funções mais 
apropriadas para as necessidades da programação do código fonte, o que não ocorreu com o 
SMASH. Esta limitação do simulador interferiu na forma de comparação dos resultados das 
simulações, pois os testes de validação que necessitavam da operação do transistor em 
conjunto com outros componentes não puderam ser simulados, impedindo com que o 
resultado das simulações com código escrito em Verilog-AMS pudesse ser comparado nos 
dois simuladores. 
Isto justifica o motivo pelo qual ao ser usado o simulador SMASH, foi usado o 
código ACM escrito em linguagem C e não o escrito em Verilog-AMS como forma de 
comparação entre as simulações. 
Quanto à maneira com que os simuladores manipulam os dados sobre o circuito 
elétrico, o ELDO é composto pela interface DA-IC ( apêndice B.2 -  que permite com que os 
circuitos elétricos possam ser desenhados em forma de esquemas, utilizando símbolos 
gráficos disponibilizados pelas bibliotecas padrão. Após os esquemáticos terem sido 
montados o simulador os converte em netlist, que poderão ser simulados diretamente do 
terminal usando comandos do sistema LINUX, sendo também possível optar por toda a 
descrição no formato netlist, sem ter que desenhá- lo. No simulador SMASH, a descrição do 
circuito e dos estímulos são todos no formato de netlist.  
Quanto à forma de apresentação dos resultados, ambos os simuladores dispõem de 
ambiente gráfico que permitem a manipulação dos resultados. 
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Tendo como base os resultados obtidos nas simulações com o SMASH e o ELDO, 
constatamos a portabilidade do código ACM em Verilog-AMS, apesar das limitações 
encontradas no conjunto de funções pertinentes à linguagem Verilog-AMS suportadas pelo  
SMASH. A diferença de suporte da linguagem entre os simuladores implicou em códigos que 
estão escritos de forma diferenciada para cada um para poder aproveitar os recursos 
disponíveis da linguagem no ELDO, contudo é possível afirmar que o código é portável aos 
dois simuladores pela consistência dos resultados obtidos nos testes de validação. 
Quanto aos resultados dos testes de validação, nos deparamos com um erro 
considerável na simulação da característica de saída Id=f(Vdb) e que não pôde ser 
esclarecido, com base no conjunto de ações que foram feitas. Para os demais testes de 
validação, ao serem comparados com o código em linguagem C, indicam que o código 
desenvolvido em Verilog-AMS comporta-se de forma consistente. 
Apesar do tempo de processamento do código em Verilog-AMS ser superior ao 
código em C, faz-se o esclarecimento de que existem ferramentas computacionais que geram 
o código em C a partir do Verilog-AMS, desta forma o modelo é distribuído para qualquer 
simulador sem a preocupação com a plataforma em C, exemplo destas ferramentas podem ser 
encontradas em [38] e [39].  
As funções e operações suportadas pela linguagem Verilog-AMS permitiu que a 
descrição do código ACM do transistor MOS fosse otimizada evitando operações 
matemáticas explícitas, esta versatilidade reduziu significativamente a quantidade de linhas de 
programação, sendo 2080 linhas no código em C e 750 linhas no código em Verilog-AMS, 





5.1 COMENTÁRIOS FINAIS 
O conteúdo apresentado nos capítulos 2 e 3 apresentam a síntese de parte da teoria 
que fundamentou o desenvolvimento deste trabalho e procura apresentar os aspectos que 
foram vivenciados durante o processo da implementação e validação do modelo ACM.  
Constatou-se que no simulador SMASH a linguagem Verilog-AMS não está 
totalmente implementada. Desta forma o conjunto de testes de validação não puderam ser 
igualmente comparados, restrição que também implicou na escrita final do código ACM 
desprovido de recursos e facilidades que a linguagem disponibiliza para este objetivo 
específico. O código atualmente desenvolvido poderá receber melhorias que estarão 
vinculadas à implementação da linguagem no simulador SMASH. 
Os resultados obtidos ao longo do desenvolvimento deste trabalho nos permitem 
concluir que a fundamentação da linguagem Verilog-AMS como uma HDL normalizada é 
consistente nos aspectos que estiveram ao alcance do que os simuladores permitiam 
desenvolver e simular tendo como base o Manual de Referência da Linguagem. 
O simulador ELDO oferece recursos que estão organizados em ambientes 
diferenciados permitindo chegar até ao desenvolvimento do leiaute do componente em estudo. 
A existência de muitas interfaces acaba tornando a sua utilização complexa porque exige do 
usuário o conhecimento do conjunto para relacionar as características de cada interface para 
escolher aquela(s) que irá(ão) atender às necessidades. Por outro lado, o vínculo entre os 
ambientes garante que o projeto eletrônico nos diversos níveis de abstração esteja 
efetivamente concordante nas especificações. Cabe ressaltar que o ELDO é formado por 
recursos que permitem desenhar o circuito e não só escrevê-lo em forma de netlist, recurso 
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vantajoso para o projetista, pois é um apoio visual à análise e desenvolvimento. Quanto ao 
simulador SMASH, a sua análise fica prejudicada em função da linguagem Verilog-AMS não 
estar integralmente implementada. 
No contexto geral, a linguagem Verilog-AMS é versátil e fácil de aprender, 
permitindo a portabilidade entre os simuladores e a redução significativa na quantidade de 
linhas de programação. 
5.2 SUGESTÃO PARA FUTUROS TRABALHOS 
Após a avaliação positiva do desempenho da linguagem Verilog-AMS, sugere-se a 
implementação de rotinas para a extração de parâmetros do modelo ACM, cálculo do ruído 
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APÊNDICE A  
A.1 -  CÓDIGO FONTE EM VERILOG AMS DO MODELO ACM 
 
 Nesta sessão é apresentado o código do modelo ACM em Verilog-AMS sendo que a 
sua estrutura contempla o seu funcionamento nos simuladores SMASH e ELDO. É importante 
ressaltar que alguns recursos que a linguagem oferece, não puderam ser aplicados ou foram 
parcialmente utilizados nesta versão, tendo em vista que cada simulador não tem 
implementado todo o conjunto de funções e diretivas que estão padronizados no Language 
Reference Manual (LRM) Versão 2.2 – Novembro 2004 [4]. Como o intuito do trabalho era a 
verificação da portabilidade, optou-se pela apresentação do código contendo a sintaxe que 
permite o funcionamento em ambos os simuladores com pequenas modificações. 
 Tais modificações estão caracterizadas pelos comentários: “/// INCLUIR NO 







2. ////    Versao que contempla o calculo do ruido, tendo como base o paper: 
3. ////    "Consistent Noise Models for Analysis and Design of CMOS Circuits" 
4. ////    Alfredo Arnaud e Carlos Galup-Montoro 
5. ////    eq. 6 flicker 
6. ////    eq. 17 white  
7. /////////////////////////////////////////////////////////////////////////// 
8. ////    Código que rodou corretamente no ELDO em 14 de janeiro 2008   /// 
9. ////    e que foi adaptado para rodar também no SMASH                    /// 
10. /////////////////////////////////////////////////////////////////////////// 
11. // 
12. //      Alterações para uso no SMASH: 
13. //          1)Eliminada a função "limexp" 
14. //          2)Eliminada a função "analog function" 
15. //          3)Inclusão do laço if-else para o cálculo do "uf" e "ur" 
16. //          4)Inclusão do laço "pseudo safelog" 
17. //          5)Mudança das diretivas include.h para include.vams 
18. //          6)Cálculo da corrente "xi" no bloco "Charges_Density_Current" 
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19. //////////////////////////////////////////////////////////////////// 
20. //          INCLUIR ELDO    -   OMITIR SMASH 
21. //        
22. //`include "constants.h"  
23. //`include "disciplines.h" 
24. // 
25. /////////////////////////////////////////////////////////////////// 
26. //           INCLUIR SMASH    -   OMITIR ELDO 
27. //     
28. `include "disciplines.vams" 





32. `timescale 1s / 1fs 
 




35. module acm (d,g,s,b); 
36. inout d,g,s,b; 
37. (* desc     = "drain terminal" *) electrical d;         //description attribute 
38. (* desc     = "gate terminal" *) electrical g;          //description attribute 
39. (* desc     = "source terminal" *) electrical s;        //description attribute 
40. (* desc     = "bulk terminal" *) electrical b;          //description attribute 
 
41. branch (d,s)canal1;  
 
42. //current transGMS,transGMD,transGMG,transGMB;  //Permite acessar variáveis 








48. parameter integer type  =   1               from [-1:1] exclude 0;   //  NMOS = 1   PMOS = -1 
49. parameter real l            =   1.0e-6        from (1.0e-9:1.0e-3);    //  channel length [m] 
50. parameter real w          =   10.0e-6      from (1.0e-9:1.0e-3);    //  channel width [m] 
51. parameter real ld          =   4.0e-9        from (1.0e-12:1.0e-6);  //  coeficiente encurtamento 
canal [?] 
52. parameter real tox        =   7.7e-9        from (10.0e-15:10.0e-6); //  oxide thicknesses [m] 
53. parameter real xj          =   1.0e-7        from (10.0e-9:10.0e-6);  //  profundidd juncao [m] 
54. parameter real sigma1  =   268.8e-18  from (1.0e-20:1.0e-10)  //  coefic. p/ DIBL [m2] 
55. parameter real tnom     =   27.0           from [-273.15:inf);        //  environment temperature 
[ºC] 
56. parameter real gamma  =   0.601         from (0.0:1.0);              //  body effect [sqrt(V)] 
57. parameter real pclm     =   1.645         from (0.0:10.0);             //  chanel length modulation 
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58. parameter real vth0      =   0.486         from (-3.0:3.0)exclude 0; //  tensao de limiar [V] 
59. parameter real phi        =   0.862         from (0.0:1.0);                 //  potencial superficie [V] 
60. parameter real u0         =   436.8e-4    from (1.0e-6:1.0);           //  mobility [m2/V.s] 
61. parameter real vmax    =   1.613e5       from (1.0e3:10.0e9);   //   
62. parameter real theta     =   0.0593         from (0.0:0.1);            //  coeficiente de reducao 
mobilidade [V-1] 
63. parameter real k           =   2.0               from [1.0:3.0);              //  
 
64. ////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
65. //  PARAMETERS NOISE EVALUATION 
66. ////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
67. //parameter real ntraps       =   4e16 ;       //density of oxide traps per unit volume and unit 
energy [cm-3eV-1] 
68. //parameter real e_gamma  =   1e8 ;       //attenuation coefficient of the electron wave function 
in the oxide  [cm-1] 
69. parameter real Not         =  1e7;  //density of oxide traps [cm-2] 
 
70. ////////////////////////////////////////////////////////////////////////////////////////// 
71. //  DEPENDENT PARAMETERS     
72. ////////////////////////////////////////////////////////////////////////////////////////// 
73. parameter real leff           =   l - 2.0*ld; // It was introduced in this code,it isn't in'C' code 
74. parameter real sqgamma  =   gamma * gamma; 
75. parameter real sigma       =   sigma1/(leff*leff); 
76. parameter real weff         =   w;          //ALLIAS  
77. ///////////////////////////////////////////////////////////////////////////////////////// 
78. //      INCLUIR ELDO - OMITIR SMASH // 
79. //      AUXILIARY FUNCTIONS         // 
80. //      Calculo do "uf" e "ur"      // 
81. ////////////////////////////////////////////////////////////////////////////////////////// 
82. /* 
83. analog function real safelog1; 
84. input mantissa1,mantissa2; 
85. real  mantissa1,mantissa2; 
86. real  mantissa; 
 
87. begin  
88. mantissa=  mantissa1/mantissa2; 
89. if  (mantissa < 1.0e-80) 
90. safelog1 = ln (1.0e-80); 
91. else 
92. safelog1 = ln (mantissa); 
93. end 
94. endfunction // safelog 
 
95. analog function real safelog2; 
96. input mantissa1; 
97. real  mantissa1; 
 
98. begin  
99. if  (mantissa1 < 0) 
100. safelog2 = ln (1.0e-80); 
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101. else 
102. safelog2 = ln (mantissa1); 
103. end 
104. endfunction // safelog 
 
105. analog function real safesqrt; 
106. input radicando1; 
107. real  radicando1; 
108. begin  
109. if  (radicando1 < 1.0e-30) 
110. safesqrt = ln (1.0e-30); 
111. else 
112. safesqrt = ln (radicando1); 
113. end 
114. endfunction // safesqrt 
115. */ 
116. ////////////////////////////////////////////////// 
117. //          GLOBAL VARIABLES 
118. ////////////////////////////////////////////////// 
119. //      Terminals Voltage Evaluation 
120. ////////////////////////////////////// 
121. integer material; 
122. real vd,vg,vs,vb; 
123. real v1,v2,v3,v4; 
124. real vgb,vsb,vdb,vds,vgs; 
125. real drain3; 
126. ////////////////////////////////////// 
127. //      VPinch Off Evaluation 
128. ////////////////////////////////////// 
129. real ktonq,sqktonq; 
130. real vsb1,vdb1,vgb1,vgb2; 
131. real vpo2,vpo1,vpo,vp; 
132. real n; 
 
133. ////////////////////////////////////////////////////////////////////////////////////////////////// 
134. //      Transcondutance Evaluation 
135. //      Definição das variáveis para o cálculo explícito da transcondutân 
136. //  cia, encontra-se no arquivo:"CalculoTranscondutância.txt" 
137. /////////////////////////////////////////////////////////////////////////////////////////////////// 
138. /////////////////////////////////////////////////////////// 
139. //      SECOND PART OF ACM CODE 
140. ///////////////////////////////////////////////////////////// 
141. real cox,ncoxktonq; 
142. real uf,kuf,qf0,qf,qis; 
143. real ucrit; 
144. real uef,qo,ksiqo; 
145. real qmin; 
146. real delNum,delDen; 
147. real del,result; 
148. real vdssat,vdsl; 
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149. real lc,delta_l,lmin,l1,le; 
150. real vdsat,ur,kur; 
151. real qa,ksiqa,qidsat; 
152. real vdl,qr0,qr,qid; 
153. real xi1,xi2,beta; 
154. real xi; 
 
155. /////////////////////////////////////////////////////////////// 
156. //      THIRD PART OF ACM CODE 
157. /////////////////////////////////////////////////////////////// 
158. //      Charges Evaluation 
159. //      Definição das variáveis para o cálculo explícito da capacitân 
160. //  cia, encontra-se no arquivo:"CalculoCapacitância.txt" 
161. ///////////////////////////////////// 
 
162. real qg, qb, qd, qs, qi; 
163. real x, y, x2, y2, x3, y3, xmaisy2, xmaisy3; 
164. real I; 
165. real qi_dl; 
166. real Qi,Qd,Qg,Qs,Qb; 
 
167. ///////////////////////////////////////////////////////////////// 
168. //      FOURTH PART OF ACM CODE 
169. ///////////////////////////////////////////////////////////////// 
170. //      Noise Evaluation 
171. ///////////////////////////////////////// 
172. real Sid;//Not; 
173. real Siw; 
174. //////////////////////////////////////////////////////////////////// 
175. // 
176. //  Sequence of ACM MOS==> "Drain" "Gate" "Source" "Bulk" 
177. //                              ___________o D=drain (terminal 1) 
178. //                              | 
179. //          G=gate o----|<-------o B=bulk (terminal 4) 












191. //  Verification of MOS type - v1=V(d),v2=V(g),v3=V(s),v4=V(b) 
192. /////////////////////////////////////////////////////////////////////////////////////////////// 
193. if (material == 1) begin 
194. vd  =   v1;  
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195. vs  =   v3;  
196. drain3 = 0;       //==>significa que Vd>Vs ou seja Id  positiva 
197. if(v3 > v1)begin 
198. vd     = v3; 
199. vs     = v1; 
200. drain3 = 1;  //==> Vs > Vd  that implies in negative Id  
201. end  
202. vds =   vd-vs; 
203. vgs =   v2-vs; 
204. vsb =   vs-v4; 
205. vdb =   vd-v4; 
206. vgb =   v2-v4; 
207. end else begin 
208. if  (material == -1)begin 
209. vd  =   v3;  
210. vs  =   v1;  
211. drain3  =1;             //==>significa que Vs>Vd ou seja Id negativa 
212. if(v3 > v1)begin 
213. vd  =   v1; 
214. vs  =   v3; 
215. drain3 = 0;     //==>significa que Vd>Vs ou seja Id positiva 
216. end 
217. vds =   vs-vd; 
218. vgs =   vs-v2; 
219. vsb =   v4-vs; 
220. vdb =   v4-vd; 
221. vgb =   v4-v2; 
222. end//2o. if 
223. end//1o. if 
 
 
224. if ((material == -1)  &   (vth0 > 0.0))begin 






228. ktonq      = $vt((tnom +`P_CELSIUS0));   //thermodinamic potential - thermal voltage(PHIt) 
229. sqktonq    = ktonq*ktonq; 
230. vsb1         = 0.5 * (vsb + phi + sqrt((vsb + phi) * (vsb + phi) + 4 * sqktonq )); 
231. vdb1         = 0.5 * (vdb + phi + sqrt((vdb + phi) * (vdb + phi) + 4 * sqktonq ));  
232. vgb1         = vgb - abs(vth0) + phi + gamma * sqrt(phi);  
233. vgb2         = 0.5 * (vgb1 + sqrt((vgb1 * vgb1) + 4.0 * sqktonq)); 
234. vpo2         = sqrt(vgb2 + sqgamma / 4.0) - gamma/2.0;  
235. vpo1         = vpo2*vpo2;   
236. vpo           = vpo1 - phi; 
237. n               = 1.0 + gamma/(2.0 * sqrt(phi + vpo2));//slop factor 
238. vp             = vpo + (sigma / n) * (vsb1 + vdb1); 





241. cox              = `EPSLON/tox;    //oxide capacitance per unit area  
242. ncoxktonq   = n * cox * ktonq; 
243. uf                = (vp - vsb) / ktonq + 2.0; 
244. kuf              = 1.0 - 84.4839/((uf * uf) + 150.864); 
245. //////////////////////////////////////////////////////////////////////////////////////////////// 
246. //      "limexp" -> ELDO que permite a utilizacao unica do: 
247. //  qf0 = 1.0 + ln(1.0 + exp(uf - 1.0)/(1.0 + kuf * ln(1.0 + exp(uf - 1.0))))   
//EQUAÇÃO ORIGINAL 
248. qf0      = 1.0 + ln(1.0 + limexp(uf - 1.0)/(1.0 + kuf * safelog2(1.0 + limexp(uf - 
1.0))));// INCLUIR ELDO - OMITIR SMASH  
249. /////////////////////////////////////////////////////////////////////////////////////////////////   
250. //      INCLUIR SMASH  -  OMITIR ELDO 
251. //      Verificação 'manual' de "uf" utilizando if-else 
252. /////////////////////////////////////////////////////////////////////////////////////////////////   
253. /*  
254. if (uf > 100.0) begin 
255. qf0     = uf -ln(1.0 + kuf * (uf - 1.0)); 
256. end  
257. else  
258. if (uf < -100.0) begin 
259. qf0     = 1.0; 
260. end 
261. else 
262. qf0      = 1.0 + ln(1.0 + exp(uf - 1.0)/(1.0 + kuf * ln(1.0 + exp(uf - 1.0))));    
263. */ 
264. ///////////////////////////////////////////////////////////////////////////////////////////////  
265. qf        = -qf0*ncoxktonq;  
266. qis       = qf + ncoxktonq;      //==>Q'IS 
267. uef      = u0 /(1.0 + theta * (n * vpo + phi)); //efective mobility 
268. ucrit    = vmax/uef; 
269. qo       = cox * leff * n * ucrit; 
270. ksiqo   = ncoxktonq / qo;    // allias for epsilon in C code 
271. /////////////////////////////////////////////////////// 
272. //      CALCULO DO VDSSAT 
273. //      Analog Function "safesqrt" -> ELDO 
274. //      qmin     = 2.0 * ksiqo * qis * (1.0 - qis / (2.0 * ksiqo * qo)) / (1.0 - (qis -
ncoxktonq)/qo + safesqrt(1.0 - 2.0 * (qis -ncoxktonq)/qo + (ncoxktonq/qo) 
*(ncoxktonq/qo))); // INCLUIR ELDO -OMITIR SMASH// 
275. qmin     = 2.0 * ksiqo * qis * (1.0 - qis / (2.0 * ksiqo * qo)) / (1.0 - (qis -
ncoxktonq)/qo + sqrt(1.0 - 2.0 * (qis -ncoxktonq)/qo + (ncoxktonq/qo) *(ncoxktonq/qo))); 
276. ////////////////////////////////////////////////////////////////// 
277. //      INCLUIR SMASH - OMITIR ELDO 
278. //      Pseudo SafeLog  
279. ////////////////////////////////////////////////////////////////// 
280. //      Expressao original do Vdssat 
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281. //  vdssat   = ktonq * ((qmin - qis)/ncoxktonq - safelog(2.0* epsilon * (1.0 - qis/(2.0 * 
epsilon * qo))/(1.0 - (qis-ncoxktonq)/qo + sqrt(1.0 - 2.0 * (qis-ncoxktonq)/qo + 
(ncoxktonq/qo) * (ncoxktonq/qo))))); 
282. /* 
283. delNum   =   2.0* ksiqo * (1.0 - qis/(2.0 * ksiqo * qo)); 
284. delDen    =   (1.0 - (qis -ncoxktonq)/qo + sqrt(1.0 - 2.0 * (qis -ncoxktonq)/qo + 
(ncoxktonq/qo) * (ncoxktonq/qo))); 
285. del          =   delNum/delDen; 
 
286. if ( del < 1e-40) begin 
287. result  = ln(1e-40); 
288. end 
289. else 




293. //      Expressão adaptada para Vdssat - ELDO 
294. //      vdssat   = ktonq * ((qmin - qis)/ncoxktonq - safelog1(2.0* ksiqo * (1.0 - qis/(2.0 
* ksiqo * qo)),(1.0 - (qis-ncoxktonq)/qo + safesqrt(1.0 - 2.0 * (qis-ncoxktonq)/qo + 
(ncoxktonq/qo) * (ncoxktonq/qo))))); 
295. ///////////////////////////////////////////////////////////////////////////////////// 
296. //      Expressão adaptada para Vdssat - SMASH  
297. vdssat   = ktonq * ((qmin - qis)/ncoxktonq - result); 
298. ////////////////////////////////////////////////////////////////////////////////////// 
299. vdsl      = (vdb-vsb)/(pow(1.0+pow((vdb-vsb)/vdssat,2.0*k),1.0/k/2.0)); 
300. ///////////////////////////////////////////////////// 
301. //          CALCULO DO VDSAT 
302. ///////////////////////////////////////////////////// 
303. lc         = sqrt(`EPSLON * xj/cox);  
304. delta_l  = pclm * lc * ln(1.0 + (vds - vdsl)/(lc * ucrit)); 
305. lmin     = leff/10.0; 
306. l1         = leff - delta_l;    
307. le          = 0.5 * (l1 + sqrt(l1 * l1 + lmin * lmin));//effective lenght 
308. qa         = cox * le * n * ucrit; 
309. ksiqa     = ncoxktonq/qa; 
310. ///////////////////////////////////////////////////////////////////////////// 
311. //      Analog Function "safesqrt" INCLUIR ELDO 
312. // qidsat = 2.0 * ksiqa * qis * (1.0 - qis/(2.0*ksiqa * qa))/(1.0 - (qis - ncoxktonq)/qa + 
safesqrt(1.0 - 2.0 * (qis-ncoxktonq)/qa + (ncoxktonq/qa) * (ncoxktonq/qa)));//INCLUIR 
ELDO 
313. qidsat = 2.0 * ksiqa * qis * (1.0 - qis/(2.0*ksiqa * qa))/(1.0 - (qis - ncoxktonq)/qa + 
sqrt(1.0 - 2.0 * (qis-ncoxktonq)/qa + (ncoxktonq/qa) * (ncoxktonq/qa)));//INCLUIR 
SMASH 
314. ///////////////////////////////////////////////////////////////////////////// 
315. //      Expressão Original do Vdsat 
316. // vdsat = ktonq * ((qidsat - qis)/ncoxktonq - safelog(2* ksiqa * (1 - 
qis/(2*ksiqa * qa))/(1 - (qis-ncoxktonq)/qa + sqrt(1 - 2 * (qis-ncoxktonq)/qa + 




318. //  INCLUIR SMASH - OMITIR ELDO 
319. //  Pseudo SafeLog  
320. //////////////////////////////////////////////////////////////// 
321. /* 
322. delNum   =   2.0* ksiqa * (1.0 - qis/(2.0 * ksiqa * qa)); 
323. delDen     =   (1.0 - (qis -ncoxktonq)/qa + sqrt(1.0 - 2.0 * (qis -ncoxktonq)/qa + 
(ncoxktonq/qa) * (ncoxktonq/qa))); 
324. del           =   delNum/delDen; 
 
325. if ( del < 1e-40)  
326. result= ln(1e-40); 
327. else 
328. result= ln(del); 
329. */ 
330. ///////////////////////////////////////////////////////////////////////////////////// 
331. //      Expressão adaptada para Vdsat - ELDO 
332. //   vdsat   = ktonq * ((qidsat - qis)/ncoxktonq - safelog1(2.0* ksiqa * (1.0 - 
qis/(2.0*ksiqa * qa)),(1.0 - (qis-ncoxktonq)/qa + safesqrt(1.0 - 2.0 * (qis-ncoxktonq)/qa + 
(ncoxktonq/qa) * (ncoxktonq/qa))))); 
333. ///////////////////////////////////////////////////////////////////////////////////// 
334. //      Expressão adaptada para Vdsat - SMASH 
335. vdsat = ktonq * ((qidsat - qis)/ncoxktonq - result); 
336. ////////////////////////////////////////////////////////////////////////////////////// 
337. vdl     = (vdb-vsb)/pow(1.0+pow((vdb-vsb)/vdsat,2.0*k),1.0/k/2.0) + vsb; 
338. ur      = (vp - vdl) / ktonq + 2.0; 
339. kur     = 1.0 - 84.4839/((ur * ur) + 150.864); 
340. qr0     = 1.0 + ln(1.0 + limexp(ur - 1.0)/(1.0 + kur * safelog2(1.0 + limexp(ur - 
1.0))));//ONLY ELDO   
341. /////////////////////////////////////////////////////////////////////////////////////////////////   
342. ////Verificacao 'manual' de "ur" utilizando if-else -> SMASH 
343. /////////////////////////////////////////////////////////////////////////////////////////////////   
 
344. /* 
345. if (ur > 100)begin 
346. qr0    = ur -ln(1.0 + kur * (ur - 1.0)); 
347. end  
348. else  
349. if (ur < -100) begin 
350. qr0   = 1.0; 
351. end 
352. else 
353. qr0   = 1.0 + ln(1.0 + exp(ur - 1.0)/(1.0 + kur * ln(1.0 + exp(ur - 1.0)))); 
354. */ 
355. qr      = -qr0*ncoxktonq;   //==>Q'ID 
356. qid     = qr + ncoxktonq; 
357. xi1     = (qf * qf - qr * qr) / (2.0 * n); 
358. xi2     = 1.0/(1.0 + sqrt((qf - qr)*(qf - qr)+ (qa/10.0)*(qa/10.0))/qa); 
359. beta    = (uef * w) / (cox * le); 




363. //      O bloco que define I(d,s) nesta posição impede que a análise transiente no 
ELDO 
364. //  seja realizada corretamente, pois no cálculo das cargas para a definicao 
365. //  das correntes ac, faz-se novamente a atribuição de I(d,s) o que implica em atribuir 
366. //  valores diferentes para a mesma variavel. 
367. //  Desta forma o cálculo da Idreno é feita junto com atribuições corretas das cargas,  
368. //  MAS...., no SMASH o uso de "analog operators" (como '<+' = contrbution (item 
3.2),  
369. //  livro Designer's Guide pag169) resulta em erro conforme item 4.6 pag178 do 
mesmo livro, 
370. //  A fim de evitar tais erros, retirou-se as 'constributions' de dentro do laço das 
cargas 




374. //  INCLUIR SMASH - OMITIR ELDO 
375. //////////////////////////////////////////////////////////////////////// 
376. I(canal1)   <+ material*xi; 
 




380. //      Transcondutance Evaluation      RETIRADA PARA CALCULO DO 
TRANSIENTE 
381. //      BLOCO DIFERENCIADO DO SMASH 
382. //      Esta parte do codigo esta identificada por: 





386. //      THIRD PART 
387. /////////////////////////////////////////////// 
388. //      Charges Evaluation 
389. /////////////////////////////////////////////// 
390. begin:Charges_Evaluation 
391. I         = xi/w/vmax;  
392. x         = (qf + I); 
393. y         = (qr + I); 
394. x2        = pow(qf+I,2.0); 
395. y2        = pow(qr+I,2.0); 
396. x3        = pow(qf+I,3.0); 
397. y3        = pow(qr+I,3.0); 
398. xmaisy2   = (x + y) * (x + y);//= x2+2.0.x.y+y2= pow(qf+I,2.0)+ 
2.0*(qf+I)*(qr+I)+pow(qr+I,2.0) 
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400. qi1       = w * le * ((2.0/3.0)*((x2 + x * y + y2)/(x + y)) + ncoxktonq - I); 
401. //////////////////////////////////////////////////////// 
402. //      CHARGES: qi,qd, qg, qs, qb 
403. //////////////////////////////////////////////////////// 
404. qi_dl     = w * delta_l * qid; 
405. qi        = qi1 + qi_dl; 
406. qb        = -(n - 1.0) * qi/n - w * leff *cox * sqgamma/2.0/(n - 1.0);  
407. qg        = -qb - qi; 
 
408. qd1       = w*le*le/leff *((6.0* y3 + 12 * y2 * x + 8.0* y * x2 + 4.0 * x3)/(15.0 * 
xmaisy2) + (ncoxktonq - I)/2.0); 
409. qd_dl     = w * (leff*leff - le*le)/2.0/leff * qid; 
 
410. qd        = qd1 + qd_dl; 
411. qs        = qi - qd; 
412. end//Charges_Evaluation 
413. ///////////////////////////////////////////////////////////////////////////////////////////////// 
414. //      CHARGES EVALUATION (linha 1525 p. 24 CÓDIGO 'C') 
415. ///////////////////////////////////////////////////////////////////////////////////////////////// 
416. //      Small_Signs 
417. ///////////////////////////////////////////////////////// 
418. /* 
419. if (drain3 == 0) begin   
420. /////////////////////////////////////////////////////////////// 
421. //  INCLUIR ELDO - OMITIR SMASH 
422. //////////////////////////////////////////////////////////////// 
 
423. I(d,s) <+   material* xi; 
424. I(g,s) <+ 0; 
425. I(b,s) <+ 0; 
426. Qd     = qd; 
427. Qg     = qg; 
428. Qb     = qb; 
429. end else begin 
430. if ( drain3== 1)  begin      
431. //////////////////////////////////////////////////////////////// 
432. //  INCLUIR ELDO - OMITIR SMASH 
433. ///////////////////////////////////////////////////////////////// 
434. I(d,s) <+ -material* xi; 
435. I(g,s) <+ 0; 
436. I(b,s) <+ 0;     
437. Qd     = -qd; 
438. Qg     = -qg; 
439. Qb     = -qb; 
440. end //2º if 




443. //      AC Current 
444. /////////////////////////////////////////////////// 
445. I(d,s) <+  ddt(Qd);  
446. I(g,s) <+  ddt(Qg); 
447. I(b,s) <+  ddt(Qb);  
448. */ 
449. //////////////////////////////////////////////////////////////////////////////////////////////// 
450. //  Capacitances Evaluation     RETIRADA PARA CALCULO DO TRANSIENTE 
451. // 
452. //          BLOCO DIFERENCIADO DO SMASH 
453. //  Esta parte do codigo esta identificada por: 




458. //            FOURTH PART - NOISE EVALUATION 
459. // 
460. ////////////////////////////////////////////////////////////////////////// 
461. //              INCLUIR ELDO - OMITIR SMASH 
462. ///////////////////////////////////////////////////////////////////////////   /*  
463. begin:Flicker_Noise    //      EQ 06 Paper 
464. ///////////////////////////////////////////////////////////////// 
465. ///Not passou a ser um parâmetro de entrada e não mais calculado 
466. ///////////////////////////////////////////////////////////////// 
 
467. //Not     =   (ktonq * ntraps/ e_gamma)*1e+4;                
468. Sid     =   ((`P_Q * `P_Q* Not* uef* xi* 1e4) / (l*l*n*cox))*ln((ncoxktonq-qis) / 
(ncoxktonq-qid));//fator 1e4 resulta da conversao de cm-2 para m-2 
 
469. I(d,s)  <+   flicker_noise(Sid,1,"Sflicker"); 
 
470. end //Flicker  
 
471. begin:White_Noise       //      EQ 17 Paper 




473. I(d,s)  <+  white_noise(Siw,"Swhite"); 
 
474. end //White(thermal)*/ 
 
475. end         // analog 






APÊNDICE B  
O simulador ELDO é uma ferramenta de automação de projetos eletrônicos 
(Electronic Design Automation – EDA), que usa o LINUX como sistema operacional e, 
consiste em um grande conjunto de interfaces dedicadas a cada nível de abstração do projeto 
eletrônico. Para o desenvolvimento do trabalho foram usados os ambientes: ICstation , Design 
Architech (DA IC) e EZwave.  
B.1 -  ICSTUDIO 
É o ambiente em que os diagramas esquemáticos são organizados (Figura B.1) 
nele é criado o projeto contendo as bibliotecas que serão necessárias à montagem do circuito, 
tendo em vista o tipo da tecnologia de fabricação. Além das bibliotecas padrão, outras podem 
ser criadas caso sejam necessárias. Para a simulação dos circuitos usando o código em 
Verilog-AMS do transistor ACM foi criada uma biblioteca para armazenar este novo 























Figura B.1   - Aspecto do ambiente de trabalho ICSt udio. 
 
B.2 -  DA IC 
Ambiente indicado pela Figura B.3 onde o desenho do circuito esquemático é 
feito, nele as bibliotecas selecionadas no ICstudio são disponibilizadas para serem usadas na 
construção do circuito a ser simulado.  
A partir da importação do código fonte realizada no ambiente do ICStudio, um 
símbolo gráfico é gerado, que é apresentado na Figura B.2, podendo ser editado, para melhor 
corresponder à simbologia normalmente usada. Os parâmetros de entrada do transistor são 
representados junto ao símbolo, podendo também ser editados.  
Uma das características deste simulador, nesta fase, é a possibilidade de usar a 
conceituação da linguagem de descrição de hardware e as metodologias de construção top 
down e botton up, isto ocorre porque o circuito pode ser elaborado a partir da construção de 
sucessivos sub-circuitos que foram anteriormente criados. É neste ambiente, que seleciona-se 














Figura B.2  - Símbolo atribuído ao transistor ACM após compilação do código em Verilog-AMS 
























B.3 -  EZWAVE 
Ambiente de trabalho destinado à visualização dos resultados gráficos 
decorrente das simulações, como pode ser visualizado na  Figura B.4. Disponibiliza recursos 





























B.4 -  TIPOS DE ARQUIVOS GERADOS 
 
 
O simulador ELDO gera para cada esquemático desenhado o respectivo netlist, que 
pode ser usado para realizar as simulações diretamente do terminal, sem a necessidade de 
estar nos ambientes anteriormente citados, estes netlists possuem a extensão 
<arquivo>.cir , <arquivo>.chi e <arquivo>.spi: 
 
<file>.cir : arquivo de controle principal do ELDO, contém o netlist do circuito, 
comandos dos estímulos e simulação. É um arquivo compatível com o SPICE.  
<file>.chi : arquivo log de saída compatível com o SPICE, contém dados em ASCII, 
resultados e mensagens de erro. 
<file>.spi : arquivo que contém netlist, comandos de simulação compatível com o SPICE 
 
 
