Abstract
Introduction
Collaborative help systems are a common type of iiifomation systems. We use the term collaborative help systems to denote those information systems that have the following characteristics: 1) The information is primarily in the form of questions and answers. Users are permitted to post new questions, which are answered by human sources. The human sources may be individuals explicitly designated as experts or they may be peer users.
2) The information is stored in a knowledge base that "grows" with time as new questions and answers get posted. In addition to posting new questions, users may also benefit from the information previously collected in thc knowlcdge base. Collaborative help systems are described by Ackennan [2] as "...those help systems that use people as information sources.. .". Our description further qualifies this definition Collaborative help systems are also sometimes referred to as "ask an expert systems", "collaborative learning systems" and "discussion board systems".
Collaborative help systems are widely used. Examples of collaborative help systems include [IO] and Answer Garden [l] .
Collaborative help systems usually have a very broad main subject (for example, computer technology) and several sub-topics which arc subjects in their own right (for example, game programming, software engineering, wireless networking etc.). This leads to domains of infomation in the knowledgc base that are significantly different from each other. In this kind of knowledge base there may exist many questions, which are similar but have completely different answers because of dissimilar contexts.
Consider the question. "What are arrays?". Arrays are a common theme in the subject of computer programming as well as in telecommunications. In each of these subjects, arrays have a very different meaning. In computer programming an array refers to a contiguous collection of data variables whereas in tclecommunications an array refers IO a series of antennas.
Suppose that an instance o f a collaborative help system holds the topics computer programining and telecommunicati~ns, and the same or a similar question has been asked under each of the topics. It i s quite possible that a user searching for the question "What are arrays?" might find the question that is not in the context that the user wanted.
The user might be able to restrict the search to a specific subject but even one subject may contain questions that have different contexts. For example the question "Should I use '++? or 'it+'?" is often asked in C++ programming courses. The correct answer to this question depends on the context in which it is asked, If a student is iterating a 'for' loop, both will have the same effect. However, if a student is using it in an arithmetic expression, it is important to know that 'i++' would not increment the value of 'i' until after thc exprcssioii has been evaluated.
A context-sensitive search mechanism would clearly be very hclpfiil in this kind of environment. The value of context in information systems has been discussed in several publications ([4] , [SI, [63, 
Google [9] i s a popular search engine with a very successful search mechanism. Google's approach is to rank results in terms of popularity. Results that are more popular receive a higher rank. This approach, however, would not always be best for our problem. If a user is looking for the answer to the question "What are arrays?" in the context of telecommunications, and the same question in the context of computer programming happens to be more popular, the user would not receive the correct result. On the contrary, a contcxt-sensitive search mechanism would produce the correct resuit.
In this paper we present our context-knsitive seaich mechanism. The mechanism has been implemented in our collaborative help system called Knowledge Exchange.
[12i, i141).
.
The Knowledge Exchange collaborative help system
Topic I
Topic 2
Knowledge Exchange IS priinarily illtended for supporting teaching-learning settings, such as courses taught at colleges and universities. However its use is not limited to teaching-learning settings; it can be used in other environments as well where the roles of those who impart knowledge and those who seek knowledge exist (for examplc, help desks etc.).
In Knowledge Exchange, questions are posted by students. Thc questions can be answered by instnictors as wcll as pcer students.
The infomation posted on Knowledge Exchange is stored in a knowlcdge base and remains available for fuhre refcrence (until removed by an instructor).
. . .
Organization of information
In Knowledge Exchange information is organized under a tree-structured hierarchy of topics. The topic hierarchy can be creatcd and modified over time by the instructors.
The main subject is tcpresentcd by the root topic, which is the ancestor of the rest of the information in the tree. 
Architecture and technology used
Knowledge Exchange is a web-based multi-tiered system built with Java, JSP, JavaScript, I-TTML and SQL. Extreme programming [3] practices were used for its development.
The con text-sensitive search mechanism
Our context-sensitive search mechanism is based on the premise that the behavior of a user in the recent past often depicts the current behavior o f the user. For example in Knowledge Exchange, if a user was recently browsing information on music, it is more likely that their current search is related to music, rather than some other subject.
The information that a user was looking at in Knowiedge Exchange before posting a question or search is taken as its context.
The incchanism comprises of the following key steps: 1) When a user posts a new question, its context is determined and saved in the knowledge base along with it. 2) When a search is submitted, a list i s made o f all the qucstions in the knowlcdge base that contain those keywords. Additionally, the context of the search i s also determined. 3) For each of the questions in the list, it is ascertained how much its context is similar to the context of the search. 4) Tlic search results are presented in descending order such that the question, whosc contcxt has the highest similarity with the context of the search, is listed first.
The following sections describe the mechanism in detail.
Maintaining a nodes-visited history
As a user navigates through the knowledge base, a history of the nodes that are visited is maintained (topics and questions are considered as nodes). This histoiy is a record of where the user has looked for infomiation. The nodes-visited history is limited to the recently visited nodes. In the current implementation the limit is 20 last nodes. This number can be experimented with in future work. The value assigned to each depth is 2.5dep'h, for example the value assigned to depth 0 (the root) is 2.5' = 1, to depth 1 is 2.5' = 2.5, to depth 2 is 2.52 = 6.25 and so on. The idea is that the further down the tree, the more specific a user is as to what information he/she wants. For this reason the depth factor, which is used to caIculate the weight o f nodes is higher for deeper nodes. The formula used to calculate the depth factor has been derived empirically. The condition however is that the depth factor of each depth should be significantly greater than the depth factor of shallower depths. Further experimentation may lead to a more optimal formula. This formula, however, has so far done we11 in our studies of the system. The formula for calculating the weight of a nodc for inclusion in the nodes-visited weights table is as follows: weight = (number of times visited) x (depth factor) Shallow nodes represent a broad domain of information (For example, science). Deeper nodes represent more specific information (for example, physics, kinematics, first law of motion). If a user is looking at a node and then drills down into a deeper node, it impiies that heislie is interested in mare specific infonnation contained in that deeper node rather than the broad information contained in ihe shallower node. This is the reason why deeper nodes are assigned higher weights. ( 1 x 15.625)
Construction of a nodes-visited weights table

Calculation of Context
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When a search is submitted, the Knowledge Exchange search engine first selects all those questions from the knowledge base that contain the given keywords. Second, the search engine ranks each of the selected questions according to its relevance to the user's search in terms of context. The most relevant question receives the highest rank. Unable to find the question, the student submits a search using the string "Arrays" or any other string containing the keyword "Arrays". According to a strict kcyword match, either stored question would match Student C's search. However, calculating the COP for each of the matched questions reveals a higher relevarice value for one of them, the one in the telecommunications hierarchy. The student therefore fiiids the correct information. It should be noted that this mechanism is usehl whcii a user takes a two-step approach to finding information. first browse then search.
In this paper we presented a context-sensitive search mcchaiiism that can be used in collaborative help systems, The mechanism considers the recent activity of a user as the context of their questions and searches. With the help of examples we have demonstrated how our context-sensitive search mcchanism can be advantageous over search mechanisms that are not context-sensitive.
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