





















































































A pesar de que en  los últimos años  los dispositivos CANopen (y en particular  los 
encoders absolutos) han tenido una gran evolución en el mercado, estos han sido 
diseñados para trabajar en entornos industriales en los que prima la robustez. Lo 
que  se  traduce  en  la  introducción  de  carcasas  protectoras  que  aumentan 
considerablemente el tamaño y peso de los dispositivos. 
Esta  circunstancia  ha  dado  lugar  al  diseño  e  implementación  de  un  encoder 




facilita  la  lectura  de  posición  a  través  de  un puerto  SPI  a  un microcontrolador  y 
posteriormente  estos  datos  son  tratados  y  transmitidos  a  través  de  un Bus  CAN, 
para lo cual se ha diseñado e implementado toda la electrónica necesaria.  
El diseño  software  se ha  realizado partiendo de  la  implementación del protocolo 
CANopen  de  Microchip®  que  proporciona  un  soporte  en  forma  de  librerías  de 
programación que facilitan el desarrollo de estos sistemas. El proyecto incluye una 
guía práctica de estas librerías para el uso y desarrollo de sistemas CANopen. 
El  encoder  CANopen  realizado  se  ha  puesto  en  marcha  y  validado  el 
funcionamiento  en dos  plataformas  robóticas  del  departamento de  Ingeniería  en 
Sistemas  y  Automática  de  la  Universidad  Carlos  III  de  Madrid.

 ABSTRACT. 
Even  though  in  the  last  few  years  the  CANopen  mechanisms  (in  particular  the 
absolute encoders) have advanced greatly in the market, they have been designed 
for use in industrial environments where robustness is priority. This is translated 
in  the  introduction  of  protective  casings  that  increase  considerably  the  size  and 
weight of the mechanisms. 




For  the  project  development,  a  commercial  absolute  encoder  has  been  designed 
that  makes  the  reading  position  through  a  SPI  port  and  microcontroller  easier, 
subsequently this data is treated and transmitted through a Bus CAN, for which all 
the necessary electronics have been designed and implemented.   
The  design  of  the  software  has  been  executed  from  the  implementation  of  the 
CANopen  Microchip®  protocol  that  provides  a  library  shape  support  of 
programming  that  makes  the  development  of  these  systems  easier.  The  project 
includes  a  practical  guide  of  these  libraries  for  the  use  and  development  of 
CANopen systems. 
The successful CANopen encoder has been put into operation and validated on two 



















para  poder  llegar  al  punto  en  el  que me  encuentro,  finalizando  una  carrera  y  el 
proyecto culmen de la misma. 
No  puedo  nombrar  a  todos,  pero  si  quiero  reconocer  específicamente  el  valor  a 
algunos de ellos: 







han estado a mi  lado  tanto en  los buenos,  como en  los malos momentos… María 
Jesús por esos interminables días en la biblioteca. A la peña de Tenerife por todos 
esos  grandes  momentos  que  hemos  compartido  y  sin  los  que  el  paso  por  la 
universidad no hubiera sido lo mismo. Y como iba a olvidarme de Javi y Vero, a los 
que quiero recordar que la unión hace la fuerza. 
A  todo  el  laboratorio  1.3.C.13  por  su  ayuda  y  en  especial  a  Javier  Quijano  y  a 
Conrrado por hacer del laboratorio un lugar agradable. 
Por último quiero hacer una mención especial a mi tutor Alberto Jardón por darme 


















































































































































































































































































































Actualmente  las  líneas  de  investigación  en  el  campo  de  la  robótica  se  están 





exitoso  robot  aspiradora  Roomba  de  pequeño  volumen,  lo  que  le  facilita  su 
movilidad [17]. 
En  este  campo  han  surgido  muchos  proyectos  internacionales  de  desarrollo  de 







pretende  dar  un  salto  cualitativo,  desarrollando  robots  bípedos  ligeros, 
conservando  los  grados  de  libertad  de  un  robot  humanoide  pero  reduciendo  el 




Basándose  en  estas  nuevas  líneas  de  investigación,  la  Universidad  Calos  III  de 
Madrid,  y  en  concreto  los  Departamentos  de  Ingeniería  de  Sistemas  y 
Automática e Ingeniería Mecánica han decidido crear PASIBOT, un nuevo robot 
que  servirá  como  plataforma  de  investigación  y  ayuda  a  otros  proyectos  de 

















Uno  de  los  primeros  problemas  que  surgen  en  cualquier  diseño  actual,  es  que 
vivimos  en  un  entorno  que  evoluciona  constantemente  y  esto  se  acentúa  más 
cuando  hablamos  del  mundo  de  la  tecnología.  Por  lo  que  no  es  suficiente  dar 
solución a los problemas que se nos presenta en cada momento, sino que tenemos 
que  pensar  en  futuras  modificaciones  o  ampliaciones  de  los  sistemas  que 













CAN‐Bus  es  un  sistema  estandarizado  de  comunicación  serie muy potente  y  que 
permite  una  gran  flexibilidad  a  la  hora  de  sustituir  e  introducir  nuevos 




A  la hora de  seleccionar  el protocolo  adecuado  se han  tenido en  cuenta  criterios 
como  la velocidad de  transferencia,  integración y disponibilidad de componentes 
en el mercado, llegando a la conclusión de que el más apropiado es el CANopen. 
1.2 Objetivos del  proyecto. 
A pesar de que en los últimos años los dispositivos CANopen han tenido una gran 
evolución  en  el  mercado,  a  la  hora  de  seleccionar  un  encoder  absoluto  que  se 
adapte  a  las  necesidades  de  nuestro  diseño  nos  encontramos  con  un  problema. 
Este  problema  está  originado  porque  la mayoría  de  los  fabricantes  orientan  sus 
diseños  hacia  la  industria,  donde  lo  que  se  pretende  es  conseguir  un  sistema 
robusto y eficaz, dando menor importancia al tamaño y peso del componente que 
en la mayoría de los casos no suele ser un factor determinante. Esto provoca que a 
la  hora  de  buscar  un  encoder  absoluto  que  funcionalmente  cumpla  el  protocolo 
CANopen, nos encontremos con dispositivos con un volumen y peso considerable, 
debido  principalmente  a  las  carcasas  protectoras  introducidos  en  estos  diseños 
para solventar los problemas que supone trabajar en los entornos industriales. 






eficacia  de  los Nodos  CAN,  son  un  diseño  que  estructuralmente  sea  de  reducido 
tamaño, ligero y fácilmente integrable en el diseño de PASIBOT.  
Por consiguiente, el objetivo de este proyecto es el diseño de un encoder absoluto 
CANopen que se  integrara en PASIBOT para el  control de  la posición de su único 
actuador. Dicho encoder ha de cumplir  con  las especificaciones descritas por CiA 
(CAN  in  Automation)  teniéndose  en  cuenta  el  documento  “DS‐301;  Application 
Layer and Communication Profile” [2], que describe las características comunes de 
cualquier dispositivo CANopen, y el “DS‐406; Device profile for encoders” [4], que 
describe  el  perfil  específico  de  un  encoder  CANopen.  Este  encoder  absoluto 
además  de  cumplir  con  las  características  básicas  de  este  componente  según  el 
perfil  específico  (encoder  absoluto  de  tipo  C1),  ha  de  tener  muy  en  cuenta  el 
tamaño y peso del mismo.  
Para el diseño del encoder absoluto CANopen se ha partido de un encoder absoluto 




El encoder absoluto  comercial  seleccionado es muy  ligero, de  tamaño  reducido y 
facilita la lectura de posición por un puerto SPI. Estos datos serán recogidos por un 
microcontrolador  a  través  de  dicho  puerto  y  una  vez  tratados  se  enviaran  a  un 











Para  la  implementación  del  protocolo  CANopen  se  usaran  componentes  de 
Microchip® por su gran variedad y disponibilidad en el mercado, además de por la 
existencia  de  herramientas  de  diseño  muy  potentes  y  entornos  de  desarrollo 
adecuados para diseñar sistemas CAN.  
1.3 Estructura del documento. 





CAN‐Bus  ,  incluyendo  la  topología  y  dispositivos  necesarios  para  crear  un  Nodo 
basado  en  dicho  Bus,  ya  que  el  protocolo  CANopen  aprovecha  la  estructura  y 
diseño  del  CAN‐Bus  para  implementar  su  modelo  de  comunicación.  También  se 
incluirá  una  descripción  básica  de  las  tramas  enviadas  al  bus,  que  puede  ser 







En  el  tercer  capítulo  se  describirá  el  protocolo  de  comunicaciones  CANopen, 
centrándose  especialmente  en  los  servicios  que  permiten  implementar  un 
dispositivo CANopen para posteriormente explicar, en el capítulo cuatro, como se 




la  comprobación  del  correcto  funcionamiento  del  dispositivo  diseñado  y  en  el 
capítulo sexto se hará una evaluación del proyecto explicando las conclusiones a las 
que  se  ha  llegado  una  vez  finalizado  éste  y  si  cumple  todos  los  objetivos 
inicialmente  presentados  al  inicio  de  este  proyecto.  Aparte,  se  incluirán  y 
expondrán posibles ampliaciones y futuras mejoras que pueden ser llevadas a cabo 
en posteriores versiones del dispositivo. 



















2. PROTOCOLO CAN-Bus. 
CAN‐Bus  es  un  protocolo  de  comunicación  serie  para  el  intercambio  de 
información entre unidades de control electrónico que soporta un eficiente control 
en  Tiempo  Real  con  un  nivel  de  fiabilidad  muy  elevado.  Fue  desarrollado 
inicialmente  por  Bosch  en  1983  para  la  industria  de  la  automoción  y  está 
estandarizado desde 1993 por la norma ISO 11898‐1.  
La siglas CAN significa Controller   Area Network (Red de controladores locales) y 
Bus  se  entiende  como  un  elemento  de  comunicaciones  que  permite  transportar 
una  gran  cantidad  de  información  entre  las  unidades  de  control  abonadas  a  un 
sistema. 
El  planteamiento  del  CAN‐Bus  permite  aumentar  las  funciones  presentes  en  un 
sistema  de  control  sin  modificar  los  nodos  ya  existentes,  además  de  que  estas 
funciones  pueden  estar  repartidas  entre  las  distintas  unidades  de  control.  Como 
puede deducirse, permite disminuir notablemente el cableado en cualquier sistema 
de control, puesto que si una unidad de mando dispone de una información, como 
por  ejemplo,  la  posición  de  un  encoder,  esta  puede  ser  utilizada  por  el  resto  de 
unidades  de  mando  sin  que  sea  necesario  que  cada  una  de  ellas  reciba  la 
información directamente de dicho sensor. 
Otra  ventaja  obvia,  además  de  que  las  funciones  pueden  ser  repartidas  entre 









2.1 Principales características del protocolo CAN-Bus. 
Para garantizar un diseño transparente y una implementación flexible CAN ha sido 


















una  transmisión.  Esta  capa  es  transparente  para  el  usuario  y  no  admite 
modificaciones. 
La “Physical  layer” es el medio físico por el cual se transmiten los datos entre los 
diferentes  nodos  del  sistema.  La  única  restricción  que  hay  en  esta  capa  es  que 
todos  los nodos del  sistema han de utilizar el mismo medio  físico  (par  trenzado, 
fibra óptica, etc.) 
CAN  se  basa  en  un modelo MASTER/SLAVE  orientado  al mensaje,  por  lo  que  la 


















mensaje  indicado  por  el  identificador  del mismo.  El  sistema  está  dotado  de  una 
serie  de  mecanismos  que  aseguran  que  el  mensaje  es  trasmitido  y  recibido 







demás  mediante  el  propio  mensaje.  Si  la  situación  es  irreversible,  dicho  nodo 
queda fuera de servicio pero el sistema sigue funcionando.  





se  trasmite por diferencia de  tensión entre  los dos cables, de  forma que un valor 











El medio  físico  ha  de  estar  dimensionado  correctamente  teniendo  en  cuenta  los 






sección,  conductividad y  longitud del mismo. Esta  resistencia provoca una mayor 
caída de tensión en  los cables a medida que aumenta, pudiendo provocar que  los 
niveles de tensión entre los distintos nodos del sistema de control caiga por debajo 
















Otro  de  los  aspectos  a  tener  en  cuenta  en  este  apartado,  son  las  interferencias 
electromagnéticas que  se puedan producir  en  el  entorno del  sistema a  controlar. 









Son  resistencias  conectadas  a  los  extremos  de  los  cables  H  y  L.  Sus  valores  se 
obtienen de  forma empírica  y permiten  adecuar  el  funcionamiento del  sistema a 







el  transmisor‐receptor.  Trabaja  acondicionando  la  información  que  entra  y  sale 
entre ambos componentes. 
El  controlador está  situado en el Nodo, por  lo que existen  tantos  como unidades 
estén  conectados  al  sistema.  Este  elemento  trabaja  con  niveles  de  tensión  muy 
bajos y es el que determina  la velocidad de  trasmisión de  los mensajes, que será 




El  transmisor‐receptor  es  básicamente  un  circuito  integrado  que  está  situado  en 
cada una de las unidades de control abonadas al sistema, trabaja con intensidades 
próximas  a  0.1  A  y  en  ningún  caso  interviene  modificando  el  contenido  del 
mensaje. Tiene la misión de recibir y trasmitir los datos, además de acondicionar y 
preparar  la  información para que pueda  ser utilizada por  los  controladores. Esta 
preparación  consiste  en  situar  los  niveles  de  tensión  de  forma  adecuada, 









tensión  peligrosos  en  el  Bus.  Funcionalmente  está  situado  entre  los  cables  que 




2.3 Topología del CAN-Bus. 
El  sistema  CAN‐Bus  está  orientado  hacía  el  mensaje  y  no  al  destinatario.  La 
información en la línea es trasmitida en forma de mensajes estructurados en la que 
una parte del mismo es un identificador que indica la clase de dato que contiene. 
Todas  las unidades de control  reciben el mensaje,  lo  filtran y solo  lo emplean  las 
que  necesitan  dicho  dato.  Naturalmente,  la  totalidad  de  los  nodos  abonados  al 






1. Suministro  de  datos:  Una  unidad  de  mando  recibe  información  de  los 













nodos  asociados  al  sistema.  Para  trasmitir  el  mensaje  ha  tenido  que 












presencia  de  campos  de  formato  fijo  en  el  mensaje  (verificación  de  la  trama), 
análisis estadísticos por parte de las unidades de mando de sus propios fallos, etc. 
Estas medidas hacen que las probabilidades de error en la emisión y recepción de 
mensajes  sean muy  bajas,  por  lo  que  es  un  sistema  extraordinariamente  seguro. 
Según  las  especificaciones  del  protocolo  de  Bosch  [1],  la  probabilidad  de  error 
residual de mensajes erróneos no detectado ha de ser inferior a 4.7 x 10­11. 
2.4 Formato de las tramas CAN. 
La  información  que  circula  entre  las  unidades  de mando  a  través  del  puerto  de 
comunicaciones  serie  son  paquetes  de  bits  con  una  longitud  limitada  y  con  una 








ningún nodo  en  concreto,  sino que  cada uno de  los    nodos  reconocerá mediante 
este identificador si el mensaje le interesa o no. 
La estructura del menaje permite  llevar a cabo el proceso de comunicación entre 
las  unidades  de mando  según  el  protocolo  definido  por  Bosch  para  el  CAN‐Bus, 
donde los distintos campos que lo compone facilitan desde identificar a la unidad 
de  mando,  como  indicar  el  principio  y  el  final  del  mensaje,  mostrar  los  datos, 
permitir distintos controles, etc. 






• Campo  de  inicio  del  mensaje  (SOF):  El  mensaje  se  inicia  con  un  bit 
dominante  “0”,  cuyo  flanco  descendente  es  utilizado  por  las  unidades  de 
mando para sincronizarse entre sí. 
• Campo  de  arbitraje:  Los  12  bits  de  este  campo  se  emplean  como 
identificador  y  permite  reconocer  al Nodos  que  emite  la  trama,  el  tipo de 
mensaje  y  la  prioridad  de  este.  Cuanto  más  bajo  sea  el  valor  del 
identificador más alta es la prioridad, y por lo tanto determina el orden en 
el que van a ser introducidos los mensajes en la Bus. 
• El  bit  RTR:  Forma  parte  del  campo  de  arbitraje  é  indica  si  el  mensaje 






(RTR=1).  Una  trama  de  datos  siempre  tiene  prioridad  frente  a  las  tramas 
remotas que  se  emplea para  solicitar datos  a  otros nodos,  bien porque  se 
necesitan o para realizar un chequeo. 
• Campo de control: Este campo informa sobre las características del campo 
de  datos.  El  bit  IDE  indica  cuando  es  un  “0”  que  se  trata  de  una  trama 
estándar y cuando es un “1” que es una trama extendida. La diferencia entre 
una  trama  estándar  y  una  trama  extendida  es  que  el  identificador  de  la 
primera tiene 11 bits y la segunda 29 bits. Ambas tramas pueden coexistir 
eventualmente,  siempre  y  cuando  todos  los  controladores  del  sistema 
soporten el formato extendido, y la razón de su presencia es la existencia de 
dos versiones de CAN [1]. 
• Campo DLC:  Los  cuatro  bit  que  lo  componen  indican  el  número de  bytes 
contenido en el campo de datos. 
• Campo de datos: En este campo aparece la información del mensaje con los 
datos que  la unidad de mando correspondiente  introduce en  la  línea CAN‐
Bus. Puede contener entre 0 y 8 bytes (de 0 a 64 bit). 





que  son  siempre  trasmitidos  como  recesivos  “1”.  Todos  los  nodos  que 
reciben  el  mismo  CRC  modifican  el  primer  bit  del  campo  ACK  por  uno 
dominante  “0”,  de  forma  que  la  unidad  de  mando  que  está  todavía 
trasmitiendo reconoce que al menos uno de los Nodo conectados al sistema 




• Interframe  space  (IFS):  Está  compuesto  de  al  menos  tres  bits  recesivos 
llamados  intermission  y  su  función  es  la  de  separar  dos  tramas 






recibir  una  nueva  trama.  Después  del  IFS  el  bus  permanece  en  un  estado 
recesivo indicando que está libre para una nueva transmisión. 
Puede  ocurrir  que  en  determinados  mensajes  se  produzcan  largas  cadenas  de 
ceros o unos, y que esto provoque una pérdida de sincronización entre los distintos 
Nodos.  El  protocolo  CAN  resuelve  esta  situación  insertando  un  bit  de  diferente 
polaridad  cada  cinco bits  iguales:  cada  cinco  “0”  se  inserta un  “1”  y  viceversa. El 
Nodo   que utiliza el mensaje, descarta un bit posterior a  cinco bits  iguales. Estos 
bits reciben el nombre de bit stuffing. 
2.5 Filtrado de mensajes CAN. 
El  CAN‐Bus  está  basado  en  un  concepto  de  comunicación  Broadcast,  lo  que 
















2.6 Diagnosticar el CAN-Bus. 
Los  sistemas  de  seguridad  que  incorpora  el  CAN‐Bus  permiten  que  las 
probabilidades de fallo en el proceso de comunicación sean muy bajas, pero sigue 
siendo  posible  que  cables,  contactos  y  los  propios  dispositivos  presenten  alguna 
disfunción.  Para  el  análisis  de  una  avería,  se  debe  tener  presente  que  un  Nodo 
averiado que este abonado al Bus, en muchos caso no impiden que el sistema siga 
trabajando  con  normalidad.  Lógicamente  no  será  posible  llevar  a  cabo  las 
funciones que implican el uso de información que proporciona la unidad averiada, 
pero sí todas las demás. 




Otra  alternativa  es  emplear  programas  informático  como  el  CANking,  MiniMon, 
CANAlyzer,  etc  y  su  correspondiente  adaptador  CANtoUSB.  Estos  programas 



















3. PROTOCOLO CANopen. 
3.1 Modelado. 





El  concepto de comunicación es  similar al descrito por el modelo  ISO/OSI  (parte 
izquierda de  la  figura).  La  capa  física  y  la  capa de  lincado  están  cubiertas  por  el 
protocolo  CAN‐Bus  de  BOSCH,  mientras  que  la  capa  de  aplicación  se  describe  a 
continuación. 
Application layer: 






transmisión  de  datos  en  Tiempo  Real  y  el  mecanismo  de  sincronización  entre 
componentes.  La  funcionalidad  que  ofrece  a  la  aplicación  está  dividida  en 
diferentes  Objetos  de  servicio  que  proporcionan  una  característica  específica  y 
todo lo relacionado con el servicio. 
Las  aplicaciones  interactúan  entre  sí,  invocando  los  servicios  de  un  objeto  de 
servicios  en  la  capa  de  aplicaciones.  Para  realzar  estos  servicios,  el  Objeto 








• Indication:  es  emitido  desde  la  capa  de  aplicación  para  indicarle  a  una 
aplicación que se ha detectado un evento interno en la capa de aplicación o 
que un servicio es requerido. 
• Response:  es emitido por una aplicación para responder a una  indicación 
previa de la capa de aplicación. 















La  aplicación  emite  un  request  a  su  servicio  local  de  objetos  y  este  es 
transferido como una indicación a todos los servicios de objetos que se vean 
afectados  por  este  requerimiento.  El  resultado  de  la  indicación  no  es 
confirmado al emisor del request. 
• Confirmed service: sólo puede afectar a un par de servicios de objetos que 
están  interconectados  entre  sí  vía  el  Bus,  es  decir  comunicación  punto  a 
punto. La aplicación  emite un request a su servicio local de objetos y este es 




• Provide  initiated  service:  afecta  sólo  al  servicio  local  de  objetos 















• Comunicación:  la  función  de  esta  unidad  es  suministrar  los  objetos  de 
comunicación y la apropiada funcionalidad para transportar los campos de 
datos por el Bus. 
• Object  Dictionary:  es  una  colección  de  todos  los  campos  de  datos  que 










la  aplicación.  La  descripción  completa  de  las  aplicaciones  de  un  dispositivo  con 
respecto  a  las  entradas  en  el  diccionario  del  objeto  se  conoce  como  perfil  del 
dispositivo. 
El  diccionario  de  objetos  es  una  de  las  partes  más  importantes  del  perfil  del 
componente por lo que se tratara en profundidad más adelante. 
3.1.3 Modelo de comunicación. 
El  modelo  de  comunicación  define  los  diferentes  objetos  de  comunicación, 
servicios  y  modos  de  transmisión  de  los  mensajes.  Este  modelo  soporta  tanto 
transmisiones síncronas como asíncronas. 
Por medio de la transmisión síncrona, la adquisición de datos en la red puede ser 
completamente  coordinada.  Este  tipo  de  comunicación  esta  predefinida  para  los 
objetos  de  comunicación  (Sync  message,  time  stamp  message).  Los  mensajes 
síncronos  son  transmitidos  con  respecto  a  un  mensaje  de  sincronización 
predefinido,  mientras  que  los  mensajes  asíncronos  pueden  ser  transmitidos  en 
cualquier momento. 
Debido  al  carácter  eventual  del  mecanismo  de  comunicación  es  posible  definir 
tiempos de inhibición para la comunicación. Estos tiempos consisten en establecer 
el  tiempo mínimo que  tiene que  transcurrir  entre  dos  servicios  consecutivos  del 
mismo objeto de datos, para garantizar que lo mensajes de baja prioridad acedan a 














como  esclavos.  En  este  tipo  de  comunicación  se  definen  dos  modelos  (con 




En el modelo  sin  confirmación  el maestro  emite un mensaje que  es  recibido por 
todos  los  Nodos  esclavos  conectados  al  Bus  y  procesado  solamente  por  los 
dispositivos cuya configuración de los filtros reconozca el identificador del mensaje 
























del  mensaje  y  cero,  uno  o  más  consumidores  de  dicho  mensaje.  Se  pueden 









El  modelo  Push  es  utilizado  por  los  dispositivos  productores  de  mensajes  para 
transferir datos en Tiempo Real por el Bus. Este modelo es muy similar al modelo 





solicitar  datos  a  un Nodo  productor.  La  diferencia  radica  al  igual  que  en  el  caso 
anterior  en  los  tipos  de  datos  solicitados  ya  que  el  modelo  Pull  es  usado  para 
solicitar datos en Tiempo Real de control, mientras que el modelo maestro/esclavo 
confirmado se utiliza especialmente para confirmar el estado del esclavo. 
3.2  Objetos de comunicación. 
Los  objetos  de  comunicación  están  descritos  por  los  servicios  y  protocolos.  Los 
tipos  de  servicios  (confirmado,  sin  confirmar,  etc.)  están  descritos  de  forma  que 
contienen  los parámetros de servicio primitivo que se definen para cada servicio 





Todo el  tráfico de datos por  el Bus  relacionado  con un dispositivo CANopen está 









reciban  mayor  prioridad  que  los  SDOs,  pero  para  garantizar  que  estos  últimos 
acedan a la red se pueden establecer tiempos de inhibición para los SDOs como ya 





• Network Management Object  (NMT)  que  se  encarga  de  controlar  y  enviar 
información de  la Máquina de Estados de  los diferentes Nodos conectados al 
Bus.  












Los  Process  Data  Object  (PDO)  son  usados  para  la  transferencia  de  datos  en 
Tiempo Real. Aunque estos no están indexados se corresponden con entradas en 
el Diccionario de Objetos y provee de una interfaz a los objetos de las aplicaciones. 
El  tipo  de  dato  y  mapeado  de  un  PDO  para  cada  objeto  de  aplicación  está 
determinada  por  defecto  dentro  de  la  estructura  mapeada  en  el  Diccionario  de 
Objeto  de  cada  dispositivo.  Si  el  Nodo  soporta  el  mapeado  de  PDO  variable,  el 
formato  y  contenido  de  los  mensajes  PDO  pueden  ser  configurados  entre  el 
servidor y cliente en la fase de inicialización del Bus. Esta configuración se realiza 







que  reciben  PDOs  consumidores  de  PDO.  Los  PDOs  están  descritos  por  los 
parámetros  de  comunicación  PDO  (en  el  index  20h)  y  por  los  parámetros  de 
mapeado PDO (en el index 21h). La estructura de estos tipos de datos se explica en 
el  apartado  3.10  “Tipos  de  datos  complejos  predefinidos”.  Los  parámetros  de 
comunicación  describen  la  capacidad  de  comunicación  de  los  PDOs  (COB‐ID 
utilizado por el PDO, tiempos de  inhibición y temporización) y  los parámetros de 
mapeado contienen información acerca del contenido de los PDOs. El  índice de la 


















Para  sincronizar  todos  los  dispositivos  pertenecientes  a  la  red  CANopen  se 
transmite periódicamente un objeto de sincronismo (SYNC Object). El mensaje de 
sincronismo  es  un  objeto  de  comunicación  predefinido  que  se  tratara  en  el 
apartado  3.2.11  “Synchronisation Object  (SYNC)”.  En  la  siguiente  figura  se  puede 














basado  en  el  periodo  de  transmisión  del  objeto  de  sincronismo.  Un  facto  ‘0’ 
significa  que  el  mensaje  será  transmitido  después  del  objeto  de  sincronismo  de 
forma  acíclica,  es  decir,  solamente  si  se  produce  un  evento  antes  del  objeto  de 
sincronismo. Con el  factor  ‘1’ el mensaje será transmitido después de cada objeto 
de sincronismo. Si el factor es n el mensaje se transmitirá después de ‘n’ objetos de 








• Event  Driven:  La  transmisión  del  mensaje  es  accionada  por  un  evento 
específico  del  objeto.  Es  decir,  para  PDOs  síncronos  esto  puede  ser  la 





• Remotely  Requested:  La  transmisión  de  un  PDO  asíncrono  puede  ser 





Nodos  consumidores  (Broadcasting).  Los  PDOs  son  transmitidos  en  un modo  no 



















La  petición  de  escribir  un  PDO  es  un  servicio  sin  conformar  en  el  que  los 
















Los  Read‐PDO  se  mapean  en  una  trama  remota  CAN,  siguen  el  modelo  de 
comunicación Pull y a diferencia de los Write‐PDO existen un ó varios  productores 
y un consumidor. 
A  través  de  este  servicio  cualquier  Nodo  consumidor  de  PDOs  puede  hacer  una 










Este  es  un  servicio  confirmado  en  el  que  uno  ó  más  consumidores  de  PDOs 
transmiten  una  trama  remota  de  petición  de  datos  al  Bus.  El  productor  del  PDO 











El  Service  Data  Object  (SDO)  permite  comunicar  los  objetos  de  datos  entre  el 
Maestro  y  los  demás  Nodos  por  medio  del  acceso  al  diccionario  de  objetos  del 
dispositivo CANopen siguiendo el modelo de comunicación Client/Server, donde el 
Nodo propietario del Diccionario ejerce  la  función de servidor. Como  los  tipos de 

















Los  datos  se  transfieren  por  medio  de  una  secuencia  de  segmentos  que  están 
precedidos de una fase de inicialización en la que el cliente y servidor se preparan 
para  la  transmisión de  los segmentos. Durante  la  fase de  inicialización es posible 
enviar hasta 4 bytes de datos sin necesidad de segmentación si  la  longitud de los 
datos  no  supera  los  4  bytes,  conociéndose  este  mecanismo  como  transferencia 
acelerada. 
Cuando  el  tamaño  de  los  datos  excede  los  4  bytes  es  necesario  realizar  una 




Opcionalmente  un  SDO  puede  ser  transmitido  como  una  secuencia  de  bloques 
donde  cada  bloque  está  compuesto  de  una  secuencia  de  hasta  127  tramas  que 
contiene  el  número de  secuencia  y  los  datos  a  enviar.  Este modo de  transmisión 
también  se  inicializa  con  una  primera  trama  en  la  que  cliente  y  servidor  se 







de  los  datos  transmitidos  por  medio  del  Checksum  derivado  de  los  datos 
transmitidos.  La  transmisión  en  bloques  es  más  rápida  que  la  segmentación 
cuando  los datos a enviar  tienen una  longitud elevada ya que sólo se confirma  la 
recepción  del  bloque  a  diferencia  de  la  transferencia  segmentada  en  la  que  se 
confirma cada trama. 
Cuando se trata de un upload de un bloque SDO es posible que  la  longitud de  los 
datos no  justifique el uso de bloques porque  implica el uso de un protocolo más 
elevado.  En  este  caso  se  puede  implementar  un  soporte  capaz  de  retroceder  al 
modo segmentado o acelerado en la fase de inicialización. Como la suposición de la 
longitud mínima de datos para la cual el tiempo de transmisión de bloques supera 
a  la  transmisión de segmentos depende de varios parámetros, el cliente  indica al 
servidor en la fase de inicialización el valor mínimo de la longitud de datos en bytes 
para la transferencia en bloques. 
Para  todos  los  modos  de  transmisión  de  SDOs  el  cliente  es  el  que  inicializa  la 
comunicación  y  en  el  caso  de  que  se  produzca  un  error  tanto  el  cliente  como  el 
servidor pueden tomar la decisión de abortar la transmisión del SDO.  
El  SDO  communication  parameter  record  (en  el  índice  22h)  describen  los 
parámetros de SDO. La estructura de estos tipos de datos se explica en el apartado 
3.10  “Tipos  de  datos  complejos  predefinidos”.  Los  parámetros  de  comunicación 
describen  la  capacidad  de  comunicación  entre  los  Server‐SDOs  y  Client‐SDOs 



















• Posibilidad  de  abortar  transferencia  tanto  por  el  cliente  como  por  el 
servidor. 
3.2.7 Servicios SDO. 




















modo  Expedited  (acelerado)  es  de  carácter  obligatorio  y  la  transferencia  en 
bloques opcional. Cuando se utiliza el servicio de SDO segmentado, tanto para un 
Upload como un Download, la comunicación software es responsable de segmentar 




una  interfaz  de  comunicación  por  medio  del  Diccionario  de  Objetos.  El  cliente 
indica  al  servidor  que  datos  debe  descargar  por  medio  del  multiplexor  y 
opcionalmente,  si  se  trata  de  una  transferencia  segmentada,  la  longitud  de  los 
datos. Este es un servicio confirmado por medio de una trama remota que indica el 


















si  es  un  Expedited  transfer  o  desactivado  si  es  un  Segmented  transfer  y 






































Envío  del  resto  de  los  datos  mediante  consecutivos  Download  SDO  Segment 
request/indication seguidos de un Download SDO Segment response/confirm con 



























A  través  de  este  servicio  el  cliente  hace  una  petición  de  datos  al  servidor 



















































Petición  del  resto  de  los  datos  solicitados  mediante  consecutivos  Upload 





















































sincronismo,  con  el  objetivo  de  generar  un  reloj  básico  en  el  Bus  CANopen.  El 
periodo  de  transmisión  entre mensajes  de  sincronismo  esta  especificado  por  los 
parámetros estándares del periodo de ciclo de transmisión en el objeto 1006h 
y  puede  ser modificado  en  el  proceso de  inicialización del Bus.  Cuando un Nodo 
consumidor de mensajes de sincronismo recibe el mensaje comienza a realizar las 
tareas  síncronas.  En  general  la  transmisión  de  PDOs  ligados  al  mensaje  de 














El  SYNC  Object  sigue  el  modo  Push  del  modelo  de  comunicación 
producer/consumer  siendo  este  un  servicio  sin  confirmar.  El  mensaje  está 





























Sigue  el  modelo  de  comunicaciones  producer/consumer  y  contiene  un  valor  de 





Este  mensaje  se  dispara  cuando  ocurre  una  situación  de  error  interno  no 




































































































































El  Network  Management  está  orientado  al  Nodo  y  siguen  una  estructura 
Maetro/Esclavo.  Esto  requiere  que  el  NMT  de  un  dispositivo  funcione  como 
Maestro en el Bus, mientras que los demás cumplan la función de NMT esclavos. El 
Network Management provee de las siguientes funcionalidades: 




• Servicios  de  control  de  configuración  para  carga  y  descarga  de  datos  de 
configuración de los módulos del Bus. 

















conectados  al Bus  (utilizando el  ID 0) ó Nodo a Nodo  (utilizando el Node‐ID). El 
NMT Maestro controla su propio estado mediante el servicio local. A continuación 
se detallan los servicios de control de módulos: 
Start  Remote  Node:  Este  servicio  permite  al  NTM  Maestro  activar  el  estado 
OPERACIONAL  del NMT Esclavo seleccionado. 




Reset Node: A  través  de  este  servicio  el  NMT Maestro  resetea  la  aplicación  del 
NMT esclavo seleccionado, independientemente del estado en el que se encuentre 
este. 

















• Start Remote Node (CS=1),  
• Stop Remote Node (CS=2),  
• Enter Pre-Operational (CS=128),  
• Reset Node (CS=129) and  




dirige  la  trama.  Para  direccionar  todos  los  Nodos  conectados  al  Bus 
simultáneamente el Node‐ID debe ser igual a 0. 
3.2.19 Protocolo del Control de Errores. 
A  través  de  este  servicio  el  NMT  detecta  errores  en  el  Bus,  principalmente 
mediante emisiones periódicas de mensajes predefinidos que pueden provocar un 
cambio  de  estado  ó  detener  procesos  de  reajuste  en  caso  de  detectar    un  error 
local. Existen dos posibles formas de detección de errores: 
• Node Guarding: mediante este servicio el NMT Maestro chequea el estado 
de  cada NMT Esclavo  a  intervalos  de  tiempos  regulares.  Este  intervalo  de 







• Heartbeat:  este  servicio  produce  un  mensaje  cíclicamente  en  el  que 
informa  que  no  se  ha  caído  de  la  red  y  el  estado  actual  del  Nodo  sin 
necesidad de chequeo por parte del maestro. 
Estos  servicios  son  opcionales  y  en  caso  de  que  se  implementen,  no  podrán 
funcionar simultáneamente. Para más información consultar [2]. 
3.2.20 Protocolo del Bootup. 
A  través  de  este  servicio  el  NMT  Esclavo  informa  de  que  se  ha  producido  una 
transición  en  su  estado  local  pasado  de  INITIALISING    a  PRE‐OPERATIONAL,  es 






3.3 Máquina de Estado. 
El NMT Esclavo de un dispositivo CANopen  implementa una máquina de estados 
que  permite  después  de  un  reset  ó  la  activación  del  dispositivo  entrar 














Tras  la  activar  el  dispositivo  entra  en  el  estado 
INITIALISATION automáticamente.  
(2)  
















Este  estado  está  dividido  en  tres  sub‐estados  para  permitir  un  reset  parcial  ó 
completo del Nodo: 
Initialising: es el primero de los sub‐estados en el que el Nodo entra después de 
activar  el  dispositivo  ó  resetearlo  por  Hardware.  Desde  este  sub‐estado  se  pasa 
automáticamente  a  Reset_Application  tras  producirse  la  inicialización  básica  del 
Nodo. 
Reset_Application:  en  este  sub‐estado  los  valores  de  áreas  del  perfil  de 
fabricación  y  los  valores  de  área  de  dispositivo  estandarizado  recuperan  sus 
valores  predefinidos  y  se  produce  la  transición  al  estado  Reset_Communication 
automáticamente. 
Reset_Communication: al  entrar  en  este  sub‐estado  los  parámetros  del  área  de 




Los  valores  predefinidos  son  los  especificados  por  el  perfil  de  comunicaciones  y 






dinámicamente  valores  almacenados  en  la  memoria  de  programa,  pueden  ser 
modificados. 




En  el  estado  PRE‐OPERACIONAL  la  configuración  de  PDOs,  los  parámetros  del 
dispositivo  y  la  asignación  de  objetos  de  aplicación  (PDO‐maping)  pueden  ser 
realizados por medio de SDOs para una determinada configuración de aplicación. 











a  excepción  del  node  guarding  ó  heartbeat,  si  están  activos,  y  los  servicios  de 














3.4 Esquema de asignación de identificadores CANopen. 
Para reducir el esfuerzo de configuración y simplificar la red, CANopen define por 
defecto  un  esquema  de  asignación  de  identificadores  y  de  carácter  obligatorio. 

















Este  esquema  de  asignación  de  identificadores  permite  a  un  Nodo  maestro 
establecer comunicación punto a punto con hasta 127 Nodos esclavos. Además de 
permitir el modo de comunicación broadcasting con objetos de comunicación que 









3.5 Diccionario de Objetos. 
La  parte  más  importante  del  perfil  de  un  dispositivo  es  la  descripción  del 
Diccionario  de  Objetos  que  es  esencialmente  un  grupo  de  Objetos  accesibles  de 
forma predefinida a través del Bus. Los Objetos del diccionario están direccionados 







En  este  documento  no  se  hará  una  descripción  individual  de  cada  Objeto  del 
Diccionario,  ya  que  esto  supondría  entenderse  mucho  además  de  que  esta 




3.6 Uso de Index y Sub-Index (Multiplexor). 
En  el  caso  de  que  la  entrada  referencie  una  variable  simple,  el  índice  (Index) 
referencia el valor de esta entrada directamente. Si los datos referenciados son de 
tipo  complejo,  el  índice  referencia  a  toda  la  estructura  y  para  permitir  el  acceso 
individual a los elementos de una estructura compleja se ha definido el subíndice 
(Sub­Index).  El  cual  referencia  a  un  campo  de  datos  dentro  de  una  estructura 
apuntada por el índice principal. El subíndice tendrá el valor 00h cuando los datos 
referenciados  sean de  tipo  simples  (UNSIGNED8, BOOLEAN,  INTEGER32,  etc.).  El 
conjunto formado por el índice y subíndice se conoce como Multilexor. 
En el  caso de que  la  entrada  sea de  tipo  compleja  el  subíndice 00h  contendrá  el 
valor de los subíndices soportados por el Objeto, codificado como un UNSIGNED8, 
















La  columna  Index  indica  la  posición  del  Objeto  dentro  del  Diccionario  actuando 
como  una  dirección  para  referenciar  el  campo  de  datos  deseado.  El  Sub­Index, 
utilizado para referenciar campos de datos dentro de una estructura compleja, no 
está referenciado en esta tabla. 
La  columna  M/O  define  si  el  objeto  es  de  carácter  obligatorio  (Mandatory)  ó 
opcional  (Optional).  Los Objetos  obligatorios  deben  ser  implementados  en  todos 
los  dispositivos  y  los  opcionales  sólo  se  implementaran  para  proporcionar 
características  adicionales.  Esto  puede  requerir  implementar  otros  Objetos 
relacionados. 
La  columna  Name  representa  una  descripción  textual  de  la  funcionalidad  del 
Objeto y  la  columna Type define el  tipo de dato que  contiene el Objeto  según el 















3.8 Componentes del Diccionario de Objetos. 
Los  Objetos  del  Diccionario  estándar  siguen  una  estructura muy  similar  a  otros 
























El  dispositivo  puede  opcionalmente  proveer  una  estructura  de  los  tipo  de  datos 
complejos soportados (rangos de índices [0020h… 005Fh] y [0080h… 009Fh]) que 
permite  el  acceso  de  lectura  a  los  correspondientes  índices.  En  este  caso  el 
subíndice  0h  contendrá  el  número  de  entradas  que  contiene  dicho  índice  y  los 
















el  Bus.  El  perfil  del  dispositivo  puede  usar  estas  entradas  para  describir  sus 
parámetros  y  funcionalidad  utilizando  un  máximo  de  800h  (2048)  índices  para 
definir cada perfil, lo que permite definir hasta 8 perfiles en cada Nodo CAN. En el 





3.9 Especificaciones de los tipos de datos. 
Los  tipos  de  datos  estáticos  están  introducidos  en  el  Diccionario  sólo  para 
propósitos  de  definición.  Sin  embargo  los  índices  en  el  rango  [0001h…  0007h] 
pueden ser mapeados para definir el espacio apropiado en un RPDO. Mientras que 
los índices en el rango [0009… 000Bh] y el 000Fh no pueden ser mapeados. 
Los  dispositivos  CANopen  no  necesitan  implementar  todos  los  tipos  de  datos 
predefinidos, sino que solamente deberán soportar los tipos de datos utilizados en 








Los  datos  de  tipo  complejos  están  definidos  después  de  los  estáticos  y  hasta  el 
momento  sólo  están  definido  4  tipos,  los  parámetros  de  comunicación  PDO 
(PDO_COMMUNICATION_PARAMETER),  los  parámetros  de  mapeado  PDO 
(PDO_MAPPING), los parámetros SDO (SDO_PARAMETER) y las especificaciones de 
Identidad  del  dispositivo  (IDENTITY),  todos  ellos  de  tipo  record.  Estos  tipos  de 
datos se encuentran en los índices 20h, 21h, 22h y 23h respectivamente. 
3.10 Tipos de datos complejos predefinidos. 
Este  apartado  define  los  tipos  de  datos  complejos  predefinidos  usado  en  la 
comunicación. En las siguientes tablas se muestra la estructura de estos datos y los 



































el  documento  DS‐406  (Device  profile  for  encoders).  Este  documento  es  común  
para todos los tipos de encoder, por lo que, en primer lugar, hay que tener claro el 











4.1 Selección de componentes. 
El  componente  principal  y  más  importante  del  diseño  del  Nodo  es  el  encoder  






casa  Agilent  Technologies  y  en  concreto  el  modelo  AEAS­7000.  Este  encoder, 











Una  vez  que  tenemos  claro  cuál  es  el  encoder  comercial  que  se  va  a  utilizar,  el 
siguiente  paso  es  seleccionar  todos  los  componentes  que  posibilitaran  la  lectura 
del  mismo  y  la  integración  en  un  Bus  CANopen.  Estos  elementos  ya  han  sido 





En  cuanto  a  la  lectura,  el  AEAS‐7000  incorpora  un  puerto  serie  denominado  SPI 
(Serial Peripheral Interface) y que está muy extendido entre todos los fabricantes 
de microcontroladores,  por  lo  que  este  no  va  a  ser  un  factor  determinante  en  la 
elección del micro.  Lo mismo pasaría  con el  controlador CAN y  el  transceiver,  ya 
que  son  componentes  estandarizados  y  que  muchas  empresas  suministran  con 
unos costes muy similares. Por  lo que el  factor determinante a  la hora de decidir 









aplicaciones  embebidas  usando  el  protocolo  CAN,  también  ofrece  un  entorno  de 
programación  muy  potente,  especialmente  por  las  librerías  que  incorpora, 
entornos de desarrollo  y  application notes  fáciles de utilizar,  de bajo  coste y que 
simplifican y facilitan en gran medida el desarrollo de estos diseños. 
Dentro  de  la  línea  de  productos  CAN  que  Microchip®    pone  a  disposición  del 
diseñador nos encontramos con dos opciones. La primera de ellas es una solución 
basada en cualquiera de microcontrolador de 8 ó 16 bits que incorporen al menos 
dos  puerto  SPI,  un  controlador CAN modelo MCP2515 que  se  comunicara  con  el 
micro  a  través  de  uno  de  puerto  SPI  y  un  transceiver modelo MCP2551.  El  otro 
puerto SPI estaría dedicado a establecer la conexión entre el micromontrolador y el 
encoder  ya  que  una  de  las  especificaciones  es  que  la  lectura  de  la  posición  se 
realice a través de este puerto. 










En  este  diseño  se  ha  optado  por  la  segunda  opción,  un  microcontrolador  que 
integre el módulo CAN y un tranceiver MCP2551 por varias razones: 
1. Este diseño permite  ahorrar  espacio  en  la placa  al  integrar  el  controlador 
CAN en el micro. 
2. Simplifica  el  diseño  Software  ya  que no  es  necesario  programar  el  puerto 
SPI que comunica el microcontrolador con el controlador CAN. 










En  la  siguiente  tabla  se  presentan  las  principales  características  eléctricas  del 


















encoder haciendo a  la medida más  real.  El  inconveniente  es que para que 
esté activo,  la  resolución  total del  encoder es de 12 bits  (4096 pulsos por 
vuelta) en vez de 16 bits. Por  tanto, esta señal  se pondrá a nivel alto si  se 
quiere  activar  el  código  corrector  o  a  nivel  bajo  si  se  deja  desactivo  y  se 
quieren más pulsos por vuelta. 
• Pin 3, 4 y 5: Señales PROBE ON, PCL y STCAL, estas entradas permiten la 
calibración  del  encoder  la  primera  vez  que  se  coloca  para  conseguir  una 




















• Pin 11  y 12:  Salida  digital D0  y D09,  señales  digitalizadas  de  A0  y  A09, 







• Pin 17  señal A0P  de  coseno para  realizar  controles  en  amplificadores  de 
motores. 
• Pin  18:  Señal  A09N,  señal  de  seno  negativo  para  realizar  controles  en 
amplificadores de motores. 
• Pin 19: Señal +Vdda, alimentación de referencia analógica. 
















en  la  tercera  columna  del  siguiente  cuadro  en  el  que  cabe  destacar  el Módulo 
ECAN  y  el  puerto  de  comunicaciones  serie  MSSP  que  se  describirán  más 
detalladamente.  Además  este  micro  incluye  4  TIMER,  de  los  cuáles  uno  será 
utilizado para controlar ciertas características temporales de los Nodos CANopen, y 


























Este  componente  tiene  como  principales  características  que  soportar  la  tasa  de 
transferencia  máxima  de  1  Mbps  que  se  especifica  en  el  protocolo  CANopen, 
implementa  los  requerimientos de  la  capa  física  ISO‐11898,  es  capaz de detectar 




































conseguir  tasas  de  transferencias  muy  altas.  Este  modo  se  selecciona 
conectando directamente el pin RS a masa. 
• Slope­Control, reduce aun más las emisiones EMI, controlando el slew rate 
de  las  señales  CANH  y  CANL,  a  costa  de  limitar  la  velocidad  máxima  de 
transferencia. La pendiente de la señal será proporcional a la intensidad que 






el  valor  de  RS  es muy  elevado.  En  este modo  se  desactiva  la  transmisión, 
mientras  que  la  recepción  sigue  operativa  consumiendo  muy  poca 
intensidad.    El  microcontrolador  puede  seguir  monitorizando  el  Bus  y 
cambiar al modo de operación normal cuando detecte actividad. El primer 
mensaje puede perderse cuando la tasa de transferencia es elevada. 
4.2 Diseño hardware. 









La  estructura  mecánica  fija  la  cabeza  lectora  del  encoder,  cumpliendo  la 
centralidad  con  respecto  al  eje  donde  ira  posicionado  el  disco  del  encoder  y  la 
altura  adecuada  del  fotodiodo  al  disco.  Para  cumplir  esto,  la  cabeza  trae  dos 





El  disco  ira  colocado  sobre  un  eje mediante  un  tornillo  prisionero  que  hace  que 
ambos  giren  solidarios  y  permite  el  acople  al  eje  del  motor  de  continua.  En  la 



























• El  puerto  SPI  del  encoder  ha  de  estar  conectado  al  mismo  puerto  del 



















que  permitirá  conectar  otros  dispositivos  al  Bus  CANopen  y  otro  de  tipo 









(o  desoldarlo  de  la  PCB)  y  utilizar  otros  circuitos  auxiliares  se  ha  decidido 
introducir  un  conector  micro‐macth  de  6  pines  que  permite  tener  acceso  a  las 
patillas de programación del microntrolador. A este modo de programación se  le 
conoce  como  programación  ICSP  (In­Circuit  Serial Programming).  Programar  los 
microcontroladores  sin  tener  que  desmontarlos  de  los  circuitos  donde  están 
ubicados  es  una  particularidad  que  tienen  casi  todos  los  dispositivos,  pero  si, 
además,  su  memoria  de  programa  es  del  tipo  Flash  les  confiere  aún  mayor 
flexibilidad,  pues  se  pueden  realizar  cambios  en  los  programas  y  volver  a 
reprogramar el microcontrolador tantas veces como sea necesario para depurar la 
aplicación.  
En  la  siguiente  figura se  observan  las  conexiones  del  conector  de  programación 












partir  de  este  esquemático  se  diseñará  la  placa  de  circuito  impreso  con  OrCAD 
Layout,  teniendo  en  cuenta  los  tamaños  de  los  componentes,  con  el  fin  de 














4.3 Diseño software. 
El desarrollo software del proyecto comprende toda la programación necesaria del 





más  legible  el  programa,  además  de  simplifica  la  tarea  del  programador  con 
respecto a las instrucciones de ensamblador. 
El programa se ha desarrollado de forma estructurada permitiendo la modificación 
del  mismo  con  facilidad  y  basándose  en  la  Application  Note  945  (AN945  “A 
CANopen Stack for PIC18 ECAN Microcontrollers). La pila de Microchip AN945 
es  una  librería  de  archivos  C  que  implementan  un  Nodo  CANopen  de 
Entradas/Salidas  y  que  junto  con  la  documentación del  protocolo  CANopen  (DS‐









La  pila  CANopen  de Microchip®  no  es  simplemente  un  enfoque  genérico  de  una 
pequeña aplicación, sino que esta es una pila de comunicación genérica basada en 
CANopen que puede ser modificada según las necesidades del usuario. Está basada 
en  la  documentación  estándar DS‐301 de CAN  in Automation  (CiA). De hecho,  la 
mayoría  del  código  está  limitado  a  implementar  áreas    de  las  especificaciones 
dadas  por  CiA,  con  especial  énfasis  en  dar  a  conocer  al  usuario  como  debe 





que  sean  compilados  con  la  versión  V2.30  (ó  superior)  del  compilador  C18  de 
Microchip®.  Aunque  el  código  esta  desarrollado  para  los  microcontroladores 
mencionados  anteriormente,  esta  pila  es  fácilmente  adaptable  a  otros 
microcontroladores de la familia PIC18 que incluya tecnología CAN. 
Por  otro  lado,  es  muy  recomendable  que  el  usuario  de  estos  códigos  tenga  un 
mínimo  de  conocimientos  sobre  sistemas  CANopen,  y  en  su  defecto  que  tenga 






seleccionar  los  servicios  necesarios  y  selectivamente  construir  un  proyecto 



























Como  se puede observar  en  esta  lista,  la  pila  está desarrollada para  aplicaciones 
con un claro perfil de “esclavo”.  
El  firmware está dividido en tres niveles, según se muestra en la siguiente figura. 
En  el  nivel  más  bajo  se  encuentra  el  driver  ECAN  que  da  soporte  para  la 
configuración Hardware del módulo CAN. El nivel de gestión de las comunicaciones 
es  la  primera  interfaz  entre  el  driver  y  el  tratamiento  individual  de  los  distintos 
endpoint. 















La  gestión  de  comunicaciones  está  formada  por  todos  los  Objetos  de 
comunicaciones.  Se  encarga  de  capturar  cualquier  evento  producido  en  la  capa 
física ó en la de aplicaciones, además de  lanzar los sub‐objetos de comunicaciones 
y  funciones  requeridos  por  dichos  eventos.  Esencialmente  gestiona  la  apertura, 
cierre,  transmisión y recepción de  los endpoint. Tiene el conocimiento del estado 
de  todos  los  endpoint  y  del  estado  global  del  Nodo.  Esto  le  permite  bloquear 






























habilite  su  acceso  al  buffer  de  entrada.  En  está  application  note  están 
implementados  los  cinco  endpoint  de  los  objetos  numerados  a  continuación  y 
pueden ser ampliados por el usuario. 
• Servidor del SDO, se ha de implementar por defecto según el protocolo. El 
SDO  está  directamente  lincado  con  el  Diccionario  de  Objetos  y  permite 
decodificar,  validar  y  si  es  válido,  ejecutar  los  datos  contenidos  en  el 
mensaje.  El  SDO  está  implementado  en  los  archivos  CO_SDO1.c    y 
CO_SDO1.h. 
• Un máximo de 4 PDOs estáticos, que deberán ser lincados (por el usuario) 
directamente  con  uno  ó  varios  Objetos  de  Aplicación.  Los  datos  son 






aunque  existe  la  posibilidad  de  un  mapeo  dinámica  (en  tiempo  de 
ejecución).  
Esta  application  note  soporta  los  4  PDO  que  el  protocolo  especifica  por 





• Consumidor de SYNC,  es  un  servicio  que  simplemente  genera  un  evento 
que  la  aplicación  utiliza  para  generar  cualquier  PDO  que  haya  sido 
sincronizado. Está implementado en los archivos CO_SYNC.c y CO_SYNC.h. 
• Network Management Slave,  recibe  todos  los  comandos para cambiar el 
estado del dispositivo y resetear las comunicaciones y/ó  aplicaciones. En la 
figura siguiente se observa la Máquina de Estados CANopen y los distintos 










protocolo  y  aunque  ambos  conviven  en  el  código,  sólo  uno  de  estos 
Watchdog  puede  estar  activos  al  mismo  tiempo.  Funcionalmente  están 
implementados en los archivos CO_NMTE.c y CO_NMTE.h. 
4.3.6 Diccionario de Objetos. 













información  debe  ser  editada  por  el  diseñador  y  se  encuentra  en  los  archivos 
CO_DEV.c y CO_DEV.h. 



















En  este  aparatado  se  hará  una  descripción  más  detallada  de  los  archivos  que 
componen  la  pila  CANopen,  prestando  especial  atención  a  las  funciones  que 
forman estos y dando información de cómo deben ser modificados y tratados para 
el  diseño  de  sistemas  CANopen  basados  en  microcontroladores  PIC18  de 
Microchip®. 
El archivo main.c  contiene el main del programa, a  través del cual se configuran 
todos  los  parámetros  iniciales  y  posteriormente  se  ejecutan  todos  los  procesos 
relacionados con la aplicación y comunicación. 
En cuanto a la configuración, sigue los siguientes pasos: 
1. Configura,  llamando  a  la  función  void  TimerInit(void),  el  timer_0  para 
generar  un  evento  cada  1 ms  que  será  utilizado  para  controlar  todos  los 
procesos temporales del sistema.  
2. Almacena  el  COB‐ID  de  sincronismo,  en  formato  CANopen,  mediante  la 
llamada  a  la  función  mSYNC_SetCOBID(SYNC_COB),  donde  SYNC_COB 
representa  el  identificador  de  SYNC.  Posteriormente  el  COB‐ID  de 
sincronismo  es  transformado  a  formato  Microchip  mediante  la  llamada 
mTOOLS_CO2MCHP(mSYNC_GetCOBID())  y  almacenado  en  memoria  tras 
invocar  de  nuevo  a  la  función   mSYNC_SetCOBID(mTOOLS_GetCOBID()).  La 
función mTOOLS_GetCOBID()  devuelve  el  valor  del  COB‐ID  de  sincronismo 
en formato Microchip. 
3. Asigna  el  Node‐ID  del  dispositivo  a  través  del  la  función 
mCO_SetNodeID(NodeID). 







8]  y  que  estará  asociado  a  los  parámetros  de  configuración  de  la  tasa  de 
transferencia. 
5. Configura  el Node Guard ó Heartbeat  según  lo  expuesto  en  el  apartado 
Protocolo  del  Control  de  Errores,  por  medio  de  las  funciones 
mNMTE_SetHeartBeat(HeartBeat),  mNMTE_SetGuardTime(GuardTime), 
mNMTE_SetLifeFactor(LifeFactor),  donde  HeartBeat  y  GuardTime 
representan  tiempos  dados  en  milisegundos  y  LifeFactor  es  un  factor 
utilizado en el Node Guard.  
6. Llamada a la función de inicialización de todos los parámetros relacionados 
directamente  con  la  aplicación  que  se  desea  desarrollar,  en  este  caso  la 
función void EncoderInit (void).  
7. Inicializar  el  Nodo.  Esta  inicialización  se  realiza  a  través  de  la  llamada 
mCO_InitAll(),  que  realiza  otra  sub‐llamada  a  la  función  void 
_CO_COMMResetEventManager(void) donde se resetea el estado del Nodo y 
se  producen  sucesivas  llamadas  a  otras  funciones  para  configurar  todo  el 
Hardware  relacionado  con  la  tasa  de  transferencia 
(mCANReset(CANBitRate))  y  con  la  implementación  de  los endpoint  tales 
como  el  NMT  (void  _CO_COMM_NMT_Open(void)),  el  SYNC  consumer  (void 
_CO_COMM_SYNC_Open(void)),  el  SDO  por  defecto  (void 
_CO_COMM_SDO1_Open(void))  y  el  Node  Guard  ó  Heartbeat  (void 
_CO_COMM_NMTE_Open(void)).  Una  vez  creados  todos  los  endpoint  se 
asigna  los  valores  de  estos  a  los  filtros  de  los  buffers  de  entrada  (void 
_CANEventManager(void)),  se  activa  el  modo  Normal  de  operación  del 
















a  través  del  código  incrustado  dentro  de  un  bucle  cerrado while  de  la  función 
main.  En  este  apartado  hay  tres  partes  claramente  diferenciadas,  que  son  las 
siguientes: 
1. Procesado  de  todos  los  eventos  CANopen  relacionados  con  las 




de  la aplicación que se desea desarrollar. En este caso  la  función se  llama 
void  EncoderProcessEvents  (void)  y  se  encuentra  en  el  archivo 
AppEncoder.c. 
3. Tratamiento  de  todos  los  procesos  relacionados  con  eventos  temporales 
tales  como  Node  Guard  ó  Heartbeat,  control  de  tiempo  de  caducidad  de 
transferencia SDO segmentada, tiempos de inhibición de los PDOs, etc. Este 
apartado  se  encuentra  implementado  en  la  función 
mCO_ProcessAllTimeEvents()  y  se  ejecuta  cada  vez  que  el  timer_0  se 





      // Process timer related events 
      mCO_ProcessAllTimeEvents();   
    } 
Los puntos 1 y 2 han de ser ejecutados al menos 2 veces antes de que se produzca 
el  overflow del  timer_0. En el  caso de que esto no  sea posible  en 1 milisegundo, 
este  periodo  puede  ser  aumentado  simplemente  modificando  la  variable 























variable  interna  _uSYNC_COBID,  que  posteriormente  es  usada  para  crear  el 
endpoint para que el Nodo pueda implementar las opciones de un SYNC consumer. 
Se han de hacer dos  llamadas a esta  función en el main siguiendo el paso 2 de  la 
descripción de configuración del dispositivo. 
mCO_SetNodeID(NodeID) 











valores  que  serán  asignados  a  los  registros  de  configuración  de  la  tasa  de 
transferencia  (BRGCON1,  BRGCON2  y  BRGCON3)  a  través  de  las  variables 




La  función  SetHeartBeat  configura  el  Heartbeat  del  dispositivo  mediante  la 
variable HeartBeat que representa el  tiempo en milisegundos con el que el Nodo 
emite una trama indicando que no se ha caído del Bus y el estado del mismo. En el 





no  se  desee  activar,  se  asignara  el  valor  0x00  a  las  dos  variables  (GuardTime   y 
LifeFactor).  La  variable GuardTime  representa  el  tiempo  en milisegundos  con  el 
que el Maestro ha de consultar el estado del dispositivo y LifeFactor es un  factor 
que  multiplicado  por  GuardTime  representa  el  tiempo  máximo  tras  el  cual  se 
interpreta que:  
• Ha  ocurrido  un  error  en  el  Nodo  si  no  se  ha  producido  la  respuesta  al 
chequeo del Maestro. 
• Ó ha ocurrido un error en el Maestro si no se recibe el mensaje de chequeo. 









EncoderInit es una  función desarrollada por  el  usuario y que  configura  todos  los 
parámetros del Microcontrolador relacionados con la lectura del encoder absoluto 
y  el  LED  que  indica  el  estado  del  Nodo.  Estará  localizada  en  un  archivo  que  el 





En  segundo  lugar,  llamamos  a  la  función void OpenSPI( unsigned  char  sync_mode, 
unsigned char bus_mode, unsigned char smp_phase) de las  librerías del entorno de 
desarrollo de Microchip (MPLAB) y a la que debemos pasarle tres parámetros: 
• sync_mode:  configura  el  modo  de  lectura  (Master  ó  Slave),  el  modo  de 




el  factor por  el  cual  se divide  la  frecuencia de oscilación del  reloj  externo 
(clock_lectura = Fosc/n). 






Teniendo  en  cuenta  la  siguiente  figura  que  representa  el  diagrama  de 














• smp_phase:  indica  el punto de muestreo de  los datos  con  respecto  al  ciclo 









 Esta  configuración  se  logra  a  través  de  las  variables  uEncoderSyncSet_1, 
uEncoderSyncCount_2  y  uEncoderSyncSet_2.  uEncoderSyncSet_1  configurara  el 
TPDO_1 y las otras dos variables el TPDO_2 adoptando los siguientes valores. 
uEncoderSyncSet_1 = 254, configura el TPDO_1 para transmisión asíncrona. 







El  siguiente  paso  es  inicializar  los  buffers  de  transmisión  de  ambos  TPDOs 
(uLocalTPDO2Buffer  y  uLocalTPDO1Buffer).  En  estos  buffers  se  almacenaran  los 
datos  de  posición  que  serán  enviados  según  el  modo  de  sincronización  de  cada 
TPDO. 
Por último, en esta  función se han de crear  los COB‐ID de  los PDOs, asociarlos al 
buffer  de  transmisión  e  indicar  el  tamaño  de  dicho  buffer.  Este  último  paso  se 
tratara con más detalle en el capítulo “Implementación de un PDO”. 
4.3.10 Desarrollo de la aplicación de lectura del encoder. 
La  aplicación  de  lectura  del  encoder  se  desarrolla  en  el  archivo AppEncoder.c y 
además de estar compuesta por la función de inicialización void EncoderInit (void) 
que  se  ha  explicado  anteriormente,  está  compuesta  por  otras  tres  funciones  que 
son: 
• void EncoderProcessEvents  (void),  es  la  función  principal  de  la  lectura  del 
encoder y a través de la cual se gestiona todo el proceso. 
• void  GrayToBinary  (UNSIGNED16  *pIn,  UNSIGNED16  *pOut),  convierte  la 
lectura del encoder de gray a binario. 




La  primera  parte  de  esta  función  consta  de  las  declaraciones  necesarias  para 













• static  UNSIGNED16  uEncoderPositionOld,  guarda  la  lectura  anterior  del 
encoder para detectar cambios con respecto a la actual (uEncoderPosition). 
El siguiente paso es realizar la lectura del encoder. Esto se realiza a través del SPI 
aprovechado  las  librerías  suministradas por Microchip® y  en  concreto  la  función 
void  getsSPI(  unsigned  char  *rdptr,  unsigned  char  length),  donde  *rdptr  es  la 
dirección  de  la  variable  en  la  que  se  guardaran  los  datos  leídos  (gray)  y  length 









































• b5,  cuando  la  variable  uEncoderSyncSet_2  =  0  indica  al  TPDO_2  que  la 
lectura esta lista para ser enviada cuando se reciba un SYNC Object.  
• b6 y b7, no se utilizan. 
Una  vez que  se ha detectado un  cambio de posición  en  la  lectura del  encoder,  el 
siguiente paso es chequear el modo de sincronismo y en función de este enviar la 
lectura. Si estamos en modo asíncrono (uEncoderSyncSet igual a 254 ó 255) envía la 
















    case 0:  // transmisión acíclica síncrona.  
      // Activar flag de transmisión síncrona. 
      uEncoderState.bits.b2 = 1; 
      break; 
 
    case 254:      // Transmisión asíncrona. 
    case 255:             
      // Activar flag de transmisión asíncrona. 
      uEncoderState.bits.b0 = 1; 







































  pOut‐>bytes.B1.bits.b6  =  pIn‐>bytes.B1.bits.b6  ^  pOut‐
>bytes.B1.bits.b7; 
  pOut‐>bytes.B1.bits.b5  =  pIn‐>bytes.B1.bits.b5  ^  pOut‐
>bytes.B1.bits.b6; 
  pOut‐>bytes.B1.bits.b4  =  pIn‐>bytes.B1.bits.b4  ^  pOut‐
>bytes.B1.bits.b5; 
  pOut‐>bytes.B1.bits.b3  =  pIn‐>bytes.B1.bits.b3  ^  pOut‐
>bytes.B1.bits.b4; 
  pOut‐>bytes.B1.bits.b2  =  pIn‐>bytes.B1.bits.b2  ^  pOut‐
>bytes.B1.bits.b3; 
  pOut‐>bytes.B1.bits.b1  =  pIn‐>bytes.B1.bits.b1  ^  pOut‐
>bytes.B1.bits.b2; 
  pOut‐>bytes.B1.bits.b0  =  pIn‐>bytes.B1.bits.b0  ^  pOut‐
>bytes.B1.bits.b1; 







  pOut‐>bytes.B0.bits.b6  =  pIn‐>bytes.B0.bits.b6  ^  pOut‐
>bytes.B0.bits.b7; 
  pOut‐>bytes.B0.bits.b5  =  pIn‐>bytes.B0.bits.b5  ^  pOut‐
>bytes.B0.bits.b6; 
  pOut‐>bytes.B0.bits.b4  =  pIn‐>bytes.B0.bits.b4  ^  pOut‐
>bytes.B0.bits.b5; 
  pOut‐>bytes.B0.bits.b3  =  pIn‐>bytes.B0.bits.b3  ^  pOut‐
>bytes.B0.bits.b4; 
  pOut‐>bytes.B0.bits.b2  =  pIn‐>bytes.B0.bits.b2  ^  pOut‐
>bytes.B0.bits.b3; 
  pOut‐>bytes.B0.bits.b1  =  pIn‐>bytes.B0.bits.b1  ^  pOut‐
>bytes.B0.bits.b2; 











      LATCbits.LATC1  = 0; 
    }else if (COMM_STATE_OPER) 
    { 
      LATCbits.LATC1  = 1; 
    }else  
    { 






      { 
        ContLED += LED_PERIOD_MS; 
        LATCbits.LATC1  = ~LATCbits.LATC1; 
      }else 
        ContLED ‐= CO_TICK_PERIOD; 
    } 




basada  en  la  pila  de  Microchip®  ya  que  es  la  que  permite  enviar  los  datos 
adquiridos por el dispositivo en Tiempo Real. A diferencia del SDO por defecto que 
está implementado en su totalidad (exceptuando pequeños matices que no son de 
carácter  obligatorio),  el  PDO  requiere  ser  implementado  ya  que  la  pila  CANopen 
sólo  proporciona  un  conjunto  de  archivos  que  hacen  las  veces  de  plantilla  para 
desarrollar hasta un máximo de 4 PDOs. 
En  este  apartado  se  describirán  los  pasos  a  seguir  que  son  necesarios  para 
implementar un PDO. 
1. El  primer  paso  es  crear  los  COB‐IDs  de  los  TPDOs  en  el  archivo 






















2. Una  vez  creado  el  COB‐ID  el  siguiente  paso  es  almacenarlo  en  la  variable 
uTPDOComm1  el  valor  de  este.  Esto  se  consigue  invocando  a  la  función 
mTPDOSetCOB(PDOn, tpdoCOB), donde PDOn, que es un valor comprendido 











cabecera  de  nuestra  aplicación  AppEncoder.h  ya  que  será  utilizado  por 





























      // Reset del contador de mensajes de sincronismo. 
      uEncoderSyncCount_1 = uEncoderSyncSet_1; 
      // Activar flag de transmisión. 





5. Definir  el  número  de  PDOs  que  se  desea  implementar  en  el  archivo 




6. Crear  la  función  void  CO_COMM_TPDO1_COBIDAccessEvent(void)  en  el 
archivo CO_PDOn.c,  donde  ‘n’  representa  el  numero de PDO. Esta  función 
proporcionan  una  interfaz  con  el  Diccionario  de  Objetos  que  permite 
consultar el COB‐ID del PDO, además de abrirlo y cerrarlo en función de las 
necesidades del sistema de control. 








7. Crear  en  el  mismo  fichero  que  en  el  paso  anterior  la  función  void 
CO_COMM_TPDO1_TypeAccessEvent,  la  cual  permite  cambiar  el  modo  de 
sincronismo del PDO modificando la variable uEncoderSyncSet_n, siendo ‘n’ 
el número de PDO.  
Al    igual  que  la  función  void  CO_COMM_TPDO1_COBIDAccessEvent(void), 
existe un ejemplo en la pila. 
 





para  el  PDO  que  se  este  implementando.  Esto  se  realiza  agregando  el 
siguiente trozo de código en el archivo CO_dict.c. 
 
rom  DICT_OBJECT_TEMPLATE  _db_pdo1_tx_comm[]  = 
  {DICTIONARY_PDO1_TX_COMM}; 
 
Seguidamente  se  mapeará  las  direcciones  de  las  función  en  el  Objeto 
introduciendo  el  siguiente  código  en  el  archivo  CO_PDO.def  con  las 


















9. El  último  paso  es  incluir  los  archivos  de  cabecera  que  contengan  las 
declaraciones  de  las  distintas  variables  y  funciones  en  los  archivos  donde 
sean necesarios para que el programa pueda compilar sin problemas. 
4.4 Tasa de transferencia. 
El  cálculo  de  la  tasa  de  trasferencia  nominal  representa  el  número  de  bits 




Esta  tabla  está  calculada  basándose  en  un  reloj  de  16  MHz  y  los  valores 
especificados son orientativos. 
El  cálculo  de  la  tasa  de  transferencia  es  muy  importante  a  la  hora  de  diseñar 
cualquier  dispositivo  CAN,  ya  que  si  este  no  es  calculado  de  forma  adecuada  el 
Nodo no podrá conectarse al Bus de control ó los datos trasmitidos y recibidos no 
serán interpretados adecuadamente. 
















• Propagation Time Segment (Prop_Seg),  este  segmento es utilizado para 
compensar los retardos de propagación de la señal en el Bus y su duración 
es de 1 a 8 TQ. 
• Phase Buffer Segment 1  (Phase_Seg1),  determina  el  punto de muestreo 
de la señal del Bus y su duración es de 1 a 8 TQ. 
• Phase Buffer Segment 2 (Phase_Seg2), proporciona un retraso antes de la 




aproximadamente  al  80%  del  tiempo  de  bit  nominal,  pero  sin  sobrepasar  este 
porcentaje. 
Todos  los  cálculos  realizados  para  obtener  la  tasa  de  transferencia  se  realizan 
desde la premisa de que el oscilador del sistema es ideal y debido a que esto no es 






Phase_Seg1  cuando  el  flanco  se  produce  después  del  Sync_Seg  ó  disminuye  el 
Phase_Seg2 cuando el flanco se produce antes del Sync_Seg. La cantidad de TQ que 
estos  segmentos  aumenta o disminuyen  está definido en un  segmento denomina 



































5. PUESTA EN MARCHA. 
Cualquier  dispositivo  CANopen  requiere  de  una  configuración  mínima  para 
comenzar a funcionar en un sistema de control. Esta configuración mínima consiste 
en  enviar  la  trama  Start Remote Node  que  permite  al  NTM Maestro  activar  el 
estado OPERATIONAL  del NMT Esclavo seleccionado. 
La  trama  está  formada  por  el  identificador  ‘0’  y  dos  bytes  de  datos.  El  primero 





casos  es  necesaria  la  configuración  de  parámetros  y  activación  de  ciertas 
características para que el Nodo pueda realizar todas las tareas requeridas por el 
sistema.  Esta  configuración  puede  ser  realizada  tanto  en  el  estado  PRE‐
OPERATIONAL  como  en  el  OPERATIONAL,  aunque  si  el  parámetro  a  modificar 
afecta al desarrollo del proceso en tiempo de ejecución sólo podrá realizarse en el 
estado  PRE‐OPERATIONAL,  es  decir,  antes  de  enviar  la  petición  Start  Remote 
Node. 
Estas  configuraciones  se  realizan  a  través  de  SDOs  y  en  el  caso  de  un  encoder 
absoluto consisten en configurar el modo de sincronismo si fuera necesario, abrir 
los  TPDOs  que  van  a  ser  utilizados  y  cerrarlos  en  el  caso  de  que  ya  no  sean 
necesarios. 
Aunque pueda parecer una función innecesaria el hecho de abrir y cerrar un TPDO, 
esta  es  una  función  muy  útil  ya  que  al  activar  cualquier  sistema  de  control,  el 












• y  el TPDO_2  al  que  le  corresponde  el Objeto de  configuración 1801h y  su 
COB‐ID  es  el  280h  +  NodeID.  Inicialmente  configurado  para  transmisión 
síncrona. 
5.1 Cambiar modo de sincronismo. 
El modo de  sincronismo depende directamente de  la  variable uEncoderSyncSet  y 
esta puede  ser modificada a  través del  sub‐index 0x02 del Objeto de Diccionario 
1800h para el TPDO_1 y 1801h para el TPDO_2. El valor de esta variable indica: 
• ‘0’,  modo  acíclico  síncrono.  Si  se  ha  producido  un  evento  antes  del  SYNC 
Object se transmite el PDO. 
• [1… 253], modo  síncrono.  Transmisión  de  PDO  después  de  recibir  tantos 
mensajes de sincronismo como indique el valor de uEncoderSyncSet.  











































5.3 Cerrar TPDO. 
Esta herramienta de configuración es prácticamente idéntica a la de abrir un TPDO 


































5.5 Integración del encoder absoluto en un péndulo invertido. 
Después de realizar el montaje de la placa y desarrollar el hardware explicado en 



























Para  ello,  y  debido  a  que  PASIBOT  ha  sido  desmontado  para  realizar  cambios 
estructurales y no ha estado accesible en el momento de  las pruebas del encoder 
absoluto, se ha decidido integrar el encoder en el péndulo invertido diseñado  para 
el  robot  RH­2  (nueva  versión  del  RH‐1  que  esta  siendo  diseñado  por  el 
Departamento de Ingeniería de Sistemas y Automática de la UCIIIM). 
El péndulo invertido es una estructura creada para realizar las funciones de tobillo 








El  sistema  completo  estaba  formado,  además  de  por  el  péndulo  invertido  y  el 
encoder, por un driver de control del motor, un micro pc  y una tarjeta de red CAN 














desplazamiento  real  de  la  estructura.  Esto  se  debe  a  que  a  pesar  de  que  el 
fabricante asegura que el montaje del encoder no es crítico para obtener una buena 
lectura, la realidad es que el cabezal debe estar perfectamente alineado con el disco 
y  se  soluciono  ajustando  el  cabezal  de  lectura  con  el  juego  que  permiten  los 
tornillos de sujeción de este. 
Otro  contratiempo  que  surgió  fue  que,  en  ciertas  posiciones  que  no  variaban,  el 































6. RESULTADOS Y CONCLUSIONES. 
En  este  capítulo  se  hará  un  análisis  crítico  de  los  resultados  finales  y 
posteriormente se presentarán las conclusiones obtenidas.  
Una de las principales preocupaciones es que el sistema sea capaz de comportarse 






Bus  por  lo  que  se  garantiza  que  este  pueda  estar  en  todo  momento  recibiendo 












enviar  datos  comenzaran  la  transmisión  simultáneamente  ganando  el  acceso  el 
Nodo  cuyo  identificador  de  la  trama  a  trasmitir  sea  el  mas  prioritario.  Esto  es 
posible  debido  a  que  los Nodos monitorizan  el  Bus  a  la  vez  que  transmiten  y  si 
detectan  un  bit  dominante  mientras  están  transmitiendo  uno  recesivo, 
automáticamente  abortan  la  transmisión,  cediendo  el  acceso  al  identificador  con 
mayor preferencia.  



























que  corre  en  el  microcontrolador  PIC18  tenga  un  tiempo  de  ciclo  de  ejecución 
menor de 150 ߤs. 







En  este  tiempo  el  microcontrolador  puede  ejecutar  hasta  730  instrucciones 
simples  y  para  comprobar  si  estas  son  suficientes  para  ejecutar  un  ciclo  de 
programa completo se ha decidido programar una de  las patillas  libres del micro 









En  esta  gráfica  se  puede  comprobar  que  el  ciclo  de  programa  dura 
aproximadamente 215 ࣆs, por lo que la cadencia máxima con la que el nodo puede 




este  transmita  los  datos  de  posición  en  cada  ciclo  de  programa.  Además  se  ha 
diseñado  un  Nodo  capaz  de  recibir  todos  los  mensajes  transmitidos  por  el  Bus, 








se  estén perdiendo  tramas.  Como  se  puede  comprobar  en  la  siguiente  figura,  los 









6.2  Conclusiones. 
Los resultados obtenidos en el proyecto han sido satisfactorios ya que, además de 
conseguir diseñar un encoder absoluto con todas  las  funcionalidades de un Nodo 
CANopen,  se  ha  logrado  un  diseño  muy  compacto  y  ligero.  Estas  características 
permiten una  fácil  integración en cualquier sistema de control robótico, donde el 
peso y tamaño de los componentes es un factor muy determinante. 
Otro  de  los  aspectos  a  tener  muy  en  cuenta  es  que  los  sistemas  CAN  son  muy 
robustos y fiables por lo que es uno de los métodos de comunicaciones a tener en 
cuenta en cualquier sistema de control. 








La  cadencia  máxima  con  la  que  el  Nodo  es  capaz  de  introducir  la  lectura  de 
posición  en  el  Bus  es muy  aceptable  (≈  215  μs)  permitiendo  realizar  control  de 
sistemas  en  Tiempo  Real.  Aunque  en  este  aspecto  hemos  de  tener  en  cuenta  el 
número  de Nodos  conectados  al  Bus  y  el  periodo  de muestreo  del  sistema.  Este 
aspecto depende de la tasa de transferencia del Bus, que puede ser aumentada a un 
máximo  de  1  Mbps.  La  cadencia  máxima  podría  ser  reducida  modificando  el 
oscilador principal del Nodo. 







estas se depositen sobre el disco, e  interfieran en  la  lectura. En el caso de que se 
detecten anomalías se deberá comprobar que el disco esta en perfecto estado. 
6.3 TRABAJOS FUTUROS Y AMPLIACIONES. 
En este apartado se plantearan futuras mejoras del encoder absoluto que permitan 
obtener  más  prestaciones  y  una  mayor  usabilidad  del  dispositivo.  Entre  estas 
prestaciones cabe destacar  la  implementación de  los objetos opcionales descritos 
en  el  perfil  de  dispositivo  DS‐406  para  que  el  encoder  se  comporte  como  un 
dispositivo de tipo clase 2. 
Además  de  la  implementación  de  dichos  objetos,  es  posible  aprovechar  las 
características del Encoder AEAS‐7000 para detectar posibles fallos de corriente en 
el  dispositivo  y  por  otro  lado  existe  la  posibilidad  de  un  modo  de  lectura  de 
precisión  que  aunque  proporciona  esta  con  menos  resolución  (12  bits),  es  más 
fiable. 














Por  último,  mencionar  que  el  ciclo  de  programa  podría  ser  reducido 
considerablemente aumentando  la  frecuencia del oscilador externo en el  caso de 
que fuera necesario obtener lecturas del encoder con un periodo inferior a 215 μs. 
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A  continuación  se  muestra  un  resumen  del  presupuesto  de  los  componentes 
necesarios  para  la  implementación  del  encoder  absoluto  CANopen.  En  este 




















8.2 Listado de componentes. 
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