In this paper, we propose a method to apply fixed-length coding to the rules extracted by the Re-Pair algorithm, proposed by Larsson and Moffat [LM00] . The Re-Pair algorithm is a simple offline grammar-based compression algorithm that iteratively replaces the most frequent bigrams in an input text into nonterminal symbols with adding the replacement as a rule until all the bigrams become unique. Our method encodes the extracted rules with fixed-length codewords, whereas the original algorithm utilizes variable-length codewords to achieve an extremely good compression ratio. Because all the codewords have equal length in our method, we can easily estimate the final output size for each intermediate rule set of the Re-Pair algorithm. Therefore, by preserving the best point and rewinding the rule set back to the point, we can obtain the minimum output with a reasonable cost. We implemented our proposed algorithm, named Re-Pair-VF, in C++ and compared it to STVF [Kid09] , the original Re-Pair algorithm (http://code.google.com/p/ re-pair/), gzip, and bzip2. We measured compression ratios, compression and decompression times, and pattern matching speeds. We performed the experiments on a workstation equipped with an Intel Xeon (R) 3GHz CPU with 12GB RAM, operating Red Hat Enterprise Linux ES Release 4. We used "GB-HTG119.dna" (http://www.ncbi.nlm.nih.gov/genbank/) and "Reuters21578.txt" (http://www.daviddlewis.com/resources/testcollections/reuters21578/) in our experiments. Table 1 and 2 respectively list the compression ratios and the compression times for each file. As shown in the tables, the compression ratio of RePair-VF is up to approximately 1.3 times better than gzip. The compression speed of Re-Pair-VF is approximately two times faster than STVF, which is almost the same as Re-Pair. This means that the best point can be found with almost no increase in time. The decompression speed of Re-Pair-VF is as fast as STVF and is approximately three times faster than bzip2. Moreover, the pattern matching on Re-Pair-VF is the fastest and notably, it is 1.7-2.1 times faster than zgrep.
