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RESUMEN 
Debido a que los árboles son elementos de máquinas que constituyen una parte 
fundamental de las trasmisiones mecánicas, se realizó este proyecto que tiene 
como finalidad desarrollar el estudio del diseño de árboles para turbomaquinaria, 
siguiendo los procedimientos, conceptos, e introduciendo los conocimientos del 
diseño de árboles adquiridos en la formación académica. 
El objetivo del proyecto es realizar el análisis de los árboles para turbomaquinaria, 
asistiendo el estudio por medio de un programa computacional, el cual utiliza el 
lenguaje de programación Visual Basic, que brinda un entorno sencillo enfocado a 
las turbomaquinas, generando una alternativa de solución con una notoria 
disminución de tiempo en el diseño de árboles y que garantiza que el árbol cumple 
con las especificaciones requeridas por el usuario. En este proyecto se presta 
especial atención a la clasificación general de las turbomaquinas, a las 
configuraciones de los árboles, a las conexiones, y al procedimiento ideal para el 
diseño de árboles, así como a la descripción del módulo utilizado y de las 
herramientas de validación. El programa realizado en este proyecto realiza el 
análisis estático, dinámico y de fatiga utilizando la teoría TECO/Von Mieses, 
también permite realizar los análisis de rigidez a torsión y vibraciones de los 
árboles. 
Los resultados obtenidos mediante el programa “Diseño de árboles para 
turbomaquinaria” fueron validados por medio de los softwares CAD: SolidWorks 
2015 y Autodesk inventor Profesional 2015, dos herramientas de simulación 
plenamente comprobadas. 
Palabras clave: Turbomaquinaria, Árboles, TECO/Von Mises. 
  
  
 
  
ABSTRACT 
The shafts are machine elements that constitute an essential part of the 
mechanical transmissions, because of this, this project was made with the aim of 
develop the study of the design of shafts for turbomachinery. It was carried out 
following the procedures and concepts, and introducing knowledge about shafts 
design acquired in the academic formation. 
The objective of this project is to make the analysis of shafts for turbomachinery, 
assisting the study with a computer program, which uses the Visual Basic 
programming language, that provides a simple environment focused in 
turbomachinery, generating an alternative solution with a notable decrease of time 
in the design of shafts, and it ensures that the shaft satisfies the specifications 
required by the user. 
In this project is provided a special attention to the general classification of 
turbomachinery, the shaft configurations, the connections, the ideal procedure for 
shaft design, and the description of the module used and of the validation tools. 
The program developed in this project makes the static, dynamic and fatigue 
analysis, using the TECO/Von Mises theory. It also allows make the analysis of 
torsional rigidity and vibration of the shaft. 
The results obtained in the "shaft design for turbomachinery" were validated 
through CAD softwares: SolidWorks 2015 and Autodesk Inventor Professional 
2015, two simulation tools fully checked. 
Key words: Turbomachinery, Shafts, TECO/Von Mises.. 
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INTRODUCCIÓN 
Los árboles de trasmisión constituyen una parte fundamental de las trasmisiones 
mecánicas y son ampliamente utilizados en diversas máquinas, uno de sus 
campos de acción es la turbomaquinaria. Al momento de diseñar turbomáquinas, 
se presentan cálculos que pueden retrasar el proceso, siendo el árbol uno de los 
componentes que requiere mayor rigurosidad para ser dimensionado, puesto que 
su función es la de transmitir potencia y ser el soporte de los elementos que giran 
solidariamente o entorno a este. El árbol requiere un proceso largo y que involucra 
varios cálculos como: dimensionado, geometría, resistencia a las cargas pico, 
fatiga, rigidez y vibraciones. Con base en lo mencionado, se crea la necesidad de 
realizar el análisis del árbol bajo ciertos criterios de diseño, contando con un 
proceso de diseño que estructure la elaboración de un árbol de trasmisión, con el 
propósito de que no existan fallas mecánicas o el árbol no quede 
sobredimensionado, que implicaría un incremento en los costos de diseño y 
fabricación. 
Al realizar el diseño del árbol pueden generarse errores humanos, debido a que el 
estudio del árbol para turbomáquinas debe considerar aspectos constructivos,  de 
montaje, análisis dimensional, funcionalidad, entre otros. Estos errores pueden 
afectar la vida útil del árbol, para evitarlos es importante destacar que se necesita 
un modelo computacional orientado al diseño de árboles que involucre la 
configuración, accesorios, análisis, cálculos y criterios aplicados a los árboles de 
turbomaquinaria, así mismo el dimensionamiento y los planos necesarios para el 
proceso de  diseño.  
Debido a que en la actualidad no existe una herramienta computacional que 
permita realizar exclusivamente el diseño de árboles para turbomáquinas, en el 
presente proyecto se procedió a crear dicho programa para automatizar el proceso 
de los análisis estático, dinámico, fatiga, rigidez y vibraciones, permitiendo obtener 
en menor tiempo los resultados y generando un módulo que también puede 
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utilizarse con fines didácticos. Con su implementación se obtienen, ventajas 
comparativas entre el proceso manual y el proceso computarizado, determinando 
las secciones críticas correctas, facilitando la construcción de diagramas de 
momentos, fuerzas cortantes, reacciones, diagramas de los árboles, y 
posibilitando la integración de  áreas como: resistencia de materiales, diseño de 
máquinas y maquinas térmicas, donde los estudiantes pueden aplicar los 
conocimientos adquiridos referentes al diseño de árboles para turbomaquinaria. 
Este objetivo general se logra mediante el desarrollo de los siguientes objetivos 
específicos: 
 Realizar una revisión bibliográfica de normas actualizadas y establecer 
una metodología de diseño para árboles. 
 Definir una estructura para el diseño de árboles en turbomaquinaria, 
teniendo en cuenta los criterios de diseño. 
 Generar los algoritmos que rigen el funcionamiento de la herramienta 
computacional. 
 Desarrollar el módulo computacional que permitirá el diseño dimensional 
del árbol. 
 Aplicar el módulo en una disposición específica, validando los resultados 
con herramientas de simulación plenamente comprobadas. 
El proyecto se desenvuelve en 5 capítulos los cuales se describen a continuación:  
En el primer capítulo se encuentra lo relacionado con los conceptos teóricos sobre 
la turbomaquinaria, las variables básicas que intervienen en el estudio de estas,  la 
clasificación y definición de cada una, además se presenta una introducción a las 
configuraciones de los árboles en las turbomaquinas y las conexiones de los 
árboles. Lo anterior se realiza respaldado en estudios y trabajos desarrollados a 
nivel mundial referentes a la turbomaquinaria y diseño de árboles. 
En el segundo capítulo se muestra una estructura de diseño para árboles de 
turbomaquinaria, en el cual se presenta la introducción al diseño con la definición 
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detallada de los análisis estático, dinámico, fatiga, rigidez y vibraciones, y sus 
respectivas formulas, teorías de diseño y soportes. Este capítulo fue la base para 
realizar la generación de algoritmos para realizar el módulo. 
En el tercer capítulo se procede a realizar la generación de algoritmos, para esto 
se inicia con la realización del diagrama de procesos, con lo cual se busca 
identificar el ciclo de funcionamiento del módulo, conocer los parámetros de 
entrada necesarios para ejecutar cada módulo del programa y definir los 
parámetros de salida que va a entregar cada análisis. También se presenta el 
diagrama de flujo el cual define la secuencia que sigue cada análisis al ser 
ejecutado y por último se entrega el código y pseudocódigo como anexos. 
En el capítulo cuarto se realiza la descripción del módulo computacional, en el cual 
se identifica cada ventana del programa, los botones y parámetros necesarios 
para ejecutar cada análisis y se describe el proceso que debe realizar el programa 
al ser ejecutado por el usuario, además se realiza una introducción al programa 
Visual Basic, añadiendo ventajas de su uso, características, entornos y variables 
más utilizadas en el lenguaje de programación. 
En el quinto capítulo se realiza la aplicación del módulo ya creado, para eso se 
plantea de ejemplo un árbol para un turbocompresor, se realiza el diseño 
manualmente y se procede a ejecutar los mismos análisis en el programa, 
comparando los resultados con los teóricos y validando dichos resultados con las 
herramientas de simulación software SolidWorks 2014-2015 y Autodesk inventor 
Profesional 2015 
Se pretende que el presente proyecto sea una herramienta de diseño de mucho 
interés en el ámbito educativo y profesional, que permita realizar los diferentes 
análisis a los árboles con una notoria disminución en el tiempo de estudio, además 
que brinde al usuario un entorno agradable y con una confiabilidad aceptable para 
los diseños realizados en el programa.  
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CAPITULO 1 
1. DISEÑO DE ÁRBOLES PARA TURBOMAQUINARIA 
 OBJETIVOS 1.1.
 Definición y clasificación general de la turbomáquinas. 
 Turbomáquinas hidráulicas y Turbomáquinas térmicas. 
 Configuraciones del árbol en las turbomáquinas térmicas. 
 Consideraciones necesarias para precisar apoyos de los árboles. 
  Introducción y metodología para el diseño de árboles  
 
 
 DEFINICIÓN Y CLASIFICACIÓN GENERAL. 1.2.
Las turbomáquinas son equipos diseñados para obtener un intercambio energético 
entre un fluido que varía su densidad significativamente (transitando a través de 
forma continua) y un eje de rotación, en ellas el intercambio de energía es debido 
a la variación del momento cinético del fluido en su paso por el órgano 
intercambiador de energía, dotado del movimiento rotativo que es trasmitido por 
las coronas de álabes (fijos o móviles).  
"Los nombres que reciben las coronas fijas y móviles son, respectivamente, rotor 
(rodete, impulsor o hélice, según el tipo de máquina) y estator (voluta o carcasa, 
según el caso). Se diferencian de las máquinas de desplazamiento positivo en que 
existe continuidad en el fluido que entra, por lo tanto, el intercambio energético se 
produce de forma continua”1. 
Las turbomáquinas se llaman también máquinas de corriente o maquinas 
dinámicas, la ecuación de Euler o ecuación fundamental de las turbomáquinas 
                                            
1
     ALMANDOZ Berrondo, Javier, MONGELOS Oquiñena, M. Belén , PELLEJERO Salaberria, 
Idoia. Apuntes de máquinas hidráulicas. España, Guipúzcoa, Escuela Universitaria 
Politécnica, Departamento de ingeniería nuclear y Mecánica de fluidos. Septiembre 2007 
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basada en el teorema de movimiento cinético es básica para el estudio de estas 
máquinas2. 
Las variables básicas que intervienen en el estudio de turbomáquinas son 
numerosas y se pueden agrupar en las siguientes categorías: 
 Variables geométricas (diámetros, ángulos, espesores, huelgos). 
 Variables mecánicas (par, velocidad de giro, potencia en el eje, esfuerzos). 
 Variables fluidodinámicas (presión, velocidad, caudal, temperatura, 
densidad, viscosidad). 
La definición general presentada será especificada para cada tipo de 
turbomáquina, una vez presentada la clasificación de las mismas. Se debe señalar 
aquí que las turbomáquinas más comunes son: las bombas, los compresores, los 
ventiladores y las turbinas. 
El estudio de las turbomáquinas ha pasado a ser un campo tecnológico de 
múltiples disciplinas, en las cuales se ha desarrollado grandes innovaciones, en la 
siguiente figura se muestra un esquema de los campos que influyen en el estudio 
de las turbomaquinas.  
  
                                            
2
  MATAIX, Claudio. Turbomáquinas térmicas. Colombia, Cuarta Edición. 2000. 
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Figura 1. Campos científico-técnicos y etapas en el estudio de turbomáquinas1. 
 
 
 
En la siguiente figura se muestra la clasificación general de las turbomáquinas, 
algunas especificaciones y ejemplos.  
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Figura 2. Clasificación de las turbomáquinas1. 
 
 
 
A continuación se detalla y especifica la clasificación de las turbomáquinas y las 
diferencias existentes. 
 
 CLASIFICACIÓN DE LAS TURBOMÁQUINAS. 1.3.
Para clasificar las turbomáquinas se pueden seguir diversos criterios, los más 
importantes son: 
Según la geometría. Acorde a este criterio las turbomáquinas se clasifican en 
hidráulicas y térmicas. 
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 Turbomáquinas hidráulicas: son aquellas en que el fluido puede 
considerarse como incompresible, porque su compresibilidad es prácticamente 
despreciable. Por lo tanto el diseño y estudio de la bomba que opera con agua 
puede hacerse suponiendo la anterior consideración, es decir que su densidad y 
volumen periférico permanecen constantes a través de la máquina1. 
 
De la misma forma el diseño de un ventilador de aire para pequeñas presiones no 
necesita tener en cuenta la variación del volumen específico pues es despreciable. 
 
 Turbomáquinas térmicas: son aquellas donde el fluido se considera 
compresible. Cualquier flujo donde se presenten variaciones de la densidad se 
dice que es un fluido compresible, para efectos de la práctica se asume que el 
flujo es compresible si  
  
  
 donde   es la densidad del fluido3. 
Según el sentido de trasferencia de energía, en donde el intercambio energético 
entre fluido y rotor puede ser en dos sentidos: 
 
 Máquinas generadoras: en donde parte de la potencia transmitida por el 
eje al rotor, se utiliza en aumentar la energía específica de un determinado caudal 
de fluido; son máquinas que consumen potencia, y generan un aumento de la 
energía específica del fluido. De este tipo son las bombas, ventiladores, hélices 
marinas. 
 
    
   ̇
 ̇
         Ec.(1)3 
                                            
3
  OROZCO H.  C.  Apuntes de máquinas térmicas. Colombia, U.  T.  P. , Pereira, 2014.  
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donde  ̇ es denominado caudal másico,    es el aumento de energía específica 
del fluido,   rendimiento,  ̇ potencia consumida y   energía especifica definida 
como   
 
 
 
  
  
   , donde   energía interna, 
 
 
 trabajo del flujo, 
  
  
 energía 
cinética y     energía potencial. 
 
 Máquinas receptoras: en donde el caudal de fluido cede parte de su 
energía específica al rotor, lo que provoca una salida de potencia a través del eje; 
son máquinas que desarrollan potencia, y son receptoras de la energía del fluido. 
De este tipo son las turbinas, tanto hidráulicas como eólicas1. 
 ̇     ̇             Ec.(2)1 
Según la dirección del flujo las turbomáquinas se clasifican en radiales, axiales y 
diagonales. 
En las máquinas radiales  cada partícula del fluido se mueve en el rodete en un 
plano transversal al eje de la máquina. La partícula no se desplaza en la dirección 
de eje, siendo el movimiento de la partícula un movimiento plano2. Por cual en 
todo punto del rodete la velocidad  ⃗ de una partícula de fluido será  ⃗   ⃗    ⃗   , 
donde    es la componente en la dirección del radio,    en la dirección de la 
tangente a un paralelo. Por ejemplo un compresor radial girando con una 
velocidad angular   con las dos componentes de la velocidad absoluta del fluido 
en el punto  . 
Figura 3. Trayectoria absoluta de una partícula en el rodete de una 
turbomáquina2. 
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En las maquinas axiales una partícula de fluido se mueve en el rodete de tal 
manera que la coordenada radial del vector desplazamiento permanece constante, 
y por tanto la componente radial de la velocidad de una partícula de fluido se 
convierte en cero, es decir se mueve en un cilindro coaxial con el eje de tal 
manera que le velocidad será   ⃗   ⃗    ⃗⃗  , donde    es la componente en la 
dirección del eje. En las turbomáquinas térmicas las turbomáquinas axiales 
constituyen el grupo más importante. 
Las maquinas diagonales llamadas también semiaxiales, radioaxiales o de flujo 
mixto, cada partícula de fluido se mueve en el rodete en una superficie de 
revolución que tiene como eje el árbol de la máquina en estas la velocidad tiene 
tres componentes es decir:   ⃗   ⃗    ⃗    ⃗⃗  .
 
Por último se encuentran las turbomáquinas de flujo cruzado: en las cuales el flujo 
de salida atraviesa dos veces el rodete de la máquina.  
Figura 4. Distintas geometrías de turbomáquinas (ventiladores) según el tipo de 
flujo1. 
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1.3.1. CONFIGURACIONES DE LOS ÁRBOLES EN LAS TURBOMÁQUINAS. 
Los árboles típicamente consisten en una serie de diámetros escalonados los 
cuales giran apoyados en cojinetes, proporcionando el soporte para la localización 
de dispositivos tales como engranajes, ruedas dentadas, poleas, cadenas, 
estrellas que a menudo son utilizados para soportar pares de torsión y transmitir 
potencia. Un árbol puede simplemente conectarse a otro árbol utilizando un 
acoplamiento, algunas disposiciones comunes  de árboles se ilustran en la figura 
5. 
Figura 5. Disposiciones comunes de los ejes4. 
 
 
Una disposición típica para un árbol de transmisión que soporta un engranaje y 
polea que ilustra el uso de secciones de diámetro constante y los hombros se 
muestra en la figura 6. 
 
 
                                            
4
        CHILDS R.N. Peter, Mechanical Desing Engineering Handbook. Shafts, Chapter 7. Europa, 
Oxford, 4 de Noviembre 2013. 
Eje Escalonado 
Transmisión Normal 
Máquina de herramienta 
Eje ferroviario de rotación 
Eje de camión no giratorio 
Cigüeñal 
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Figura 6. Disposición típica de un árbol4. 
 
 
 
1.3.2. CONEXIÓN ENTRE EL ÁRBOL Y EL CUBO. 
Los componentes de trasmisión de potencia tales como engranajes, poleas y 
ruedas dentadas necesitan ser montados sobre el eje de forma segura y situado 
axialmente con respecto a los componentes de acoplamiento. Además, debe ser 
suministrado un método de trasmisión del torque entre el árbol y el componente.  
La porción del componente en contacto con el árbol se llama cubo y se puede 
conectar a, o ser impulsado por llaves, pasadores, tornillos de fijación, prensa, 
ranuras y casquillos cónicos.  
En la tabla 1 se identifican las ventajas de diversos métodos de conexión.  
  
Engranaje 
Chaveta
Woodruff 
Chaveta 
Perfilada 
Polea 
Árbol 
Cubo Cubo 
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Tabla 1. Ventajas de diversas conexiones entre el árbol y el cubo5 
 Perno Prisionero Abrazadera Ajuste  
a 
presión  
Shrink 
ajuste 
Ranura Clave Casquillo 
Taper 
Alta 
capacidad 
de torsión 
  ✓  ✓ ✓ ✓ ✓ 
Cargas 
Axiales 
grandes 
✓  ✓  ✓   ✓ 
Axial 
Compacto 
   ✓ ✓ ✓ ✓ ✓ 
Prestación 
fijación axial 
✓ ✓ ✓ ✓ ✓   ✓ 
Remplazo 
hub Fácil 
 ✓ ✓   ✓ ✓ ✓ 
Fatiga   ✓ ✓ ✓   ✓ 
Posición 
Angular 
exacta 
✓     ✓ ✓ ✓ 
Fácil ajuste 
de posición 
 ✓ ✓     ✓ 
 
1.3.3. VELOCIDAD CRÍTICA Y DEFLEXIÓN EN EL ÁRBOL. 
El centro de masa de un sistema de rotación nunca coincide con el centro de 
rotación, debido a la fabricación y limitaciones operativas. A medida que aumenta 
la velocidad de rotación del árbol, el centro de masa tiende a inclinar el árbol 
generando una mayor fuerza centrífuga. Por debajo de la velocidad critica de 
rotación más baja, el balance de las fuerzas centrifuga y elástica da un valor finito 
de la deflexión del árbol. El equilibrio de la velocidad critica requiere teóricamente 
un infinito de deflexión del centro de masa, pero teniendo en cuenta el 
amortiguamiento, histéresis interna y deriva, se presenta  equilibrio, produciendo 
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un desplazamiento finito, este desplazamiento puede ser lo suficientemente 
grande como para romper el eje, producir daños en los cojinetes y causar 
vibración destructiva en la máquina. 
La velocidad crítica de rotación es la misma que la frecuencia lateral de vibración, 
la cual se presenta en el momento que la rotación se detiene bruscamente, 
haciendo que el centro sea desplazado lateralmente y se libere repentinamente.  
Para todos los árboles excepto por los que tienen masa concentrada única, se 
generan velocidades criticas también a frecuencias más altas. En la primera 
velocidad crítica el árbol se dobla en la forma más simple posible y en la segunda 
velocidad crítica se doblará en la siguiente forma más simple. 
En la figura 7 se muestra las formas como se pandea el árbol en las dos primeras 
velocidades críticas. 
Figura 7. Formas como se doblara un árbol simplemente apoyado con masas 
grandes en comparación con la del árbol en sus dos primeras velocidades 
críticas5. 
 
En ciertas circunstancias, la frecuencia fundamental de un sistema de árbol no 
puede ser más alta que la velocidad de diseño del árbol. Si el árbol se puede 
acelerar rápidamente, llevándolo más allá de la primera frecuencia de resonancia 
fundamental, antes de que las vibraciones se acumulen en amplitud, el sistema 
puede funcionar a velocidades superiores a la frecuencia natural.  
El anterior es el caso de las turbinas de gas, en los que el tamaño de la 
turbomaquinaria y generadores son de baja frecuencia natural, pero estos deben 
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ejecutarse a gran velocidad debido a consideraciones de eficiencia. Como un 
principio de diseño general, si la velocidad de funcionamiento de un árbol 
permanece por debajo de la mitad de la frecuencia crítica giro del árbol es 
normalmente aceptable. 
 CONSIDERACIONES NECESARIAS PARA PRECISAR APOYOS DE LOS 1.4.
ÁRBOLES. 
Las actividades específicas que deben realizarse en el diseño y análisis de un 
árbol dependen del diseño que se haya propuesto, así como de la forma en que se 
cargue y se soporte. Para las anteriores consideraciones se plantea el siguiente 
procedimiento: 
 Se precisa la ubicación de los cojinetes en los que se apoyará el eje. Se 
supone que las reacciones en los cojinetes que soportan cargas radiales ejercen 
acción en el punto medio de los cojinetes. Por ejemplo, si se utiliza un cojinete de 
bola de hilera única, se supone que la trayectoria de la carga pasa directamente a 
través de los balines, si en el árbol existen cargas de empuje (axiales) deberá 
especificar que cojinete debe utilizarse para que reaccione en contra de la carga 
de empuje. Por consiguiente se permitirá que el cojinete que ejerce resistencia 
contra el empuje se desplace un poco en sentido axial para asegurar que no se 
ejerza carga axial indeseable e inesperada sobre el cojinete. 
 Surge una pregunta importante ¿Cómo se deben ubicar los cojinetes y los 
apoyos en el árbol, para garantizar una correcta operación sin presencia de fallas? 
Esto puede hacerse con el siguiente método, es importante saber que casi 
siempre se utilizan dos cojinetes para dar soporte a un árbol.  
Los apoyos se deben colocar, en cualquier extremo de los elementos que 
trasmiten potencia para generar un soporte estable en el árbol y producir una 
carga razonable balanceada en los cojinetes, por otra parte estos deben colocarse 
cerca de los elementos que trasmiten potencia a fin de minimizar los momentos de 
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flexión. Además la longitud total del árbol debe ser mínima para mantener las 
deflexiones en un nivel aceptable.   
A continuación se plante tres casos particulares para indicar como deben ir 
posicionados lo árboles. 
Caso 1: considere el árbol de la figura 8 que debe soportar dos engranajes como 
el eje intermedio en un reductor de velocidad de doble reducción del tipo de 
engranaje recto o cilíndrico. El engrane A recibe potencia del engranaje P 
mediante el eje de entrada. La potencia se transmite del engranaje A hacia el eje 
por medio de la cuña en la interface entre la manzana del engranaje y el eje. 
Después la potencia se trasmite a lo largo del eje hacia el punto C, donde, 
mediante otra cuña, pasa al engranaje C. A continuación, el engranaje C transmite 
potencia al engranaje Q y, en consecuencia al árbol de salida. 
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Figura 8. Eje intermedio para reductor de velocidad tipo engranaje cilíndrico o 
recto de doble reducción5. 
 
Los engranajes se afianzan en el otro lado mediante anillos de retención que se 
insertan en ranuras que se hacen en el eje. Los cojinetes se fijarán en su posición 
por medio de la carcasa que actúa sobre los canales exteriores de los cojinetes. 
En el eje se maquinarán asientos para las cuñas en el lugar donde se coloquen 
cada engrane. Esta geometría sugerida permite la ubicación positiva de cada 
elemento. 
  
                                            
5
  MOTT, Robert, L. DISEÑO DE DE ELEMENTOS DE MAQUINAS , Segunda Edición, Mexico. 
1992  
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Figura 9.  Geometría propuesta para el eje de la figura 7.5  
 
Caso 2: se trata de un turbocompresor el cual tiene la particularidad de aprovechar 
la fuerza con la que salen los gases de escape para impulsar una turbina colocada 
en la salida del colector de escape, dicha turbina se une mediante un eje a un 
compresor. 
El compresor se posiciona en la entrada del colector de admisión, con el 
movimiento giratorio que es transmitido por la turbina a través del eje común, el 
compresor es capaz de elevar la presión del aire que entra a través del filtro, por 
consiguiente mejora la alimentación del motor. El turbo impulsado por los gases de 
escape alcanza velocidades por encima de las 100.000 rpm las cuales son 
bastante altas, por tanto, hay que tener muy en cuenta el sistema de engrase de 
los cojinetes, donde es apoyado el eje común de los rodetes de la turbina y el 
compresor. También hay que saber que las temperaturas a las que está sometido 
el turbo en su contacto con los gases de escape son muy elevadas (alrededor de 
750 ºC).  
El turbocompresor está compuesto por tres elementos principales los cuales son: 
el eje común (3) que tiene en sus extremos los rodetes de la turbina (2) y el 
compresor (1) este conjunto realiza un movimiento giratorio sobre los cojinetes de 
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apoyo, los cuales van a trabajar en condiciones extremas por lo tanto dependen 
necesariamente de un circuito de engrase que los lubrica6. 
Figura 10. Elementos principales de un turbocompresor.6 
 
Figura 11. Corte transversal del turbocompresor.6 
 
 
                                            
6
  TURBOCOMPRESORES. Mecánica Virtual, Aficionados a la mecánica,  Colombia. 2010. 
Disponible en: http://www.aficionadosalamecanica.net/turbo2.htm 
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Caso 3: El rotor del compresor es una estructura de carrete/disco. En el lado de 
entrada de aire, el árbol es apoyado en un rodamiento de bolas, mientras que en 
la parte posterior se apoya sobre dos rodamientos, uno de bolas y otro de rodillos.  
Los bastidores de la turbina proporcionan los puntos resistentes, necesarios para 
el anclaje y manejo de la misma. Para que los bastidores puedan servir como 
soporte, cada bastidor se debe dividir en tres partes principales: camisa exterior, 
cubo y nervios radiales.  
Las camisas exteriores van acopladas al compresor, a la turbina de alta presión y 
a la turbina de potencia, de modo que forman un conjunto compacto, en este 
conjunto, se instalan los componentes de la máquina. Las fuerzas internas que 
revienen del rotor se transmiten a los cárteres de los bastidores y, a través de los 
nervios radiales, son transmitidas al estator. 
Los tres árboles de los que consta la turbina LM 2500, árbol del compresor, árbol 
de la turbina de alta presión y árbol de la turbina de potencia, son apoyados en 
siete rodamientos principales. Cinco de ellos son de rodillos, y se les ha asignado 
la letra „R‟, y soportan las cargas radiales o de apoyo. Dos de ellos son de bolas, 
se les asigna la letra „B‟ y soportan el empuje axial del eje. 
En la Figura 12 se observan los distintos rodamientos que se utilizaron en la 
turbina LM2500, son nombrados desde el número 3, siendo así  3R y 4R los 
apoyos delantero y trasero respectivamente para el árbol del compresor en el 
cárter A, en seguida va el rodamiento 4B el cual sirve como apoyo y 
compensación de la fuerza axial ejercida por el árbol el cual va alojado en el cárter 
B. Enseguida va el apoyo de la turbina de alta presión llamado 5R, el cual es 
apoyo trasero de esta, solidario con el cárter C también se encuentra el 
rodamiento 6R siendo este un apoyo independiente de la turbina de potencia, por 
último los apoyos 7R y 7B que sirven como compensación de la fuerza axial y 
apoyo trasero de la turbina de potencia respectivamente, que son alojados en el 
cárter D. 
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Figura 12.   Esquema de Turbina LM 25007 
 
 
Figura 13 Estructura del compresor de la turbina LM 25007 
 
 
  
                                            
7
  RENOVETEC, Turbina de gas, Turbina Lm 2500. Montaje, puesta en marcha, operación y 
mantenimiento de Turbinas. Disponible en :http://www.lm2500.com/index.php/los-
rodamientos-del-eje-del-cpmpresor 
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CAPITULO 2 
2. ESTRUCTURA DE DISEÑO DE ÁRBOLES PARA TURBOMAQUINARIA 
TENIENDO EN CUENTA LOS CRITERIOS DE DISEÑO 
 OBJETIVOS 2.1.
  Introducción al Diseño de árboles  
  Metodología para el diseño de árboles 
  Análisis Estático 
  Análisis por Fatiga 
  Cálculo de revisión a la rigidez  
  Cálculo de revisión de árboles a las vibraciones 
 
 INTRODUCCIÓN AL DISEÑO DE ÁRBOLES. 2.2.
Los arboles sirven para sostener elementos giratorios soportando cargas 
transversales, esfuerzos normales generados por flexión, tracción y compresión, 
también esfuerzos cizallantes generados por las fuerzas cortantes. En los árboles 
se presenta  transmisión de momentos de torsión, por lo tanto esfuerzo cizallantes 
generados por torsión. 
A continuación se presenta el diseño de árboles empleado en turbomaquinaria, 
empezando con la descripción de la metodología, seguido de la definición cálculos 
realizado para el diseño de árboles.  
  
24 
 
  METODOLOGÍA PARA EL DISEÑO DE ÁRBOLES. 2.3.
El diseño de árboles comprende básicamente los siguientes pasos que llevan a 
garantizar el correcto dimensionamiento del árbol para que cumpla con la vida útil 
deseada por el diseñador8:  
 Configuración a utilizar 
 Selección del material 
  Diseño constructivo (configuración geométrica)  
  Verificación de la resistencia:  
 estática  
  fatiga  
 cargas dinámicas (por ejemplo cargas pico) 
 Verificación de la rigidez del árbol:  
 deflexión por flexión y pendiente de la elástica  
 deformación por torsión  
 Análisis Modal (verificación de las frecuencias naturales del árbol). 
 
El material más utilizado para árboles y ejes es el acero, generalmente se 
seleccionan un acero de bajo o medio carbono, el más usado es SAE1045 pues 
por su contenido de carbono le brinda mayor dureza, mayor resistencia mecánica 
y un costo moderado. Si las condiciones de resistencia son más exigentes que las 
                                            
8
  VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. Colombia, Pereira, Universidad 
Tecnológica de Pereira,Facultad de Ingenería Mecánica.Programa de Diseño I. Disponible 
en: blog.utp.edu.co/lvanegas/dis1/. 
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de rigidez, podría optarse por aceros de mayor resistencia, pueden ser SAE 4140 
o SAE 4340. 
El diseño constructivo consiste en la determinación de las longitudes y diámetros 
de los diferentes tramos o escalones, así como en la selección de los métodos de 
fijación de las piezas que se van a montar sobre el árbol. En esta etapa se deben 
tener en cuenta, entre otros, los siguientes aspectos8: 
 Permitir fácil montaje de rodamientos y otros elementos.  
 Las medidas deben ser preferiblemente normalizadas.  
 La reducción de diámetros en escalonamientos debe ser mínimo. 
 En las secciones de baja resistencia debe evitarse concentración de 
esfuerzos. 
 La transición de los diámetros contiguos se realiza con el máximo radio 
posible. 
 Si el árbol es escalonado y simétrico se deben unificar escalonamientos y 
tolerancias. 
 
  ANÁLISIS ESTÁTICO. 2.4.
El análisis estático de un árbol consiste en verificar que éste no fallará 
inmediatamente después de aplicar ciertas cargas. Este análisis podría efectuarse 
para comprobar su resistencia estática a las cargas dinámicas (cargas pico). 
Normalmente en los arranques o cuando hay sobrecargas, los árboles están 
sometidos a esfuerzos mayores a los nominales. Si se prevé que estas cargas se 
repiten un número muy pequeño de veces, éstas no tenderían a producir falla por 
fatiga, siendo suficiente el análisis de diseño estático.  
“Las siguientes ecuaciones se obtienen de la aplicación de las teorías de falla 
TECO/von Mises y TECM a árboles que cumplan las siguientes condiciones: el 
material es dúctil y uniforme, el árbol está sometido sólo a flexión, torsión y carga 
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axial (sin posibilidad de pandeo), no se tiene en cuenta el cortante directo, la 
sección transversal del elemento es circular sólida y no existen ajustes de 
interferencia que provoquen esfuerzos significativos”8. 
 Teoría del esfuerzo cortante máximo (TECM) 
*
   
  
+
 
   (  )  (    )    (     )                   Ec.(3)8 
 Teoría del esfuerzo cortante octaédrico (TECO) 
*
   
  
+
 
   (  )   (    )  (         )           Ec.(4)8 
Para las ecuaciones 3 y 4 se tiene que F: fuerza axial, T: par de torsión, M: 
momento flector, N: Factor de seguridad, d: diámetro de la sección y   : 
resistencia de fluencia en tracción. 
 
 ANÁLISIS POR FATIGA. 2.5.
Debe verificarse que el árbol resiste las cargas variables indefinidamente o 
durante el tiempo requerido. El procedimiento es similar al de cargas estáticas 
pero este análisis debe tener en cuenta como varían los diagramas de momento 
flector, par de torsión y carga axial con respecto al tiempo. 
Las ecuaciones siguientes son válidas para analizar árboles que cumplan las 
siguientes condiciones en el punto a analizar: material dúctil (excepto el método 
von Mises); si hay carga de compresión, no existe posibilidad de pandeo; los 
esfuerzos varían en fase y con la misma frecuencia; estado de esfuerzo biaxial 
con un solo esfuerzo normal y uno cortante, producidas por carga axial, flexión y 
torsión solamente.  
En caso de que las cargas tengan diferente frecuencia o estén desfasadas, 
generalmente es conservadora la aplicación de estas ecuaciones. 
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2.5.1. MÉTODO VON MISES. 
 
 
 
√  
     
 
  
 
√  
     
 
  
  (         )      Ec.(5)8 
 
 
 
√  
     
 
  
 
√  
     
 
  
  (                 )     Ec.(6)8 
donde: 
      ( )  ( )     ( )  ( )        ( )  ( )     ( )  ( )  
      ( )  ( )         ( )  ( ) 
2.5.2. MÉTODO ADOPTADO POR FAIRES. 
 
 
 
 √(
  
  
 
     
    
)  (
   
   
 
   ( )   
   
)                Ec.(7)
8 
 
 
 √(
     
    
)  (
   
   
 
   ( )   
   
)                    Ec.(8)
8 
donde: 
           y             para la TECM 
             y               para la TECO/von Mises 
    ( )     ( )     ( )  factores de concentración de esfuerzo por fatiga para 
vida infinita para carga axial, flexión y torsión respectivamente. 
      está dada según el material y la vida esperada, excepto que no se 
incluye Kcar. Por ejemplo, para materiales que exhiben codo en     ciclos y    
>   ,     =              ’ 
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    Factor de superficie, el estado superficial tiene efecto sobre la resistencia a la 
fatiga de los elementos. 
    Factor de tamaño, el tamaño de la pieza en las secciones críticas también 
tiene efecto sobre su resistencia. 
    Factor de confiabilidad. 
    Factor de temperatura, las propiedades de un material dependen de su 
temperatura. 
    Factor de carga. 
    Factor de efectos variados 
 [     ]  
   ( )  ( )
    ( )
 
   ( )  ( )
    ( )
; por lo tanto;     
 [     ]   
   ( )  ( )
   
    ( )  ( )                                           Ec(9).
8 
    (F),    (M) y    (T) son los factores de concentración de esfuerzos por 
fatiga para vida finita con carga axial, flexión y torsión respectivamente. 
   ( )     ( )    componentes del esfuerzo alternativo aportadas por la carga 
axial y el momento flector respectivamente. 
 
2.5.3. MÉTODO ASME. 
Con el fin de diseñar árboles giratorios huecos o sólidos bajo flexión cíclica 
combinada y carga de torsión constante para la vida ilimitada, se puede utilizar el 
código ASME para el diseño de sistemas de ejes de transmisión.  
El procedimiento ASME asegura que el eje está dimensionado adecuadamente 
para ofrecer una vida útil adecuada, pero el diseñador debe asegurarse de que el 
eje es lo suficientemente rígido para limitar desviaciones de elementos de 
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transferencia de energía, tales como engranajes, y para reducir al mínimo la 
desalineación a través de sellos y rodamientos. Además, la rigidez del eje debe 
ser tal que se evita las vibraciones no deseadas a través de las gamas de 
velocidad de funcionamiento9. 
La ecuación para determinar el diámetro de un eje macizo es: 
                {
   
 
[(  
 
  
)
 
 
 
 
(
 
  
)
 
]
   
}
   
        Ec.(10)9 
donde: d = Diámetro (m), N = factor de seguridad, M = momento de flexión (N m), 
   = resistencia límite de fatiga (N/m
2), T = par (N m), y    = límite elástico (N/m
2). 
El valor del factor de seguridad se basa por lo general en la experiencia del 
diseñador. El nivel de seguridad es también una función de las consecuencias del 
fallo de un componente y el costo de proporcionar un mayor factor de seguridad. 
Como guía, los valores típicos del factor de seguridad recomendados son los 
siguientes9: 
 1,25 a 1,05 para materiales sometidos a cargas y tensiones conocidas con 
certeza en condiciones controladas. 
 1,5 a 2,0 para los materiales conocidos en condiciones ambientales 
razonablemente constantes sometidos a cargas y tensiones conocidas. 
 2,0 a 2,5 para materiales sometidos a cargas y tensiones conocidas. 
 2,5 a 3,0 para materiales menos conocidos en condiciones medias de 
carga, esfuerzo y medio ambiente. 
 3,0 a 4,0 para materiales no probados en condiciones medias de carga, 
esfuerzo, y medio ambiente. 
                                            
9
       NORTON, Robert L. Diseño de Máquinas. México, Ed. Prentice-Hall (Pearson),Cuarta edición  
2001.   
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Aquí se aplica una serie de factores que modifican al límite de fatiga de una 
muestra de ensayo para diferentes efectos tales como el tamaño, la carga, y la 
temperatura. 
                                                                    Ec.(11)
4 
donde: 
  = Factor de superficie 
  = factor de tamaño 
  = factor de confiabilidad  
  = factor de temperatura  
  = factor de carga 
  = factor de concentración de tensiones de fatiga 
  = factor de efectos variados  
   = Límite de resistencia a la fatiga de la probeta de ensayo. 
 
 CÁLCULO DE REVISIÓN DE ÁRBOLES A LA RIGIDEZ. 2.6.
El cálculo a la rigidez se reduce a comparar los valores de las deformaciones con 
los límites recomendados. Así, la deflexión máxima para los árboles que portan 
engranajes, Ymax, no debe ser mayor que la permisible
10. 
                                            
10
  OROZCO Hincapié, C., CALLE Trujillo, G., VANEGAS Useche, L., ROMERO Piedrahita, C., 
& QUINTERO Riaza, H. Diseño de arboles para ventiladoresScientia et Technica, No. 8, 
1998, pp. 155-180. Colombia, Pereira, Universidad tecnologica de Pereira, Facultad de 
ingeneria mecanica. 
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En la figura 14 se ilustra la deflexión debida a flexión, deflexión angular y ángulo 
de torsión, los tipos de  aplicación y la deformación permisible para cada 
aplicación permitida en los árboles.  
Figura 14 Deformación permisible en los árboles8. 
 
                       
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Para simplificar los cálculos puede hallarse un diámetro equivalente: 
                                   [∑ (
  
  
 )
 
  
   ]               Ec.(12}
9 
Donde            ;    es la longitud del intervalo del árbol correspondiente; L es la 
longitud completa del árbol,                       ;    es el diámetro en el 
intervalo o tramo correspondiente;       es el diámetro máximo árbol.  
En los tramos estriados     se toma igual al diámetro medio de las estrías; Las 
piezas que se montan en el árbol a presión se tienen en cuenta como parte del 
árbol y el diámetro     se toma igual al diámetro de la manzana. La determinación 
de las deformaciones se lleva a cabo por las formulaciones planteadas en 
resistencia de materiales. 
 
  CÁLCULO DE REVISIÓN DE ÁRBOLES A LAS VIBRACIONES. 2.7.
Las fuerzas que periódicamente varían en magnitud y sentido son la principal 
causa de aparición de las vibraciones forzadas en árboles.  Debe verificarse que 
las posibles frecuencias de rotación del árbol están lejos de sus frecuencias 
propias.    
Las revoluciones críticas en el modo de flexión se calculan como: 
     
   
 
 
   
(min-1)  
siendo “y” la magnitud de la deflexión estática, en mm, para el caso sencillo en 
que la carga actúa en medio de los apoyos.  Cuando se tienen varias masas sobre 
el árbol las revoluciones críticas pueden calcularse por la fórmula de Rayleigh: 
                     *
               
                  
+
 
 
                   Ec.(13)9 
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o por la fórmula de Dunkerley (de exactitud aceptable):   
                     
  *
 
  
 
  
 
  
 
     
 
  
 
+                     Ec.(14)9 
Siendo     las revoluciones críticas calculadas para cada masa concentrada 
individual,    
   
 
 
   
 
También deben comprobarse las revoluciones críticas según la torsión, para la 
cual, si el árbol tiene sólo una entrada y una salida de potencia, se puede utilizar la 
expresión: 
                                   *
  
 
 (   )  (   )+
   
                     Ec.(15)9 
donde   es el módulo de rigidez,     es la longitud sometida a par de torsión,    es 
el segundo momento de inercia (   
   
 
  
), e I es el primer momento de inercia o 
momento de inercia másico del árbol (   
    
 
 
 ), siendo   la masa del árbol.   
En el caso de los ventiladores, la industria a través de la AMCA (Air Moving and 
Conditioning Association), ha creado diferentes estándares o normas para 
designar disposiciones de rotación, succión, descarga, tipos de accionamientos y 
posición del motor para accionamiento directo o por correa. 
El diseño del árbol es un paso posterior al diseño del ventilador, lo cual se puede 
verificar en Osborne11, Díaz12 u Orozco13. Este diseño empieza conociendo el 
caudal ∀ [   /min] y la cabeza estática SP [in.c.a] que el ventilador debe 
suministrar, datos con los cuales se puede definir el tipo de ventilador a emplear. 
                                            
11
     OSBORNE, W.  C. .  Fans.  London: Pergamon Press, edition in SI/Metric Units, 1982.    
12
     DÍAZ, A. , SANCHEZ R.  Diseño, Construcción y Pruebas de un Ventilador Centrífugo.  Pereira  
U. T. P. , 1994.   
13
   OROZCO H.  C.  Conceptos Acerca del Diseño de Ventiladores Centrífugos. Scientia et   
Technica, vol.  1, U.  T.  P. , Pereira, 1995. 
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Es necesario conocer la velocidad de giro del ventilador para efectuar el diseño, la 
cual puede determinarse de las siguientes maneras:  
1. Siguiendo los lineamientos de diseño de ventiladores descritos por Osborne12 o 
Church14, lo cual permite obtener las revoluciones y la potencia. Este camino es 
dispendioso.   
2. Efectuando una selección previa del ventilador por medio de catálogos, 
obteniendo las revoluciones por minuto y la potencia correspondientes a la 
máxima eficiencia estática.   
3.  Asumiendo las revoluciones n (900, 1200, 1800, 3600 rpm), ya sea para acople 
directo con el motor o utilizando una transmisión por correa calculando la 
velocidad específica como:      
                                                
 ∀
 
 
  
 
 
                                 Ec.(16)13 
Donde, ∀: caudal y SP: cabeza estática. Con esta velocidad específica se puede 
predecir la eficiencia máxima esperada para un tamaño de rotor, que también es 
función de dicha velocidad específica. 
En ventiladores el diseño de un árbol depende del tipo de accionamiento, 
conociendo previamente la aplicación industrial que se le va a dar, según se 
aprecia en la tabla 2 
  
                                            
14
   CHURCH, A.  M..  Bombas y Máquinas Soplantes Centrífugas: Su Teoría, Cálculo y 
Funcionamiento.  La Habana: Instituto Cubano del Libro, 1975. 
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Tabla 2. Aplicaciones industriales típicas de los ventiladores15. 
 
APLICACIÓN 
TIPO DE VENTILADOR 
1 2 3 4 5 6 
Sistema de transporte   X  X  
Suministro de aire a 
quemadores de petróleo y gas 
u hogares 
 
X 
 
X 
 
X 
 
X 
 
X 
 
X 
Refuerzo de presiones de gas   X  X  
Ventilación de Plantas X    X  
Caldera, tiro forzado  X   X X 
Caldera, tiro inducido   X X   
Escape de hornos giratorios   X X   
Alimentación de hornos 
rotatorios 
 X   X X 
Torres de enfriamiento  X     
Colectores de polvo y 
precipitadores electroestáticos 
   
X 
 
X 
  
Secado en procesos X X X  X X 
Gases en descarga de 
reactores o humo en chimenea 
   
X 
 
X 
  
 
1.Turboaxial; 2.Con aleta de guía; 3. Radial, β = 90º; 4. Curvatura al frente, β > 
90º; 5. Curvatura atrás, β < 90º; 6.Aerodinámico, β<90º. ( β: ángulo de descarga 
de los álabes).   
                                            
15
       MATAIX, Claudio. Mecánica de Fluidos y Máquinas Hidráulicas. Bogotá, Harla S.A de C. V, 2 
ed. 1982. p. 359. 
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CAPITULO 3 
3. GENERACION DE ALGORITMOS PARA EL DISEÑO DE ARBOLES  
 OBJETIVOS 3.1.
 Definir Diagrama de proceso para el módulo de análisis y dimensionamiento 
de los árboles para turbomaquinaria. 
 Definir los parámetros de entrada para realizar el análisis y 
dimensionamiento de los árboles.  
 Definir diagrama de flujo para el análisis de los árboles sometido a cargas 
estáticas.  
 Introducción al método de funciones singulares para vigas. 
 Diseñar el algoritmo de cálculo para el análisis y dimensionamiento del 
árbol sometidos a cargas estáticas. 
 Definir diagrama de flujo para el análisis de los árboles sometido a cargas 
dinámicas.  
 Diseñar el algoritmo de cálculo para el análisis y dimensionamiento del 
árbol sometidos a cargas dinámicas. 
 Definir diagrama de flujo para la revisión de los árboles sometidos a fatiga. 
 Diseñar el algoritmo de cálculo para revisión de los árboles sometidos a 
fatiga. 
 Definir diagrama de flujo para el análisis de rigidez. 
 Diseñar el algoritmo de cálculo para el análisis de rigidez. 
 Definir diagrama de flujo para la revisión de los árboles a vibraciones. 
 Diseñar el algoritmo de cálculo para revisión de los árboles a vibraciones. 
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 DIAGRAMA GENERAL DE PROCESO PARA EL MÓDULO DE ANÁLISIS Y 3.2.
DIMENSIONAMIENTO DE LOS ÁRBOLES PARA TURBOMAQUINARIA. 
El diagrama de procesos que se presenta en la figura 15, ilustra gráficamente y de 
manera general la secuencia de pasos que se debe realizar en el Diseño de 
árboles para turbomaquinaria mediante el módulo computacional, como son la 
selección de turbomaquina, características generales del árbol y los criterios de 
Diseño utilizados para el análisis de los árboles.  
Figura 15 Diagrama de procesos del módulo computacional para diseño de 
árboles. 
INICIO MÓDULO
SELECCIÓN TIPO DE TURBOMÁQUINA
DATOS GENERALES
INSERTAR PARÁMETROS CONOCIDOS DEL 
ÁRBOL
ANÁLISIS A CARGAS ESTATICO
REVISIÓN A CARGAS 
DINAMICAS
ANÁLISIS DE  FATIGA
ANÁLISIS POR FUNCIONES SINGULARES
REVISIÓN A RIGIDEZ Y VIBRACIONES
DIMESIONAMIENTO DEL ÁRBOL
INFORME FINAL DEL PROYECTO
Diseño de árboles para 
Turbomaquinaria. Turboshaft
VENTILADOR
COMPRESOR
TURBINA
TURBOCOMPRESOR
ENTREGA DE RESULTADOS Y 
GRAFICOS
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Se empieza con abrir el programa “Diseño de árboles para Turbomaquinaria”, se 
presentan las configuraciones más comunes de los apoyos en tubomaquinaria, 
esto permite al usuario tener una idea del montaje y diseño del árbol, una vez 
definida la configuración de la turbomáquina a analizar, se procede a insertar los 
datos generales y parámetros conocidos como longitud, diámetro y cargas 
aplicadas como fuerza, torque, carga distribuida, cargas triangulares, momentos. 
Enseguida se procede a realizar cada uno de los análisis que se desea realizar 
siendo de vital importancia el análisis estático, ya que en este se encuentran las 
reacciones de los apoyos y la deflexión, parámetros importantes para realizar los 
siguientes cálculos, realizado este análisis se procede a realizar el análisis 
dinámico, fatiga y la revisión a vibraciones, por último se entregan los gráficos y 
resultados de los análisis, con los cuales se puede dimensionar el árbol. 
A continuación se realiza una descripción de cada uno de los procesos y análisis 
que se deben tener en cuenta en el dimensionamiento del árbol considerando los 
parámetros de entrada. 
 
 PARÁMETROS DE ENTRADA.  3.3.
En esta parte del módulo se debe identificar las características o parámetros 
conocidos necesarios para realizar el análisis del árbol. Esta será la pantalla 
principal del módulo, en la que se debe insertar varios parámetros como son: la 
longitud del árbol, las cargas aplicadas, los apoyos, con la respectiva distancia 
desde el extremo izquierdo del árbol, también se debe definir el material y 
seleccionar el tipo de turbomáquina a analizar.   
Los parámetros de entrada sirven para realizar todos los análisis ya que son punto 
de partida para poder ejecutar cada uno de ellos, encontrar los resultados y 
realizar los gráficos. 
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3.3.1. ANÁLISIS ESTÁTICO. 
Para realizar este método previamente se debe calcular las reacciones y 
deformaciones provocadas por las cargas aplicadas en el árbol. 
 Método de Funciones singulares. 
Existen varios métodos para calcular deformaciones en vigas isostáticas e 
hiperestáticas, estos también se convierten en un medio para desarrollar las 
ecuaciones complementarias que junto con la estática logran resolver el cálculo de 
reacciones. 
El método de doble integración permite encontrar las ecuaciones matemáticas de 
la pendiente y la estática o deformación en cualquier punto de la viga. 
   ( )          Ec.(17) 
   ( )        Ec.(18) 
Donde   y   son la pendiente y la deformación respectivamente, a continuación se 
realiza la demostración del método. 
Por flexión se tiene: 
 
 
 
 
  
        Ec.(19) 
Donde    es el radio de curvatura de la elástica, 
 
 
 es la curvatura, E es el módulo 
de elasticidad e I el momento de inercia del elemento a analizar y M es la ecuación 
de momento flector en el tramo de viga considerado.  
 
 
 
(
   
   
)
[  (
  
  
)
 
]
 
 
            Ec.(20) 
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por lo tanto   
 
  
 
(
   
   
)
[  (
  
  
)
 
]
  
 
           Ec.(21) 
pero (
  
  
)     
Entonces:    
(
  
  
)
 
   
En conclusión  
   
   
 
 
  
    o e  lo mi mo                  Ec.(22) 
Ahora, si se integra esta ecuación encontramos la ecuación de la pendiente    : 
                                         C                                    Ec.(23) 
Si se integra por segunda vez obtenemos la ecuación de la elástica  
                 C   C                          Ec.(24) 
Con estas ecuaciones se puede calcular la pendiente    o la deformación en 
cualquier punto de la viga. 
Las constantes C1 y C2 se encuentran estableciéndolas condiciones iniciales que 
por lo general se presentan en los apoyos.  
En el anexo A se presenta los diagramas del momento flector y las funciones de 
singularidad para vigas. 
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 Análisis estático en el módulo. 
Después de ver insertado los parámetros de entrada se procede a realizar el 
análisis estático, el cual es parte vital para el análisis de árbol, ya que es el punto 
de partida de los demás análisis, para ellos se utiliza el método de funciones 
singulares explicado en el apartado anterior, el cual se escogió por ser el método 
más conveniente para este caso ya que, de este, se puede encontrar de forma 
directa las  reacciones en los apoyos, la pendiente y la deformación generada por 
las cargas aplicadas, por otro lado la programación es más sencilla. 
 En la siguiente figura se presenta el diagrama de proceso el cual esquematiza de 
manera general los parámetros necesarios que se debe tener en cuenta para 
realizar el análisis estático y los resultados obtenidos en el proceso de 
dimensionamiento del árbol. 
Figura 16 Diagrama de procesos para realizar el análisis estático.    
 
ANÁLISIS ESTATICO
Tipo de material a utilizar
Cargas Nominales
Rpm del árbol
Tipo de apoyos
Construcción diagramas de:
Par de torsión , Momento flector, fuerza cortante, 
diámetro y deflexión .
Diámetro previo y factor de 
seguridad
Longitud del árbol
Torque
Cargas aplicadas 
Reacciones en los apoyos
Deflexión por flexión 
Diámetro ideal estático
Secciones Criticas
Calculo de valores máximos de 
momentos, torsión y fuerzas
 
Tanto pseudocódigo como el código y pseudocódigo de programación 
desarrollado para la elaboración del  análisis estático de los árboles se encuentran 
en el anexo B. 
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A continuación se presenta el Diagrama de flujo utilizado para generar el programa 
donde se ilustran los procesos a realizar para manejar el programa, los nombres 
de la teoría, el método utilizado para el análisis estático, el cálculo de reacciones y 
deformaciones respectivamente. 
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Figura 17. Diagrama de flujo para realizar el programa de análisis estático. 
Diseño de 
Arboles 
Análisis Estático 
Ingresar
Dimensiones
Ingresar numero 
de secciones 
Ingresar Diámetro 
de la sección
Ingresar longitud de 
la seccion
>1
Agregar 
Apoyos
Dibujo del 
Árbol
Ingresar Distancias 
desde la parte 
izquierda del árbol
Introducir cargas
F, M,T
Dibujo de 
Cargas aplicadas
Hallar 
Reacciones 
Método de 
singularidad
Ingresar N 
Estático
 
44 
 
Cargas aplicadas
Funciones Singulares
Análisis
Primera 
integración
Pendiente y´
Segunda 
integración
Deformación y´´
Esfuerzo de
Fluencia
Teoría TECO
Von Mises
Graficos
Calcular
Distancia donde se 
desea calcular 
Resultados
Cumple No cumple
Si No
 Fuerza Cortante
 Momento Flector
 Diámetro Ideal Estático
 Par Torsor
 Carga Axial
Fin
Análisis Estático
Diámetro previo  mayor a 
Diámetro Estático  
Dp>De
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3.3.2. ANÁLISIS A CARGAS DINÁMICAS.  
Una vez realizado el análisis estático se procede a realizar el análisis a cargas 
dinámicas el cual es muy similar al análisis estático con la diferencia de que se 
debe utilizar el doble de las cargas nominales. Particularmente durante los 
arranques, las cargas tienen características de impacto y si no se tiene en cuenta 
la presencia de holguras (por ejemplo el “backlash” en los engranajes) sus valores 
son el doble del valor nominal de cálculo10, este análisis se realiza para comprobar 
su resistencia estática a las cargas dinámicas (cargas pico), las cuales se 
presentan normalmente en los arranques o cuando hay sobrecargas, entonces los 
árboles están sometidos a esfuerzos mayores a los nominales.   
A continuación se presenta el diagrama de proceso que se debe tener en cuenta 
en el análisis a cargas dinámicas el cual fue utilizado para realizar el algoritmo de 
cálculo empleado en el módulo. 
Figura 18. Diagrama de procesos para definir los parámetros principales de 
entrada y salida para el análisis a cargas dinámicas. 
 
REVISIÓN A CARGAS 
DINAMICAS
Cargas el doble de las 
nominales
Se utiliza diseño estático 
Material acorde con el 
análisis estático
 Diámetro ideal para cargas 
dinámicas con respecto al limite 
de fluencia
 
El código y Pseudocódigo utilizados para desarrollar los gráficos que se muestran 
en el programa se presentan en el anexo C. 
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Figura 19. Diagrama de flujo para realizar el programa de análisis a cargas 
dinámicas. 
Diseño de 
Arboles 
Análisis Estático 
Ingresar
Dimensiones
Ingresar numero 
de secciones 
Ingresar Diámetro 
de la sección
Ingresar longitud de 
la seccion
>1
Agregar 
Apoyos
Dibujo del 
Árbol
Ingresar Distancias 
desde la parte 
izquierda del árbol
Introducir cargas
F, M,T..
Dos veces las cargas 
Estáticas 
Dibujo de 
Cargas aplicadas
Hallar 
Reacciones 
Método de 
singularidad
Ingresar N 
Dinámico 
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Cargas aplicadas
Funciones Singulares
Análisis
Primera 
integración
Pendiente y´
Segunda 
integración
Deformación y´´
Esfuerzo de
Fluencia
Teoría TECO
Von Mises
Graficos
Calcular
Distancia donde se 
desea calcular 
Resultados
Cumple No cumple
Si
No
 Fuerza Cortante
 Momento Flector
 Diámetro Ideal Estático
 Par Torsor
 Carga Axial
 Diámetro previo Vs 
Dinámico 
Fin
Análisis 
Dinámico
Diámetro previo  mayor a 
Diámetro Dinámico  
Dp>Dn
 
 
48 
 
3.3.3. ANÁLISIS DE FATIGA. 
El análisis a Fatiga se realizó con el fin de tener certeza de que el árbol no va a 
fallar en condiciones de cargas variables de forma indefinida, es decir se diseña 
de tal manera que el árbol resista vida infinita, mayor a un numero de ciclos de 
10^6. 
Se realiza un procedimiento similar al estático, se verifica que el factor de 
seguridad N  este dentro del rango, en este análisis se debe tener en cuenta los 
cambios de sección, las ranuras, chavetas y los concentradores de esfuerzos ya 
que son las partes más críticas por fatiga. 
A continuación se presenta el diagrama de procesos el cual fue utilizado para 
realizar el análisis a fatiga de los árboles. 
Figura 20. Diagrama de procesos para el análisis a fatiga. 
 
ANÁLISIS 
FATIGA
Factor de seguridad en Ranuras
Diámetro Ideal para 
Fatiga
Factor de seguridad en cambios 
de sección
Método Von Mises 
(Goodman Modificada)
Cargas variables (repetitivas)
 
Factores de concentración de esfuerzos 
por fatiga para vida finita
 
El pseudocódigo y el código de programación realizado para la elaboración del 
análisis a fatiga se presentan en el anexo D. 
A continuación se presenta el Diagrama de flujo utilizado para generar el 
programa, donde se ilustran  los procesos a realizar para manejar el programa y el 
nombre de la teoría utilizada para el análisis a fatiga. 
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Figura 21.  Diagrama de flujo para generar el programa de análisis a fatiga. 
Hallar 
Reacciones
Análisis
Esfuerzo último 
Confiabilidad 
Tratamiento 
Temperatura de 
Trabajo
 Rectificado Fino
 Mecanizado 
 Laminado en Caliente
 Forjado
 Corrosión con agua
 Corrosión con salmuera  
 50%
 90%
 99%
 99.9%
 99.99%
 99.999%
Fatiga
Ingresar Kt de la 
sección 
Identificar Numero 
de secciones
Verificar
Resultados
Gráficos 
 Diámetro 
ideal Fatiga
No cumple Si cumple
NO SI
Fin 
Análisis a 
fatiga 
Teoría TECO para 
Fatiga
Kt > 1
Nf>N
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3.3.4. ANÁLISIS DE RIGIDEZ. 
Debido a que las cargas aplicadas en los árboles producen diferentes tipos de 
deformaciones, en esta parte se procede a realizar un algoritmo de análisis que 
permite determinar la deformación del árbol, donde se podrá decidir si el árbol 
cumple o no con los valores permisibles definidos por los estudios realizados por 
el ingeniero Useche en el capítulo 7 de su blog “Diseño 1”8, el valor deberá ser 
menor o igual a dicho valor de las tablas citadas, de lo contrario puede sufrir 
efectos como golpeteos, vibraciones, desgaste, y el árbol puede fallar. 
El diagrama de procesos para realizar el análisis de rigidez se determina a 
continuación, en este se encontraran los datos necesarios para realizar el análisis 
así como los resultados que va entregar el programa.  
Figura 22.  Diagrama de procesos para el análisis de Rigidez 
RIGIDEZ
Par de Torsión 
Longitud del 
tramo
Módulo polar de 
inercia J
Módulo de Rigidez
Área de la sección 
transversal
Módulo de 
elasticidad
Deflexión
Angulo de Torsión
 
El pseudocódigo y el código de programación realizado para la elaboración del 
análisis a rigidez de los árboles  se presentan en el anexo E. 
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Figura 23. Diagrama de flujo utilizado para realizar el programa de análisis a 
rigidez 
Hallar 
Reacciones 
Par de torsión 
en tramo
Rigidez
Longitud de 
tramo
Modulo Polar 
de inercia 
Modulo de rigidez 
del material
Fuerza Axial en 
el tramo 
Longitud del 
tramo
Área de sección 
transversal  
Modulo de 
elasticidad 
Anexo 
Rigidez
Deformación 
Axial
Angulo 
de 
Torsión 
Reacciones 
SI CUMPLENO CUMPLE
NO SI
Fin análisis a 
Rigidez 
θ  < o = [θ]
δ  < o = [δ]
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3.3.5. REVISIÓN A LAS VIBRACIONES.  
En este análisis se procede a revisar las vibraciones a las que se encuentra 
sometido el árbol, ya que todo sistema presenta vibraciones excesivas cuando la 
frecuencia de excitación es similar a la frecuencia natural, el árbol presentaría 
resonancia. 
Para esta revisión se utiliza el siguiente diagrama de procesos el cual fue 
necesario para realizar el código de programación para el módulo. 
Figura 24. Diagrama de procesos para la revisión a las vibraciones. 
 
REVISION A LAS 
VIBRACIONES
Peso de cada mas sobre el árbol
Verificar que la frecuencia de 
rotación este bastante alejada 
de la critica
Frecuencia critica del árbol
Deflexión estática producida 
por el peso de la masa
Frecuencia de rotación del árbol
Calculo de revoluciones 
criticas según torsión y 
flexión
 
 
El pseudocódigo y el código y pseudocódigo de programación realizado para la 
elaboración del análisis a vibraciones de los árboles  se presentan en el anexo F. 
A continuación se presenta el diagrama de flujo utilizado para general el código de 
programación para realizar el análisis a vibraciones de los árboles. 
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Figura 25. Diagrama de flujo para generar el programa de análisis a vibraciones  
Hallar 
Reacciones
Vibraciones 
Peso de la sección
Masa del Rotor 
Deflexión máxima
Verificar 
SI CUMPLENO CUMPLE
NO SI
Fin análisis a 
Vibraciones 
Frecuencia de giro 
diferente a la frecuencia 
natural 
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CAPITULO 4 
4. MÓDULO COMPUTACIONAL EN VISUAL BASIC PARA DISEÑO DE 
ÁRBOLES DE TURBOMAQUINARIA 
 
 OBJETIVOS 4.1.
 Realizar la descripción del módulo computacional 
 Definir el diagrama de proceso para determinar los parámetros de entrada para 
el análisis y dimensionamiento de los árboles. 
 Presentar el entorno de las configuraciones típicas de las turbomáquinas. 
 Establecer el entorno para los parámetros de entrada, análisis estático y 
dinámico del árbol.  
 Establecer el entorno y definir los parámetros de entrada para los resultados de 
los análisis en un punto específico. 
 Establecer el entorno y definir los parámetros de entrada para el análisis de 
fatiga. 
 Establecer el entorno y definir los parámetros de entrada para el análisis de 
rigidez. 
 Establecer el entorno y definir los parámetros de entrada para la revisión a 
vibraciones. 
 Diseñar un video tutorial donde se explique el manejo del programa para el 
análisis y dimensionamiento de árboles para turbomaquinaria, este será 
presentado en el Anexo G. 
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 INTRODUCCIÓN AL PROGRAMA VISUAL BASIC. 4.2.
El Programa Visual Basic tiene un lenguaje de programación dirigido por eventos, 
orientado a objetos, el cual fue creado por Alan Cooper, su base parte del dialecto 
BASIC (Beginner´s All-purpose Symbolic Instruction Code) pero posee 
componentes novedosos que lo adaptan a los lenguajes informáticos modernos, al 
ser un programa guiado por eventos permite una mayor operatividad y mejores 
resultados. Es un lenguaje muy apropiado para el manejo de bases de datos, 
muchas empresas lo utilizan para la gestión de sus bases de datos porque su 
utilización es sencilla16. 
El programa ofrece numerosas características nuevas y mejoradas, como 
herencia, interfaz y sobrecarga, además tiene un apartado dedicado a la 
programación orientada a objetos, que lo convierten en un eficaz leguaje de 
programación. 
4.2.1. VENTAJAS DE USAR VISUAL BASIC. 
 Integra el Diseño y la implementación de formularios de Windows  
 Permite usar con facilidad la plataforma de los sistemas Windows ya que 
tiene acceso prácticamente a la API de Windows, incluidas librerías 
actuales. 
 Es unos de los lenguajes de programación de mayor uso lo que facilita 
encontrar información, documentación y fuentes para los proyectos. 
 Si bien permite desarrollar grandes y complejas aplicaciones, también se 
encuentra un entorno para realizar pequeños proyectos rápidos. 
 Posibilita añadir soportes para ejecución de scripts (archivos de 
procesamiento por lotes), VBScript, Jscript, en las aplicaciones mediante 
Microsoft Script Control. 
                                            
16
  MICROSOFT, Visual Basic, Características del lenguaje Visual Basic. Disponible en: 
https://msdn.microsoft.com/es-co/library/bbykd75d.aspx. 
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En el desarrollo de programas la creación de interfaz gráfica para distintas 
utilidades es una de las principales funciones de Visual Basic, en este se puede 
realizar soportes gráficos con mayor organización de los contenidos y materiales. 
 
4.2.2. CARACTERÍSTICAS DE VISUAL BASIC. 
A continuación se realiza un listado de las características que se pueden encontrar 
al usar el programa. 
 Los objetos de Visual Basic están encapsulados; es decir, contienen su 
propio código y sus propios datos. 
 Los objetos de Visual Basic tienen propiedades, métodos y eventos. Las 
propiedades son los datos que describen un objeto.  
 Los eventos son hechos que pueden ocurrir sobre un objeto (un clic sobre 
un botón es un evento que produce un mensaje). Un método agrupa el 
código que se ejecuta en respuesta a un evento. 
  En visual Basic también se forman un conjunto de propiedades y métodos 
al que se llama interfaz. Además de su interfaz predeterminada, los objetos 
pueden implementar interfaces adicionales para proporcionar poliformismo. 
 El poliformismo que otorga el programa permite manipular una gran 
variedad de tipos diferentes de objetos, sin preocuparse de su tipo.  
 Las interfaces múltiples son una característica del modelo de objetos 
componente (COM) y permiten que los programas evolucionen con el 
tiempo, agregando nueva funcionalidad sin afectar al código existente. 
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4.2.3. ENTORNO DE VISUAL BASIC.  
En esta sección se trata de dar a conocer las partes principales del contorno del 
programa Visual Basic, las cuales son de vital importancia para realizar algún 
proyecto. En este entorno se integran muchas funciones diferentes, como el 
diseño, compilación y modificación de proyectos17. 
En la figura 26 se muestra el entorno de desarrollo que aparecerá cuando  se 
procede a dar inicio a un proyecto nuevo en Visual Basic. 
Figura 26. Entorno Integrado de desarrollo Visual Basic. 
 
Barra de Título: aquí se muestra el nombre del proyecto en el cual se está 
trabajando, en este se puede tener tres estados, ejecución, interrupción es cuando 
se produjo u error en el programa y Diseño es cuando se está escribiendo el 
código. 
                                            
17
   GARCÍA de Jalón J., RODRÍGUEZ José Ignacio, BRAZÁLEZ Alfonso, Escuela Superior de 
Ingenieros Industriales, Aprenda Visual Basic 6.0 como si fuera el primero, Universidad de 
Navarra disponible en:ttp://mat21.etsii.upm.es/ayudainf/aprendainf/Visualbasic6/vbasic60.pdf 
Barra de Título 
Barra de Herramientas 
Explorador de proyectos 
Cuadro de Herramientas 
Diseñador de formulario 
Ventana de propiedades 
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Barra de Herramientas: esta contiene varios accesos directos a los menús 
normalmente usados en el entorno de programación, también es posible activar y 
desactivar otras barras de herramientas para diseñar o modificar formularios. 
Explorador de Proyectos: en esta parte se visualiza todos los formularios y 
módulos, clases del proyecto actual. 
Cuadro de herramientas: en esta sección se presenta una serie de herramientas 
que se pueden usar para colocar controles en el formulario, arrastrando el 
elemento seleccionado hacia el diseñador de formulario. 
Diseñador de formulario: es aquí donde se le da la apariencia al programa es decir 
lo que el usuario va a ver, se puede personalizar el diseño de la interfaz 
agregando controles, imágenes para crear la apariencia que se desea, cada 
elemento se puede seleccionar de forma particular para su edición. 
Ventana de Propiedades: esta enumera las propiedades del control, botón o 
formulario seleccionado, las propiedades son características de un objeto como 
tamaño, color, titulo. 
4.2.4. VARIABLES UTILIZADAS EN VISUAL BASIC. 
El lenguaje de programación Visual Basic al igual que C++18 y otros lenguajes 
dispone de varios tipos de datos que son aplicados en constantes y variables. 
En  Visual Basic es permitido no declarar una variable antes de ser usada, 
entonces si el código de programación utilizado no tiene declarada la variable, se 
considera que es variable tipo Variant, las cuales tienen la característica de 
adaptarse al tipo de información o dato asignado, pero no son aconsejables ya 
                                            
18
    VISUAL ESTUDIO C++. Entorno de desarrollo integrado (IDE) para lenguajes de     
programación C, 1998. 
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que requieren más memoria y tiempo de CPU.  En general el tipo de variable a 
utilizar es generado por el tipo de dato o valores que se puedan obtener. 
A continuación en la tabla 3 se muestran los tipos de datos generalmente 
utilizados, se hace referencia al tipo de dato, rango, equivalencia usada en el 
pseudocódigo y función. 
Tabla 3. Tipos de datos disponibles en Visual Basic[16]. 
Tipo de Datos Rango de Valores Equivalencia 
pseudocódigo  
Observación  
Integer -32768 a 32768 Entero Uso en contadores 
Long -2147483648 a 
2147483648 
Entero Igual a integer con 
un rango más alto 
Single -3.4*10^38 a 
3.4*10^38 
Real Permite hasta 6 
decimales, según 
versión  
Double -1.79*10^308 a 
1.79*10^308 
Real Permite hasta 14 
decimales o mas 
según versión. 
String  10 bytes + 1 byte 
por cada carácter 
Alfanumérica Texto de longitud 
variable 
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 DESCRIPCIÓN DEL MÓDULO COMPUTACIONAL.  4.3.
Considerando la metodología de Diseño expuesta en los capítulos 1 y 2 acerca de 
turbomaquinaria y diseño de árboles respectivamente, se realizó el modulo 
computacional para el Diseño de árboles para turbomaquinaria, el cual permite 
dimensionar el árbol para turbinas, turbocompresores, compresores y ventiladores. 
El módulo realiza diferentes análisis para el árbol de las turbomaquinas 
nombradas anteriormente, define el diámetro mínimo necesario para que el árbol 
no presente falla, o el factor de seguridad que tiene el árbol según las dimensiones 
entregadas por el usuario. El módulo está basado en teorías de diseño que 
aseguran un correcto dimensionamiento de los árboles. 
En la figura 27 se muestra el diagrama de procesos del módulo para insertar los 
parámetros de entrada en el análisis y dimensionamiento del árbol. 
Figura 27. Diagrama de proceso para insertar parámetros de entrada. 
 
Inicio Módulo
Insertar características del árbol
O 
Parámetros conocidos
Aplicación de Cargas
Dimensiones del árbol
Restricciones y soportes Principios de Funcionamiento 
Calcular
Tipo de Turbomaquinaria 
Resultados
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El módulo se realiza en Visual Basic el cual está basado en el lenguaje de 
programación BASIC y es un componente de Visual Estudio, en el cual los 
parámetros de entrada y salida para el dimensionamiento del árbol se expresan en 
forma de botones de control y cuadros de texto ubicados de manera estratégica, 
realizando un interfaz agradable para una correcta interacción con el usuario.  
El diseño de árboles realiza un proceso secuencial ya que algunas etapas del 
análisis requieren datos o parámetros previos, de esta misma manera trabaja el 
módulo, primero se realiza el análisis a cargas estáticas, el cual es punto de 
partida para realizar la revisión a cargas dinámicas, luego se realiza el análisis a 
fatiga y por último la revisión a rigidez y vibraciones, los resultados de estos son 
cargados automáticamente por el programa una vez que termine el 
dimensionamiento. 
 
 CONFIGURACIONES TIPICAS DEL ÁRBOL EN LAS TURBOMAQUINAS. 4.4.
En esta ventana se presentan las configuraciones típicas de los árboles en las 
turbomáquinas que sirven de guía para conocer cómo van apoyados 
generalmente los árboles en ventiladores, turbinas, compresores y 
turbocompresores. En la siguiente figura se muestra el entorno de las 
configuraciones de los árboles. 
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Figura 28. Configuraciones típicas de los árboles en turbomaquinaria. 
 
 
 PARÁMETROS DE ENTRADA, ANÁLISIS ESTÁTICO Y DINÁMICO. 4.5.
Una vez definido el proceso a desarrollar y la configuración del árbol a analizar se 
procede a realizar el algoritmo en  Visual Basic el cual dará paso a determinar los 
datos y gráficos necesarios para realizar el análisis del árbol.  
Una vez insertados de los parámetros de entrada, posteriormente se obtienen los 
datos necesarios para los demás análisis como: módulo de elasticidad E, 
momento de inercia I, Área, reacciones, deflexión, entre otros, con los cuales se 
procede a ejecutar el análisis estático del árbol. 
El análisis estático se realiza automáticamente una vez se haya presionado el 
botón “hallar reacciones” ya que en este análisis se encuentra inmerso el método 
de funciones singulares, para el cálculo de reacciones. De igual manera en esta 
misma ventana se realiza el análisis dinámico ya que es el mismo procedimiento 
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que se realizó en el análisis estático con el doble de carga tal como se trató en el 
capítulo 2.4.En la figura 29 se muestra la ventana principal del programa en donde 
se solicitan los parámetros de entrada, punto de partida para ejecutar el análisis 
estático y dinámico del árbol. 
Figura 29. Parámetros de entrada para el análisis del árbol. 
 
 RESULTADOS DE LOS ANÁLISIS EN UN PUNTO ESPECÍFICO. 4.6.
En esta ventana se presentan los resultados de los análisis estático, dinámico y 
fatiga aplicados a un punto específico, el cual se solicita en el momento de oprimir 
el botón “calcular para x”, y se van a mostrar los resultados entregados por el 
programa solamente para ese punto en específico. Posteriormente en esta misma 
ventana se procede a pedir algunos datos necesarios para el análisis de fatiga 
como esfuerzo de fluencia, esfuerzo último, confiabilidad, tratamiento y 
temperatura de trabajo si se desea realizar dicho análisis. 
En la figura 30 se presenta el entorno al cual se debe ingresar para conocer los 
resultados e ingresar los datos necesarios para el análisis de fatiga. 
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Figura 30. Entorno para resultados en un punto específico y propiedades del 
material. 
 
 
 ENTORNO PARA EL ANÁLISIS DE FATÍGA. 4.7.
Luego de ver insertados los parámetros de entrada, ver realizado los análisis 
estático, dinámico y ver insertado los parámetros de la ventana anterior se puede 
seguir con el análisis a fatiga en el cual se encuentran listas de cambio de 
secciones y lista de ranuras en el árbol, cada lista tiene, los coeficientes de 
concentradores de esfuerzos Kt, valores del diferencial de diámetros D/d y r/d 
estos son necesarios cuando el árbol presenta diferentes secciones, además se 
solicita el factor de seguridad requerido en este análisis. El programa entrega los 
resultados del análisis, define si cumple o no cumple con el análisis, determinando 
el factor de seguridad que presenta el árbol.  
En la Figura 31 se presenta el formulario al cual accederá el usuario para realizar 
el análisis a fatiga. 
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Figura 31. Formulario para el análisis a fatiga. 
 
 
 ENTORNO PARA EL ANALISIS A RIGIDEZ. 4.8.
En esta ventana se presenta el formulario para realizar el análisis de rigidez del 
árbol, se muestra una tabla de los valores permisibles de deformación, en la figura 
32 se visualiza el entorno. 
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Figura 32.  Entorno para el análisis de rigidez. 
 
 
Para realizar el análisis a rigidez es necesario ingresar algunos parámetros 
adicionales, con el fin de determinar el valor de la rigidez en determinada sección 
del árbol, algunos parámetros serán solicitados en la ventana “Propiedades del 
material”, los valores entregados por el programa deberán ser menores a los 
valores permisibles que se encuentran ilustrados en las tablas de guía 
presentadas. Es preciso aclarar que los resultados entregados por el programa 
están en radianes, mientras que los de la tabla están en radianes sobre metro, 
quiere decir que estos valores deberán ser multiplicados por la longitud del tramo 
que se analizó. 
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 ENTORNO PARA LA REVISIÓN A VIBRACIONES. 4.9.
Por último, se procede a realizar el análisis de revisión a vibraciones, en esta 
ventana se procede a verificar que el árbol no presente vibraciones excesivas, 
teniendo en cuenta la frecuencia natural del árbol. 
En la figura 33 se muestra el formulario al cual accederá el usuario para la revisión 
a vibraciones, el cual va a ser el mismo que el de rigidez, para realizar este 
análisis es necesario introducir dos parámetros, teniendo en cuenta las 
recomendaciones sugeridas por el módulo. 
Figura 33. Entorno para la revisión a vibraciones del árbol. 
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5. APLICACIÓN Y VALIDACIÓN DEL MÓDULO COMPUTACIONAL 
 
 OBJETIVOS 5.1.
 Diseñar el árbol de una disposición especifica de  turbomaquinaria utilizando el 
método manual. 
 Realizar la aplicación del módulo computacional en la disposición específica 
del árbol escogida para el análisis. 
 Validar los resultados generados por el módulo, con herramientas de 
simulación plenamente comprobadas. 
 
 DESCRIPCIÓN DE HERRAMIENTAS DE SIMULACIÓN (SOLIDWORKS E 5.2.
INVENTOR). 
En esta sección se realiza una descripción general de cada uno de los programas, 
dando a conocer las funciones de simulación que fueron utilizadas para la 
validación del módulo computacional.  
5.2.1. INVENTOR (DISEÑO DE EJES). 
Se utilizó el programa Autodesk Inventor Professional 2015 para realizar la 
validación del módulo computacional “Diseño de ejes para Turbomaquinaria”. 
Inventor se basa en técnicas de modelado paramétrico, una de las funciones del 
programa es el diseño, los usuarios comienzan diseñando piezas que pueden ser 
combinadas para realizar ensambles, otra de las funciones más importantes de 
Inventor es poder realizar cálculos de una manera rápida y sencilla. 
A continuación se muestran los pasos a realizar en Inventor para utilizar la función 
de cálculos en el análisis y diseño de ejes. 
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1. Se comienza por abrir el programa, seleccionar archivo nuevo y escoger el 
archivo que vamos a utilizar en este caso “normal.iam” el cual es un archivo de 
ensamble, en la figura 34 se ilustra este paso. 
Figura 34. Autodesk Inventor 2015, archivo nuevo ensamble.  
 
 
2. En seguida se procede a seleccionar a la ventana “Diseño” y se escoge la 
opción “Ejes”, luego se insertan las características del eje en la ventana Diseño 
seleccionando cada sección, creando secciones y modificando longitud y 
diámetro de cada una. Una vez que se de aceptar se crea el eje como un 
ensamble en la figura 35 se ilustra este paso. 
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Figura 35.  Ventana de Diseño para crear y modificar secciones en el eje. 
 
3. En la figura 36 se muestra el paso en donde se procede a utilizar la ventana 
“cálculo” en la cual se puede realizar cambios al material, agregar cargas y 
soportes para el árbol, se puede escoger la magnitud de la carga y el sitio 
exacto donde esta aplicada, el tipo de apoyo, sea fijo o libre. Las cargas y 
apoyos serán representados en una vista preliminar en 2D del eje. En esta 
ventana también se pueden observar algunos resultados del análisis al eje una 
vez oprimido click en el botón calcular. 
  
 
71 
 
Figura 36. Ventana Cálculo de ejes (Autodesk Inventor 2015). 
 
4. Por ultimo en la siguiente ventana se puede observar los diferentes gráficos 
que puede tener el árbol según las cargas aplicadas y los apoyos, en la figura 
37 se representa este paso. 
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Figura 37. Ventana “Gráficos”  e ejes en Auto esk Inventor. 
 
 
5.2.2. SOLIDWORKS 2015. 
Solidworks es un software CAD para modelado mecánico en 3D, desarrollado en 
la actualidad por Solidworks corp., fue lanzado al mercado en 1995 con el 
propósito de hacer la tecnología CAD más accesible. 
El programa es usado para Diseñar piezas, realizar ensambles y permite extraer 
planos técnicos como otro tipo de información que sirve para la producción. 
A continuación se presentan las características generales del método de 
formulación de desplazamientos de elementos finitos en Solidworks. 
 Solidworks presenta la opción de verificar  y garantizar de manera óptima el 
rendimiento de las piezas o productos diseñados, con la herramienta 
Solidworks simulation integrada en CAD. Esta herramienta permite evitarse la 
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necesidad de construir prototipos que implica costos de dinero y tiempo, por 
eso se ha convertido en un proceso habitual en el diseño de productos. 
 El método de formulación de desplazamientos de elementos finitos es 
vinculado en Solidworks simulation para realizar cálculos en los productos 
diseñados, se puede calcular deformaciones, desplazamientos y tensiones de 
componentes con cargas internas y externas. 
 En el método de elementos finitos se realiza un mallado, el cual por Solidworks 
simulation permite conocer la geometría exacta durante este proceso y se 
integra con el software CAD en 3D de Solidworks, esto permite darse cuenta 
que tan preciso va a ser el resultado ya que entre mayor precisión exista entre 
el mallado y la geometría del producto mejor será el resultado. 
 Solidworks emplea la geometría del producto para determinar el tipo de malla, 
se genera automáticamente una malla de lámina para modelos de chapa 
metálica y solido de superficie o elementos de viga para miembros 
estructurales. Además utiliza dos elementos para evaluar la calidad de los 
elementos de una malla los cuales son la comprobación de  relación de 
aspecto y puntos jacobianos. 
A continuación se enumeran los pasos que debe realizarse para utilizar la 
herramienta para cálculo “elementos finitos” por  Solidworks simulation. 
1. Se inicia con abrir el programa Solidworks 20015, se selecciona archivo 
“Nuevo” y se procede a diseñar la pieza o se selecciona archivo “Abrir” y se 
elige una pieza ya existente, en la figura 38 se puede evidenciar el paso 
anterior. 
 
 
 
 
 
74 
 
Figura 38. Diseñar una pieza nueva. 
 
2. En la figura 39 se muestra el paso a seguir una vez se tenga realizada la pieza, 
en este caso un árbol, se procede a seleccionar la ventana “Herramientas”, se 
escoge la opción “Complementos…” y se activa “Solidworks Simulation”, este 
paso  despliega una sección nueva llamada “simulation”.  
Figura 39. Activación  e la pestaña “simulation”. 
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3. A continuación se procede a utilizar las operaciones de “simulation”, al dar click 
en la pestaña, se activa la pantalla de operaciones, se selecciona  “Asesor de 
estudios” seguido de “Nuevo estudio” en esta parte se muestran todos los 
estudios que se pueden realizar, y se de click en  para aceptar.  
Figura 40.  Operaciones y estu ios  e “Simulation” 
 
4. Realizado el paso anterior se procede a “Aplicar Material” en la figura 41 se 
ilustra este paso. 
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Figura 41. Aplicar material en el árbol 
 
5. Una vez aplicado el material se procede a utilizar la operación “Asesor de 
sujeciones”, se selecciona “Geometría fija” o “Rodillo control deslizante”, en 
donde se selecciona las secciones que va a quedar en sujeción, en árboles 
estos serían los apoyos.  
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Figura 42. Definir la parte fija del elemento. 
 
6. Ahora se procede a aplicar las cargas a las que va a estar sometida la pieza, 
se utiliza “Asesor de cargas externas” y se selecciona la carga que desea 
aplicar, se selecciona el lugar donde va ir aplicada la carga, la dirección y por 
último el valor de la fuerza. 
Figura 43. Agregar cargas externas. 
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7. En el siguiente paso se procede a realizar el mallado de la pieza, para después 
realizar el análisis, en la figura 44 se ilustra este paso. 
Figura 44. Mallado de pieza. 
 
8. Una vez realizado el mallado de pieza, se procede a ejecutar el estudio que se 
desea realizar, para este caso análisis estático. 
Figura 45. Análisis estático. 
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9. Por último se pueden ver los resultados entregados por solidworks ya sea 
tensiones, deformaciones, o factor de seguridad, entre otros. 
Figura 46. Resultados Análisis  
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 TIPO DE TURBOMAQUINARIA CON LA DISPOSICIÓN ESPECÍFICA PARA 5.3.
EL ANÁLISIS DEL ÁRBOL.  
Para realizar la aplicación del módulo se escogió como modelo el árbol de un 
turbocompresor, que al estar en operación imparte fuerzas y momentos en los 
tramos de fijación de la turbina y el compresor. Este modelo fue escogido del 
proyecto de grado realizado por el Ingeniero, Daniel Alberto Valencia19 en el 2014, 
llamado “Diseño de un módulo computacional para el dimensionamiento de un 
turbocompresor radial” Este trabajo tiene como finalidad estudiar el diseño de los 
turbocompresores, el ingeniero cita en su trabajo “Una vez definidas las 
metodologías a emplear tanto para el dimensionamiento geométrico como para el 
cálculo de los parámetros térmicos de la etapa de compresión y expansión, 
habiendo definido con anterioridad el tipo de motor a sobrealimentar, se diseña un 
módulo computacional en Microsoft® Office Excel® mediante formularios y 
macros, que permita mediante ciertas condiciones de entrada definir las 
características geométricas principales del turbocompresor, que serán 
posteriormente llevadas a SolidWorks® donde mediante una interfaz de 
programación se dimensionan los elementos que en conjunto hacen parte de esta 
turbomáquina. Estos prototipos virtuales serán validados en el mismo software de 
diseño CAD SolidWorks® permitiendo su posterior estudio y análisis, obteniendo 
de igual manera los planos con las dimensiones principales del turbocompresor. 
A continuación en la figura 47 se presenta una vista en explosión del ensamble del 
turbocompresor analizado por Valencia, donde se puede observar cada 
componente este y el árbol al cual se le realizará análisis estático, dinámico, 
fatiga, rigidez y vibración. 
 
                                            
19
  VALENCIA Daniel, Diseño de un módulo computacional para el dimensionamiento de un 
turbocompresor radial, Colombia, Universidad Tecnológica de Pereira, Risaralda, Pereira. 
2014. 
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Figura 47. Vista explocionada del Turbcompresor a analizar19. 
 
5.3.1. CARGAS APLICADAS. 
La cargas a las que está sometido el árbol por el rodete de la turbina y el rotor del 
compresor son:  
Compresor (Rodete)     Turbina (Rotor) 
FBx= -246 N       FEx= 676 N 
FBy= -5.05 N       FEy= -4.75 N 
FBz= 1.17 N       FEz= 2.54 N 
MAy= 0.0394 Nxm      MFy= -0.00661 Nxm 
MAz= 0.0375 Nxm.      MFz= -0.0635 Nxm 
Por ultimo las condiciones a las que va a estar operando el turbocompresor son  
de un  torque nominal de 2.24 Nxm y 90000 revoluciones por minuto 
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Teniendo en cuenta la figura anterior y las cargas aplicadas se procede a realizar 
el diagrama de cuerpo libre del árbol, el cual es fundamental para encontrar las 
reacciones de los apoyos donde se encuentra soportado el árbol. 
Figura 48. Diagrama de cuerpo libre del árbol. 
 
5.3.2. DISEÑO DEL ÁRBOL PARA UNA DISPOSICIÓN ESPECÍFICA DE 
TURBOMAQUINARIA UTILIZANDO EL MÉTODO TEORICO. 
Conocidos el tipo de turbomaquinaria y la disposición del árbol con cargas 
aplicadas, se procede a realizar los procedimientos para cada uno de los análisis 
del árbol. El turbocompresor tendrá una sola entrada y una sola salida de 
potencia, por lo tanto el par de torsión es de 2.24 Nxm, desde el punto B hasta el 
punto E como se ilustra en la Figura 49. 
Figura 49. Diagrama de par de torsión. 
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5.3.3. CÁLCULO DEL DIÁMETRO PREVIO. 
Para calcular el diámetro previo del árbol se analiza el extremo saliente donde se 
encuentran ubicadas las cargas, para esto se debe realizar el siguiente 
procedimiento: 
 Selección del material: Se selecciona Acero SAE 1045 ya que es un acero 
comercial, de uso muy común en ejes y partes de maquinaria, por su 
dureza y tenacidad20. 
 Calculo del esfuerzo cortante máximo para una sección maciza circular: 
                  
    
 
 
     
    
                  c (  )8 
donde J, C, d y T son el momento polar de inercia, el radio y el diámetro de la 
sección transversal escogida respectivamente, por último el par de torsión nominal 
máximo. 
Para diámetro de entrada o extremo saliente se tiene que10: 
    (      )MPa, 
Despejando el diámetro se obtiene: 
                     *
       
       
+
   
              Ec.(26)1 
Remplazando en la ecuación 26 con: 
Ssd  = 23x10
6 MPa 
TN = 2.24 Nxm 
                                            
20
  TORRE H. G. Fabiana, Conocimiento de los materiales Disponible en: 
https://sites.google.com/site/conocerlosmateriales/home/proceso-de-fabricacion-los-
aceros/caracteristicas-y-usos-de-los-aceros 
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     [
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Normalizando este diámetro con el de rodamientos rígidos de bolas de una hilera 
se utiliza un valor de12mm. Siendo este el diámetro del primer escalón (el menor 
del árbol), siguiendo lo citado por el Useche8 en su blog donde dice que “Los 
diámetros de los escalones restantes se van determinando sumándole o 
restándole de 2 a 5 milímetros. Debe tenerse en cuenta que la relación entre dos 
diámetros adyacentes no debe ser mayor a 1.2 con el fin de evitar una elevada 
concentración de esfuerzos”, se determina las medidas de los demás escalones, 
por lo tanto el segundo escalón se tomara como 15 mm y por último el tercer 
escalón como 12 mm. 
5.3.4. CÁLCULO DE REACCIONES Y DIAGRAMAS DE CUERPO LIBRE. 
La turbina E ejerce una fuerza axial en la dirección positiva de x, la cual empuja la 
turbina contra el sujetador, se debe generar una fuerza axial para contrarrestarla la 
cual va a estar ubicada en el apoyo C, la reacción axial en el apoyo D fue omitida 
ya que generalmente el árbol se diseña para que la fuerza axial sea soportada por 
un solo rodamiento8. 
Los diagramas de cuerpo libre se dividen en fuerzas axiales, fuerzas transversales 
y momentos flectores, los cuales son necesarios para encontrar las reacciones en 
los apoyos. En las figuras 50, 51 y 52 se presentan estos diagramas. 
Figura 50. Diagramas de cargas axiales 
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Figura 51. Diagrama de fuerzas transversales y momentos flectores en plano XY 
 
Figura 52. Diagrama de fuerzas transversales y momentos flectores en plano XZ 
 
 
5.3.5. ECUACIONES DE EQUILIBRIO. 
Se procede a generar las ecuaciones de equilibrio para encontrar las reacciones 
de los apoyos C y D, los sentidos que se tomaron para las fuerzas son hacia abajo 
positivos y hacia las derechas negativas y para los momentos son anti horarios 
positivos y horarios negativos. 
Sumatorias de fuerzas:  
     + ∑         –FBx  – RCx  + FEx = 0 
 + + ∑         FBy – RCy – RDy + FEy =0 
    + ∑          FBz – RCz – RDz + FEz = 0 
Somatorias de momentos: 
      + ∑         MAZ + FBy(0.0222)+ RDy(0.11234) – FEy(0.13263) –MFZ = 0 
      + ∑         MAY + FBZ(0.0222)+ RDZ(0.11234) – FEZ(0.13263) –MFY = 0 
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Las reacciones son: 
RCx= 430 N       RCy= 4.9586 N  RCz= 1.23434 N  
RDz= 2.47566 N RDy= 4.8414 N 
Una vez encontradas las reacciones se procede a realizar los diagramas de las 
figuras 53, 54, 55, 56, 57, 58, de  fuerza cortante y momento flector en el plano 
XY, fuerza axial, diagrama de fuerza cortante y momento flector en el plano XZ, 
por último se encuentra el diagrama de momento resultante, respectivamente. 
 
Figura 53. Diagrama de fuerza cortante en Y 
 
Figura 54. Diagrama de momento flector en XY 
 
Y 
X 
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Figura 55.  Diagrama de fuerza axial. 
 
Figura 56.  Diagrama de fuerza cortante en Z 
 
Figura 57. Diagrama de momento flector en XZ 
 
Z 
Z 
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Figura 58.  Diagrama de momento resultante. 
 
5.3.6. ANÁLISIS ESTÁTICO. 
En este análisis vamos a analizar la sección más cargada del árbol en este caso la 
sección “D”. 
Parámetros necesarios para el análisis: 
N (Factor de seguridad solicitado) = 1.5, Aceros metales dúctiles Basado en la 
resistencia a la fluencia8. 
M (Momento flector resultante) = 0.17006 Nxm 
T (Par de torsión) = 2.24 Nxm 
F (Fuerza Axial) = 676 N 
Sy (Resistencia a ala fluencia en tracción, SAE 1045 laminado en frio) = 531 MPa 
Utilizando la ecuación de diseño, TECO/Von Mises: 
                               *
   
  
+
 
   (  )   (    )  (         )         (ecuación 4) 
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Normalizando con rodamiento de bolas FAG21 = 4mm, siendo conservadores se 
dejará los diámetros estandarizados en el diámetro previo, 12 mm el diámetro 
menor y 15 mm el mayor. 
5.3.7. ANÁLISIS DINÁMICO. 
Al igual que en el análisis estáticos, se analiza la sección más cargada siendo esta 
la sección “D”, multiplicando las cargas por dos tal como se determinó en el 
capítulo 2. 
 TECO/ Von Mises 
Parámetros necesarios para el análisis: 
N (Factor de seguridad solicitado) = 1.5 
M (Momento flector resultante) = 0.17006*2 Nxm = 0.34012 Nxm 
T (Par de torsión) = 2.24*2 Nxm = 4.48 Nxm 
F (Fuerza Axial) = 676*2 N = 1352 N 
Sy (Resistencia a ala fluencia en tracción, SAE 1045 laminado en frio) = 531 MPa 
                               *
   
  
+
 
   (  )   (    )  (         )       (ecuación 4) 
             
        
Normalizando con rodamiento de bolas FAG21 = 5 mm, siendo conservadores se 
dejará los diámetros estandarizados en el diámetro previo, 12 mm el diámetro 
menor y 15 mm el mayor. 
                                            
21
   FAG, Rodamientos de bolas, Rodamientos de rodillos, Soportes, Accesorios Disponible en : 
http://www.baleromex.com/catalogos/C-FAG.pdf 
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5.3.8. ANÁLISIS A FATIGA. 
Se realiza con cargas nominales en la sección más cargada siendo esta donde se 
apoya el rodamiento “D”. 
N (Factor de seguridad solicitado) = 1.5 
M (Momento flector resultante) = 0.17006 Nxm  
T (Par de torsión) = 2.24 Nxm    F (Fuerza Axial) = 676 N  
Sy (Resistencia a ala fluencia en tracción, SAE 1045 laminado en frio) = 531 MPa 
Su (Esfuerzo ultimo a tracción, SAE 1045 laminado en frío) = 627 MPa 
Sys= 0.577 x Sy = 306.387 MPa  y Se
’ = 0.5 x Su  = 313.5 MPa 
 Factores que afectan la resistencia a la fatiga: 
Ka (Factor de superficie)= 0.77, asumiendo Mecanizado. 
Figura 59.  Factores de superficie para el acero8. 
 
Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
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Kb (Factor de tamaño)  
Kb = 1.189 x de
-0.097, para  8 mm ≤ de ≥ 250 mm 
donde de=d, diámetro del árbol, en este caso 12 mm. 
Kb= 0.93433  
 
Figura 60. Factores de tamaño de pieza de acero sometida a flexión o torsión8. 
 
Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles 
. 
Kc (Factor de confiabilidad) = 99%  
Kc = 0.814 
Figura 61. Factores de confiabilidad8. 
 
Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
 
Kd (Factor de temperatura)= 1, si Temp ≤ 450°C. 
Ke (Factor de efectos varios)= 1, sin corrosión, ni esfuerzos residuales. 
Kcar (Factor de carga)= 1 para flexión. 
Por lo tanto;   K= Ka x  Kb x Kc x Kd x Ke x Kcar 
K= 0.77 x 0.93433 x 0.814 x 1 x 1 x 1 = 0.585601 
Ahora se procede a calcular la resistencia a la fatiga corregida: 
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Sn= K x Se
’= 0.585601 x 313.5 MPa = 183.58 MPa 
 Factores de concentración de esfuerzos: 
Kt(T)= Torsión 
Kt(M)= Flexión 
Kt(F)= Carga Axial 
Figura 62. Constante de Neuber para aceros8. 
 
Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
 
√ ( )   √ ( )         
    
√ ( )        
    
                                                      ( )    ( )  
 
  
 √ ( )
√ 
   Ec.(27)8 
donde, √  es la raíz cuadrada del radio de discontinuidad en milímetros. 
  ( )           
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                                                             ( )  
 
  
 √ ( )
√ 
    Ec.(28)8 
  ( )          
 
 Concentradores de esfuerzos: 
Para calcular los concentradores de esfuerzos, se procede a hallar los coeficientes 
teóricos de concentración de esfuerzos, utilizando las figuras 63, 64 y 65 con los 
siguientes parámetros: 
r = 0.2 mm     r/d = 0.0166 
d = 12 mm     d/D = 1.25 
D = 15 mm 
Figura 63. Eje de sección circular con cambio de sección sometido a Torsión8. 
 
Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
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Figura 64. Eje de sección circular con cambio de sección sometido a Flexión8. 
 
 Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
 
Figura 65.  Eje de sección circular con cambio de sección sometido a carga axial8. 
 
 Imagen extraída de VANEGAS USECHE, L. Capítulo 7 Diseño de Árboles. 
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Kt (T)  = 2 
Kt (M) = 2.5 
Kt (F) = 2.6 
ahora se remplaza en: 
         ( )      ( )(  ( )   )                Ec.(29.a)
8 
                                                              ( )      ( )(  ( )   )                       Ec.(30.b)
8 
                                                              ( )      ( )(  ( )   )                       Ec.(31.c)
8 
de las ecuaciones anteriores se encuentra: 
  ( )          
  ( )          
  ( )          
 
los concentradores de esfuerzos son: 
   ( )    ( )        , Vida infinita = nc ≥ 10
6 ciclos 
   ( )     ( )         
   ( )    ( )         
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 Método de Von Mises: 
Para realizar el análisis de fatiga por el método TECO son necesarios los 
siguientes parámetros: 
Ta =0 
       ( )         Ec.(32)
8 
                                                     ( )  ( )     ( )  ( )   Ec.(33)
8 
                                                       ( )  ( )     ( )  ( )              Ec.(34)
8 
donde 
               
    
      
               Ec.(35)8 
                                                          ( )  
   
     
             Ec.(36)8 
                                     ( )  
   
     
     Ec.(37)8 
Entonces, remplazando los valores en las ecuaciones los resultados obtenidos 
son: 
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Ahora podemos utilizar la ecuación de TECO/Von mises para análisis a Fatiga por 
Goodman modificada. 
                                       
 
 
 
√  
     
 
  
 
√  
     
 
  
  (                 )      (ecuación 6) 
 
   
 
√*
       
   +
 
  *
      
   +
 
          
 
√*
      
   +
 
             
 
                  
Para ser conservativos se deja los diámetros encontrados en el diámetro previo. El 
máximo factor de seguridad del árbol con un diámetro de 17 milímetros es: 
          
5.3.9. RIGIDEZ DEL ÁRBOL. 
En la figura 14 se encuentran los valores permisibles de deformación, los cuales 
determinan si el diámetro escogido para el árbol cumple o no con esta revisión. 
                                                                   
  
  
                 Ec.(38)8 
donde 
                                                                 
     
  
                       Ec.(39)22 
            (                          )8 
  
                                            
22
  ECHEVERRI Juan Camilo, Apuntes resistencia de materiales. Colombia, Risarlada. 
Universidad Tecnológica de Pereira, Ingeniería Mecánica. Febrero 2012  
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Analizando cada sección se tiene que: 
Para las secciones de menor diámetro (12mm) con longitud de 59.41 mm. 
    
                      
    (         ) 
                
 
               
se tiene que el ángulo de torsión permisible por unidad de longitud es 
 
 
 
           , para árboles medios de destinación general, en estas secciones 
será: 
 
 
       
   
 
                              
 
 
       
   
 
                               
Según lo anterior el árbol no cumple con esta revisión, por lo tanto se procede a 
hacer las iteraciones necesarias para encontrar los diámetros necesarios para que 
el árbol no presente falla. A continuación se muestra el resultado de la última 
iteración la cual fue favorable. 
Para las sección de menor diámetro (14mm) con longitud de 59.41 mm. 
  
                        
    (       ) 
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Para las sección de menor diámetro (14mm) con longitud de 55.58 mm. 
  
                        
    (         ) 
                
 
               
                     
 
Para las sección de mayor diámetro (17mm) con longitud de 102.34 mm. 
  
                         
    (         ) 
                
 
              
                     
 
5.3.10.  DIÁMETROS NORMALIZADOS POR FAG. 
Los resultados de los estudios indican que los diámetros normalizados necesarios 
para que el árbol cumpla con todos los análisis realizados son: 
Diámetro menor (primera y tercera sección, extremos) = 14 mm 
Diámetro mayor (segunda sección, medio) = 17 mm  
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  APLICACIÓN DEL MÓDULO COMPUTACIONAL EN LA DISPOSICIÓN 5.4.
ESPECÍFICA DEL ÁRBOL ESCOGIDA. 
Una vez seleccionado el tipo de turbomaquinaria y la disposición a analizar se 
procede a realizar la aplicación del módulo, el procedimiento y los resultados se 
describen a continuación.  
Primero se agregan las secciones del árbol con sus respectivas longitudes y 
diámetros en milímetros, se ubican los apoyos teniendo en cuenta que se toma la 
distancia desde el extremo izquierdo del árbol y se agrega la longitud en la cual se 
encuentra el apoyo fijo, una vez hecho esto, se procede a introducir las cargas a 
las que va a estar sometido el árbol. En la figura 66 se ilustra el dibujo del árbol 
con las cargas aplicadas. 
 
Figura 66. Árbol de turbocompresor con cargas en el programa. 
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Los resultados de las reacciones de los apoyos se muestran, en la columna 
“magnitud” ubicada a lado de cada apoyo, se presentan las reacciones en Y, y en 
Z. Las magnitudes en Y son negativas ya que el sentido de estas es ascendente y 
en el programa esa dirección es negativa. Una vez cargado el árbol se procede a 
realizar los distinto análisis a los que va a ser sometido, el programa realiza el 
análisis estático y dinámico una vez se haya ingresado el factor de seguridad y se 
de click en el botón “hallar reacciones”, En la siguiente figura se muestra el 
resultado de los apoyos.  
Figura 67. Reacciones de los apoyos. 
 
Después de realizar el análisis estático y dinámico, se procede a realizar el 
análisis a fatiga, comenzando con introducir las propiedades del material y 
después dando el valor de cada parámetro necesario para el análisis así como fue 
explicado en el capítulo 4. En la figura 68 se presentan los valores de r, r/d, D/d, 
los concentradores de esfuerzos y en la última casilla se puede observar el factor 
de seguridad que va a tener el árbol con el diámetro escogido. 
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Figura 68. Ventana “Fatiga”. 
 
Los resultados de cada análisis se pueden ver en la ventana “Propiedades del 
material “, dando click en “calcular para x”, para ser evaluado en un punto 
cualquiera, para este caso se escogió el punto de mayor carga, igual a como se 
hizo anteriormente. En la Figura 69 se muestra el entorno de la ventana y los 
resultados obtenidos por el programa en la distancia de 166.7 milímetros. 
  
 
103 
 
Figura 69. Ventana “Análisis” con resultados obtenidos. 
También se realizó el análisis de rigidez y el de vibraciones, en la ventana “análisis 
a rigidez y vibraciones”, los resultados de estos se presentan en la siguiente 
figura. 
Figura 70. Ventana “Rigi ez Y Vibraciones” 
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A continuación se presentan algunos de los diagramas entregados por el 
programa  
Figura 71. Diagrama de Fuerza cortante en Y 
 
Figura 72. Diagrama de fuerza cortante en Z 
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Figura 73. Diagrama de momento flector en Y 
 
Figura 74 Diagrama de momento flector en Z 
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Figura 75 Diagrama de momento flector resultante. 
 
Figura 76. Diagrama de desplazamiento en Y. 
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Figura 77. Diagrama de desplazamientos en Z. 
 
Figura 78. Diagrama de desplazamiento total. 
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 VALIDACIÓN DEL MÓDULO CON RESULTADOS DE HERRAMIENTAS DE 5.5.
SIMULACIÓN PLENAMENTE COMPROBADAS. 
A continuación se presenta la validación del módulo con las herramientas, 
Autodesk Inventor Profesional 201523 y Solidworks 2014-201524, se realiza los 
análisis y se muestran los resultados de estos. 
5.5.1. VALIDACIÓN POR AUTODESK INVENTOR PROFESIONAL 2015. 
Una de las herramientas de simulación utilizadas para la comprobación del módulo 
es Autodesk inventor Profesional 2015, en este programa se diseñó el árbol para 
el turbocompresor analizado en el apartado 5.2, se aplicaron las cargas y por 
último se realizó el cálculo, para encontrar los diagramas de fuerzas, esfuerzos y 
pendiente entregados por Inventor, los cuales serán la base para comprobar el 
módulo. 
A continuación se presenta el árbol del turbocompresor con las cargas aplicadas y 
el estudio realizado en la ventana de Diseño, pestaña ejes, en el módulo 
ensambles de Autodesk Inventor Porfessional 2015. 
En la figura 79 se presenta el árbol que se va a analizar, el cual es dibujado con 
los diámetros normalizados y las longitudes de cada sección en milímetros. 
 
 
 
 
                                            
23
  AUTODESK Inventor 2015 3D CAD software for mechanical design Disponible en: 
http://www.autodesk.com/products/inventor/overview# 
24
   DASSAULT Systemes. SolidWorks. Simulación. Análisis por elementos finitos. Disponible en 
línea: [http://www.solidworks.es/sw/products/simulation/finiteelement-analysis.htm] 
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Figura 79. Árbol de turbocompresor dibujado en Inventor  
 
En la figura 80 se presenta la pantalla de cálculo, en la cual se muestra la figura 
en 2D del árbol con los apoyos, momentos y fuerzas en los respectivos ejes y 
distancias 
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Figura 80. Apoyo y cargas aplicadas al árbol. 
 
 
Por último se encuentra la pestaña Gráficos, en la cual se puede visualizar la 
magnitud de las cargas aplicadas y las reacciones en los apoyos, además de una 
serie de gráficos en diferentes planos que son de gran ayuda para el estudio de 
árbol, en las siguientes figuras se muestra los gráficos del estudio realizado para 
el árbol del turbocompresor.  
Se debe hacer la aclaración que el plano YZ presentado en el programa es el 
plano XY en este caso. 
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Figura 81.  Diagrama de fuerza cortante en el plano XY. 
 
 
Figura 82. Diagrama de fuerza cortante en el plano XZ. 
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Figura 83. Diagrama de momento flector en el plano XY. 
 
 
Figura 84. Diagrama de momento flector en el plano XZ. 
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Figura 85. Diagrama de momento resultante. 
 
Figura 86. Flexión en el plano XY 
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Figura 87. Flexión en el plano XZ 
 
 
Figura 88. Flexión Resultante  
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En la tabla 4 se realiza la comparación de los resultados del módulo, el análisis 
teórico e Inventor en los puntos donde el valor es máximo y en la mitad del árbol 
para la deflexión. 
Tabla 4. Resultados del módulo, teórico e Inventor 
Comparación de resultados entre el módulo, teórico e Inventor 
Resultados Módulo Inventor Teórico 
    
Reacción Apoyo C en Y 4,959 4,959 4,959 
Reacción Apoyo C en Z 1,234 1,234 1,234 
Reaccion Apoyo D en Z 2,469 2,476 2,470 
Reacción Apoyo D en Y 4,841 4,841 4,840 
Fuerza Cortante en XY (maximo) 5,050 5,050 5,050 
Fuerza Cortante en XZ (maximo) 2,540 2,470 2,540 
Momento Flector en XY (maximo) -0,160 -0,160 -0,159 
Momento Flector en XZ (maximo) -0,065 -0,065 -0,065 
Momento flector resultante 0,170 0,170  
Deflexión en XY (Mitad del árbol) 0,280 0,290  
Deflexión en XZ (Mitad del árbol) 0,112 0,112  
Deflexión Total (Mitad del árbol) 0,320 0,310  
 
Como se puede observar, los resultados son similares, los resultados pueden 
discrepar un poco de los entregados por el módulo, debido a que Autodesk 
Inventor Professional 2015, en el estudio de ejes, solicita que uno de los apoyos 
sea fijo, para el ejemplo se escogió el primer apoyo, el del compresor como fijo, 
además la densidad del árbol se define como cero, para que no se tenga en 
cuenta el peso como una carga distribuida. 
 
 
 
 
116 
 
5.5.2. VALIDACIÓN POR SOLIDWORKS 2015. 
La segunda herramienta de comprobación es Solidworks 2015, en este programa 
se creó como pieza el árbol de un turbocompresor, analizado en el apartado 5.3 y 
5.4. Una vez creada la pieza se procede a hacer los análisis estático, dinámico y 
fatiga del árbol. 
Se empieza haciendo el diseño de la pieza con los diámetros estandarizados y las 
longitudes de las secciones, en la figura 89 se ilustra la pieza del árbol en 
Solidworks. 
Figura 89. Pieza de árbol para turbocompresor en Solidworks 2015. 
 
Una vez creada la pieza se procede a realizar el estudio estático al árbol, con la 
ayuda de “Solidworks Simulation”, en la figura 90 se encuentra el dibujo del árbol 
con las  magnitudes de las cargas aplicadas, direcciones y los apoyos en sus 
respectivas distancias. El apoyo fijo al igual que en Inventor será el primero el del 
compresor. 
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Figura 90. Árbol de turbocompresor con cargas aplicadas en Solidworks 2015. 
 
Una vez se aplican las cargas y se realiza el mallado del árbol, se encuentran los 
resultados de las tensiones TECO/ Von Mises, desplazamientos y factor de 
seguridad del árbol, estos resultados se ilustran en las figuras 91, 92 y 93 
respectivamente. 
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Figura 91. Resultados de las tensiones de Von Mises. 
 
Figura 92. Resultados de desplazamientos. 
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Figura 93. Resultado factor de seguridad.  
 
En los resultados del análisis estático se puede observar que el árbol no presenta 
grandes desplazamientos, tampoco será afectado por estos, además el mínimo 
factor de seguridad que tiene el árbol es de 69.8, el cual quiere decir que no 
presentará falla para cargas estáticas. 
Ahora se procede a realizar el análisis dinámico del árbol, multiplicando las cargas 
por dos, los resultados se muestran en las siguientes figuras. 
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Figura 94. Resultado de Tensiones de Von Mises para cargas dinámicas. 
 
Figura 95. Resultado de desplazamientos para cargas dinámicas. 
 
 
121 
 
Figura 96. Resultado factores de seguridad para el árbol sometido a cargas 
dinámicas.  
 
Se evidencia que el factor de seguridad es menor que para las cargas estáticas 
siendo el mínimo que tiene el árbol diseñado de 34.93 por lo que se confirma que 
el árbol no va a presentar fallas para cargas dinámicas. 
Por último se procede a analizar el árbol por fatiga, utilizando las cargas 
nominales, en este estudio los resultados presentados son los del daño 
ocasionado al aplicar las cargas repetidamente, un numero de ciclos mayor que 
10^6. En la figura 97 y 98 se presenta los resultados de este análisis a fatiga. 
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Figura 97. Resultados del análisis a fatiga, Daño. 
 
Figura 98. Resultados del análisis a fatiga, Factor de Carga. 
 
 
 
123 
 
Los resultados confirman que el árbol soporta las cargas en un ciclo mayor a  
10^6, además se puede evidenciar que el porcentaje de daño es mínimo y el 
factor de carga por el cual deben ser multiplicadas las cargas para que el árbol 
presente fatiga es de 6,931, aproximadamente 7 veces la carga. 
En la tabla 5 se realiza una comparación de los resultados en los análisis estático, 
Dinámico  
Tabla 5. Comparación de resultados. 
Comparación entre resultados del módulo, teóricos, inventor y solidworks 
Tipo de Análisis Módulo Inventor Teóricos Solidworks 
Estático Diámetro 
3,86 mm 
Diámetro 
3,23 mm 
Diámetro  
3,87 mm 
FDS(N) 
Mínimo 
69,86 
Dinámico Diámetro 
4,39 mm 
Diámetro 
4,67 mm 
Diámetro 
4,80 mm 
FDS(N)  
Mínimo 
34,93 
Fatiga (Factor de 
seguridad máximo) 
53  50,63 (Daño)     
10% 
    Factor de 
carga =7 
Rigidez Primera 
Sección (rad/m) 
0,007416  0,007356  
Rigidez Segundo 
Sección (rad/m) 
0,003411  0,003322  
Rigidez Tercera 
Sección (rad/m) 
0,007417  0,007359  
Vibraciones 
(Frecuencia Critica 
rpm) 
 
522132000 
   
 
Como se puede observar en la tabla 5, los resultados entregados por el módulo 
son similares a los encontrados por el método teórico e inventor, además 
solidworks señala el factor de seguridad que va a tener el árbol y el porcentaje de 
daño que presenta,  dando a entender que el árbol dimensionado no presentará 
falla en ninguno de los análisis. Los valores discrepan un poco a los de inventor ya 
en este no se presenta la opción de otorgar el factor de seguridad deseado.  
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CONCLUSIONES 
Una vez definido el módulo computacional para el diseño y dimensionamiento de 
árboles para turbomaquinaria, se contemplan las siguientes conclusiones: 
 Para el diseño de árboles en turbomáquinas es necesario conocer el 
funcionamiento de éstas, para lo cual en este proyecto se realizó un estudio 
general, con la clasificación, características y definición de las 
turbomáquinas, y se consultaron normas para el diseño de árboles, algunas 
configuraciones y las conexiones necesarias para los árboles de 
turbomaquinaria, factores importantes que involucran un correcto diseño.  
 El diseño de árboles debe tener una estructura de diseño, con una 
metodología que guíe al diseñador para disminuir los errores, presentando 
tablas y herramientas estandarizadas para realizar los diferentes análisis 
del árbol. Con apoyo de las fuentes consultadas se presenta la estructura 
de diseño, la metodología empleada, la definición y procesos necesarios 
para realizar el análisis estático, dinámico, fatiga, rigidez y vibraciones a los 
árboles de turbomaquinaria. 
 En programación es necesario tener una estructura para generar códigos y 
algoritmos, y de esta forma realizar el diseño de un programa, por lo tanto 
al elaborar el módulo computacional, se crearon diagramas de proceso y 
diagramas de flujo, para conocer los parámetros de entrada y salida de 
cada análisis, creando un programa con entornos amigables para el 
usuario. 
 Se evidenció la necesidad de obtener herramientas para el diseño de 
árboles, por ende se diseñó y elaboró un módulo computacional en 
Microsoft® Visual Basic para el diseño de árboles de turbomaquinaria, el 
cual automatiza los procesos de cálculo al introducir los parámetros de 
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entrada necesarios para cada análisis, presentando una notable 
disminución en el tiempo de diseño.  
 Los análisis realizados por el módulo fueron validados por herramientas de 
simulación plenamente comprobadas como son Solidworks e Inventor, con 
base en la aplicación particular de un turbocompresor. En la verificación de 
los resultados se pudo observar que los valores de deflexión, momento 
flector, fuerza cortante y torsión obtenidos por el módulo son similares a los 
entregados por Inventor, de igual manera al realizar los análisis estático, 
dinámico y fatiga en Solidworks se comprobó que los resultados 
concuerdan con los estudios realizados en el módulo. 
 En la actualidad los árboles para turbomaquinaria son de vital importancia 
en la industria y la sociedad, lo que precisa un correcto dimensionamiento 
de estos. El diseño de árboles es un proceso extenso que lleva varias 
decisiones constructivas, criterios de diseño, calidad de fabricación entre 
otros, esto implica mucho tiempo y puede incluir la posibilidad del error 
humano, generando pérdidas económicas y hasta pérdidas de vidas 
humanas, por lo anterior se hace indispensable tener herramientas que 
faciliten el proceso de diseño, que precisen y garanticen la vida útil del 
árbol. 
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RECOMENDACIONES 
Con el fin de abrir la posibilidad de mejora y enfrentar las dificultades presentadas 
en el desarrollo del proyecto, se plantean las siguientes sugerencias para posibles 
trabajos futuros: 
 Dado que algunos criterios de diseño aún deben ser suministrados por el 
diseñador, se recomienda guiar al usuario para tomar decisiones correctas, 
de esta forma eliminar los errores humanos en el programa. 
 El diseño en herramientas computacionales de simulación es uno de los 
campos más estudiados y de gran acogida en las industrias, por lo tanto se 
recomienda en futuros proyectos presentar la opción de obtener el dibujo 
del árbol estandarizado en una herramienta de simulación como 
Solidworks, con el fin de observar las deformaciones que causan las cargas 
en un modelo 3D, además es necesario que el módulo pueda interactuar 
con solidworks y presente los resultados de los análisis para todo el árbol, 
especificando los puntos críticos, lugares de mayor carga en un archivo de 
Word y los planos necesarios para procesos de fabricación en formatos de 
dibujo. 
 Gracias a que la aplicación de los arboles no solo se realiza en 
turbomaquinaria, se pretende fomentar la investigación para el diseño en 
las demás aplicaciones, de manera que se pueda dar una continuidad del 
presente proyecto, estandarizando una metodología que involucre el diseño 
de árboles en máquinas hidráulicas, vehículos, el campo naval,  entre otros.  
 Dado que el lenguaje de programación Visual Basic es sencillo de utilizar, 
se recomienda ser implementado en otros campos de la Ingeniería 
Mecánica, que impliquen procesos de cálculo extensos, de manera que se 
disminuya el tiempo de ejecución y los errores humanos. 
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ANEXO A 
 
Diagramas de momento flector y funciones singulares para vigas 
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ANEXO B 
 
Código y pseudocódigo de Programación desarrollados para el 
análisis estático 
 
 
 
 
 
 
 
 
 
'momento en función de x 
 
    Function Mx(ByVal x As Double) 
 
        Dim sumv As Double 
        sumv = 0 
 
        For z = 0 To cf 
            sumv = sumv - f(z, 0) * sing(x, 
f(z, 1), 1) 
        Next z 
 
        For z = 0 To cap 
            sumv = sumv - f(cf + 1 + z, 0) * 
sing(x, f(cf + 1 + z, 1), 1) 
        Next z 
 
        For z = 0 To cm 
            sumv = sumv - m(z, 0) * sing(x, 
m(z, 1), 0) 
        Next z 
 
        For z = 0 To ccd 
            sumv = sumv - cd(z, 0) * sing(x, 
cd(z, 1), 2) / 2 
        Next z 
 
        For z = 0 To ccd 
            sumv = sumv + cd(z, 0) * sing(x, 
cd(z, 2), 2) / 2 
        Next z 
 
        For z = 0 To cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctc(z, 1), 3) / 6 
        Next z 
 
        For z = 0 To cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctc(z, 2), 3) / 6 
        Next z 
 
        For z = 0 To cctc 
            sumv = sumv + ctc(z, 0) * 
sing(x, ctc(z, 2), 2) / 2 
        Next z 
 
        For z = 0 To cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctd(z, 1), 3) / 6 
        Next z 
 
 
 
“Obtener el momento en función de x” 
 
    Función Mx(Mantener x como Decimal) 
 
        Definir sumv como Decimal 
        sumv = 0 
 
        Para z = 0 Hasta cf 
            sumv = sumv - f(z, 0) * sing(x, 
f(z, 1), 1) 
        Siguiente z 
 
        Para z = 0 Hasta cap 
            sumv = sumv - f(cf + 1 + z, 0) * 
sing(x, f(cf + 1 + z, 1), 1) 
        Siguiente z 
 
        Para z = 0 Hasta cm 
            sumv = sumv - m(z, 0) * sing(x, 
m(z, 1), 0) 
        Hasta z 
 
        Para z = 0 Hasta ccd 
            sumv = sumv - cd(z, 0) * sing(x, 
cd(z, 1), 2) / 2 
        Siguiente z 
 
        Para z = 0 Hasta ccd 
            sumv = sumv + cd(z, 0) * sing(x, 
cd(z, 2), 2) / 2 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctc(z, 1), 3) / 6 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctc(z, 2), 3) / 6 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            sumv = sumv + ctc(z, 0) * 
sing(x, ctc(z, 2), 2) / 2 
        Siguiente z 
         
Para z = 0 Hasta cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctd(z, 1), 3) / 6 
        Siguiente z 
 
         
  
 
            
        For z = 0 To cctd 
  
            sumv = sumv - ctd(z, 0) * 
sing(x, ctd(z, 1), 2) / 2 
 
        Next z 
 
        Return sumv 
 
    End Function 
 
 
“Función  singularidad” 
 
Function sing(ByVal X As Double, ByVal a As 
Double, ByVal n As Double) 
 
        Dim b As Double 
        If X - a <= 0 Then 
            b = 0 
        Else 
            b = (X - a) ^ n 
        End If 
        Return b 
 
    End Function 
 
 
 
“Función Sumatoria de Fuerzas” 
 
Function SF() 
 
        Dim sumv As Double 
        sumv = 0 
        For z = 0 To cf 
            sumv = sumv + f(z, 0) 
        Next z 
 
        For z = 0 To ccd 
            sumv = sumv + cd(z, 0) * (cd(z, 
2) - cd(z, 1)) 
        Next z 
 
        For z = 0 To cctc 
            sumv = sumv + ctc(z, 0) * 
(ctc(z, 2) - ctc(z, 1)) / 2 
        Next z 
 
        For z = 0 To cctd 
            sumv = sumv + ctd(z, 0) * 
(ctd(z, 2) - ctd(z, 1)) / 2 
        Next z 
 
        Return sumv 
 
    End Function 
 
 
 
Para z = 0 Hasta cctd 
         
            sumv = sumv - ctd(z, 0) * 
sing(x, ctd(z, 1), 2) / 2 
 
        Siguiente z 
 
        Devuelve sumv 
 
     Fin Función 
 
“Define el cero en la comprobación  de las 
funciones singulares” 
 
Función sing(Mantener X como Decimal, 
Mantener a como Decimal, Mantener n como 
Decimal) 
 
        Definir b como Decimal 
        Si X - a <= 0 Entonces 
            b = 0 
        Si no 
            b = (X - a) ^ n 
        Fin Si 
        Devuelve b 
 
    Fin Función 
 
 
“Realiza la sumatoria de Fuerzas” 
 
Función SF() 
 
        Definir sumv como Decimal 
        sumv = 0 
        Para z = 0 Hasta cf 
            sumv = sumv + f(z, 0) 
        Siguiente z 
 
        Para z = 0 Hasta ccd 
            sumv = sumv + cd(z, 0) * (cd(z, 
2) - cd(z, 1)) 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            sumv = sumv + ctc(z, 0) * 
(ctc(z, 2) - ctc(z, 1)) / 2 
        Siguiente z 
 
        Para z = 0 Hasta cctd 
            sumv = sumv + ctd(z, 0) * 
(ctd(z, 2) - ctd(z, 1)) / 2 
        Siguiente z 
 
        Devuelve sumv 
 
    Fin Función 
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“Función Sumatoria de Momentos” 
 
  Function SM() 
 
        Dim sumv As Double 
        sumv = 0 
        For z = 0 To cf 
            sumv = sumv + f(z, 0) * f(z, 1) 
        Next z 
 
        For z = 0 To ccd 
            sumv = sumv + cd(z, 0) * (cd(z, 
2) - cd(z, 1)) * (cd(z, 2) + cd(z, 1)) / 2 
        Next z 
 
        For z = 0 To cm 
            sumv = sumv - m(cm, 0) 
        Next z 
 
        For z = 0 To cctc 
            sumv = sumv + ctc(z, 0) * 
(ctc(z, 2) - ctc(z, 1)) * (ctc(z, 1) + 
(ctc(z, 2) - ctc(z, 1)) * 2 / 3) / 2 
        Next z 
 
        For z = 0 To cctd 
            sumv = sumv + ctd(z, 0) * 
(ctd(z, 2) - ctd(z, 1)) * (ctd(z, 1) + 
(ctd(z, 2) - ctd(z, 1)) / 3) / 2 
        Next z 
 
        Return sumv 
 
    End Function 
 
 
“Función TECO” 
 
Function tecoN(ByVal x As Double) 
 
        Return Sy * pi * D(x) ^ 3 / (4 * 
Sqrt((8 * Mx(x) + fax(x) * D(x)) ^ 2 + 48 * 
Tx(x) ^ 2)) 
 
    End Function 
 
 
 
“Función Fun métodos numéricos” 
 
  Function fun(ByVal d As Double, ByVal x As 
Double) 
 
        Return sy * pi * d ^ 3 / (4 * 
Sqrt((8 * Abs(Mx(x)) + Abs(fax(x)) * d) ^ 2 
+ 48 * Abs(Tx(x)) ^ 2)) - n 
 
    End Function 
“Realiza la Sumatoria de momentos debido a las cargas 
aplicadas” 
 
  Función SM() 
 
        Definir sumv como Decimal 
        sumv = 0 
        Para z = 0 Hasta cf 
            sumv = sumv + f(z, 0) * f(z, 1) 
        Siguiente z 
 
        Para z = 0 Hasta ccd 
            sumv = sumv + cd(z, 0) * (cd(z, 
2) - cd(z, 1)) * (cd(z, 2) + cd(z, 1)) / 2 
        Siguiente z 
 
        Para z = 0 Hasta cm 
            sumv = sumv - m(cm, 0) 
        Siguiente z 
        Para z = 0 Hasta cctc 
            sumv = sumv + ctc(z, 0) * 
(ctc(z, 2) - ctc(z, 1)) * (ctc(z, 1) + 
(ctc(z, 2) - ctc(z, 1)) * 2 / 3) / 2 
        Siguiente z 
 
        Para z = 0 Hasta cctd 
            sumv = sumv + ctd(z, 0) * 
(ctd(z, 2) - ctd(z, 1)) * (ctd(z, 1) + 
(ctd(z, 2) - ctd(z, 1)) / 3) / 2 
        Siguiente z 
 
        Devuelve sumv 
 
    Fin Función 
 
 
 
“ Analiza  función TECO para el análisis Estatico” 
 
Función tecoN(Mantener x como Decimal) 
 
        Devuelve Sy * pi * D(x) ^ 3 / (4 * 
Sqrt((8 * Mx(x) + fax(x) * D(x)) ^ 2 + 48 * 
Tx(x) ^ 2)) 
 
    Fin Función 
 
 
“Utiliza los métodos Numéricos para realizar el despeje 
de la variable d en el análisis estático” 
 
Función fun(Mantener d como Decimal, 
Mantener x como Decimal) 
 
        Devuelve sy * pi * d ^ 3 / (4 * 
Sqrt((8 * Abs(Mx(x)) + Abs(fax(x)) * d) ^ 2 
+ 48 * Abs(Tx(x)) ^ 2)) - n 
 
    Fin Función 
 
  
 
 
“Función Fun 2 métodos numericos” 
 
 
  Function fun2(ByVal d As Double, ByVal x 
As Double) 
 
        Return sy * pi * d ^ 3 / (4 * 
Sqrt((8 * 2 * Abs(Mx(x)) + 2 * Abs(fax(x)) * 
d) ^ 2 + 48 * 2 * Abs(Tx(x)) ^ 2)) - n 
 
    End Function 
 
 
 
“Función Tx par torsor” 
 
Function Tx(ByVal x As Double) 
 
        If torqinic < x And x < torqfin Then 
            Return torq 
        Else 
            Return 0 
        End If 
 
    End Function 
 
 
“Función Vx Fuesrza Cortante” 
 
Function Vx(ByVal x As Double) 
 
        Dim sumv As Double 
        Dim tempv As Double 
        sumv = 0 
        tempv = 0 
 
        For z = 0 To cf 
            sumv = sumv - f(z, 0) * sing(x, 
f(z, 1), 0) 
        Next z 
 
        For z = 0 To cap 
            sumv = sumv - f(cf + 1 + z, 0) * 
sing(x, f(cf + 1 + z, 1), 0) 
        Next z 
 
        For z = 0 To cm 
            sumv = sumv - m(z, 0) * sing(x, 
m(z, 1), -1) 
        Next z 
 
        For z = 0 To ccd 
            sumv = sumv - cd(z, 0) * sing(x, 
cd(z, 1), 1) 
     
 
 
 
 
“Utiliza los métodos Numéricos para realizar 
el despeje de la variable d en el análisis 
dinámico” 
  
 Función fun2(Mantener d como Decimal, 
Mantener x como Decimal) 
 
        Devuelve sy * pi * d ^ 3 / (4 * 
Sqrt((8 * 2 * Abs(Mx(x)) + 2 * Abs(fax(x)) * 
d) ^ 2 + 48 * 2 * Abs(Tx(x)) ^ 2)) - n 
 
    Fin Función 
 
 
 
“Determina el Torque en función de x” 
 
Función Tx(Mantener x como Decimal) 
 
        Si torqinic < x y x < torqfin 
Entonces 
            Devuelve torq 
        Si no 
            Devuelve 0 
        Fin Si 
 
    Fin Función  
 
“Entrega la fuerza cortante en función de x” 
 
Función Vx(Mantener x como Decimal) 
 
        Definir sumv como Decimal 
        Definir tempv como Decimal 
        sumv = 0 
        tempv = 0 
 
        Para z = 0 Hasta cf 
            sumv = sumv - f(z, 0) * sing(x, 
f(z, 1), 0) 
        Siguiente z 
 
        Para z = 0 Hasta cap 
            sumv = sumv - f(cf + 1 + z, 0) * 
sing(x, f(cf + 1 + z, 1), 0) 
        Siguiente z 
 
        Para z = 0 Hasta cm 
            sumv = sumv - m(z, 0) * sing(x, 
m(z, 1), -1) 
        Siguiente z 
 
        Para z = 0 Hasta ccd 
            sumv = sumv - cd(z, 0) * sing(x, 
cd(z, 1), 1) 
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 Next z      
 For z = 0 To ccd 
 
            sumv = sumv + cd(z, 0) * sing(x, 
cd(z, 2), 1) 
 
        Next z 
 
        For z = 0 To cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctc(z, 1), 2) / 2 
        
 Next z 
 
        For z = 0 To cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctc(z, 2), 2) / 2 
 
        Next z 
 
        For z = 0 To cctc 
            sumv = sumv + ctc(z, 0) * 
sing(x, ctc(z, 2), 1) 
 
        Next z 
 
        For z = 0 To cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctd(z, 1), 2) / 2 
 
        Next z 
 
        For z = 0 To cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctd(z, 2), 2) / 2 
 
        Next z 
 
        For z = 0 To cctd 
            sumv = sumv - ctd(z, 0) * 
sing(x, ctd(z, 1), 1) 
 
        Next z 
 
        Return sumv 
 
    End Function 
 
 
 
 
 
Siguiente z        
 Para z = 0 Hasta ccd 
 
            sumv = sumv + cd(z, 0) * sing(x, 
cd(z, 2), 1) 
 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctc(z, 1), 2) / 2 
 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            pend = ctc(z, 0) / (ctc(z, 2) - 
ctc(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctc(z, 2), 2) / 2 
 
        Siguiente z 
 
        Para z = 0 Hasta cctc 
            sumv = sumv + ctc(z, 0) * 
sing(x, ctc(z, 2), 1) 
 
        Siguiente z 
 
        Para z = 0 Hasta cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv - pend * sing(x, 
ctd(z, 1), 2) / 2 
 
        Siguiente z 
 
        Para z = 0 Hasta cctd 
            pend = -ctd(z, 0) / (ctd(z, 2) - 
ctd(z, 1)) 
            sumv = sumv + pend * sing(x, 
ctd(z, 2), 2) / 2 
 
        Siguiente z 
 
        Para z = 0 Hasta cctd 
            sumv = sumv - ctd(z, 0) * 
sing(x, ctd(z, 1), 1) 
 
        Siguiente z 
 
        Devuelve sumv 
 
    Fin Función 
 
 
 
 
  
 
 
 
 
“Función Falsimethod para análisis estático” 
 
    Function FalsiMethod(ByVal s As Double, 
ByVal t As Double, ByVal e As Double, ByVal 
m As Integer, ByVal X As Double) 
 
        Dim r, fr As Double 
        Dim n, side As Integer 
        side = 0 
        Dim fs As Double 
        Dim ft As Double 
 
        ' starting values at endpoints of 
interval */ 
        fs = fun(s, X) 
        ft = fun(t, X) 
 
        For n = 0 To m - 1 
 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
 
            If (Abs(t - s) < e * Abs(t + s)) 
Then 
                Exit For 
            End If 
 
            fr = fun(r, X) 
 
            If (fr * ft > 0) Then 
 
                ' fr and ft have same sign, 
copy r to t */ 
                t = r 
                ft = fr 
 
                If (side = -1) Then 
                    fs = fs / 2 
                End If 
                side = -1 
 
            ElseIf (fs * fr > 0) Then 
 
                ' fr and fs have same sign, 
copy r to s */ 
                s = r 
                fs = fr 
 
                If (side = 1) Then 
                    ft = ft / 2 
                End If 
 
                side = 1 
            Else 
 
 
 
 
 
         
“Esta function Resuelve la función Fun para 
cargas estáticas” 
 
 Función FalsiMethod(Mantener s como 
Decimal, Mantener t como Decimal, Mantener e 
como Decimal, Mantener m como Entero, 
Mantener X como Decimal) 
 
        Definir r, fr como Decimal 
        Definir n, side como Entero 
        side = 0 
        Definir fs como Decimal 
        Definir ft como Decimal 
 
        “Valores iniciales en los extremos 
del intervalo*/ 
        fs = fun(s, X) 
        ft = fun(t, X) 
 
        Para n = 0 Hasta m - 1 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
            Si (Abs(t - s) < e * Abs(t + s)) 
Entonces 
                Fin Para 
            Fin Si 
 
            fr = fun(r, X) 
 
            Si (fr * ft > 0) Entonces 
 
                “fr y ft tiene mismo signo, 
copiar r a t */ 
                t = r 
                ft = fr 
 
                Si (side = -1) Entonces 
                    fs = fs / 2 
                Fin Si 
                side = -1 
 
            Sino Si (fs * fr > 0) Entonces 
 
                “fr y fs tiene mismo signo, 
copiar r a s */ 
                s = r 
                fs = fr 
 
                Si (side = 1) Entonces 
                    ft = ft / 2 
                Fin Si 
 
                side = 1 
            Sino 
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        ' fr * f_ very small (looks like 
zero) */ 
                Exit For 
            End If 
        Next n 
 
        If r.ToString = "NaN" Then 
            r = 0 
        End If 
 
        Return r 
 
    End Function 
 
“Función Falsimethod2 para análisis Dinámico” 
 
Function FalsiMethod2(ByVal s As Double, 
ByVal t As Double, ByVal e As Double, ByVal 
m As Integer, ByVal X As Double) 
 
        Dim r, fr As Double 
        Dim n, side As Integer 
        side = 0 
        Dim fs As Double 
        Dim ft As Double 
 
        ' starting values at endpoints of 
interval */ 
        fs = fun2(s, X) 
        ft = fun2(t, X) 
 
        For n = 0 To m - 1 
 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
 
            If (Abs(t - s) < e * Abs(t + s)) 
Then 
                Exit For 
            End If 
 
            fr = fun2(r, X) 
 
            If (fr * ft > 0) Then 
 
                ' fr and ft have same sign, 
copy r to t */ 
                t = r 
                ft = fr 
 
                If (side = -1) Then 
                    fs = fs / 2 
                End If 
                side = -1 
 
            ElseIf (fs * fr > 0) Then 
 
        “fr * f muy pequeño (es similar a 
cero) */ 
                Fin Para 
            Fin Si 
        Siguiente n 
 
        Si r.ToString = "NaN" Entonces 
            r = 0 
        Fin Si 
 
        Devuelve r 
 
    Fin Función 
 
“Resuelve la función Fun2 y para resolver el análisis 
Dinámico” 
Función FalsiMethod2(Mantener s como 
Decimal, Mantener t como Decimal, Mantener e 
como Decimal, Mantener m como Entero, 
Mantener X como Decimal) 
 
        Definir r, fr como Decimal 
        Definir n, side como Entero 
        side = 0 
        Definir fs como Decimal 
        Definir ft como Decimal 
 
        “Valores iniciales en los extremos 
del intervalo*/ 
        fs = fun2(s, X) 
        ft = fun2(t, X) 
 
        Para n = 0 Hasta m - 1 
 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
 
            Si (Abs(t - s) < e * Abs(t + s)) 
Entonces 
                Fin Para 
            Fin Si 
 
            fr = fun2(r, X) 
 
            Si (fr * ft > 0) Entonces 
 
                “fr y ft tienen mismo signo, 
copiar r a t */ 
                t = r 
                ft = fr 
 
                Si (side = -1) Entonces 
                    fs = fs / 2 
                Fin Si 
                side = -1 
 
            Sino Si (fs * fr > 0) Entonces 
 
  
 
 ' fr and fs have same sign, copy r to s */ 
   s = r 
                fs = fr 
 
                If (side = 1) Then 
                    ft = ft / 2 
                End If 
 
                side = 1 
            Else 
                ' fr * f_ very small (looks 
like zero) */ 
                Exit For 
            End If 
        Next n 
 
        If r.ToString = "NaN" Then 
            r = 0 
        End If 
 
        Return r 
 
    End Function 
 
 
 
 
Function fax(ByVal x As Double) 
 
        Dim sum As Double 
        sum = 0 
 
        For i = 0 To cca 
 
            If ca(i, 1) < x And x < fijo 
Then 
 
                sum = sum + ca(i, 0) 
 
            ElseIf ca(i, 1) > x And x > fijo 
Then 
 
                sum = sum - ca(i, 0) 
 
            End If 
 
 
        Next i 
        Return sum 
    End Function 
 
 
 
 
 
 
 
 
 
 
 
“fr y fs tiene mismo signo, copiar r a s */ 
   s = r 
                fs = fr 
 
                Si (side = 1) Entonces 
                    ft = ft / 2 
                Fin Si 
 
                side = 1 
            Sino 
                “fr * f muy pequeño (es 
similar a cero) */ 
                Fin Para 
            Fin Si 
        Siguiente n 
 
        Si r.ToString = "NaN" Entonces 
            r = 0 
        Fin Si 
 
        Devuelve r 
 
    Fin Función 
 
 
 
 
Función fax(Mantener x como Decimal) 
 
        Dedinir sum como Decimal 
        sum = 0 
 
        Para i = 0 Hasta cca 
 
            Si ca(i, 1) < x y x < fijo 
Entonces 
 
                sum = sum + ca(i, 0) 
 
            Sino Si ca(i, 1) > x y x > fijo 
Entonces 
 
                sum = sum - ca(i, 0) 
 
            Sino Si 
 
 
        Siguiente i 
        Devuelve sum 
    Fin Función 
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“función Dobintsing” 
 
Function dobintsing(ByVal X As Double, ByVal 
a As Double, ByVal n As Double) 
 
        Dim b As Double 
        If X - a < 0 Then 
            b = sing(X, a, n + 2) 
        Else 
            b = sing(X, a, n + 2) / ((n + 1) 
* (n + 2)) 
        End If 
        Return b 
 
    End Function 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
“Realiza la representación de la doble 
integral de las funciones singulares” 
 
Función dobintsing(Mantener X como Decimal, 
Mantener a como Decimal, Mantener n como 
Decimal) 
 
        Definir b como Decimal 
        Si X - a < 0 Entonces 
            b = sing(X, a, n + 2) 
        Sino 
            b = sing(X, a, n + 2) / ((n + 1) 
* (n + 2)) 
        Fin Si 
        Devuelve b 
 
    Fin Función 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
ANEXO C 
 
Código y pseudocódigo de programación  desarrollados para realizar los 
gráficos 
 
 
 
 
 
 
 
 
 
“Dibujar apoyo” 
 
 
Sub drawAp(ByVal x As Integer, ByVal Y As 
Integer) 
        Dim P(2) As Point 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x - 6 
        P(1).Y = Y + 6 
 
        P(2).X = x + 6 
        P(2).Y = Y + 6 
 
        
TabPage1.CreateGraphics.FillPolygon(Brushes.
Blue, P) 
 
    End Sub 
 
 
 
“Dibujar Carga Distribuida” 
Sub drawCD(ByVal x1 As Integer, ByVal X2 As 
Integer, ByVal Y As Integer, ByVal tam As 
Integer) 
 
        Dim P(6) As Point 
 
        If tam < 8 And tam > 0 Then 
            tam = 8 
 
        End If 
        If tam > -8 And tam < 0 Then 
            tam = -8 
        End If 
    
TabPage1.CreateGraphics.FillRectangle(Brushe
s.Aqua, x1, Y - tam, X2 - x1, tam) 
 
    End Sub 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
“Realiza el dibujo de los apoyos una vez 
conocido el lugar donde se localizan” 
 
Declarar drawAp(Mantener x como Entero, 
Mantener Y como Entero) 
        Definir P(2) como coordenadas 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x - 6 
        P(1).Y = Y + 6 
 
        P(2).X = x + 6 
        P(2).Y = Y + 6 
 
        
TabPage1.CrearGrafico.LlenarPoligono(Pintar.
Blue, P) 
 
    Fin Declarar 
 
“Dibuja las Cargas Distribuidas aplicadas al 
Arbol” 
 
Declarar drawCD(Mantener x1 como Entero, 
Mantener X2 como Entero, Mantener Y como 
Entero, Mantener tam como Entero) 
 
        Definir P(6) como Coordenadas 
 
        Si tam < 8 y tam > 0 Entonces 
            tam = 8 
 
        Fin Si 
        Si tam > -8 y tam < 0 Entonces 
            tam = -8 
        Fin Si 
        
TabPage1.CrearGrafico.LlenarRectangulo(Pinta
r.Aqua, x1, Y - tam, X2 - x1, tam) 
 
    Fin Declarar 
 
 
 
 
 
 
 
 
 
 
 
  
 
“Dibujar CTC” 
 
Sub drawCTC(ByVal x1 As Integer, ByVal x2 As 
Integer, ByVal Y As Integer, ByVal tam As 
Integer) 
        Dim P(2) As Point 
 
        If tam < 8 And tam > 0 Then 
            tam = 8 
 
        End If 
        If tam > -8 And tam < 0 Then 
            tam = -8 
        End If 
 
 
        P(0).X = x1 
        P(0).Y = Y 
 
        P(1).X = x2 
        P(1).Y = Y 
 
        P(2).X = x2 
        P(2).Y = Y - tam 
        
TabPage1.CreateGraphics.FillPolygon(Brushes.
LightCyan, P) 
 
    End Sub 
 
“Dibujar CTD” 
 
Sub drawCTD(ByVal x1 As Integer, ByVal x2 As 
Integer, ByVal Y As Integer, ByVal tam As 
Integer) 
        Dim P(2) As Point 
 
        If tam < 8 And tam > 0 Then 
            tam = 8 
 
        End If 
        If tam > -8 And tam < 0 Then 
            tam = -8 
        End If 
 
 
        P(0).X = x1 
        P(0).Y = Y 
 
        P(1).X = x2 
        P(1).Y = Y 
 
        P(2).X = x1 
        P(2).Y = Y - tam 
        
TabPage1.CreateGraphics.FillPolygon(Brushes.
LightCyan, P) 
 
    End Sub 
 
 
Dibujar Carga Triangular Creciente” 
 
Declarar drawCTC(Mantener x1 como Entero, 
Mantener x2 como Entero, Mantener Y como 
Entero, Mantener tam como Entero) 
        Definir P(2) como Coordenadas 
 
        Si tam < 8 y tam > 0 Entonces 
            tam = 8 
 
        Fin Si 
        Si tam > -8 y tam < 0 Entonces 
            tam = -8 
        Fin Si 
 
 
        P(0).X = x1 
        P(0).Y = Y 
 
        P(1).X = x2 
        P(1).Y = Y 
 
        P(2).X = x2 
        P(2).Y = Y - tam 
   
TabPage1.CrearGrafico.LlenarPoligono(Pintar.
LightCyan, P) 
 
    Fin Declarar 
 
“Dibujar Carga Triangular Decreciente” 
 
Declarar drawCTD(Mantener x1 como Entero, 
Mantener x2 como Entero, Mantener Y como 
Entero, Mantener tam como Entero) 
        DEclarar P(2) como Coordenadas 
 
        Si tam < 8 y tam > 0 Entonces 
            tam = 8 
 
        Fin Si 
        Si tam > -8 y tam < 0 Entonces 
            tam = -8 
        Fin Si 
 
 
        P(0).X = x1 
        P(0).Y = Y 
 
        P(1).X = x2 
        P(1).Y = Y 
 
        P(2).X = x1 
        P(2).Y = Y - tam 
        
TabPage1.CreateGraphics.FillPolygon(Pintar.L
ightCyan, P) 
 
Fin Declarar 
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“Dibujar Flecha” 
 
Sub drawFlecha(ByVal x As Integer, ByVal Y 
As Integer, ByVal tam As Integer) 
        Dim P(6) As Point 
 
        If tam < 8 And tam > 0 Then 
            tam = 8 
 
        End If 
        If tam > -8 And tam < 0 Then 
            tam = -8 
        End If 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x + 3 
        P(1).Y = Y - 6 * Sign(tam) 
 
        P(2).X = x + 1 
        P(2).Y = Y - 6 * Sign(tam) 
 
        P(3).X = x + 1 
        P(3).Y = Y - tam 
 
        P(4).X = x - 1 
        P(4).Y = Y - tam 
 
        P(5).X = x - 1 
        P(5).Y = Y - 6 * Sign(tam) 
 
        P(6).X = x - 3 
        P(6).Y = Y - 6 * Sign(tam) 
        
TabPage1.CreateGraphics.FillPolygon(Brushes.
Blue, P) 
 
    End Sub 
 
“Dibujar FlechaAx” 
 
Sub drawFlechaAx(ByVal x As Integer, ByVal Y 
As Integer, ByVal tam As Integer) 
        Dim P(6) As Point 
 
        If tam < 8 And tam > 0 Then 
            tam = 8 
 
        End If 
        If tam > -8 And tam < 0 Then 
            tam = -8 
        End If 
 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x - 6 * Sign(tam) 
        P(1).Y = Y - 3 
“Dibuja la flecha para carga aplicada”  
 
Declarar drawFlecha(Mantener x como Entero, 
Mantener Y como Entero, Mantener tam como 
Entero) 
        Definir P(6) como Coordenada 
 
        Si tam < 8 y tam > 0 Entonces 
            tam = 8 
 
        Fin Si 
        Si tam > -8 y tam < 0 Entonces 
            tam = -8 
        Fin Si 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x + 3 
        P(1).Y = Y - 6 * Sign(tam) 
 
        P(2).X = x + 1 
        P(2).Y = Y - 6 * Sign(tam) 
 
        P(3).X = x + 1 
        P(3).Y = Y - tam 
 
        P(4).X = x - 1 
        P(4).Y = Y - tam 
 
        P(5).X = x - 1 
        P(5).Y = Y - 6 * Sign(tam) 
 
        P(6).X = x - 3 
        P(6).Y = Y - 6 * Sign(tam) 
        
TabPage1.CrearGrafico.LlenarPoligono(Pintar.
Blue, P) 
    Fin Declarar 
 
“Dibujar Flecha para Carga Axial” 
 
Declarar drawFlechaAx(Mantener x como 
Entero, Mantener Y como Entero, Mantener tam 
como Entero) 
        Definir P(6) como Coordenada 
 
        Si tam < 8 y tam > 0 Entonces 
            tam = 8 
 
        Fin Si 
        Si tam > -8 y tam < 0 Entonces 
            tam = -8 
        Fin Si 
 
        P(0).X = x 
        P(0).Y = Y 
 
        P(1).X = x - 6 * Sign(tam) 
        P(1).Y = Y - 3 
 
  
 
        P(2).X = x - 6 * Sign(tam) 
        P(2).Y = Y - 1 
 
        P(3).X = x - tam 
        P(3).Y = Y - 1 
 
        P(4).X = x - tam 
        P(4).Y = Y + 1 
 
        P(5).X = x - 6 * Sign(tam) 
        P(5).Y = Y + 1 
 
        P(6).X = x - 6 * Sign(tam) 
        P(6).Y = Y + 3 
 
        
TabPage1.CreateGraphics.FillPolygon(Brushes.
Blue, P) 
 
    End Sub 
 
“Dibujar Fuerzas” 
Sub drawFuerzas(ByVal xmi As Integer, ByVal 
ymi As Integer, ByVal resx As Integer) 
 
 
        Dim fmax As Double = 0 
        Dim fmaxax As Double 
        Dim fmaxcd As Double 
        Dim fmaxCTC As Double 
        Dim fmaxCTD As Double 
        Dim CDmax As Double 
        Dim ifz As Integer 
        Dim ifzax As Integer 
        Dim ifzcd As Integer 
        Dim ifzCTC As Integer 
        Dim ifzCTD As Integer 
        Dim i As Integer 
        Dim i2 As Integer 
 
        For j = 0 To cf 
            If Abs(f(j, 0)) > fmax Then 
                fmax = f(j, 0) 
                ifz = j 
            End If 
        Next j 
 
        For j = 0 To cca 
            If Abs(ca(j, 0)) > fmaxax Then 
                fmaxax = ca(j, 0) 
                ifzax = j 
            End If 
        Next j 
 
        For j = 0 To ccd 
            If Abs(cd(j, 0)) > fmaxcd Then 
                fmaxcd = cd(j, 0) 
                ifzcd = j 
            End If 
    
 
        P(2).X = x - 6 * Sign(tam) 
        P(2).Y = Y - 1 
 
        P(3).X = x - tam 
        P(3).Y = Y - 1 
 
        P(4).X = x - tam 
        P(4).Y = Y + 1 
 
        P(5).X = x - 6 * Sign(tam) 
        P(5).Y = Y + 1 
 
        P(6).X = x - 6 * Sign(tam) 
        P(6).Y = Y + 3 
 
        
TabPage1.CrearGrafico.LlenarPoligono(Pintar.
Blue, P) 
 
    Fin Declarar 
 
“Dibuja las Fuerza Radial aplicadas en el 
Arbol” 
Declarar drawFuerzas(Mantener xmi como 
Entero, Mantener ymi como Entero, Mantener 
resx como entero) 
 
        Definir fmax como Decimal = 0 
        Definir fmaxax como Decimal 
        Definir fmaxcd como Decimal 
        Definir fmaxCTC como Decimal 
        Definir fmaxCTD como Decimal 
        Definir CDmax como Decimal 
        Definir ifz como Entero 
        Definir ifzax como Entero 
        Definir ifzcd como Entero 
        Definir ifzCTC como Entero 
        Definir ifzCTD como Entero 
        Definir i como Entero 
        Definir i2 como Entero 
        Paraj = 0 Hasta cf 
 
            Si Abs(f(j, 0)) > fmax Entonces 
                fmax = f(j, 0) 
                ifz = j 
            Fin Si 
        Siguiente j 
 
        Para j = 0 Hasta cca 
          Si Abs(ca(j, 0)) > fmaxax Entonces 
                fmaxax = ca(j, 0) 
                ifzax = j 
            Fin Si 
        Siguiente j 
 
        Para j = 0 Hasta ccd 
          Si Abs(cd(j, 0)) > fmaxcd Entonces 
                fmaxcd = cd(j, 0) 
                ifzcd = j 
            Fin Si 
    
 
5 
 
Next j 
        For j = 0 To cctc 
            If Abs(ctc(j, 0)) > fmaxCTC Then 
                fmaxCTC = ctc(j, 0) 
                ifzCTC = j 
            End If 
        Next j 
 
        For j = 0 To cctd 
            If Abs(ctd(j, 0)) > fmaxCTD Then 
                fmaxCTD = ctd(j, 0) 
                ifzCTD = j 
            End If 
        Next j 
 
        CDmax = Max(Max(fmaxcd, fmaxCTC), 
fmaxCTD) 
 
        'Console.WriteLine("fmax: {0}", 
Abs(f(ifz, 0))) 
        'Console.WriteLine("i_Fmax: {0}", 
ifz) 
        For j = 0 To ccd 
            i = cd(j, 1) * resx / L 
            i2 = cd(j, 2) * resx / L 
            drawCD(i + xmi, i2 + xmi, 
TabPage1.Height - ymi, Convert.ToInt32(80 * 
cd(j, 0) / Abs(CDmax))) 
        Next j 
 
        For j = 0 To cctc 
            i = ctc(j, 1) * resx / L 
            i2 = ctc(j, 2) * resx / L 
            drawCTC(i + xmi, i2 + xmi, 
TabPage1.Height - ymi, Convert.ToInt32(80 * 
ctc(j, 0) / Abs(CDmax))) 
        Next j 
 
        For j = 0 To cctd 
            i = ctd(j, 1) * resx / L 
            i2 = ctd(j, 2) * resx / L 
            drawCTD(i + xmi, i2 + xmi, 
TabPage1.Height - ymi, Convert.ToInt32(80 * 
ctd(j, 0) / Abs(CDmax))) 
        Next j 
 
        For j = 0 To cf 
            i = f(j, 1) * resx / L 
            drawFlecha(i + xmi, 
TabPage1.Height - ymi, Convert.ToInt32(80 * 
f(j, 0) / Abs(f(ifz, 0)))) 
        Next j 
 
        For j = 0 To cca 
            i = ca(j, 1) * resx / L 
            drawFlechaAx(i + xmi, 
TabPage1.Height - ymi, Convert.ToInt32(80 * 
ca(j, 0) / Abs(ca(ifzax, 0)))) 
        Next j 
   Siguiente j 
        Para j = 0 Hasta cctc 
        Si Abs(ctc(j, 0)) > fmaxCTC Entonces 
                fmaxCTC = ctc(j, 0) 
                ifzCTC = j 
            Fin Si 
        Siguiente j 
 
        Para j = 0 Hasta cctd 
        Si Abs(ctd(j, 0)) > fmaxCTD Entonces 
                fmaxCTD = ctd(j, 0) 
                ifzCTD = j 
            Fin Si 
        Siguiente j 
 
        CDmax = Max(Max(fmaxcd, fmaxCTC), 
fmaxCTD) 
 
        'Consola.EscribirLinea("fmax: {0}", 
Abs(f(ifz, 0))) 
        'Consola.EscribirLinea("i_Fmax: 
{0}", ifz) 
        Para j = 0 Hasta ccd 
            i = cd(j, 1) * resx / L 
            i2 = cd(j, 2) * resx / L 
            dibujarCD(i + xmi, i2 + xmi, 
TabPage1.Altura - ymi, Convertir.ToInt32(80 
* cd(j, 0) / Abs(CDmax))) 
        Siguiente j 
 
        Para j = 0 Hasta cctc 
            i = ctc(j, 1) * resx / L 
            i2 = ctc(j, 2) * resx / L 
            dibujarCTC(i + xmi, i2 + xmi, 
TabPage1.Altura - ymi, Convertir.ToInt32(80 
* ctc(j, 0) / Abs(CDmax))) 
        Siguiente j 
 
        Para j = 0 Hasta cctd 
            i = ctd(j, 1) * resx / L 
            i2 = ctd(j, 2) * resx / L 
            dibujarCTD(i + xmi, i2 + xmi, 
TabPage1.Altura - ymi, Convertir.ToInt32(80 
* ctd(j, 0) / Abs(CDmax))) 
        Siguiente j 
 
        Para j = 0 Hasta cf 
            i = f(j, 1) * resx / L 
            dibujarFlecha(i + xmi, 
TabPage1.Altura - ymi, Convertir.ToInt32(80 
* f(j, 0) / Abs(f(ifz, 0)))) 
        Siguiente j 
         
       Para j = 0 Hasta cca 
            i = ca(j, 1) * resx / L 
            dibujarFlechaAx(i + xmi, 
TabPage1.Altura - ymi, Convertir.ToInt32(80 
* ca(j, 0) / Abs(ca(ifzax, 0)))) 
        Siguiente j 
 
  
 
       For j = 0 To cap 
            i = ap(j) * resx / L 
            drawAp(i + xmi, TabPage1.Height 
- ymi) 
        Next j 
 
        
    End Sub 
 
“Dibujar Fuerza Cortante Total” 
 
Sub drawfuncVxTot(ByVal xmi As Integer, 
ByVal ymi As Integer, ByVal xsize As 
Integer, ByVal ysize As Integer, ByVal L As 
Double, ByVal resx As Integer, ByVal resy As 
Integer) 
 
        Dim imax As Double 
        Dim imin As Double 
        Dim newy As Integer 
        Dim newy2 As Integer 
        Dim varx As Double 
        Dim varx2 As Double 
        Dim mmax As Double 
        Dim mmin As Double 
        Dim mtemp As Double 
        Dim absmax As Double 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el cortante máximo y 
mínimo 
 
        For i = 0 To resx 
            varx = i * L / resx 
            mtemp = Vxtot(varx) 
            If mtemp > mmax Then 
                mmax = mtemp 
                imax = i 
            End If 
            If mtemp < mmin Then 
                mmin = mtemp 
                imin = i 
            End If 
        Next i 
 
        If Abs(mmax) < Abs(mmin) Then 
            imax = imin 
        End If 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        If absmax = 0 Then 
            absmax = 1 
        End If 
 
 
        
 
 
    Para j = 0 Hasta cap 
            i = ap(j) * resx / L 
            dibujarAp(i + xmi, 
TabPage1.Altura - ymi) 
        Siguiente j 
 
 
    Fin Declarar 
 
“Dibujar Fuerza Cortante Total” 
 
Declarar drawfuncVxTot(Mantener xmi como 
Entero, Mantener ymi como Entero, Mantener 
xsize como Entero, Mantener ysize como 
Entero, Mantener L como Decimal, Mantener 
resx como Entero, Mantener resy como Entero) 
 
        Declarar imax como Decimal 
        Declarar imin como Decimal 
        Declarar newy como Entero 
        Declarar newy2 como Entero 
        Declarar varx como Decimal 
        Declarar varx2 como Decimal 
        Declarar mmax como Decimal 
        Declarar mmin como Decimal 
        Declarar mtemp como Decimal 
        Declarar absmax como Decimal 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el cortante máximo y 
mínimo 
 
        Para i = 0 hasta resx 
            varx = i * L / resx 
            mtemp = Vxtot(varx) 
            Si mtemp > mmax Entonces 
                mmax = mtemp 
                imax = i 
            Fin Si 
            Si mtemp < mmin Entonces 
                mmin = mtemp 
                imin = i 
            Fin Si 
        Siguiente i 
 
        Si Abs(mmax) < Abs(mmin) Entonces 
            imax = imin 
        Fin Si 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        Si absmax = 0 Entonces 
            absmax = 1 
        Fin Si 
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'For para graficar 
 
    For i = 0 To resx 
 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            newy = TabPage3.Height - 
Convert.ToInt32(Vxtot(varx) * resy / absmax) 
- ymi 
 
            newy2 = TabPage3.Height - 
Convert.ToInt32(Vxtot(varx2) * resy / 
absmax) - ymi 
            
TabPage3.CreateGraphics.DrawLine(Pens.Red, i 
+ xmi, newy, i + 1 + xmi, newy2) 
            'Console.WriteLine("valor de i: 
{0} ", i) 
 
        Next i 
 
        'Rectangulos de encuadre 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi, xsize, 
ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(absmax, 4)) + " N", 
Control.DefaultFont, Brushes.Black, xmi, 
TabPage3.Height - ymi - ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Brushes.Black, xmi + 
xsize + 2, TabPage3.Height - ymi) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(1000 * imax * L / resx, 4)) + 
" mm", Control.DefaultFont, Brushes.Black, 
xmi + imax, TabPage3.Height - ymi - 13) 
 
    End Sub 
 
 
 
 
 
 
'For para graficar 
         
      Para i = 0 Hasta resx 
 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            nuevoy = TabPage3.Altura - 
Convertir.ToInt32(Vxtot(varx) * resy / 
absmax) - ymi 
 
            nuevoy2 = TabPage3.Altura - 
Convertir.ToInt32(Vxtot(varx2) * resy / 
absmax) - ymi 
            
TabPage3.CrearGrafico.DibujarLinea(Color.Red
, i + xmi, nuevoy, i + 1 + xmi, nuevoy2) 
            'Consol.EscribirLinea("valor de 
i: {0} ", i) 
 
        Siguiente i 
 
        'Rectangulos de encuadre 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi, xsize, 
ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Convert.
ToString(Round(absmax, 4)) + " N", 
Control.DefaultFont, Pintar.Black, xmi, 
TabPage3.Altura - ymi - ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Convert.
ToString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Pintar.Black, xmi + 
xsize + 2, TabPage3.Altura - ymi) 
        
TabPage3.CrearGrafico.DibujarCadena(Convert.
ToString(Round(1000 * imax * L / resx, 4)) + 
" mm", Control.DefaultFont, Pintar.Black, 
xmi + imax, TabPage3.Altura - ymi - 13) 
 
    Fin. Declarar 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
'Procedimiento para dibujar la función M(x) 
 
    Sub drawfuncMxY(ByVal xmi As Integer, 
ByVal ymi As Integer, ByVal xsize As 
Integer, ByVal ysize As Integer, ByVal L As 
Double, ByVal resx As Integer, ByVal resy As 
Integer) 
        Dim imax As Double 
        Dim imin As Double 
 
        Dim newy As Integer 
        Dim newy2 As Integer 
        Dim varx As Double 
        Dim varx2 As Double 
        Dim mmax As Double 
        Dim mmin As Double 
        Dim mtemp As Double 
        Dim absmax As Double 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el momento máximo y 
mínimo 
 
        For i = 0 To resx 
            varx = i * L / resx 
            mtemp = MxY(varx) 
            If mtemp > mmax Then 
                mmax = mtemp 
                imax = i 
            End If 
            If mtemp < mmin Then 
                mmin = mtemp 
                imin = i 
            End If 
        Next i 
 
        If Abs(mmax) < Abs(mmin) Then 
            imax = imin 
        End If 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        If absmax = 0 Then 
            absmax = 1 
        End If 
        'For para graficar 
        For i = 0 To resx 
 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            newy = TabPage3.Height - 
Convert.ToInt32(MxY(varx) * resy / absmax) - 
ymi 
            newy2 = TabPage3.Height - 
Convert.ToInt32(MxY(varx2) * resy / absmax) 
- ymi 
 
 
'Procedimiento para dibujar la función M(x) 
 
    Declarar drawfuncMxY(Mantener xmi como 
Entero, Mantener ymi como Entero, Mantener 
xsize como Entero, Mantener ysize como 
Entero, Mantener L como Decimal, Mantener 
resx como Entero, Mantener resy como Entero) 
        Definir imax como Decimal 
        Definir imin como Decimal 
 
        Definir newy As Integer 
        Definir newy2 As Integer 
        Definir varx As Decimal 
        Definir varx2 As Decimal 
        Definir mmax As Decimal 
        Definir mmin As Decimal 
        Definir mtemp As Decimal 
        Definir absmax As Decimal 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el momento máximo y 
mínimo 
 
        Para i = 0 Hasta resx 
            varx = i * L / resx 
            mtemp = MxY(varx) 
            Si mtemp > mmax Entonces 
                mmax = mtemp 
                imax = i 
            Fin Si 
            Si mtemp < mmin Entonces 
                mmin = mtemp 
                imin = i 
            Fin Si 
        Siguiente i 
 
        Si Abs(mmax) < Abs(mmin) Entonces 
            imax = imin 
        Fin Si 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        Si absmax = 0 Entonces 
            absmax = 1 
        Fin Si 
        'For para graficar 
        Para i = 0 Hasta resx 
 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            newy = TabPage3.Altura - 
Convertir.ToInt32(MxY(varx) * resy / absmax) 
- ymi 
            newy2 = TabPage3.Altura - 
Convertir.ToInt32(MxY(varx2) * resy / 
absmax) - ymi 
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TabPage3.CreateGraphics.DrawLine(Pens.Blue, 
i + xmi, newy, i + 1 + xmi, newy2) 
 
        Siguiente i 
 
        'Rectangulos de encuadre 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi, xsize, 
ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(absmax, 4)) + " Nxm", 
Control.DefaultFont, Brushes.Black, xmi, 
TabPage3.Height - ymi - ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Brushes.Black, xmi + 
xsize + 2, TabPage3.Height - ymi) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(1000 * imax * L / resx, 4)) + 
" mm", Control.DefaultFont, Brushes.Black, 
xmi + imax, TabPage3.Height - ymi - 13) 
 
    End Sub 
 
 
 
 
 
“Dibujar el desplazamiento en Y” 
 
Sub drawfuncDespY(ByVal xmi As Integer, 
ByVal ymi As Integer, ByVal xsize As 
Integer, ByVal ysize As Integer, ByVal L As 
Double, ByVal resx As Integer, ByVal resy As 
Integer) 
        Dim imax As Double 
        Dim imin As Double 
 
        Dim newy As Integer 
        Dim newy2 As Integer 
        Dim varx As Double 
        Dim varx2 As Double 
        Dim mmax As Double 
        Dim mmin As Double 
        Dim mtemp As Double 
        Dim absmax As Double 
        mmin = 0 
        mmax = 0 
TabPage3.CrearGrafico.DibujarLinea(ColorBlue
, i + xmi, newy, i + 1 + xmi, newy2) 
 
        Siguiente i 
 
        'Rectangulos de encuadre 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi, xsize, 
ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(absmax, 4)) + " Nxm", 
Control.DefaultFont,  Pintar.Black, 
xmi, TabPage3.Altura - ymi - ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Pintar.Black, xmi + 
xsize + 2, TabPage3.Altura - ymi) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(1000 * imax * L / resx, 4)) 
+ " mm", Control.DefaultFont, Pintar.Black, 
xmi + imax, TabPage3.Altura - ymi - 13) 
 
    Fin Declarar 
 
 
 
 
“Dibuja el desplazamiento en y producido por 
las cargas aplicadas” 
 
Declarar drawfuncDespY(Mantener xmi como 
Entero, Mantener ymi como Entero, Mantener 
xsize como Entero, Mantener ysize como 
Entero, Mantener L como Decimal, Mantener 
resx como Entero, Mantener resy como Entero) 
        Definir imax As Double 
        Dim imin As Double 
 
        Definir newy como Entero 
        Definir newy2 como Integer 
        Definir varx como Decimal 
        Definir varx2 como Decimal 
        Definir mmax como Decimal 
        Definir mmin como Decimal 
        Definir mtemp como Decimal 
        Definir absmax como Decimal 
        mmin = 0 
        mmax = 0 
 
 
 
 
'For para sacar el momento máximo y mínimo 
       For i = 0 To resx 
            varx = i * L / resx 
            mtemp = DespXY(varx) 
            If mtemp > mmax Then 
                mmax = mtemp 
                imax = i 
            End If 
            If mtemp < mmin Then 
                mmin = mtemp 
                imin = i 
            End If 
        Next i 
 
        If Abs(mmax) < Abs(mmin) Then 
            imax = imin 
        End If 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) * 1.1 
 
        If absmax = 0 Then 
            absmax = 1 
        End If 
'For para graficar 
        For i = 0 To resx 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
            newy = TabPage3.Height - 
Convert.ToInt32(DespXY(varx) * resy / 
absmax) - ymi 
            newy2 = TabPage3.Height - 
Convert.ToInt32(DespXY(varx2) * resy / 
absmax) - ymi 
 
TabPage3.CreateGraphics.DrawLine(Pens.Blue, 
i + xmi, newy, i + 1 + xmi, newy2) 
 
        Next i 
        Console.WriteLine("C1 = {0}", 
incY(cin - 1)) 
        Console.WriteLine("C2 = {0}", 
incY(cin)) 
        
     'Rectangulos de encuadre 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi, xsize, 
ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(absmax, 4) * 1000000) + " um", 
Control.DefaultFont, Brushes.Black, xmi, 
TabPage3.Height - ymi - ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(L * 1000, 4)) + " mm",  
'For para sacar el momento máximo y mínimo 
        Para i = 0 Hasta resx 
            varx = i * L / resx 
            mtemp = DespXY(varx) 
            Si mtemp > mmax Entonces 
                mmax = mtemp 
                imax = i 
            Fin Si 
            Si mtemp < mmin Entonces 
                mmin = mtemp 
                imin = i 
            Fin Si 
        Siguiente i 
 
        Si Abs(mmax) < Abs(mmin) Entonces 
            imax = imin 
        Fin Si 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) * 1.1 
 
        Si absmax = 0 Entonces 
            absmax = 1 
        Fin Si 
'For para graficar 
        Para i = 0 Hasta resx 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
            newy = TabPage3.Altura - 
Convertir.ToInt32(DespXY(varx) * resy / 
absmax) - ymi 
            newy2 = TabPage3.Altura - 
Convertir.ToInt32(DespXY(varx2) * resy / 
absmax) - ymi 
            
TabPage3.CrearGrafico.DibujarLinea(Color.Blu
e, i + xmi, newy, i + 1 + xmi, newy2) 
 
        Siguiente i 
        Consola.EscribirLinea("C1 = {0}", 
incY(cin - 1)) 
        Consola.EscribirLinea("C2 = {0}", 
incY(cin)) 
         
        'Rectangulos de encuadre 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi, xsize, 
ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(absmax, 4) * 1000000) + " 
um", Control.DefaultFont, Pintar.Black, xmi, 
TabPage3.Altura - ymi - ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(L * 1000, 4)) + " mm",  
  
 
Control.DefaultFont, Brushes.Black, xmi + 
xsize + 2, TabPage3.Height - ymi) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(1000 * imax * L / resx, 4)) + 
" mm", Control.DefaultFont, Brushes.Black, 
xmi + imax, TabPage3.Height - ymi - 13) 
    End Sub 
 
 
 
“Dibujar el Momento Resultante” 
 
Sub drawfuncMxtot(ByVal xmi As Integer, 
ByVal ymi As Integer, ByVal xsize As 
Integer, ByVal ysize As Integer, ByVal L As 
Double, ByVal resx As Integer, ByVal resy As 
Integer) 
        Dim imax As Double 
        Dim imin As Double 
 
        Dim newy As Integer 
        Dim newy2 As Integer 
        Dim varx As Double 
        Dim varx2 As Double 
        Dim mmax As Double 
        Dim mmin As Double 
        Dim mtemp As Double 
        Dim absmax As Double 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el momento máximo y 
mínimo 
 
        For i = 0 To resx 
            varx = i * L / resx 
            mtemp = Mx(varx) 
            If mtemp > mmax Then 
                mmax = mtemp 
                imax = i 
            End If 
            If mtemp < mmin Then 
                mmin = mtemp 
                imin = i 
            End If 
        Next i 
 
        If Abs(mmax) < Abs(mmin) Then 
            imax = imin 
        End If 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        If absmax = 0 Then 
            absmax = 1 
        End If 
 
 
Control.DefaultFont, Pintar.Black, xmi + 
xsize + 2, TabPage3.Altura - ymi) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(1000 * imax * L / resx, 4)) 
+ " mm", Control.DefaultFont, Pintar.Black, 
xmi + imax, TabPage3.Altura - ymi - 13) 
    Fin Declarar 
 
 
 
“Dibuja el momento resultante”  
 
Declarar drawfuncMxtot(Mantener xmi como 
Entero, Mantener ymi como Entero, Mantener 
xsize como Entero, Mantener ysize como 
Entero, Mantener L como Decimal, Mantener 
resx como Entero, Mantener resy como Entero) 
        Definir imax como Decimal 
        Definir imin como Decimal 
 
        Definir newy como Entero 
        Definir newy2 como Integer 
        Definir varx como Decimal 
        Definir varx2 como Decimal 
        Definir mmax como Decimal 
        Definir mmin como Decimal 
        Definir mtemp como Decimal 
        Definir absmax como Decimal 
        mmin = 0 
        mmax = 0 
 
        'For para sacar el momento máximo y 
mínimo 
 
        Para i = 0 Hasta resx 
            varx = i * L / resx 
            mtemp = Mx(varx) 
            Si mtemp > mmax Entonces 
                mmax = mtemp 
                imax = i 
            Fin Si 
            Si mtemp < mmin Entonces 
                mmin = mtemp 
                imin = i 
            Fin Si 
        Siguiente i 
 
        Si Abs(mmax) < Abs(mmin) Entonces 
            imax = imin 
        Fin Si 
 
        absmax = System.Math.Max(mmax, 
System.Math.Abs(mmin)) 
 
        Si absmax = 0 Entonces 
            absmax = 1 
        Fin Si 
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'For para graficar 
 
        For i = 0 To resx 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            newy = TabPage3.Height - 
Convert.ToInt32(Mx(varx) * resy / absmax) - 
ymi 
            newy2 = TabPage3.Height - 
Convert.ToInt32(Mx(varx2) * resy / absmax) - 
ymi 
 
            
TabPage3.CreateGraphics.DrawLine(Pens.Blue, 
i + xmi, newy, i + 1 + xmi, newy2) 
 
        Next i 
 
        'Rectangulos de encuadre 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CreateGraphics.DrawRectangle(Pens.B
lack, xmi, TabPage3.Height - ymi, xsize, 
ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(absmax, 4)) + " Nxm", 
Control.DefaultFont, Brushes.Black, xmi, 
TabPage3.Height - ymi - ysize) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Brushes.Black, xmi + 
xsize + 2, TabPage3.Height - ymi) 
        
TabPage3.CreateGraphics.DrawString(Convert.T
oString(Round(1000 * imax * L / resx, 4)) + 
" mm", Control.DefaultFont, Brushes.Black, 
xmi + imax, TabPage3.Height - ymi - 13) 
 
    End Sub 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
'For para graficar 
 
        Para i = 0 Hasta resx 
            varx = i * L / resx 
            varx2 = (i + 1) * L / resx 
 
            nuevoy = TabPage3.Altura - 
Convertir.ToInt32(Mx(varx) * resy / absmax) 
- ymi 
            nuevoy2 = TabPage3.Altura - 
Convertir.ToInt32(Mx(varx2) * resy / absmax) 
- ymi 
 
            
TabPage3.CrearGrafico.DibujarLinea(Color.Blu
e, i + xmi, nuevoy, i + 1 + xmi, nuevoy2) 
 
        Siguiente i 
 
        'Rectangulos de encuadre 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi - ysize, 
xsize, ysize) 
        
TabPage3.CrearGrafico.DibujarRectangulo(Colo
r.Black, xmi, TabPage3.Altura - ymi, xsize, 
ysize) 
        
TabPage3CrearGrafico.DibujarCadena(Convertir
.ToString(Round(absmax, 4)) + " Nxm", 
Control.DefaultFont, Pintar.Black, xmi, 
TabPage3.Altura - ymi - ysize) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(L * 1000, 4)) + " mm", 
Control.DefaultFont, Pintar.Black, xmi + 
xsize + 2, TabPage3.Altura - ymi) 
        
TabPage3.CrearGrafico.DibujarCadena(Converti
r.ToString(Round(1000 * imax * L / resx, 4)) 
+ " mm", Control.DefaultFont, Pintar.Black, 
xmi + imax, TabPage3.Altura - ymi - 13) 
 
    Fin Declarar 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
ANEXO D 
 
Código y pseudocódigo de programación desarrollados para el análisis a 
fatiga 
 
 
 
 
 
 
 
 
 
Function Falsifatig 
 
Function Falsifatig(ByVal s As Double, ByVal 
t As Double, ByVal e As Double, ByVal Mmto 
As Integer, ByVal X As Double, ByVal rr As 
Double, ByVal ktm As Double, ByVal ktf As 
Double, ByVal ktt As Double, ByVal nf As 
Double) 
 
        Dim r, fr As Double 
        Dim n, side As Integer 
        side = 0 
        Dim fs As Double 
        Dim ft As Double 
 
        ' starting values at endpoints of 
interval */ 
        fs = fatigcero(s, X, rr, ktm, ktf, 
ktt, nf) 
        ft = fatigcero(t, X, rr, ktm, ktf, 
ktt, nf) 
 
        For n = 0 To Mmto - 1 
 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
 
            If (Abs(t - s) < e * Abs(t + s)) 
Then 
                Exit For 
            End If 
 
            fr = fun(r, X) 
 
            If (fr * ft > 0) Then 
 
                ' fr and ft have same sign, 
copy r to t */ 
                t = r 
                ft = fr 
 
                If (side = -1) Then 
                    fs = fs / 2 
                End If 
                side = -1 
 
            ElseIf (fs * fr > 0) Then 
 
                ' fr and fs have same sign, 
copy r to s */ 
                s = r 
                fs = fr 
 
                If (side = 1) Then 
                    ft = ft / 2 
                End If 
 
                side = 1 
            Else 
 
Metodo Numerico para despejar N en fatiga  
 
Función Falsifatig(Mantener s como Decimal, 
mantener t como Decimal, Mantener e como 
Decimal, Mantener Mmto como Entero, Mantener 
X como Decimal, Mantener rr como Decimal, 
Mantener ktm como Decimal, Mantener ktf como 
Decimal, Mantener ktt como Decimal, Mantener 
nf como Decimal) 
        Definir r, fr como Decimal 
        Definir n, side como Entero 
        side = 0 
        Definir fs como Decimal 
        Definir ft como Decimal 
 
        ' Valores iniciales en los extremos 
del intervalo*/ 
        fs = fatigcero(s, X, rr, ktm, ktf, 
ktt, nf) 
        ft = fatigcero(t, X, rr, ktm, ktf, 
ktt, nf) 
 
        Para n = 0 Hasta Mmto - 1 
 
 
            r = (fs * t - ft * s) / (fs - 
ft) 
 
            Si (Abs(t - s) < e * Abs(t + s)) 
Entonces 
                Salir Para 
            Fin Si 
 
            fr = fun(r, X) 
 
            Si (fr * ft > 0) Entonces 
 
                ' fr and ft Tienen el mismo 
signo copiar r to t */ 
                t = r 
                ft = fr 
 
                Si (side = -1) Entonces 
                    fs = fs / 2 
                Fin Si 
                side = -1 
 
            SinoSi (fs * fr > 0) Entonces 
 
                ' fr and fs Tienen el mismo 
signo copiar r to s */ 
                s = r 
                fs = fr 
 
                Si (side = 1) Entonces 
                    ft = ft / 2 
                Fin Si 
 
                side = 1 
            Sino 
 
  
 
                ' fr * f_ very small (looks 
like zero) */ 
                Exit For 
            End If 
        Next n 
 
        If r.ToString = "NeuN" Then 
            r = 0 
            'Console.WriteLine("falsifatiga 
NAN") 
        End If 
 
        Return r 
 
    End Function 
 
 
 
Function NfatigaMises 
 
Function NfatigaMises(ByVal x As Double, 
ByVal diam As Double, ByVal r As Double, 
ByVal ktm As Double, ByVal ktf As Double, 
ByVal ktt As Double) 
        Dim k As Double 
        Dim sep As Double 
        Dim sn As Double 
        Dim Nf As Double 
 
        k = ka * Kb(diam + 0.0001) * 
Kc(conf) * Kd(temperat) * kcar 
 
        If su < 1380 * 1000000 Then 
            sep = 0.5 * su 
        Else 
            sep = 690000000 
        End If 
 
        sn = k * sep 
 
 
        Dim qf As Double 
        Dim qt As Double 
        Dim Kfm As Double 
        Dim kff As Double 
        Dim kft As Double 
        Dim Sms As Double 
        Dim Sas As Double 
        Dim Smf As Double 
        Dim Saf As Double 
        Dim Smm As Double 
        Dim Sam As Double 
        Dim Tm As Double 
        Dim Om As Double 
' fr * f_ very small (looks 
like zero) */ 
                Salir Para 
            Fin Si 
        Siguiente n 
 
        Si r.ToString = "NeuN" Entonces 
            r = 0 
          
'Consola.Escribirlinea("falsifatiga NAN") 
        Fin Si 
        Devuelve r 
 
    Fin Función 
 
 
 
Evalúa la ecuación de Von Mises en función 
de x 
Función NfatigaMises(Mantener x como 
Decimal, Mantener diam como Decimal, 
Mantener r como Decimal, Mantener ktm como 
Decimal, Mantener ktf como Decimal, Mantener 
ktt como Decimal) 
        Definir k como Decimal 
        Definir sep como Decimal 
        Definir sn como Decimal 
        Definir Nf como Decimal 
 
        k = ka * Kb(diam + 0.0001) * 
Kc(conf) * Kd(temperat) * kcar 
 
        Si su < 1380 * 1000000 Entonces 
            sep = 0.5 * su 
        Sino 
            sep = 690000000 
        Fin. Si 
 
        sn = k * sep 
 
 
        Definir qf como Decimal 
        Definir qt como Decimal 
        Definir Kfm como Decimal 
        Definir kff como Decimal 
        Definir kft como Decimal 
        Definir Sms como Decimal 
        Definir Sas como Decimal 
        Definir Smf como Decimal 
        Definir Saf como Decimal 
        Definir Smm como Decimal 
        Definir Sam como Decimal 
        Definir Tm como Decimal 
        Definir Om como Decimal 
 
 
 
 
  
 
        Dim Oa As Double
 
        Sms = Abs(16 * TorX(x) / (pi * diam ^ 3)) 
 
        Sas = 0 
 
        Saf = 0 
 
        Smf = Abs(4 * fax(x) / (pi * diam ^ 2)) 
 
        Smm = 0 
 
        Sam = Abs(32 * Mx(x) / (pi * diam ^ 3)) 
         
        qf = 1 / (1 + raizamm5Ax(su / 
1000000) / Sqrt(r * 1000)) 
 
        qt = 1 / (1 + raizamm5Tor(su / 
1000000) / Sqrt(r * 1000)) 
 
        Kfm = 1 + qf * (ktm - 1) 
 
        kff = 1 + qf * (ktf - 1) 
 
        kft = 1 + qt * (ktt - 1) 
 
        Tm = kft * Sms 
 
        Om = kff * Smf 
 
        Oa = Kfm * Sam 
 
        
        Nf = 1 / (Sqrt(Om ^ 2 + 3 * Tm ^ 2) 
/ su + Oa / sn) 
 
        Console.WriteLine("x: {0}", x) 
        Console.WriteLine("Sep: {0}", sep) 
        Console.WriteLine("sn: {0}", sn) 
        Console.WriteLine("diam: {0}", diam) 
        Console.WriteLine("Sms: {0}", Sms) 
        Console.WriteLine("Sas: {0}", Sas) 
        Console.WriteLine("Saf: {0}", Saf) 
        Console.WriteLine("Smf: {0}", Smf) 
        Console.WriteLine("Smm: {0}", Smm) 
        Console.WriteLine("Sam: {0}", Sam) 
        Console.WriteLine("Su: {0}", su) 
        Console.WriteLine("r: {0}", r) 
        Console.WriteLine("raiz a: {0}", 
raizamm5Ax(su / 1000000)) 
        Console.WriteLine("qf: {0}", qf) 
        Console.WriteLine("qt: {0}", qt) 
        Console.WriteLine("kfm: {0}", Kfm) 
        Console.WriteLine("kff: {0}", kff) 
        Console.WriteLine("kft: {0}", kft) 
 
 
 
Definir Oa como Decimal 
 
 
        Sms = Abs(16 * TorX(x) / (pi * diam ^ 3)) 
 
        Sas = 0 
 
        Saf = 0 
 
        Smf = Abs(4 * fax(x) / (pi * diam ^ 2)) 
 
        Smm = 0 
 
        Sam = Abs(32 * Mx(x) / (pi * diam ^ 3)) 
         
        qf = 1 / (1 + raizamm5Ax(su / 
1000000) / Sqrt(r * 1000)) 
 
        qt = 1 / (1 + raizamm5Tor(su / 
1000000) / Sqrt(r * 1000)) 
 
        Kfm = 1 + qf * (ktm - 1) 
 
        kff = 1 + qf * (ktf - 1) 
 
        kft = 1 + qt * (ktt - 1) 
 
        Tm = kft * Sms 
 
        Om = kff * Smf 
 
        Oa = Kfm * Sam 
 
        
        Nf = 1 / (Sqrt(Om ^ 2 + 3 * Tm ^ 2) 
/ su + Oa / sn) 
 
   Consola.EscribirLinea("x: {0}", x) 
   Consola.EscribirLinea("Sep: {0}", sep) 
   Consola.EscribirLinea("sn: {0}", sn) 
   Consola.EscribirLinea("diam: {0}", diam) 
   Consola.EscribirLinea("Sms: {0}", Sms) 
   Consola.EscribirLinea("Sas: {0}", Sas) 
   Consola.EscribirLinea("Saf: {0}", Saf) 
   Consola.EscribirLinea("Smf: {0}", Smf) 
   Consola.EscribirLinea("Smm: {0}", Smm) 
   Consola.EscribirLinea("Sam: {0}", Sam) 
   Consola.EscribirLinea("Su: {0}", su) 
   Consola.EscribirLinea("r: {0}", r) 
   Consola. EscribirLinea("raiz a: {0}", 
raizamm5Ax(su / 1000000)) 
   Consola.EscribirLinea("qf: {0}", qf) 
   Consola.EscribirLinea("qt: {0}", qt) 
   Consola.EscribirLinea("kfm: {0}", Kfm) 
   Consola.EscribirLinea("kff: {0}", kff) 
   Consola.EscribirLinea("kft: {0}", kft) 
      
  
 
   Console.WriteLine("Tm: {0}", Tm) 
        Console.WriteLine("Om: {0}", Om) 
        Console.WriteLine("Oa : {0}", Oa) 
        Console.WriteLine("denom: {0}", 
(Sqrt(Om ^ 2 + 3 * Tm ^ 2) / su + Oa / sn)) 
        Console.WriteLine("N: {0}", Nf) 
        Console.WriteLine() 
        Console.WriteLine() 
 
 
        Return Nf 
    End Function 
 
    Function fun(ByVal d As Double, ByVal x 
As Double) 
 
        Return sy * pi * d ^ 3 / (4 * 
Sqrt((8 * Abs(Mx(x)) + Abs(fax(x)) * d) ^ 2 
+ 48 * Abs(TorX(x)) ^ 2)) - n 
 
    End Function 
 
 
 
 
 
“Declarar VerificarFatiga” 
 
  Sub VerificarFatiga(ByVal L As Double, 
ByVal resx As Integer, ByVal Nfat As Double) 
 
        
Console.WriteLine("VerificarFatiga()") 
        Dim imax As Double 
        Dim imin As Double 
        Dim imaxD As Double 
        Dim iminD As Double 
        Dim dant As Double = 0 
        Dim dnew As Double 
        Dim r As Double 
        Dim ktm As Double 
        Dim ktf As Double 
        Dim ktt As Double 
        Dim varx As Double 
        Dim varxant As Double 
        Dim mmax As Double 
        Dim mmin As Double 
        Dim mtemp As Double 
        Dim mmaxD As Double 
        Dim mminD As Double 
        Dim mtempD As Double 
        Dim cumple As Boolean = True 
        mmin = 1000 
        mmax = 0 
        mminD = 1000 
        r = 1000000 
        ktm = 1 
        ktf = 1 
        ktt = 1 
        For i = 0 To resx 
 
   Consola.EscribirLinea("Tm: {0}", Tm) 
   Consola.EscribirLinea("Om: {0}", Om) 
   Consola.EscribirLinea("Oa : {0}", Oa) 
   Consola.EscribirLinea("denom: {0}", 
(Sqrt(Om ^ 2 + 3 * Tm ^ 2) / su + Oa / sn)) 
   Consola.EscribirLinea("N: {0}", Nf) 
   Consola.EscribirLinea() 
   Consola.EscribirLinea() 
 
 
        Devuelve Nf 
    Fin Función 
 
    Función fun(Mantener d como Decimal, 
Mantener x como Decimal) 
 
        Devuelve sy * pi * d ^ 3 / (4 * 
Sqrt((8 * Abs(Mx(x)) + Abs(fax(x)) * d) ^ 2 
+ 48 * Abs(TorX(x)) ^ 2)) - n 
 
    Fin Función 
 
 
 
 
“Verifica el factor de seguridad del árbol 
en todos los puntos” 
  Definir VerificarFatiga(Mantener L como 
Decimal, Mantener resx como Entero, Mantener 
Nfat como Decimal) 
 
 Consola.Escribir Linea("VerificarFatiga()") 
        Definir imax como Decimal 
        Definir imin como Decimal 
        Definir imaxD como Decimal 
        Definir iminD como Decimal 
        Definir dant como Decimal = 0 
        Definir dnew como Decimal 
        Definir r como Decimal 
        Definir ktm como Decimal 
        Definir ktf como Decimal 
        Definir ktt como Decimal 
        Definir varx como Decimal 
        Definir varxant como Decimal 
        Definir mmax como Decimal 
        Definir mmin como Decimal 
        Definir mtemp como Decimal 
        Definir mmaxD como Decimal 
        Definir mminD como Decimal 
        Definir mtempD como Decimal 
        Definir cumple como Falso o 
verdadero = Verdadero 
        mmin = 1000 
        mmax = 0 
        mminD = 1000 
        r = 1000000 
        ktm = 1 
        ktf = 1 
        ktt = 1 
        Para i = 0 hasta resx 
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            Console.WriteLine("Iteración: 
{0}", i) 
            varx = i * L / resx 
            dnew = D(varx) 
            If dnew > 0 And dant > 0 Then 
 
                If cumple = True And Not 
(dant = dnew) Then 
                    r = InputBox("Ingrese r 
(radio de redondeo) para el cambio de 
sección en " + Convert.ToString(varx * 1000) 
+ " mm") 
                    ktm = InputBox("Ingrese 
ktm para el cambio de sección en " + 
Convert.ToString(varx * 1000) + " mm") 
                    ktf = InputBox("Ingrese 
ktf para el cambio de sección en " + 
Convert.ToString(varx * 1000) + " mm") 
                    ktt = InputBox("Ingrese 
ktt para el cambio de sección en " + 
Convert.ToString(varx * 1000) + " mm") 
                Else 
                    r = 1000000 
                    ktm = 1 
                    ktf = 1 
                    ktt = 1 
                End If 
 
                varx = i * L / resx 
                mtemp = 
Min(Min(NfatigaMises(varx, dnew, r, ktm, 
ktf, ktt), NfatigaMises(varx, dant, r, ktm, 
ktf, ktt)), Min(NfatigaMises(varxant, dnew, 
r, ktm, ktf, ktt), NfatigaMises(varxant, 
dant, r, ktm, ktf, ktt))) 
 
 
                mtempD = Falsifatig(0, 5, 
0.0001, 1000, varx, r, ktm, ktf, ktt, Nfat) 
 
                If mtemp > mmax Then 
                    mmax = mtemp 
                    imax = i 
                End If 
                If mtemp < mmin Then 
                    mmin = mtemp 
                    imin = i 
                End If 
 
                If mtempD > mmaxD Then 
 
 
 
 
 
 
 
 
 
 
          Consola.EscribirLinea("Iteración: 
{0}", i) 
            varx = i * L / resx 
            dnew = D(varx) 
            Si dnew > 0 Y dant > 0 Entonces 
 
                Si cumple = Verdadero y No 
(dant = dnew) Entonces 
                    r = Imprimir("Ingrese r 
(radio de redondeo) para el cambio de 
sección en " + Convertir.ToString(varx * 
1000) + " mm") 
                    ktm = Imprimir("Ingrese 
ktm para el cambio de sección en " + 
Convertir.ToString(varx * 1000) + " mm") 
                    ktf = Imprimir("Ingrese 
ktf para el cambio de sección en " + 
Convertir.ToString(varx * 1000) + " mm") 
                    ktt = Imprimir("Ingrese 
ktt para el cambio de sección en " + 
Convertir.ToString(varx * 1000) + " mm") 
                Sino 
                    r = 1000000 
                    ktm = 1 
                    ktf = 1 
                    ktt = 1 
                Fin Si 
 
                varx = i * L / resx 
                mtemp = 
Min(Min(NfatigaMises(varx, dnew, r, ktm, 
ktf, ktt), NfatigaMises(varx, dant, r, ktm, 
ktf, ktt)), Min(NfatigaMises(varxant, dnew, 
r, ktm, ktf, ktt), NfatigaMises(varxant, 
dant, r, ktm, ktf, ktt))) 
 
 
                mtempD = Falsifatig(0, 5, 
0.0001, 1000, varx, r, ktm, ktf, ktt, Nfat) 
 
                Si mtemp > mmax Entonces 
                    mmax = mtemp 
                    imax = i 
                End If 
                Si mtemp < mmin Entonces 
                    mmin = mtemp 
                    imin = i 
                Fin Si 
 
                Si mtempD > mmaxD Entonces 
 
 
 
 
 
 
 
 
 
  
 
                    mmaxD = mtempD 
                    imaxD = i 
                End If 
                If mtempD < mminD Then 
                    mminD = mtempD 
                    iminD = i 
                End If 
 
                If mmin < Nfat And cumple = 
True Then 
                    Label22.Text = "no 
cumple porque el n de fatiga es menor que el 
requerido en la posición: " + 
Convert.ToString(Round(varx * 1000, 2)) + 
"mm" + vbCr + "siendo N = " + 
Convert.ToString(Round(mmin, 3)) + " y dant 
= " + Convert.ToString(Round(dant * 1000, 
2)) + " mm" 
                    cumple = False 
                End If 
 
 
            End If 
            dant = dnew 
            varxant = varx 
        Next i 
        Label25.Text = "El valor mínimo del 
diámetro es de: " + Convert.ToString(mmaxD * 
1000) + " mm  en la posición: " + 
Convert.ToString(imaxD * L / resx * 1000) 
'Convert.ToString(Round(imaxD * L / resx * 
1000, 2)) 
        If cumple = True Then 
            Label22.Text = " El eje cumple 
en todos los puntos con el Nmínimo siendo el 
Nmin = " + Convert.ToString(Round(mmin, 3)) 
        End If 
 
    End Sub 
 
 
 
Factores que afectan la resistencia a la 
fatiga 
 
Function Kb(ByVal D As Double) 
 
 
        If D <= 0.008 Then 
            Return 1 
 
        ElseIf D > 0.008 And D < 0.25 Then 
            Return 0.6 
 
        Else 
            Return 1.189 * D * 1000 ^ (-
0.097) 
        End If 
    End Function 
 
 
                    mmaxD = mtempD 
                    imaxD = i 
                Fin Si 
                Si mtempD < mminD Entonces 
                    mminD = mtempD 
                    iminD = i 
                Fin Si 
 
                Si mmin < Nfat Y cumple = 
Verdadero Entonces 
                    Label22.Text = "no 
cumple porque el n de fatiga es menor que el 
requerido en la posición: " + 
Convertir.ToString(Round(varx * 1000, 2)) + 
"mm" + vbCr + "siendo N = " + 
Convertir.ToString(Round(mmin, 3)) + " y 
dant = " + Convertir.ToString(Round(dant * 
1000, 2)) + " mm" 
                    cumple = Falso 
                Fin Si 
 
            Fin Si 
            dant = dnew 
            varxant = varx 
        Siguiente i 
        Label25.Text = "El valor mínimo del 
diámetro es de: " + Convertir.ToString(mmaxD 
* 1000) + " mm  en la posición: " + 
Convertir.ToString(imaxD * L / resx * 1000) 
'Convertir.ToString(Round(imaxD * L / resx * 
1000, 2)) 
        Si cumple = Verdadero Entonces 
            Label22.Text = " El eje cumple 
en todos los puntos con el Nmínimo siendo el 
Nmin = " + Convertir.ToString(Round(mmin, 
3)) 
        Fin Si 
 
    Fin Declarar 
 
 
Factores que afectan la resistencia a la 
fatiga 
 
Función Kb(Mantener D como Decimal) 
 
 
        Si D <= 0.008 Entonces 
            Devuelve 1 
 
        FiSi D > 0.008 y D < 0.25 Entonces 
            Devuelve 0.6 
 
        Sino 
            Devuelve 1.189 * D * 1000 ^ (-
0.097) 
        Fin Si 
    Fin Función 
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    Function Kc(ByVal PorcConf As Double) 
 
        If PorcConf = 50 Then 
            Return 1 
        ElseIf PorcConf = 90 Then 
            Return 0.897 
        ElseIf PorcConf = 99 Then 
            Return 0.814 
        ElseIf PorcConf = 99.9 Then 
            Return 0.753 
        ElseIf PorcConf = 99.99 Then 
            Return 0.702 
        ElseIf PorcConf = 99.999 Then 
            Return 0.659 
        Else 
            Return 0 
        End If 
    End Function 
 
 
 
 
 
    Function Kd(ByVal TemperC As Double) 
 
        If TemperC <= 450 Then 
            Return 1 
        ElseIf TemperC > 450 And TemperC < 
550 Then 
            Return 1 - (0.0058) * (TemperC - 
450) 
        Else 
            Return 0 
 
        End If 
 
    End Function 
 
    Dim kcar As Double = 1 
 
    Función Kc(Mantener PorcConf como 
Decimal) 
 
        Si PorcConf = 50 Entonces 
            Devuelve 1 
        FinSi PorcConf = 90 Entonces 
            Devuelve 0.897 
        FinSi PorcConf = 99 Entonces 
            Devuelve 0.814 
        FinSi PorcConf = 99.9 Entonces 
            Devuelve 0.753 
        FinSi PorcConf = 99.99 Entonces 
            Devuelve 0.702 
        FinSi PorcConf = 99.999 Entonces 
            Devuelve 0.659 
        Sino 
            Devuelve 0 
        Fin Si 
    Fin Función 
 
 
 
 
   Función Kd(Mantener TemperC como Decimal) 
 
        Si TemperC <= 450 Entonces 
            Devuelve 1 
        SinoSi TemperC > 450 Y TemperC < 550 
Entonces 
            DDevuelve 1 - (0.0058) * 
(TemperC - 450) 
        Sino 
            Devuelve 0 
 
        Sino Si 
 
    Fin Función 
 
    Declarar kcar como Decimal = 1 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
ANEXO E 
 
Código y pseudocódigo de programación desarrollados para el análisis de 
rigidez 
 
 
 
 
 
 
 
 
 
“Botón para análisis de Rigidez” 
 
Private Sub Button22_Click(sender As Object, 
e As EventArgs) Handles Button22.Click 
 
        Dim resx As Integer = 10000 
        Dim varx As Double 
        Dim tnew As Double 
        Dim tant As Double 
        Dim Dnew As Double 
        Dim Dant As Double 
        Dim Torlist(100) As Double 
        Dim conttor As Integer = -1 
        Dim SumRig As Double = 0 
 
        For i = 0 To resx 
            Console.WriteLine("Iteración: 
{0}", i) 
            varx = i * L / resx 
            tnew = TorX(varx) 
            Dnew = D(varx) 
 
            'Console.WriteLine("Dant:{0}", 
Dant) 
            'Console.WriteLine("Dnew :{0}", 
Dnew) 
            If Not (Dant = Dnew) Then 
 
                conttor = conttor + 1 
                Torlist(conttor) = varx 
                
Console.WriteLine("TorlistD:{0}", 
Torlist(conttor)) 
 
            ElseIf Not (tant = tnew) Then 
 
                conttor = conttor + 1 
                Torlist(conttor) = varx 
                
Console.WriteLine("TorlistT:{0}", 
Torlist(conttor)) 
 
            End If 
 
 
 
            tant = tnew 
            Dant = Dnew 
            Console.WriteLine("conttor:{0}", 
conttor) 
 
        Next i 
        ListRig.Items.Clear() 
        For i = 0 To conttor - 1 
 
            Dim rig As Double 
            Dim ItemAp As ListViewItem 
 
            ListRig.BeginUpdate() 
            ItemAp = 
ListRig.Items.Add(Torlist(i)) 
“Botón para análisis de Rigidez” 
 
Privado Declarar Button22_Click(sender como 
Objecto, e como EventArgs) Manipular 
Button22.Click 
 
        Definir resx como Entero = 10000 
        Definir varx como Decimal 
        Definir tnew como Decimal 
        Definir tant como Decimal 
        Definir Dnew como Decimal 
        Definir Dant como Decimal 
        Definir Torlist(100) como Decimal 
        Definir conttor como Entero = -1 
        Definir SumRig como Decimal = 0 
 
        Para i = 0 Hasta resx 
           Consola.EscribirLinea("Iteración: 
{0}", i) 
            varx = i * L / resx 
            tnuevo = TorX(varx) 
            Dnuevo = D(varx) 
 
           'Consola.EscrbirLinea("Dant:{0}", 
Dant) 
            'Consola.EscribirLinea("Dnew 
:{0}", Dnew) 
            Si No (Dant = Dnew) Entonces 
 
                conttor = conttor + 1 
                Torlist(conttor) = varx 
                
Consola.EsrbirLinea("TorlistD:{0}", 
Torlist(conttor)) 
 
            SinoSi No (tant = tnew) Entonces 
 
                conttor = conttor + 1 
                Torlist(conttor) = varx 
                
Consola.EscribirLinea("TorlistT:{0}", 
Torlist(conttor)) 
 
            Fin Si 
 
 
            tant = tnew 
            Dant = Dnew 
       Consola.Escribirlinea("conttor:{0}", 
conttor) 
 
        Siguiente i 
        ListRig.Items.Clear() 
        Para i = 0 Hasta conttor - 1 
 
            Definir rig como Decimal 
            Definir ItemAp como ListViewItem 
 
            ListRig.BeginUpdate() 
            ItemAp = 
ListRig.Items.Add(Torlist(i)) 
  
 
            ItemAp.SubItems.Add(Torlist(i + 
1)) 
            rig = TorX((Torlist(i) + 
Torlist(i + 1)) / 2) / (MRigidez * 
Jiner(D((Torlist(i) + Torlist(i + 1)) / 2))) 
            ItemAp.SubItems.Add(rig) 
            SumRig = SumRig + 
TorX((Torlist(i) + Torlist(i + 1)) / 2) * 
(Torlist(i + 1) - Torlist(i)) / (MRigidez * 
Jiner(D((Torlist(i) + Torlist(i + 1)) / 2))) 
            
ItemAp.SubItems.Add(TorX((Torlist(i) + 
Torlist(i + 1)) / 2)) 
            ItemAp.SubItems.Add(SumRig) 
            ItemAp.SubItems.Add(SumRig * 180 
/ pi) 
            ListRig.EndUpdate() 
            ListRig.Refresh() 
            
'Console.WriteLine("Tor({0}):{1}", 
(Torlist(i) + Torlist(i + 1)) / 2, 
TorX((Torlist(i) + Torlist(i + 1)) / 2)) 
            'Console.WriteLine("DeltaL: 
{0}", Torlist(i + 1) - Torlist(i + 1)) 
        Next i 
 
    End Sub 
 
            ItemAp.SubItems.Add(Torlist(i + 
1)) 
            rig = TorX((Torlist(i) + 
Torlist(i + 1)) / 2) / (MRigidez * 
Jiner(D((Torlist(i) + Torlist(i + 1)) / 2))) 
            ItemAp.SubItems.Add(rig) 
            SumRig = SumRig + 
TorX((Torlist(i) + Torlist(i + 1)) / 2) * 
(Torlist(i + 1) - Torlist(i)) / (MRigidez * 
Jiner(D((Torlist(i) + Torlist(i + 1)) / 2))) 
            
ItemAp.SubItems.Add(TorX((Torlist(i) + 
Torlist(i + 1)) / 2)) 
            ItemAp.SubItems.Add(SumRig) 
            ItemAp.SubItems.Add(SumRig * 180 
/ pi) 
            ListRig.EndUpdate() 
            ListRig.Refresh() 
            
'Consola.EscribirLinea("Tor({0}):{1}", 
(Torlist(i) + Torlist(i + 1)) / 2, 
TorX((Torlist(i) + Torlist(i + 1)) / 2)) 
            'Consola.EscribirLinea("DeltaL: 
{0}", Torlist(i + 1) - Torlist(i + 1)) 
        Siguiente i 
 
    End Declarar 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
ANEXO F 
 
Código y pseudocódigo de programación desarrollados para el análisis de 
vibraciones 
 
 
 
 
 
 
 
 
 
“ Boton para Vibraciones” 
  Private Sub Button15_Click(sender As 
Object, e As EventArgs) Handles 
Button15.Click 
        Dim sumatVibNum As Double = 0 
        Dim sumatVibDenom As Double = 0 
        Dim Ncr As Double 
 
        ccdMasa = -1 
        dens = InputBox("ingrese la densidad 
del eje en kg/M^3") * 9.81 
        Dim counter As Integer = 0 
        Lsum = 0 
        'relleno de tabla de cargas 
distribuidas de masa 
        'console.writeLine("numsec: {0}", 
numsec) 
 
        For i = 0 To numsec 
            For j = counter To counter + 9 
                ccdMasa += 1 
                'para ingresar valor de la 
carga distribuida 
                cdMasa(ccdMasa, 0) = Sec(i, 
1) / 10 * pi / 4 * D(Lsum + 0.5 * Sec(i, 1) 
/ 10) ^ 2 * dens 
                'console.writeLine("dens: 
{0}", dens) 
                'console.writeLine("sec i 1: 
{0}", Sec(i, 1)) 
                'console.writeLine("D: {0}", 
D(Lsum + 0.5 * Sec(i, 1) / 10 ^ 2 * dens)) 
                'console.writeLine("D 
evaluado en: {0}", Lsum + 0.5 * Sec(i, 1) / 
10 ^ 2 * dens) 
                
'console.writeLine("CDmasa({0}): {1}", 
ccdMasa, cdMasa(ccdMasa, 0)) 
                'para ingresar valor de la 
distancia 
                cdMasa(ccdMasa, 1) = Lsum 
                cdMasa(ccdMasa, 2) = Lsum + 
Sec(i, 1) / 10 
                Lsum = Lsum + Sec(i, 1) / 10 
                'console.writeLine("Lsum: 
{0}", Lsum) 
            Next j 
        Next i 
 
        'console.writeLine("número de cargas 
distribuidas de masa: {0}", ccdMasa) 
        NcpunMasa = InputBox("Ingrese el 
número de cargas puntuales debidas a 
acoples", "Número de cargas puntuales de 
acoples") 
        cfvib = NcpunMasa - 1 
        For i = 0 To NcpunMasa - 1 
 
            fMasa(i, 0) = InputBox("Ingrese 
la magnitud de la carga puntual {0}", i + 1) 
          
“ Boton para Vibraciones” 
  Privado Declarar Button15_Click(sender 
como Objecto, e como EventArgs) Manipular 
Button15.Click 
       Declarar sumatVibNum como Decimal= 0 
       Declarar sumatVibDenom como Decimal=0 
       Declarar Ncr como Decimal 
 
        ccdMasa = -1 
        dens = InputBox("ingrese la densidad 
del eje en kg/M^3") * 9.81 
        Declarar counter como Entero = 0 
        Lsum = 0 
        'relleno de tabla de cargas 
distribuidas de masa 
        'consola.EscribirLinea("numsec: 
{0}", numsec) 
 
        Para i = 0 a numsec 
            Para j = counter a counter + 9 
                ccdMasa += 1 
                'para ingresar valor de la 
carga distribuida 
                cdMasa(ccdMasa, 0) = Sec(i, 
1) / 10 * pi / 4 * D(Lsum + 0.5 * Sec(i, 1) 
/ 10) ^ 2 * dens 
              'consola.Escribirlinea("dens: 
{0}", dens) 
              'consola.EscribirLinea("sec i 
1: {0}", Sec(i, 1)) 
              'consola.EscribirLinea("D: 
{0}", D(Lsum + 0.5 * Sec(i, 1) / 10 ^ 2 * 
dens)) 
                'consola.EscribirLinea("D 
evaluado en: {0}", Lsum + 0.5 * Sec(i, 1) / 
10 ^ 2 * dens) 
 'consola.EscribirLinea("CDmasa({0}): {1}", 
ccdMasa, cdMasa(ccdMasa, 0)) 
              'para ingresar valor de la 
distancia 
                cdMasa(ccdMasa, 1) = Lsum 
                cdMasa(ccdMasa, 2) = Lsum + 
Sec(i, 1) / 10 
                Lsum = Lsum + Sec(i, 1) / 10 
              'consola.EscribirLinea("Lsum: 
{0}", Lsum) 
            Siguiente j 
        Siguiente i 
 
        'consola.EscribirLinea("número de 
cargas distribuidas de masa: {0}", ccdMasa) 
        NcpunMasa = InputBox("Ingrese el 
número de cargas puntuales debidas a 
acoples", "Número de cargas puntuales de 
acoples") 
        cfvib = NcpunMasa - 1 
        Para i = 0 hasta NcpunMasa - 1 
 
            fMasa(i, 0) = InputBox("Ingrese 
la magnitud de la carga puntual {0}", i + 1) 
 
  
 
fMasa(i, 1) = InputBox("Ingrese la posición 
de la carga puntual {0} en mm medida desde 
el extremo izquierdo", i + 1) 
 
        Next i 
 
 
        sumatVibNum = 0 
        sumatVibDenom = 0 
 
 
        For i = 0 To ccdMasa 
            sumatVibNum = sumatVibNum + 
cdMasa(i, 0) * Abs(despvib(cdMasa(i, 0), 
(cdMasa(i, 1) + cdMasa(i, 2)) / 2)) 
        Next i 
        'console.write("numerador hasta 
distrib {0} ", sumatVibNum) 
        For i = 0 To cfvib 
            sumatVibNum = sumatVibNum + 
fMasa(i, 0) * Abs(despvib(fMasa(i, 0), 
fMasa(i, 1))) 
      
 
 
Next i 
        'console.write("numerador total {0} 
", sumatVibNum) 
        For i = 0 To ccdMasa 
            sumatVibDenom = sumatVibDenom + 
cdMasa(i, 0) * (despvib(cdMasa(i, 0), 
(cdMasa(i, 1) + cdMasa(i, 2)) / 2) ^ 2) 
        Next i 
        'console.write("denominador hasta 
distrib {0} ", sumatVibDenom) 
        For i = 0 To cfvib 
            sumatVibDenom = sumatVibDenom + 
fMasa(i, 0) * (despvib(fMasa(i, 0), fMasa(i, 
1)) ^ 2) 
        Next i 
        'console.write("denominador total 
{0} ", sumatVibDenom) 
        Ncr = 946 * Pow((sumatVibNum / 
sumatVibDenom), 0.5) 
        'MsgBox("el valor de la frecuencia 
crítica con el valor absoluto del 
desplazamiento: " + Convert.ToString(Ncr)) 
        Label39.Text = Round(Ncr, 0) 
 
    End Sub 
 
fMasa(i, 1) = InputBox("Ingrese la posición 
de la carga puntual {0} en mm medida desde 
el extremo izquierdo", i + 1) 
 
        Siguiente i 
 
        sumatVibNum = 0 
        sumatVibDenom = 0 
 
 
        Para i = 0 Hasta ccdMasa 
            sumatVibNum = sumatVibNum + 
cdMasa(i, 0) * Abs(despvib(cdMasa(i, 0), 
(cdMasa(i, 1) + cdMasa(i, 2)) / 2)) 
        Siguiente i 
        'consola.Escribir("numerador hasta 
distrib {0} ", sumatVibNum) 
        Para i = 0 Hasta cfvib 
            sumatVibNum = sumatVibNum + 
fMasa(i, 0) * Abs(despvib(fMasa(i, 0), 
fMasa(i, 1))) 
 
 
 
 
Siguiente i 
        'consola.Escribir("numerador total 
{0} ", sumatVibNum) 
        Para i = 0 Hasta ccdMasa 
            sumatVibDenom = sumatVibDenom + 
cdMasa(i, 0) * (despvib(cdMasa(i, 0), 
(cdMasa(i, 1) + cdMasa(i, 2)) / 2) ^ 2) 
        Siguiente i 
        'consola.Escribir("denominador hasta 
distrib {0} ", sumatVibDenom) 
        Para i = 0 Hasta cfvib 
            sumatVibDenom = sumatVibDenom + 
fMasa(i, 0) * (despvib(fMasa(i, 0), fMasa(i, 
1)) ^ 2) 
        Next i 
        'consola.Escribir("denominador total 
{0} ", sumatVibDenom) 
        Ncr = 946 * Pow((sumatVibNum / 
sumatVibDenom), 0.5) 
        'MsgBox("el valor de la frecuencia 
crítica con el valor absoluto del 
desplazamiento: " + Convert.ToString(Ncr)) 
        Label39.Text = Round(Ncr, 0) 
 
    Fin Declarar 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
ANEXO G 
 
Video Tutorial  
Material Multimedia 
 
 
 
 
 
 
 
 
 
