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Diplomska naloga opisuje razvoj in orodja, uporabljena za razvoj spletne 
aplikacije, ki zaznava in opozarja uporabnika na bližino rešilnih avtomobilov v 
realnem času, tako da se lahko uporabnik pravočasno odzove. Poleg aplikacije same 
je opisan tudi razvoj zalednega dela, izdelava nadzorne plošče sistema in pridobivanje 
simuliranih podatkov rešilnih avtomobilov.  
Na kratko predstavimo, tudi že obstoječe rešitve, da pokažemo, kaj je 
uporabnikom že dostopno na današnjem trgu, tako mobilne aplikacije kot vgrajene in 
dograjene sisteme. Nato pa te sisteme primerjamo z našo rešitvijo, kjer izpostavimo 
glavne razlike in podobnosti. 
Za praktično uporabo mora sistem izvesti vse korake delovanja v dovolj kratkem 
času, da ga dojamemo kot instantno, tako da deluje aplikacija v realnem času. Večina 
aplikacij in storitev, ki že obstajajo, nam že lahko podajo veliko informacij o trenutnem 
stanju na cestišču, vendar pa ne opozarjajo na gibajoča vozila na izredni vožnji, kot so 
rešilni avtomobili in gasilska vozila. To primerjavo z drugimi aplikacijami bolj 
podrobno opišemo tudi v prvem delu diplomske naloge. 
Rezultat pa je aplikacija, narejena v JavaScript jeziku, ki teče na spletnem 
strežniku in deluje s simuliranimi podatki. Za bolj praktično testiranje delovanja 
rešitve je lokacija uporabnika fiksna na poti vnaprej simuliranih poti reševalnih vozil. 
Ko se simulirane lokacije rešilnih avtomobilov približajo lokaciji uporabnika v radiju 
tristo petdesetih metrov, aplikacija začne na to opozarjati uporabnika. 
Rešitev bi bilo možno uporabljati tudi v drugačnih primerih, in bi lahko 
opozarjali na bližino mestnih avtobusov, ki vozijo po določeni liniji. Tako bi uporabnik 
lahko pravočasno prispel na najbližjo avtobusno postajo. Poleg mestnih avtobusov pa 
bi lahko opozarjali na vse taksije, ki so v bližini uporabnika, ali pa na bližino taksija, 
ki smo ga naročili, s čimer bi taksistom lahko olajšali iskanje strank. To lahko 
dosežemo z najmanjšim prirejanjem kode pri vseh štirih komponentah rešitve. 
Te štiri komponente pa so uporabniška aplikacija, ki skrbi za lokacijo uporabnika 
in opozarjanje uporabnika na bližino reševalnih vozil. Strežnik LDAF prejema 
lokacijo uporabnika in lokacije reševalnih vozil, računa razdaljo med temi lokacijami, 
in pošlje sporočilo, ko je reševalno vozilo blizu. Strežnik s podatki o reševalnih vozilih, 
kjer so shranjeni simulirani podatki o lokacijah reševalnih vozil, ki jih posreduje na 
strežnik LDAF in nadzorni plošči. Nadzorna plošča pa vizualno predstavlja poti 








This thesis describes the development and the tools used to develop a web 
apolication, that detects and alerts the user to ambulances in real time, so that the user 
has ample time to react. The development of the back end, control panel and the 
process of acquiring simulated ambulance data is also described. 
We do a quick overview of existing solutions, to demostrate what is already 
available on todays market, both mobile aoplications and build in systems. Then we 
compare these systems to our solution, where we focus on the main differences and 
similarities. 
For practical use, the system has to perform all the steps necesary in a short 
enough time frame, so that we percieve it as instant, and that makes it a real time 
application. Most of the existing applications can offer us a lot of information about 
the current state of the roads, but do not alert of moving vehicles, that are on emergency 
routes, like ambulances and firetrucks. We discus this comparison in more detail in the 
first part of the thesis. 
The result is an application made in Javascript, that runs on a server and uses 
simulated data to operate. For easier testing of the complete solution, the possition of 
the user is hard coded in the path of the simulated ambulance routes. When the location 
of an ambulance comes into the radious of three hundred and fifty meters of the user, 
the application warns the user of this event. 
The solution could be expanded on, so that it could warn the user to the vicinity 
of city buses, that are driving a certain route. With this the user could arrive at the 
nearest bus stop in time. Besides city buses, we could also warn about the presence of 
taxies, be it all taxies or just the specific one we ordered, which would help taxi drivers 
look for their customers. All this could be achieved, by changing the code slightly in 
all four components of the solution. 
These four components are the user application, that takes care of the users 
location and warns them about nearby ambulances. The LDAF server, that recieves 
the location of the user and the locations of the ambulances, then it calculates the 
distance between them, and sends a message, when the ambulances are near. Next is 
the server with the simulated data, that sends this information to LDAF and the control 
panel. And lastly the control panel that visualy represents the paths of the ambulances, 
the location of the user, and the circle of three hundred and fifty meters around the 
user. 





V zadnjem desetletju so se komunikacijske tehnologije močno razvile, velik 
razlog je bila uporaba in grajenje infrastrukture optičnih komunikacij. Z optičnimi 
komunikacijami so postale hitrosti prenosov podatkov zelo velike, za podobno ceno 
kot pri bakrenih vodnikih. Hitrosti pri optičnih komunikacijah lahko dosegajo tudi 
1Gbit/s. Poleg fizičnih medijev pa so se posodobil tudi brezžični medij, in sicer smo 
prešli iz tretje generacije mobilnih omrežij v LTE. LTE je nadgradnja mobilnega 
omrežja, s čimer se je povečala hitrost prenosa, ki zdaj teoretično lahko dosega 
326,4Mbit/s.  
Poleg prenosnih medijev so se povečale tudi zmogljivosti računalniških 
komponent. Procesorji so postali veliko hitrejši, prav tako pa se je cena SSD diskov 
zmanjšala, kar nam omogoča hitrejšo obdelavo in dostop do podatkov. 
Informacijsko komunikacijski sistemi ali IKT so tako postali ključni deli v vseh 
panogah gospodarstva, saj je to postalo vse bolj digitalno. Ravno zaradi tega se je treba 
osredotočiti na razvoj izdelkov in storitev IKT ter e-trgovanja, krepitev aplikacij IKT 
za e-vlado, e-učenje, e-kulturo in e-zdravstvo.[1] 
Prav tako pa se sistemi IKT uporabljajo v avtomobilski industriji, saj ima večina 
modernih vozil vgrajene navigacijske sisteme. Če ni tako, pa so nam na voljo 
interaktivne mobilne aplikacije, ki jih lahko uporabljamo med vožnjo, za navigacijo in 
opozarjanje na nevarnosti na cestišču.  
Eden izmed modernih IKT sistemov, ki pa se še vedno razvija, so pametna 
mesta. Bistvo pametnih mest je učinkovito upravljanje urbanih območij s pomočjo 
informacijskih rešitev, zbiranja podatkov, senzorjev, podatkovne analitike. Primer 
tega je projekt EkoSmart, ki se je osredotočal na tri domene pametnega mesta, zdravje, 
aktivno življenje in mobilnost.[2] Ideja takšnih sistemov, je olajšati in optimizirati 
potrebne komunikacije, da te tri domene obratujejo nemoteno. Med to sodi tudi 
uporabljanje IKT tehnologij, za promet v pametnih mestih, kjer bi lahko postorili 
marsikaj, da bi optimizirali javni prevoz, voznikom poslali pomembne informacije o 
prometu, v katerem so udeleženi, in da bi olajšali delo reševalnim vozilom, da bi hitreje 
prispeli na mesto, kjer so nujno potrebni. 
Zato smo se odločili, da bi v tej diplomski nalogi zasnovali in izdelali rešitev, ki 
bi to omogočala. Torej uporabniško aplikacijo, ki bi opozarjala voznike avtomobilov, 
ko se jim približujejo reševalna vozila, z namenom, da se v najkrajšem možnem času 
vzpostavi reševalni pas, s čimer bi se zmanjšal tudi odzivni čas reševalnih vozil, in pa 
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zaledni sistem, ki bi pridobival potrebne podatke in preračunaval razdaljo med 
uporabnikom in reševalnimi vozili. 







2. Interaktivne prometne aplikacije 
Interaktivne prometne aplikacije so namenjene uporabi med vožnjo in so ali 
vgrajene v sam avtomobil, dostopne s pomočjo vgrajenega računalnika ali pa so 
aplikacije nameščene na mobilnih telefonih. Značilno so te aplikacije namenjene 
navigaciji in imajo nekaj opozorilnih funkcij, predvsem glede zastojev na cesti in 
radarskih kontrol. Ti podatki po navadi prihajajo s strani uporabnikov v sistem, tako 
da je neka negotovost glede pristnosti podatkov. V google-ovi trgovini z aplikacijami 
je takšnih aplikacij sto devetintrideset, ki pa niso namenjene le voznikom avtomobilov, 
ampak tudi kolesarjem, in pa tudi aplikacije za javni prevoz. 
Te aplikacije so po navadi zasnovane tako, da uporabnika med vožnjo ne motijo 
in ne odvračajo njegove pozornosti od vožnje. V ta namen ima večino teh aplikacij 
preproste uporabniške vmesnike in glasovno navigacijo, kot prav tako glasovna 
opozorila. Vse to pripomore k temu, da se uporabnik bolj osredotoči na cestišče in 
samo vožnjo, kot pa na aplikacijo. 
2.1. DarsPromet+ 
DarsPromet+ je prometna aplikacija, ki ponuja podatke o stanju prometa na 
večjih cestah po Sloveniji. Vključuje podatke o gostoti prometa, potovalnih časih, 
prometne informacije, cestne kamere in podobno. Namenjena je uporabi med vožnjo, 
zato ima tudi temu primeren uporabniški vmesnik kot tudi zvočna obvestila, da 














 Slika 1: Dars promet+ aplikacija [3] 
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2.2. AMZS aplikacija 
Podobno kot pri DarsPromet+, ponuja tudi AMZS svojo aplikacijo, ki prav tako 
ponuja podatke o prometu. Poleg informacij, ki jih ponuja že DarsPromet+, pa ta 
aplikacija opozarja tudi na bližino šol, na morebitne kritične situacije ter izredne 
razmere na cestišču (zasneženo cestišče, megla, poledica). Aplikacija pa vključuje tudi 
funkcijo pošiljanja SMS sporočila klicnemu centru za pomoč na cesti, v primeru 






















2.3. Google Zemljevidi 
Google zemljevidi je mobilna aplikacija, primerna za uporabo med vožnjo. Ima 
podatke o več kot dvesto dvajsetih držav in območij, prav tako pa milijone podjetji in 
turističnih lokacij. Prav tako pa ima možnost navigacije, ki preračuna čas, ki je 
potreben za pot, glede na promet in omejitve, prav tako pa upošteva, če je cestišče 
zaprto in samodejno preusmeri voznika. Poleg možnosti med vožnjo pa so nam na 
voljo tudi podatki za javni prevoz.[5] 
Slika 2: AMZS aplikacija [4] 
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Android auto pa je Google-ov vmesnik za povezovanje telefonov z avtomobili. 
Ko povežemo telefon, se nam na prikaznem oknu prikažejo naše aplikacije, tako da 
lahko z nekaj ukazi pridobimo navodila za pot, izvedemo klic ali pa pošljemo glasovno 
sporočilo. Po potrebi lahko z Googlovim asistentom spreminjamo destinacijo ali 
iščemo druge lokacije, kot so bencinske črpalke, lahko pa nadzorujemo glasbo ali celo 

















Slika 3: Zemljevidi Google maps[5]  
2.4. HAAS Alert 
HAAS Alert je aplikacija, ki jo je izdelalo podjetje HAAS in deluje podobno kot 
končni produkt te diplomske naloge, saj voznike opozarja, ko se približujejo reševalna 
vozila s prižganimi lučmi in sirenami. Na prisotnost teh opozarja z vizualnimi in 
zvočnimi opozorili, ki pa se prikažejo na avtomobilskih navigacijskih napravah, 





Slika 4: HAAS alert aplikacija [7] 
 
2.5. LTFE 112 Aplikacija 
LTFE je razvil aplikacijo, s katero se lahko lažje prenašajo informacije, ki so 
potrebne pri klicih v sili. Ideja je, da ima vsak uporabnik profil, kjer so nanizane 
morebitne zdravstvene težave uporabnika, tako da je v primeru gluhega uporabnika to 
že vnaprej znano. Operater na strani 112 lahko potem klic spremeni v videokonferenco 
in v pogovor vključi tolmača za gluhe, ki potem prevaja za operaterja. Ko je nevarnost 
ali problem uporabnika določen, se prepošlje konferenčni klic še do operaterja na 
strani storitve, ki je potrebna (rešilni avtomobili, gasilci, policija).  
Vsa komunikacija gre skozi centralni strežnik WebRTC, ki sočasno tudi snema 
celotno komunikacijo. Taka postavitev omogoča preprosto sodelovanje katere koli 
osebe, ki je potrebna za tovrstno komunikacijo, ne da bi potrebovali kakšno dodatno 
aplikacijo. Vse, kar potrebujemo, je moderni spletni brskalnik in začasni žeton, ki 






























2.6. Infotainment sistemi v avtomobilih 
Infotainment sistemi v avtomobilu so namenjeni temu, da olajšajo uporabo 
določenih funkcij v avtomobilu, kot so radio, klimatske naprave in pa navigacijo. 
Večina teh navigacijskih sistemov nam prikaže pot po tem, ko vnesemo destinacijo. 
Pot je označena ves čas, ko potujemo, s tem, da se nam posodablja naša lokacija. Če 
zgrešimo izvoz ali kakšen zavoj, nam navigacijski sistem preračuna novo pot in jo tudi 
posodobi na zaslonu. Poleg tega pa imamo po navadi tudi možnosti glasovne 
navigacije, tako da nam sistem glasovno sporoča, kdaj moramo zaviti v drugo smer. 
 V modernih avtomobilih so ti sistemi že vgrajeni v sam avtomobil, kot dodatna 
oprema, ko ga kupimo. Lahko pa tudi dogradimo te sisteme v avtomobil, če ga ni, 
pomeni, da ni ponujen v opremi avtomobila.  
Primer sistema, ki ga lahko dogradimo v avtomobil je »Acura On Demand Multi-
use Display 2.0«, je zaslon na dotik, ki ga vgradimo v armaturo avtomobila. Ima 
vgrajene funkcije, ki pomagajo vozniku pri uravnavanju klimatskih naprav v 
avtomobilu, olajša mu iskanje radijskih postaj, omogoča povezljivost s telefonom in 
Slika 5: LTFE 112 aplikacija  [8] 
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ima na voljo okna za navigacijo in upravljanje s telefonom, kot na primer, da se poveže 














2.7. Razlike med obstoječimi prometnimi aplikacijami in mojo 
rešitvijo 
Medtem ko večina zgoraj omenjenih aplikacij delujejo bolj kot navigacijski 
sistemi in opozarjajo na dela na cesti ter radarje, torej na stacionarne dogodke na cesti, 
pa je ideja diplomske naloge oz. razvite ideje, da opozarja bolj na dinamične oziroma 
premikajoče se primere, kot so reševalna vozila.  
Pri ostalih aplikacijah je lokacija dogodkov vnaprej znana in se vnaprej opozori 
voznika, ali pa tudi preračuna drugačno pot, da se temu izognemo. To aplikacijo pa bi 
imel voznik vklopljeno na mobilnem telefonu in bi dinamično opozarjala, ko se 
približuje vozilo, ki je na interventni vožnji.  
V nasprotju s prejšnjimi aplikacijami, ki nudijo tudi pogled zemljevida in 
navigacije, gre tu za bolj preprost uporabniški vmesnik, kjer bi s pritiskom na gumb 
aplikacija začela delovati, in v primeru, da pride reševalno vozilo v bližino, bi začela 
vizualno opozarjati voznika, da se ta lahko pravočasno umakne s poti. 
  
Slika 6: Acura Display [9] 
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3. Praktični del 
V tem delu diplomske naloge smo predstavili proces izdelave aplikacije od same 
zasnove do razvoja in do končnega izdelka. 
3.1. Zasnova rešitve 
Rešitev je bila zasnovana tako, da bi bila preprosta in uporabniku razumljiva. Z 
vidika same izdelave pa tako, da bi bili posamezni deli zlahka zamenljivi, ali pa 
razširljivi, če bi bila potreba oziroma želja po tem.  
Rešitev sama je sestavljena iz skupno štirih delov: »uporabniške aplikacije, 
LDAF strežnika, strežnika s podatki o reševalnih vozilih in nadzorne plošče«. Vsak 
izmed štirih delov je narejen tako, da ga je mogoče zamenjati, ali pa razširiti, tako da 
je celoten projekt narejen modularno. V primeru te diplomske naloge to pomeni, da bi 
lahko, na primer strežnik s podatki o reševalnih vozilih, ki ima simulirane podatke, 
zamenjali z nekim virom, ki nam podaja dejanske lokacije reševalnih vozil. Paziti 
moramo le na format, v katerem so podatki podani v odgovoru.  
Uporabniška aplikacija je namenjena interakciji z uporabnikom, in je narejena 
tako, da jo uporabnik zlahka razume. Ko jo vklopimo, se nam pokažeta dva gumba, 
prvi z napisom »start« in drugi z napisom »reset«. Ko pritisnemo gumb »start« 
uporabniška aplikacija vzpostavi povezavo z LDAF strežnikom, in sicer se vzpostavi 
web-socket povezava. Web-socket povezave se vzpostavijo, tako da se obe strani 
zavedata, da je povezava med njima, kar pomaga pri zmanjševanju pretoka podatkov, 
saj ni treba vedno narediti zahteve, da dobimo odgovor na uporabniško aplikacijo. Ko 
se povezava vzpostavi, prednji del pošlje zraven še podatke o svoji lokaciji, ki jih 
potem posodablja na vsakih deset sekund. Potem ko pa prejme odgovor od LDAF, 
uporabniška aplikacija sproži opozorilo uporabniku, kar pomeni, da se gumb »start«, 
ki je bil do zdaj sive barve, obarva rdeče, dokler se reševalno vozilo dovolj ne oddalji. 
Gumb »reset«, pa je namenjen temu, da lahko prekinemo opozorilo, ko je bilo enkrat 
aktivirano in se gumb obarva nazaj na sivo barvo. 
 LDAF je ogrodje osnovano v NodeJS, ki služi temu, da se prestavi del 
programske kode s prednjega dela na stran strežnika, predvsem tistih, ki se povezujejo 
na zunaj, za lažje nadziranje količine prenosa podatkov in zmanjšanje porabe virov 
uporabnika.[10]  
LDAF deluje, tako da kličemo storitve, ki potem izvedejo svoj namen in vrnejo 
odgovor uporabniku. Storitve lahko v LDAF preprosto dodajamo in kličemo. Ko 
pošiljamo sporočila v in z LDAF-a, jim moramo vnaprej prirediti tip sporočila in 
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spremenljivke, v katere se shranijo in jih potem lahko uporabimo. Te podatke moramo 
specificirati v datoteki, ki jo potem kličemo, ko prejemamo in pošiljamo podatke.  
LDAF strežnik je zadolžen za računanje razdalje med uporabnikom in 
reševalnimi vozili. Ko se vzpostavi povezava med njim in prednjim delom aplikacije, 
pridobi podatke o lokaciji uporabnika, in nato naredi poizvedbo o trenutni lokaciji 
reševalnih vozil ter izračuna razdaljo med vsemi reševalnimi vozili in uporabnikom, 
kar potem ponovi vsako sekundo. Razdalje med vozili in uporabnikom potem preverja 
ali so manjše od tristo petdesetih metrov. Če je vsaj ena razdalja manjša, pošlje 
odgovor na uporabniško aplikacijo. 
Strežnik s podatki o reševalnih vozilih je preprost strežnik, na katerem so 
shranjeni simulirani podatki o reševalnih vozilih, ki sem jih pridobil s pomočjo 
simulacijskega orodja SUMO. Ti podatki so shranjeni na strežniku v XML formatu, ki 
pa jih pred pošiljanjem strežnik pretvori v JSON format. 
 Nadzorna plošča pa je neodvisna od LDAF in prednjega dela rešitve, saj ob 
vklopu pridobi podatke neposredno od strežnika s podatki o reševalnih vozilih. 
Pridobljene podatke potem izriše na zemljevid in označi trenutne lokacije reševalnih 




















Slika 7: Diagram postavitve rešitve 
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3.2. Razvoj rešitve 
V tem delu diplomskega dela bomo prikazali sam razvoj projekta, z vsemi 
uporabljenimi knjižnicami, ogrodji in drugimi uporabljenimi programskimi orodji.  
3.2.1. Uporabniška aplikacija 
Uporabniška aplikacija je spletna aplikacija, ki smo jo naredili s pomočjo 
ogrodja za JavaScript, VueJs. VueJs je moderno JavaScript ogrodje, namenjeno 
izdelavi uporabniških vmesnikov in je sposobno tudi poganjanja Single page aplikacij, 
če ga uporabimo z dodatnimi knjižnicami in orodji. Dobra lastnost VueJs-a je 
odzivnost, kar pomeni, da aktivno spremlja spremembe spremenljivk in s tem na novo 
izrisuje tiste dele spletne aplikacije, ki jih je potrebno.[11]  
Uporabniški aplikaciji smo naredili zelo preprost uporabniški vmesnik s samo 
dvema gumboma. Prvi večji gumb z napisom »start« je namenjen zagonu rešitve, 
medtem ko drugi manjši, z napisom »reset« služi ponastavitvi sproženega alarma. Ko 
pritisnemo na gumb z oznako »start«, se sproži funkcija »wsInit«, ki ustvari novega 
klienta, s katerim nato naredi zahtevo na LDAF za vzpostavitev web-socket povezave 
in takoj ko se povezava vzpostavi, uporabniška aplikacija kliče funkcijo 
»callServerFunction«, ki smo jo spisali, tako da na oddaljenem strežniku kliče funkcijo 
»distance«, ki prejema podatke v sklopu storitve, ki smo jo naredili na LDAF. Funkcijo 
»callServerFunction« smo dali v interval, tako da se ponavlja vsakih petnajst sekund, 
















Slika 8: Klicanje strežniške funkcije 
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 V uporabniško aplikacijo pa sem dodal tudi del kode, ki čaka na določen 
odgovor od strežnika LDAF, in sicer posluša za dogodek (angl. event) »result«, ob 
katerem pridobi tudi sporočilo. Sporočila, ki jih uporabniška aplikacija oddaja in jih 
pričakuje kot odgovor, so točno določena v ServiceDefinitions, kjer je zapisano, 
kakšen tip sporočila je, dogodek s katerim je podatek povezan in imena spremenljivk, 
ki jih potem lahko po prenosu uporabljamo. Sporočilo, ki ga oddajamo na LDAF, sta 
dve števili s plavajočo vejico (float), in sta zemljepisna širina in dolžina lokacije 
uporabnika, kot odgovor pa pričakujemo besedilo, in sicer ali je reševalno vozilo v 
našem radiju ali ne. 
Prvi podatek, ki ga dobimo od LDAF, je odgovor »yes«, ki signalizira moji kodi, 
da je eno izmed reševalnih vozil vstopilo v naš radij tristo petdesetih metrov. Ko se to 
zgodi se sproži funkcija: »alertFunction«, ki obarva gumb »start« rdeče, in s tem 
opozarja uporabnika na reševalno vozilo. To smo dosegli s preprostim spreminjanjem 
barve v CSS-u, ki določa izgled uporabniške aplikacije. Gumb ostane rdeče barve, 
dokler je vsaj eno reševalno vozilo v bližini, ali uporabnik ne pritisne gumba »reset«, 
ki kliče funkcijo: »resetButton«, ki ponastavi gumb »start« na sivo barvo, vendar pa 
ne prekine povezave z LDAF, tako da bi se v primeru novega opozorila s strani LDAF, 
gumb ponovno obarval rdeče. V tem času uporabniška aplikacija ne prejema nobenih 
drugih sporočil, le potem ko so vsa reševalna vozila dovolj daleč stran, dobi novo 






































3.2.2. Razširjeni porazdeljeni aplikacijski okvir za IoT naprave z nizko 
komunikacijsko hitrostjo 
Razširjeni porazdeljeni aplikacijski okvir za IoT naprave z nizko komunikacijsko 
hitrostjo ali drugače LDAF, deluje tako, da ob vzpostavitvi povezave že vnaprej 
določimo za kašen tip povezave gre in do katere storitve na strežniku želimo dostopati. 
S takšnim sistemom imamo lahko na enem mestu več različnih storitev, ki so med 
seboj ločene in ne potrebujemo dodatnega strežnika. Za diplomsko nalogo smo dodali 
svojo storitev na strežnik imenovano »ambulance«, tako da moramo ob vzpostavitvi 
povezave točno določiti na uporabniški aplikaciji, da kličemo to storitev.  
Poleg tega da natančno določimo katero storitev kličemo, moramo podati tudi 
»Service Deffinition«, kjer so zapisani parametri sporočil, ki jih pošiljamo med 
uporabniško aplikacijo in strežnikom LDAF. V primeru sporočil, ki jih pošilja 
uporabniška aplikacija, imamo določeno, da je funkcija, ki jo kličemo na strežniku 
imenovana »distance«, da sporočila vsebujejo dve števili s plavajočo vejico, in da je 
tip sporočila zahteva. V primeru sporočil, ki pa jih prejemamo s strani LDAF na 
uporabniško aplikacijo, pa je sporočilo z imenom »result«, ki vsebuje besedilo in je 
tipa »push«, kar pomeni, da ne potrebujemo zahteve, da strežnik pošlje odgovor. 
Tako storitev prejema vse podatke o lokacijah, tako uporabniške aplikacije kot tudi 
reševalnih vozil. Lokacijo uporabnika prejme ob vzpostavitvi povezave z njim, in jo 
Slika 10: Opozorilo na reševalno vozilo 
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nato uporabniška aplikacija posodablja na vsakih petnajst sekund. Te razdalje se 
shranijo v spremenljivki »connection.conn.cliLat« in »connection.conn.cliLon«. Ko 
storitev prejme te podatke, naredi zahtevo na strežnik s podatki o reševalnih vozilih in 
v odgovor dobi podatke vseh reševalnih vozil, v formatu JSON. Te podatke potem 





 Ko imamo vse podatke shranjene 
Zdaj ko imamo vse podatke o lokacijah, se izvede tisti del kode, ki preračunava 
razdaljo med uporabnikom in reševalnimi vozili. Poleg lokacij opredelimo konstanto 
R, ki je radij zemlje. Izračun potem ponovimo tolikokrat, kolikor je število podatkov 












 Rešitve računanja shranimo v novo spremenljivko in jih pregledamo, ali so 
manjše od tristo petdeset metrov, kar smo dosegli s preprosto funkcijo vgrajeno v 
JavaScript, ki vrne vrednosti »true« ali »false«, glede na vse elemente v seznamu. 
Zaradi možnih napak, kot na primer, da podatki še niso pravilno shranjeni in nam 
JavaScript vrača vrednosti NaN (not a number), preverjam tudi, če pride do tega, saj 
bi v nasprotnem primeru prišlo do tega, da bi uporabniška aplikacija prekmalu dobila 
odgovor in sprožila lažni alarm. Ko se ti dve funkciji primerjanja izvedeta, in če je ena 
izmed razdalj manjša od tristo petdesetih metrov, se na uporabniško aplikacijo pošlje 
odgovor »yes«. Ker smo shranili lokacijo uporabnika v spremenljivkah 
»connection.conn.cliLat« in »connection.conn.cliLon«, sta spremenljivki shranjeni 
samo za uporabnika, ki je klical storitev iz točno te lokacije. Tako imamo tudi točko 
na katero lahko z lahkoto odgovarjamo s funkcijo, ki je vgrajena v LDAF. Ta funkcija 
Slika 12: Del kode, ki računa razdaljo. 
Slika 11: Podatki o reševalnih vozilih 
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je »sendToConnection« in potrebuje parametre: »connection, seq, messageType, 
messageObject«. 
Ta proces se ponovi vsako sekundo, tako da je uporabnik lahko pravočasno 
obveščen o bližini reševalnega vozila. Po tem, ko prvič pošljemo odgovor na 
uporabniško aplikacijo, se razdalja še vedno računa, s tem da se odgovor pošlje šele, 
ko so vsa reševalna vozila izven radija tristo petdesetih metrov, tako da uporabniška 
aplikacija  prejme sporočilo: »no«, prav tako s funkcijo »sendToConnection«, in 
preneha opozarjati uporabnika.   
Če ne bi uporabili LDAF-a, ali kakšnega drugega proxy strežnika, bi morali 
podatke o reševalnih vozilih prejemati neposredno na uporabniško aplikacijo, s čimer 
bi močno obremenili, tako omrežje kot uporabnikovo napravo. Tako pa uporabnikova 





3.2.3. Strežnik s podatki reševalnih vozil 
Strežnik s podatki reševalnih vozil je preprost strežnik s simuliranimi podatki o 
vozilih v Ljubljani. Za postavitev strežnika sem uporabil knjižnico Express.js, ki je 
narejena v NodeJS okolju.  
Za pridobitev podatkov sem uporabil orodje SUMO, ki je odprtokodna rešitev 
za simuliranje prometa v urbanih okoljih oziroma visokoprometnih cestišč.[12] Kot 
vhodne podatke v simulacijo je bilo treba vnesti prometno mrežo Ljubljane, mejne 
primere, poti po katerih se premikajo vozila in podatke o vozilih, kot so najvišja hitrost, 
začetni čas v simulaciji in podobno. Ker lahko opredelimo več različnih vrst vozil, 
nam to omogoča, da simuliramo tako normalni promet kot tudi posebna vozila, ki so 
v našem primeru reševalna vozila. 
Rezultat simulacije je XML datoteka z lokacijami vseh vozil in časovnimi 
značkami, ki nam točno povedo, kje in kdaj je to vozilo, kar je za ta projekt zelo 
priročno, saj lahko natančno poznamo poti, na katerih bodo reševalna vozila, kar olajša 
testiranje samega sistema. Glede na to, da trenutno ni točnih podatkov o lokaciji 
dejanskih reševalnih vozil ali vsaj da bi bil ta podatek javno dostopen, je to tudi edini 
vir podatkov, ki ga trenutno imamo. 
Datoteko z vsemi podatki smo potem, ko se je zgenerirala, uporabil s strežnikom, 
kjer se morajo najprej sfiltrirati, tako da nam ostanejo samo podatki o reševalnih 
vozilih in ne o vseh vozilih.  
Ker je rezultat simulacije zgolj XML datoteka s podatki, je bilo nekako treba 
simulirati gibanje. Ko poženemo strežnik, smo naredili nekakšno notranjo uro, ki se 
vsako sekundo povečuje, kar je enako razmiku med posameznimi podatki v datoteki. 
Ta se povečuje toliko časa, kolikor je uporabnih podatkov, nato se resetira na nič in 
postopek se ponovi, tako da so podatki vedno na voljo. 
Do strežnika smo naredili tri dostopne točke, in sicer: » / , /results, /time«, kjer 
prva točka vrača podatke o reševalnih vozilih v trenutnem času, torej vrne samo 
trenutne lokacije. Potem nam »/results« vrača vse simulirane točke reševalnih vozil, 
ki obstajajo in pa »/time«, ki vrača trenutno notranjo uro strežnika. 
Do prve točke dostopa LDAF, ki te podatke potem uporabi za računanje razdalj, 
do druge in tretje točke pa dostopa nadzorna plošča, ki potrebuje te podatke, da vriše 
vse točke, v katerih so reševalna vozila, uro pa uporabi za to, da lahko določi trenutno 






3.2.4. Nadzorna plošča 
Nadzorna plošča je aplikacija, ki smo jo pripravili za lažje spremljanje rešitve in 
za testiranje, če se uporabniška aplikacija pravi čas odzove. V osnovi je to zemljevid 
z včrtanimi potmi, ki jih bodo reševalna vozila prevozila. Na zemljevidu pa je označen 
tudi fiksni položaj uporabnika, kamor smo ga postavili za testiranje, okoli te točke pa 
je vrisan krog s polmerom tristo petdeset metrov, torej toliko, kolikor je meja v 
aplikaciji. Poti reševalnih vozil so označene s sivimi krogi, medtem ko so trenutne 















Medtem ko je lokacija uporabnika na tej vizualizaciji zapisana v kodi, pa so 
lokacija in poti reševalnih vozil pridobljeni na podoben način, kot je to narejeno pri 
LDAF-u. Ob zagonu vzpostavi nadzorna plošča zahtevo na strežnik s podatki o 
reševalnih vozilih, vendar v nasprotju z LDAF-om, nadzorna plošča pridobi podatke o 
vseh reševalnih vozilih in ne le o trenutnih lokacijah. Poleg podatkov o lokaciji pa 
pridobi tudi notranji čas, ki ga uporablja strežnik, tako da imamo tudi podatek, kje 
trenutno so reševalna vozila. S temi podatki lahko tako prikazujemo dejanske lokacije 
reševalnih vozil. 
Vizualizacijo smo naredili z JavaScript ogrodjem VueJs in knjižnico LeafletJs, 
ki je odprtokodna rešitev za izrisovanje zemljevidov.[13] Z LeafletJs pa je tudi 
preprosto dodajati markerje na zemljevid in jih poljubno vizualno urejati, s čimer smo 
tudi dosegli, da so poti reševalnih vozil označene drugače, kot dejanska lokacija vozil. 
S tem smo si pomagali tudi z VeuJs, ki lahko dinamično menja vrednosti 
spremenljivke, kar pomeni, da ima vsak stil za markerje svojo spremenljivko, ki jo 
Slika 13: Nadzorna plošča 
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potem, glede na to, kje je vozilo, spreminjamo z drugim stilom. To dosežemo s tem, 
da pogledamo notranjo uro, ki smo jo prejeli iz strežnika s podatki o reševalnih vozilih 
in nastavimo to kot začetno lokacijo, nato pa vsako sekundo spremenimo lokacijo na 
naslednjo. 
Zemljevid in vse komponente na njem se izrišejo funkciji »drawMap«. Začnemo 
s tem, da definiramo spremenljivko »mymap«, v kateri je osnova zemljevida. 
Določimo parametre zemljevida, in sicer, kje je središče zemljevida in kakšno 
povečavo naj ima zemljevid v osnovi. V naslednjem koraku moramo določiti tako 
imenovane ploščice, ki služijo samemu prikazovanju zemljevida po kvadrantih. 
Uporabili smo prostodostopne ploščice »openstreetmap«, ki so namenjene 
prezentacijskim namenom. S tem imamo izrisan osnovni zemljevid. 
V naslednjem delu kode definiramo lokacijo uporabnika, ki je v tem primeru, 
kot omenjeno, stalna in vpisana neposredno v kodo, in sicer z zemljepisno širino in 
dolžino. Tu definiramo tudi radij tristo petdesetih metrov okoli uporabnika, s 
središčem na enaki lokaciji kot uporabnik. Da radij ne bi bil enake barve kot marker 
lokacije uporabnika, mu moramo dodeliti drugo barvo, prav tako pa ga naredimo 
prepustnega, tako da markerja ne prekrije. Vse te sestavne dele moramo dodajati na 
zemljevid, po tem, ko jih določimo, kar storimo tako, da na koncu dodamo 
».addTo(mymap)«. 
Zdaj ko smo dodali uporabnika, dodamo še lokacije reševalnih vozil, na podoben 
način, le da za lokacije uporabimo podatke, ki smo jih pridobili s strežnika s podatki o 
reševalnih vozilih. Dodajati jih moramo posamezno, tako da smo naredili zanko 
»while«, ki za vsak podatek v seznamu naredi svojo točko na zemljevidu. Pri tem smo 
dodali tudi dve različni sliki za markerje, tako da lahko označimo trenutno lokacijo v 
drugačni barvi. To dosežemo tako, da definiramo spremenljivko »currentPosition = 
self.markers[self.time]«, kjer je »markers« seznam vseh markerjev reševalnih vozil in  
»time« trenutni čas simulacije. 
Ko vsa vozila prispejo na končne lokacije, se spremenljivka »time« nastavi nazaj 
na čas nič in se simulacija ponovi. S tem se tudi trenutna lokacija reševalnih vozil 
postavi nazaj na prvotno lokacijo.  
Če bi uporabljali realne podatke, torej ne simulacijskih, bi morali rešitev 
spremeniti tako, da bi vsakič, ko se posodobi lokacija na LDAF-u, ta informacija 
prispela tudi na nadzorno ploščo, prav tako pa bi morali pridobivati lokacijo 





Kot rezultati diplomske naloge so uporabniška aplikacija, storitev, ki sem jo 
dodal v LDAF, strežnik s podatki o reševalnih vozilih in pa vizualizacija. Vsak izmed 
posameznih delov diplomske naloge je delujoč in tudi postavili smo jih na 
infrastrukturi fakultete, kjer se lahko do njih dostopa.  
LDAF in strežnik s podatki o reševalnih vozilih sta samostoječa sistema, ki ju 
poganjamo v okolju NodeJs. Poženemo ju tako, da v komandni vrstici vpišemo ukaz 
node index.js za vklop LDAF in pa node server.js, da vklopimo strežnik s podatki o 
reševalnih vozilih. Ukaze moramo izvajati v mapah, kjer sta aplikaciji. 
Uporabniško aplikacijo in pa Nadzorno ploščo pa streže strežnik Nginx, ki sem 
ga konfiguriral tako, da sta aplikaciji dostopni s pomočjo dveh različnih vrat na istem 
IP naslovu.  
Poleg tega pa želimo v naslednjem delu še posebej izpostaviti nekatere dele 
diplomske naloge, ki so bili vredni razmisleka. 
3.3.1. Uporabniški vmesnik 
Uporabniški vmesnik same aplikacije je namenoma zelo preprost in lahek za 
uporabo, saj je namenjen uporabi med vožnjo. V ta namen ne sme biti moteč za 
voznika, zato tudi ni same vizualizacije v samem uporabniškem vmesniku. Prav tako 
aplikacija ne vsebuje nobenega zemljevida ali navigacije, ki bi lahko potencialno 
zamotila uporabnika med vožnjo.  
Aplikacija sama ima samo dva gumba, eden od njiju je »start« in drugi je »reset«. 
Prvi izmed njiju začne aplikacijo, nato pa se obarva rdeče, ko je v bližini reševalno 
vozilo in nato se obarva nazaj na sivo barvo, ko je reševalno vozilo izven radija tristo 
petdesetih metrov. Če pa bi uporabnik želel prekiniti opozorilo, pa to lahko stori s 
pritiskom na gumb »reset«, ki ponastavi barvo gumba »start« na sivo barvo. 
Glede izgleda prednjega dela aplikacije bi lahko stvari v prihodnosti še olepšali 
in morda posodobili s kakšnimi bolj dodelanimi grafikami. Lahko bi tudi spremenili 
statično spremembo barve v kakšno animacijo, ali kaj podobnega, da ne bi bila 





3.3.2. Mobilna aplikacija 
Mobilna aplikacija je enaka, kot je spletna oblika. Naredili smo jo z android 
studiem tako, da aplikacija preprosto odpre spletno mesto, na katerem je spletna oblika 
aplikacije. To smo dosegeli z »WebView« objektom, ki nam dovoli prikazovanje 
spletnih vsebin v mobilni aplikaciji, ampak ne dovoljuje nekaterih funkcionalnosti, ki 
nam jih zagotavljajo polno razviti spletni brskalniki. 
Za pridobivanje lokacije uporabnika uporabljam vgrajeno funkcijo jezika 
HTML5, ki pa je neodvisen od naprave, tako da tudi v tem primeru ne prihaja do 


























 Slika 14: Mobilna aplikacija 
31 
 
3.3.3. Razlika med polling-om in push-anjem 
Povezava med aplikacijo in LDAF se vzpostavi z web-socket, kar pomeni, da 
aplikaciji ni treba pošiljati zahteve na vsako sekundo, kar bi bilo zelo neučinkovito za 
energetsko porabo mobilnih naprav. Prav tako pa bi s tem obremenjevali omrežje, saj 
bi, ne le pošiljali zahteve na LDAF ampak bi tudi dobivali odgovore na vsako sekundo, 
tako da bi bilo število sporočil toliko večje.  
S tem ko se izognemo tolikšnemu številu sporočil pa je tudi manjša možnost, da 
bi sporočilo prispelo prepozno ali pa da se sploh ne bi poslalo. Tako kot razbremenimo 
uporabnikovo napravo z manjšim številom sporočil, pa ima tudi LDAF manj dela s 
pošiljanjem in obdelovanjem sporočil, kar pa zagotovi boljše delovanje samega 
sistema. 
Poleg razbremenitve povezave in zmanjšanja števila sporočil pa je razlika tudi v 
času, v katerem pride sporočilo do aplikacije, da je reševalno vozilo v bližini, saj ne 
potrebujemo zahtev, da dobimo sporočilo. Ključna razlika tu je, da namesto zahteve 
od uporabnika, naredimo tako imenovani »push« s strani strežnika, ki nam neposredno 
pošlje sporočilo na aplikacijo, kar znatno skrajša čas, ki je potreben, da sporočilo 
prispe. To je v takšnih aplikacijah ključnega pomena, saj bi v primeru, da je sporočilo 
prepozno, lahko pomenilo, da je reševalno vozilo že preblizu, da bi se lahko uporabnik 
pravočasno odzval na opozorilo. 
Na sliki 15 smo prikazali število prenesenih paketov med uporabniško aplikacijo 
in LDAF-om z uporabo web-socketa. Meritev traja od začetka vzpostavitve povezave 















Slika 15: Število paketov pri websocket 
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3.3.4. Trenutne omejitve rešitve 
Glede na trenutno dostopne podatke in določene naključno fiksne podatke je kar 
nekaj omejitev, ki jih rešitev trenutno ima.  
Pri uporabniški aplikaciji je trenutno lokacija uporabnika vpisana v kodi, saj ga 
potrebujemo točno tam, kjer se gibljejo reševalna vozila. V primeru realne uporabe 
rešitve bi bilo treba to dejstvo spremeniti, tako da bi se podatki od uporabnika 
pridobivali s same naprave. V kodi je sicer že spisana funkcija, ki nam to omogoča, 
vendar bi bilo potem treba še vzpostavljati varno povezavo, saj nam HTML5 ne 
dopušča pridobivanja lokacije, če povezava ni varna. 
Ker trenutno LDAF pridobiva simulirane podatke s strežnika s podatki o 
reševalnih vozilih, bi bilo treba zamenjati ta strežnik z nekim api-jem, ki bi nam 
preposlal točne trenutne podatke reševalnih vozil. Ti podatki bi morali biti formatirani 
na določen način, da bi se branje podatkov in računanje razdalj lahko izvajali na enak 
način kot zdaj. Če to ne bi bilo mogoče, pa bi morali funkcije LDAF-a prirediti tako, 
da bi bili izračuni še vedno pravilni in dovolj natančni. 
Največje omejitve pa nastanejo pri nadzorni plošči, saj bi morali temeljito 
spremeniti pridobivanje podatkov in sam način izrisovanja reševalnih vozil. Za 
pridobivanje lokacije uporabnika bi morali to storiti na podoben način, kot to delamo 
pri LDAF. Uporabniška aplikacija bi morala hkrati, ko bi pošiljala lokacijo uporabnika 
LDAF, enake podatke preposlati tudi nadzorni plošči. Tu bi potem nastalo, koliko 
uporabnikov bi prikazovali, če sploh. Če pa bi bila nadzorna plošča namenjena le 
uporabniku, pa bi jo lahko integrirali v samo uporabniško aplikacijo, s čimer pa bi 
rešili tudi pridobivanje same lokacije uporabnika. Podatke o reševalnih vozilih pa bi 
morali pridobivati z enakega api-ja, kot bi to v realnem primeru pridobival LDAF, prav 
tako na vsako sekundo. Ker nam pot vnaprej ne bi bila znana, bi lahko prikazovali le 




3.4. Možne nadgradnje 
Rešitev, ki jo opisujemo v diplomski nalogi, bi lahko v prihodnosti še razširili in 
s tem povečali tako funkcionalnost kot izgled posameznih delov. Poleg razširitev pa 
obstajajo tudi druge možnosti uporabe rešitve, z drugačnimi podatki in situacijami, v 
katerih bi bila rešitev uporabna. 
3.4.1. O nadgradnjah rešitve 
V uporabniški aplikaciji bi lahko poleg vizualnega opozorila dodali še zvočno 
opozorilo, kar bi še izboljšalo uporabo aplikacije med vožnjo, saj ne bi bilo treba 
odvračati pogleda s ceste. S tem bi lahko dodali še možnost vklopa in izklopa zvočnih 
opozoril, v primeru, če uporabnik tega ne bi želel. S tem bi lahko tudi dodali še izklop 
opozorila, ko je bil že aktiviran, da zvok ne bi bil neprestano prisoten. 
Poleg zvočnega opozorila pa bi lahko dodali še zemljevid in navigacijo, ki bi 
bila namenjena ali uporabniku, s tem, da bi imel možnost glasovne navigacije, kar bi 
bilo pomembno za uporabo med vožnjo, ali pa sovozniku, v primeru uporabe med 
vožnjo. V zemljevid bi lahko potem tudi dodali statične ovire na cestiščih, kot so dela 
na cesti in zastoji, ki so po navadi že vključeni v navigacijo. 
Ena izmed nadgradenj, ki bi bila dobra za izboljšanje delovanja same rešitve, bi 
bila ta, da bi poleg razdalje lahko primerjali tudi smer poti uporabnika in reševalnih 
vozil. S tem bi lahko opozarjali le na reševalna vozila, ki se gibljejo v enako smer, kot 
se giblje uporabnik, tako da ne bi upočasnjevali prometa na nasprotnem voznem pasu. 
Če bi bil uporabnik stacionaren dalj časa, pa bi opozarjali na vsako reševalno vozilo v 
radiju. 
Možnosti za razširitev je še veliko, kot zadnjo pa bi izpostavili še razširitev tudi 
za gasilska vozila na izrednih vožnjah, ki tudi potrebujejo prostor za reševalni pas. V 
aplikaciji bi lahko opozarjali na oboje, in če bi jih v podatkih identificirali drugače, bi 
lahko tudi na strani aplikacije ločevali in morda dajali drugačna opozorila, tako zvočno 
kot vizualno. 
3.4.2. Možni drugi načini uporabe 
Poleg zaznavanja bližine reševalnih vozil pa bi rešitev lahko uporabili tudi v 
drugačne namene, s tem, da bi jo bilo treba prirediti glede na primer uporabe. 
Rešitev bi lahko preuredili za javni prevoz v Ljubljani, tako da bi namesto 
reševalnih vozil, uporabniška aplikacija opozarjala na mestne avtobuse. Ker imajo 
mestni avtobusi že sistem za lociranje, ti podatki se izpišejo na avtobusnih postajah, 
predvsem koliko časa bo mestni avtobus potreboval, da prispe do postaje. Te 
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informacije bi se lahko priredilo tako, da bi delovale z uporabniško aplikacijo, da bi 
opozarjala uporabnika, ko bi se približeval postaji. 
V uporabniško aplikacijo bi bilo treba dodati sistem za izbiranje avtobusne linije, 
ki jo uporabnik čaka. Če se to ne bi implementiralo, bi zaznavala vse mestne avtobuse, 
ki bi se približevali postaji, kar pa ne bi imelo praktične uporabe. To bi lahko preprosto 
dosegli s tem, da se po nekem id-ju filtrirajo podatki, ki bi se ujemali s podatki o 
določenih linijah, ali pa končnih destinacijah. 
V tem primeru bi bilo smiselno, da bi aplikacijo ponujalo podjetje LPP 
(Ljubljanski potniški promet), saj bi s tem olajšali uporabo javnega prometa v mestu, 
kar pa bi potem lahko še razširili na medkrajevne avtobusne linije, ki jih zagotavlja. 
Podobno kot pri javnem prevozu bi lahko dosegli pri taksijih, predvsem v okolici 
večjih postajališč, avtobusnih postaj, postaj za vlak. Treba pa bi bilo taksije ločevati 
po tem, ali so prosti ali ne, kar bi se lahko naredilo tako, da taksisti sami preklopijo 
stanje, ali pa bi proces avtomatizirali, kjer se spremlja aktivnost taksimetra.  
To stanje zasedenosti taksija bi morali tudi potem implementirati na strani 
rešitve. Lahko pa bi se dodala tudi možnost klica taksija, pri čemer bi s klikom na 
gumb oddali svojo lokacijo in naročili taksi na to lokacijo. Ko pa bi taksi prispel v 
bližino, pa bi uporabniška aplikacija na to opozorila. 
V primeru taksi služb, pa bi morala podjetja sama poskrbeti za implementacijo 
rešitve v njihov sistem. Na začetku bi bila investicija, da bi se sistem vzpostavil, vendar 
bi s to rešitvijo omogočili uporabnikom lažje identificiranje taksija, ki so ga klicali, 






Skozi celotno izdelavo rešitve se je pojavilo kar nekaj ovir, ki smo jih morali 
rešiti, da je zdaj delujoča. Eden izmed prvih problemov je bil ta, da obstajata dve vrsti 
web-socket povezav. Prva izmed teh je web socket povezava z brskalnika na strežnik, 
druga pa je povezava med dvema strežnikoma. Sprva je bil LDAF narejen tako, da je 
bil zmožen uporabljati samo drugo obliko web socket povezav. Ker pa v našem 
primeru uporabljamo prvo obliko, smo morali LDAF prirediti, tako da zdaj lahko 
uporablja tudi to. 
Poleg tega pa je bilo treba pridobiti določena znanja, da smo lahko rešitev izvedli 
do konca. Način računanja razdalj smo morali izbrati tako, da jo lahko računamo z 
zadostno natančnostjo in da je izračun dovolj nezahteven, da ga lahko izvajamo 
neposredno v JavaScriptu. 
Glede na količino podatkov, ki jih obdelujemo na strežniku s podatki o 
reševalnih vozilih, je bilo treba smiselno omejiti podatke le na tiste, ki nas v našem 
primeru zanimajo, tako da se strežnik ne preobremeni.  
Kot izziv nam je predstavljala tudi sama postavitev rešitve na infrastrukturo 
fakultete. Treba je bilo pridobiti znanje, kako vzpostaviti strežnik, tako da nam vrača 
aplikacijo narejeno v VueJs, s tem, da so funkcionalnosti še vedno enake. Prav tako pa 
je bilo treba nastaviti strežnik tako, da vrača dve različni aplikaciji na istem IP-naslovu, 
le na različnih vratih. 
Vendar je kljub vsemu na koncu nastala konceptna rešitev, ki ne zahteva veliko 
virov, tako na napravi kot na omrežju. Prav tako je rešitev, ki ima potencial za 
razširitve in posodobitve. Ker je rešitev modularna, se lahko kateri koli del zamenja, 
kar pomaga tudi s tem, če bi nekoč postale informacije o reševalnih vozilih dostopne, 
bi lahko strežnik z informacijami o reševalnih vozilih zamenjali z API-jem, ki bi 
neposredno podajal te podatke LDAF.  
Ko bi začeli pridobivati prave podatke o reševalnih vozilih, bi rešitev lahko 
pripomogla k hitrejšemu odzivnemu času reševalnih ljudi, saj bi se z dovolj velikim 
številom uporabnikov, potrebni čas lahko dejansko zmanjšal za vzpostavitev 
reševalnega pasu. 
Če pa bi podatke priredili za druge namene, pa bi lahko olajšali določene 
situacije za ljudi, ki živijo v mestih, predvsem takrat, ko bodo pametna mesta postala 
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