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Esta  aplicación debe  permitir  al profesorado prescindir  de  los  grandes  cuadernos de 
registro,  incomodos  y  poco  manejables,  aprovechando  las  ventajas  que  proporcionan  las 
nuevas tecnologías móviles. 
 
La  especificación  deberá  ser  completos,  consistentes,  independientes  de  la 
implementación  (si  bien  orientados  a  plataforma  Android),  precisos  y  verificables.  La 
























































































































































Murcia,  incentiva  una  evaluación  individualizada  y  una  atención  a  la  diversidad  del 
alumnado por parte del profesorado. Además, se promueve el uso de  las TICs en  las 
clases  de  manera  que  éstas  sean  más  eficaces  y  eficientes  en  su  contribución  al 
proceso de enseñanza‐aprendizaje [Coll 08] [Herr 11].  
 
Por  otra  parte,  en  el  mundo  actual,  nos  encontramos  con  un  escenario 
tecnológico  en  el  que  la  estrella  es  la movilidad  y  la  comodidad.  El  teléfono móvil 
sustituye al fijo, los ordenadores de sobremesa son remplazados por ligeros portátiles, 
e  incluso estos últimos empiezan a perder  su puesto a  favor de dispositivos de  tipo 
“teléfono inteligente” (smartphone), que encierran, en la palma de nuestra mano, una 





Basándonos  en  estas  premisas,  surge  la  idea  de  la  elaboración  de  una 
herramienta tecnológica adaptada a nuestros tiempos, que sirva de ayuda en  la labor 
de  los docentes. Se  trata de un  libro de registro del profesor en  forma de aplicación 
para  terminales  móviles  tipo  Android.  Esta  aplicación  permitirá  al  profesorado 










que  queremos  desarrollar,  de  modo  que  el  programador  tenga  muy  claro  qué 
construir. Parafraseando al Dr. Brooks: 
 
"La parte única más difícil de  construir un  sistema de  software es decidir  con 
precisión qué construir. Ninguna otra parte del trabajo conceptual es tan difícil como 
establecer  los  requisitos  técnicos  detallados.  Ninguna  otra  parte  del  trabajo  hace 


























prescindir  de  los  grandes  cuadernos  de  registro,  incómodos  y  poco  manejables, 
aprovechando las ventajas que proporcionan las nuevas tecnologías móviles. 
La  especificación  deberá  ser  completa,  consistente,  independiente  de  la 
implementación  (si bien orientada a  la plataforma Android), precisa y verificable.  La 
estructura  del  documento  deberá  facilitar  su  revisión,  modificación  y  extensión  y 
deberá  organizarse  por  referencias  [Faulk  92].  Se  utilizarán  convenciones  UML 



























.doc,  .pdf suministrado por  la secretaría del centro, bien por medio de  la 
sincronización con la web de la Consejería de Educación, bien por voz… 



































Este  documento  se  organiza  en  12  capítulos.  Además  de  los  dos  ya  vistos,  se 
incluye un estado del arte, desarrollado en los capítulos 3, 4 y 5, en los que se explica y 
define qué es una especificación de requisitos de software, cuál es el escenario de  las 
aplicaciones  móviles  y  en  qué  consiste  y  cuál  es  la  historia  del  sistema  operativo 
Android. 
 












































pueden  producir  una  gran  variedad  de  roles.  Por  ejemplo,  los  requisitos  por  lo 
general,  documentan  lo  que  el  cliente  espera  que  se  le  entregue  y  pueden 
proporcionar  las bases contractuales para su desarrollo. Para  los administradores 
pueden  servir  de  base  para  la  programación.  Para  los  ingenieros  de  sistemas, 
define  el  papel  del  software  dentro  del  sistema  general  y  su  relación  con  los 
componentes  de  hardware.  Para  los  diseñadores  de  software,  especifica  las 
restricciones  sobre el comportamiento y el  rendimiento. Para  los programadores 
define el rango de comportamiento aceptable de un sistema y es la autoridad final 
en los productos obtenidos. Para los evaluadores, es la base para la planificación de 
pruebas  y  verificación.  En  algunos  sistemas  los  requisitos  también  son utilizados 
por grupos tan diversos como el marketing y los reguladores gubernamentales. 
 











Es  una  práctica  común  clasificar  los  requisitos  de  software  como 
"funcionales"  o  "no  funcionales". Aunque  las  definiciones  varían,  "funcional"  se 
refiere  a  los  requisitos  que  limitan  el  comportamiento  visible  del  sistema, 
específicamente  a  los  valores deseados de  las  salidas para entradas dadas.  "No 
funcional" típicamente se refiere a todas las demás restricciones, incluyendo pero 
no  limitado  a,  rendimiento,  fiabilidad,  mantenimiento,  reusabilidad,  y  los 
requisitos de seguridad. 
 
Ni  la  terminología  ni  la  clasificación  en  funcionales  y  no  funcionales  es 
eficaz.  La  palabra  "función"  es  uno  de  los  términos  más  usados  en  exceso  en 
ciencias  de  la  computación  y  su  único  sentido  riguroso,  es  el  de  una  función 
matemática, no como se entiende aquí. La clasificación no es muy útil porque se 








observable  del  sistema  en  función  de  las  salidas  esperadas  para  unas 
entradas y el estado actual del sistema. El concepto de estado incluye el 
tiempo,  el  estado  del  software  y  hardware.  Los  requisitos  de 







 Atributos  de  desarrollo  de  calidad:  limitan  las  cualidades  de  la 
construcción estática del  sistema.  Estos  incluyen propiedades  como  la 
capacidad de prueba, el mantenimiento,  la  facilidad de modificación y 
reusabilidad  y  su  representación  estática.  Las  evaluaciones  de  los 
atributos  de  calidad  son  relativistas  en  el  sentido  de  que  no  hay  una 
escala común o absoluta con la que se puedan medir sus logros. 
 
Los  requisitos  de  comportamiento  tienen  en  común  que  son  las 
propiedades  del  comportamiento  en  tiempo  de  ejecución  del  sistema.  Los 
requisitos de comportamiento se pueden definir en términos de entradas, salidas, 
y  de  estado,  se  pueden  validar  objetivamente  por  la  modificación  de  esas 
propiedades y observar el comportamiento del sistema. 
 









Davis  [Davis  88],  entre  otros,  señala,  la  distinción  entre  el  qué  y  el  cómo  es 
necesariamente  función  de  la  perspectiva. Una  especificación  en  un  sistema  en 
cualquier nivel de abstracción puede ser vista como una descripción "qué" para el 
siguiente  nivel.  Por  lo  tanto  las  necesidades  del  cliente  definen  el  "qué"  y  la 
descomposición del sistema en el hardware y el software correspondiente definen 
el "cómo". La descomposición del sistema define el "qué" del comportamiento de 
un  componente  de  software,  y  su  diseño  el  "cómo",  y  así  sucesivamente.  El 
resultado  es  que  los  requisitos  no  pueden  ser  discutidos  con  eficacia  sin  un 
acuerdo previo sobre el sistema y el nivel de abstracción del que se está hablando. 
Hay que ponerse de acuerdo sobre  lo que constituye el espacio del problema y  lo 


















De ello se desprende que  la fuente de  la mayoría de  los errores de  los 
requisitos, se deben al fracaso para llevar a cabo adecuadamente uno de estos 
objetivos, es decir: 




2. Los  desarrolladores  no  capturaron  completa  y  precisamente  los 
requisitos o no  comunicaron posteriormente  los  requisitos de  forma 
efectiva a otras partes involucradas en el desarrollo. 
 
3. Los  desarrolladores  no  gestionaron  con  eficacia  los  efectos  en  el 
cambio  de  las  necesidades  o  aseguraron  la  conformidad  con  las 
medidas  de  desarrollo  en  niveles  inferiores,  incluyendo  el  diseño, 






problemas  que  hacen  fallar  la  especificación  de  requisitos.  El  porqué  de  estos 
problemas  se  debe  a  diferencias  de  entendimiento  sobre  los  objetivos  que  se 











 Comprensión.  Los  clientes  no  saben  con  precisión  lo  que  quieren  o 
necesitan. Tienen una  idea general del  sistema, pero no cuentan con 
una comprensión precisa y detallada de qué  funciones pertenecen al 
software, qué  salida debe  ser para  cada posible entrada,  la duración 
que debe tomar cada operación, cómo afecta una decisión a otra, y así 
sucesivamente.  De  hecho,  a  menos  que  el  nuevo  sistema  sea 
simplemente  una  reconstrucción  de  uno  antiguo,  muchas  de  las 
decisiones  sobre  el  comportamiento  del  sistema  dependerán  de  las 






es  esta  comprensión  precisa  y  con  riqueza  de  detalles  del 
comportamiento  esperado  la  que  se  necesita  para  crear  diseños 
eficaces y desarrollar código correcto. 
 
 Comunicación.  Los  requisitos  de  software  son  difíciles  de  transmitir 
con eficacia. Las estructuras conceptuales de sistemas de software son 
complejas,  arbitrarias  y  difíciles  de  visualizar  [Brooks  87].  Para 
empeorar  las  cosas,  la mayoría de  las estructuras  conceptuales en el 
software no tienen análogo  físico  fácilmente comprensible por  lo que 
son difíciles de visualizar. 
 
En  la  práctica,  la  comprensión  sufre  bajo  todas  estas  restricciones. 
Trabajamos  mejor  con  las  estructuras  regulares  y  predecibles, 
podemos  comprender  sólo  una  cantidad  limitada  de  información  de 
una sola vez, y entender mejor grandes cantidades información cuando 
las  podemos  visualizar.  Así,  la  tarea  de  capturar  y  transmitir  los 
requisitos de software es de por sí difícil. 
 
La  dificultad  inherente  a  la  comunicación  se  ve  agravada  por  la 








Esta  situación  se  ve  agravada  por  la  maleabilidad  inherente  del 
software. De todos los problemas que acosan a los administradores de 
software, los más graves son los cambios frecuentes y arbitrarios de los 
requisitos. Para  la mayoría de  los  sistemas, estos cambios continúan, 
incluso después de  la entrega.  Los  continuos  cambios hacen que  sea 
difícil  el  desarrollo  de  especificaciones  estables,  la  planificación 
efectiva, y el control de costes y calendario. 
 
 Dependencias mutuas. En  la búsqueda de soluciones a  los problemas 
expresados anteriormente, nos encontramos con la dificultad adicional 
de que tales problemas no se pueden separar fácilmente y ser tratados 
poco  a  poco.  Por  ejemplo,  los  desarrolladores  tratan  de  abordar  el 
problema del cambio de requisitos por medio de la congelación de los 
mismos antes de que comience el diseño. Esto no siempre es factible 
debido  al  problema  de  la  comprensión  ‐  el  cliente  no  sabe 
completamente lo que quiere hasta que lo ve. Una forma de tratar con 
diferentes  receptores es escribir una especificación para cada uno de 
ellos.  Así,  puede  haber  una  especificación  del  sistema,  una  serie  de 





técnicos  escritos  para  el  consumo  interno  de  los  desarrolladores  de 
software,  y  así  sucesivamente.  Sin  embargo,  esta  solución  aumenta 
enormemente  la  complejidad,  ofrece  una  vía  abierta  para  las 
inconsistencias,  y  multiplica  las  dificultades  de  la  administración  de 
cambios. 
 
Estos  temas  representan  sólo  una  muestra  de  las  relaciones  inherentes 
entre  las  diferentes  facetas  del  problema  de  requisitos.  Los  diferentes 
destinatarios de  la especificación, tienen diferentes  intereses en  los requisitos de 
un  sistema,  que  pueden  resultar  conflictivos  entre  sí  para  alcanzar  una  posible 
solución. 
 
Las consecuencias son dobles. En primer  lugar, nos vemos  limitados en  la 
aplicación de  la estrategia más eficaz para hacer  frente a problemas  complejos: 
“divide y vencerás”. Si un problema se considera de  forma aislada,  la solución es 
susceptible de  agravar  las dificultades de otros.  Las  soluciones  efectivas para  la 
mayoría de  las dificultades de  requisitos deben abordar más de un problema al 
mismo  tiempo.  En  segundo  lugar,  el  desarrollo  de  soluciones  prácticas  requiere 
hacer  concesiones difíciles. Cuando  los problemas entran en  conflicto,  se deben 
tomar compromisos. Debido a que el resultado de las concesiones no beneficia de 






fase  de  requisitos  consta  de  dos  actividades  conceptualmente  distintas  pero 
superpuestas: 
 
1. Análisis  del  problema:  El  objetivo  del  análisis  es  entender  con 
precisión  el  problema  que  debe  ser  solucionado.  Se  incluye  la 








 ¿Cómo  descomponer  el  problema  en  partes  manejables 
intelectualmente? 
 ¿Cómo  organizar  la  información  para  que  pueda  ser 
comprendida? 









2. Especificación  de  requisitos:  El  objetivo  de  la  especificación  de  los 
requisitos es crear un documento,  la Especificación de Requisitos de 
Software (SRS), que describe exactamente lo que se va a construir. El 





diseñadores,  implementadores,  evaluadores  y  técnicos  de  mantenimiento. 

























6. El  SRS  ofrece  la  definición  del  comportamiento  estándar  esperado 














Los objetivos del proceso de  requisitos,  las dificultades que  conlleva,  y el 
papel de la especificación de requisitos en un proceso disciplinado determinan las 
propiedades  de  una  "buena"  especificación  de  requisitos.  Estas  propiedades  no 
estipulan  ningún método  en  particular  pero  describen  las  características  que  un 
método eficaz debe abordar. 
 
Al  hablar  de  las  propiedades  de  un  buen  SRS,  es  útil  distinguir  las 
propiedades  semánticas de  las propiedades de empaquetamiento  [Faulk 92].  Las 
propiedades  semánticas  surgen  de  lo  que  dice  la  especificación  (es  decir,  su 
significado o semántica). Las propiedades de empaquetamiento son el resultado de 
cómo están escritos  los  requisitos  (el  formato, organización y presentación de  la 
información).  Las propiedades  semánticas determinan  la precisión  con  la que un 
SRS  captura  los  requisitos  de  software.  Las  propiedades  empaquetamiento 













Debe  contener  toda  la  información  necesaria  para  escribir  software 
que  sea aceptable para el cliente y no más. Cualquier aplicación que 
satisface  todas  las  declaraciones  de  los  requisitos  es  un  producto 
aceptable. Cuando la información no está disponible antes de empezar 
el  desarrollo,  las  áreas  incompletas  deben  indicarse  explícitamente 
[Pamas 86]. 
 

















 Verificable.  Un  requisito  es  verificable  si  es  posible  determinar  sin 
ambigüedades  si  una  aplicación  dada  lo  satisface.  Por  ejemplo,  un 
requisito  funcional  es  comprobable  si  es  posible  determinar,  para 
cualquier  caso  de  prueba  (es  decir,  una  salida  y  una  entrada),  si  la 










 Legible. El SRS debe  ser comprensible para  las partes que  lo utilizan. 




 Revisable  y  organizado  en  referencias.  El  SRS  es  la  especificación 
técnica  principal  de  los  requisitos  de  software.  Es  el  depositario  de 
todas las decisiones tomadas durante el análisis sobre lo que debe ser 
construido.  Es  el  documento  revisado  por  el  cliente  o  sus 
representantes. Es el árbitro principal de las controversias. Como tal, el 
documento  debe  ser  organizado  para  una  referencia  rápida  y  fácil. 
Debe  de  ser  clara  en  lo  que  a  cada  decisión  sobre  los  requisitos  se 















































inmediata, del qué estás haciendo y del qué está pasando; en  fin,  de  la cultura, 




























mercado  en  prácticamente  todos  los  aspectos  de  nuestra  vida:  lectores  de 
documentos  para  la  oficina,  aplicaciones  para  crear  música,  lectores  de  libros 
electrónicos, navegación mediante GPS... Aplicaciones todas ellas, que aprovechan 
las velocidades de  transmisión de  las  redes actuales,  la posibilidad de  conocer  la 
localización  del  usuario,  la  capacidad  de  proceso  de  los  nuevos  modelos  y  la 













movimiento,  como  ejecutivos  y  comerciales, o  relacionados  con  el mundo  de  la 
tecnología—  estaban muy  limitados  tecnológicamente, y  de  hecho  los  primeros 
modelos requerían de  una  "estación  base"  conectada  a  otro  equipo  para  poder 


















agenda  de  contactos,  pequeños  editores  de  texto  y,  más  adelante,  clientes  de 
correo y navegadores web, eran más que suficientes para la utilización que se les 
daba.  Esto  suponía  que  las  aplicaciones móviles  existentes  fueran  desarrolladas 
casi  siempre a petición de alguna empresa privada, para  su utilización propia o, 
como mucho, ampliaciones y mejoras de  las aplicaciones ya  instaladas, dado que 
la  tecnología del dispositivo no daba para más y, por  tanto, no merecía  la pena 
desarrollar  aplicaciones  adicionales. Aunque  la  evolución  posterior  propició  que 






Lo  que  no  sucedió  con  las  PDA,  sucedió  con  los  teléfonos móviles: en  la 
segunda mitad de  los 90,  la  introducción de  las  tecnologías GSM y EDGE con su 
sistema de mensajes cortos SMS, el protocolo WAP, el abaratamiento de  costes y 
la  liberalización  del mercado  de  operadores  se  unieron  para provocar un boom 
en  la  utilización  de  telefonía  móvil,  pasando  sólo  en  España  de  1  millón  de 
usuarios en 1996 a casi 30 millones en 2001. 
 
Aunque  los  primeros  terminales  de  2ª  generación  (GSM)  se  limitaban  a 
ofrecer  la  funcionalidad básica de comunicación por voz, envío de mensajes SMS 
y listín telefónico —con pantallas monocromas  de  dos  o  tres  líneas  de  texto  y, 
en  muchos  casos,  ni  siquiera  letras  minúsculas.  Había  algunas  excepciones 
como  el  Nokia  9000  Communicator  que,  con  sus  aplicaciones  de  correo  y 
navegación web, sólo estaba al alcance de los bolsillos más pudientes. A finales de 
los 90 empezaron a aparecer  los primeros móviles destinados al público general 
que  incorporaban  aplicaciones  sencillas  de  tipo  calendario,  reloj  y  agenda,  e 
incluso  juegos  (fig.  4).  Sin  embargo,  en  todos  los  casos  eran  aplicaciones 











El  éxito  de  los  terminales  que  incorporaban  juegos  y  aplicaciones  a  su 
funcionalidad predeterminada,  provocó  que  los  fabricantes  reorientaran  parte 
de  sus  líneas  de  producción  a crear dispositivos orientados un poco más hacia el 
entretenimiento. Un cambio de mentalidad que abrió  el mercado  de  la  telefonía 
a  un  público  joven  que  exigía  constantemente más  novedades, más tecnología, 
más  variedad,  más  posibilidades,  y  que  hizo  avanzar  el  mercado  a  un  ritmo 
vertiginoso. Con el cambio de siglo  llegaron al público general nuevos terminales, 
más pequeños, con más  capacidad  y  con  pantallas  de miles de  colores,  algunos 





en  dispositivos  embebidos  como  sistemas  de  control  industrial,  pequeños 
electrodomésticos  y,  por  supuesto,  terminales  móviles  y  PDA.  Su  llegada  al 
mundo  de  lo  inalámbrico  facilitó  enormemente  el  desarrollo  de  aplicaciones 
para  este  tipo  de  dispositivos,  puesto  que  ya  no  era  necesario  conocer 
lenguajes  específicos  de  cada  dispositivo  o  fabricante  ni  disponer 
obligatoriamente de un  terminal en el que hacer  las pruebas:  los programadores 




WAP  (Wireless  Application  Protocol),  por  otra  parte,  es  un  conjunto  de 
protocolos  que  facilita  la  interoperabilidad  de  dispositivos  móviles  en  redes 
inalámbricas como GSM y CDMA. Aunque comenzó a desarrollarse en 1997, fue a 
partir  de  2001  cuando  empezó  a  extenderse  su  uso,  con  la  introducción  de  la 





enviar  a  sus  usuarios  notificaciones  con  enlaces  a  direcciones WAP, de manera 
que  el  usuario  sólo  tenía  que  activarlas  para  acceder  a  contenidos  en  red. 
Gracias  a  esto,  los  terminales  móviles  podían  intercambiar  información  con 
servidores web y descargar aplicaciones específicas de una manera  sencilla  y  en 





verdadera  fuerza  el  mercado  de  las  aplicaciones  móviles.  Los  desarrolladores 
creaban  juegos  y  aplicaciones  en  Java  que  servían  para múltiples modelos;  los 
proveedores anunciaban estas aplicaciones en  revistas especializadas, periódicos 








No  obstante,  pronto  el  escenario  volvería  a  cambiar:  se  estaba 

















el  mercado  de  los  dispositivos  móviles:  presentó  su  modelo  Ericsson  R380 
Smartphone,  el  primer  teléfono  móvil  con  pantalla  táctil  y  el  primero  que 














Este  avance  fue  gracias  a  que  el  R380  usaba  una  versión  de  un  sistema 
operativo, EPOC, que ya utilizaban algunas PDA de  la época y que  fue adaptado 
para  su  uso  en  terminales  móviles.  Dicha  versión,  conocida  como  Symbian, 
comenzó a desarrollarse en 1998 por una asociación  conjunta de  los  fabricantes 
Nokia,  Ericsson,  Motorola  y  Psion,  que  tenían  como  objetivo  aprovechar  la 
incipiente convergencia  entre teléfonos móviles y PDA para desarrollar un sistema 
operativo  abierto que  facilitara el  diseño  de  los  futuros  dispositivos.  El  Ericsson 
R380 fue el primer modelo que salió al mercado con este sistema operativo y, ante 
el  éxito  cosechado  y  aprovechando el progreso de  la  tecnología utilizada  en  los 
terminales más  recientes,  Nokia  y  Ericsson  enfocaron  parte  de  sus  esfuerzos  a 
suplir las carencias de Symbian. 
 
Nokia,  comprendiendo  el  potencial  del  nuevo  sistema  operativo,  decidió 
utilizarlo  en  sus  modelos  "Communicator"  que,  a  pesar  de  ser  los  más 
avanzados  (y  caros) de  toda  su  gama —ya desde varios años antes incorporaban 




año  2001  en  el  mercado  la  versión  6  de  Symbian  OS,  con  multitarea  real  y 
acompañado de  la nueva  interfaz gráfica "Series 80" a  todo  color. El modelo  fue 












Sin  embargo,  el  9210  carecía  de  pantalla  táctil  y  esto  fue  visto  como  un 
paso  atrás  por  muchos  clientes,  que  estaban  acostumbrados  a  las  pantallas 
táctiles de  las PDA  y  que  esperaban  que  un modelo  con  características de PDA 
como era el 9210 también tuviera una. Además, su tamaño de "ladrillo" lo dejaba 
fuera de  la  tendencia  a  la  reducción de  tamaño  que  estaba  experimentando el 
mercado generalista de dispositivos. 
 
Nokia no estaba dispuesta a  tirar  la  toalla y en el segundo cuarto de 2002 
puso sobre  la mesa su modelo 7650 (fig. 8): el primer smartphone auténtico, con 
cámara  incorporada y  con un diseño agradable y  tamaño  similar al del  resto de 
teléfonos móviles del mercado. Traía Symbian OS 6.1 y una interfaz gráfica, "Series 
60",  diseñada  específicamente  para  terminales  con  pantalla  y  teclado 




Este  modelo  de  Nokia  fue  un  éxito  instantáneo  y  el  culpable,  en  gran 
medida, de que el mercado de  las aplicaciones móviles se  llenara de programas 
compatibles  con  dispositivos  basados  en  S60.  La  posibilidad  de  instalar 
aplicaciones  tanto  nativas  como  basadas  en  J2ME,  y  de  hacer  cosas  como 
comprobar el correo, hacer fotos o jugar a un juego, todo ello con una sola mano 
y utilizando un teléfono  elegante  que cabía cómodamente  en  el bolsillo, fue  la 
mejor  carta  de  presentación  posible  para  la  plataforma  S60  de  Nokia  y  de 



































del  sistema  operativo,  así  como  una  nueva  interfaz  gráfica  desarrollada  por 
Ericsson (antes de su fusión con Sony) y conocida como UIQ, que permitía instalar 
aplicaciones desarrolladas  por  terceros bajo  C++  o  bajo  J2ME.  El  Sony  Ericsson 
P800, además de su pantalla a todo color y su cámara VGA, llegaba acompañado 
de  16  MB  de  espacio  pero  podía,  aprovechando  la  tecnología  de 
almacenamiento mediante  tarjetas  SD  desarrollada  por  Sony,  ampliarse  hasta 




Symbian  sería,  durante  algunos  años,  imparable.  Para  los  fabricantes, 
especialmente  para  Nokia  y  Sony  Ericsson,  era  más  fácil  integrarlo  en  sus 
terminales  al  ser  un  sistema  abierto;  para  los  usuarios,  era  el  sistema  "de 
moda",  el más  compatible  con  todas  las  aplicaciones  disponibles  y  el  que más 
cosas  podía  hacer:  varios  modelos  disponían  de  navegador  web  totalmente 
compatible  con  HTML,  no  solo  WAP,  y  también  aparecieron  modelos  con 
funcionalidades  y  diseño  ideados  para  actividades  específicas  como  escuchar 
música  o  jugar  a  videojuegos,  conquistando  así  cuota  de  mercado  en  nichos 
tradicionalmente apartados del mundo de la telefonía. 
 




Motion  con  sus  dispositivos  BlackBerry,  de  gran  éxito  en  los  países 
norteamericanos,  que  permitían  mensajería  instantánea  y  servicios  de  correo 
electrónico encriptado gracias a  su  red privada de servidores—; Symbian  llegó a 
copar el mercado mundial de teléfonos móviles, con un 76% de cuota de mercado 
en  2006.  Aún  en  2008,  más  de  la  mitad  de  smartphones  a  la  venta  estaban 
basados en una versión u otra de Symbian. 
 
  2005  2006  2007  2008 
Symbian  68,0 76,1% 63,5%  52,4%
BlackBerry OS (RIM)  2,0 9,2% 9,6%  16,6%
Windows (Microsoft)  4,0 6,7% 12,0%  11,8%
iOS (Apple)  ‐  ‐  2,7%  8,2%
Android (Google)  ‐  ‐  ‐  0,5%














Hemos  empezado  este  capítulo  hablando  de  las  PDAs. Hasta  1992,  nadie 
había  oído  nunca  hablar  de  una  PDA.  Sí,  existían  dispositivos  portátiles  que 
ofrecían  una  ayuda  para  organizar  tareas  y tomar  notas;  pero  no  fue  hasta  ese 









Apple,  que  a  principios  de  los  90  había  revolucionado  el  mercado  de 






de  los  90, el mercado  fuera  dominado  por  otras  compañías  con  modelos  más 
depurados  y  Apple  se  centrara  más  en  su  línea  de  ordenadores  personales 
















Según  declaraciones de  Steve  Jobs,  CEO  de Apple,  por  aquel  entonces  el 
comité  ejecutivo  de  la  compañía  no  creía  que  las  PDA  o  los  tablet  PC 
(ordenadores portátiles con pantalla táctil que permitía su uso sin teclado, como 
si  fueran una  tabla)  fueran buenas opciones para conseguir un gran volumen de 
negocio para Apple. Jobs creía que el futuro del mercado estaba en los teléfonos 
móviles;  que  éstos  iban  a  hacerse  dispositivos  importantes  para  el  acceso  a  la 
información. Por ello, en lugar de dedicarse a evolucionar su línea de PDA basada 
en el sistema Newton, los empleados de Apple pusieron todas sus energías en el 
reproductor de música  iPod  y  la  plataforma  iTunes,  un  conjunto  de  software  y 
tienda  en  línea que  permitía a  los  usuarios del dispositivo  la  sincronización del 
mismo  con  su  biblioteca de música  así  como  la  compra de nuevas  canciones y 
discos de una manera fácil e intuitiva. 
 
El éxito de  la plataforma  iTunes  fue demoledor. No  sólo  rompió  todos  los 
esquemas de  lo que  hasta  entonces  había  sido  el  negocio  de  las  discográficas, 
liberalizando el mercado y cambiando para siempre el paradigma de  la venta de 
música y otras obras con propiedad intelectual. Fue además la demostración más 
clara  de  que  cuantos  menos  impedimentos  se  le  pongan  al  usuario  para  que 
compre  algo, más  fácil  es  que  lo  compre;  y  la  primera  piedra  de  la  estructura 
que  faltaba  en  el mercado  de  las  aplicaciones móviles  para  convertirlas  en  el 
negocio que  son  hoy  en  día:  una plataforma de distribución  que  permite a  los 
programadores y empresas publicar y dar visibilidad a sus aplicaciones reduciendo 
al máximo  la  inversión necesaria, y a  los usuarios adquirir  las aplicaciones de  la 
manera más sencilla posible. 
 
Ya  en  2008, Apple  creó dentro de  la plataforma  iTunes  la App  Store, una 
tienda en  línea que permitía  a  los  usuarios  comprar  y  descargar  directamente 
en  el  móvil  o  a  través  del  software  iTunes  aplicaciones  para  el  producto 
estrella  de  la  compañía,  el  teléfono  móvil  iPhone.  Con  una  política  de 
aceptación  muy  estricta,  los  desarrolladores  que  consiguen  cumplir  todos  los 
requisitos exigidos por Apple pueden publicar en esta  tienda  sus  aplicaciones y 
obtener el 70% de  la recaudación  de  su  venta.  Con  estas  condiciones, muchos 
desarrolladores  adaptaron  su  trabajo  y  sus  aplicaciones a  la plataforma  iOS de 
Apple,  basada  en  el  lenguaje  Objective‐C  y  en  entornos  de  desarrollo  sólo 
disponibles para sistemas Mac Os, comercializados también por Apple. 
 
El  mercado  de  las  aplicaciones  móviles  disponía  por  fin  de  todos  los 
elementos necesarios para  su eclosión  final, y así  inició  su despegue  imparable, 
arropado por dispositivos con la tecnología necesaria para posibilitar aplicaciones 
interesantes  y  por  plataformas  de  distribución  de  las  mismas  a  un  coste 
prácticamente cero. No obstante, la mejor parte del pastel, la que más beneficios 
generaba, estaba reservada a aquellos que abrazaran  las tecnologías de Apple, y 
además  era  una  parte  forzosamente  pequeña  ya  que  no  muchos  usuarios 





cientos  de  dólares. Por  este motivo, en  2008  el monopolio de Symbian aún no 
peligraba. 
 
Afortunadamente,  ese  mismo  año  2008  llegó  la  alternativa:  Android. 
Mientras que el negocio de Apple  estaba  limitado  a  un  único  modelo  y  a  una 
tecnología  y  lenguaje  propietarios,  Google  se  presentaba  con  un  sistema 
operativo abierto, basado en  Linux y  Java y que podía  ser  incluido en cualquier 
dispositivo  móvil  independientemente  del  fabricante.  Mediante  numerosos 
acuerdos  comerciales,  Google  consiguió  que  varios  de  los  más  importantes 
fabricantes de teléfonos móviles, que hasta ese momento estaban vendiendo sus 
terminales  con  sistemas  operativos  propietarios  o  con  distintas  versiones  de 
sistemas Symbian o Microsoft, adoptaran el nuevo sistema operativo Android: un 
sistema operativo moderno, respaldado por una gran empresa como era Google y 




aplicaciones,  Android  Market,  similar  a  la  de  Apple  pero  unas  políticas  de 
aceptación  mucho  menos  restrictivas.  Con estas  condiciones  y  con  un  entorno 
de  desarrollo  basado  en  el  lenguaje  Java  y  en  herramientas  disponibles 
















compensan de sobra  la  inversión  inicial necesaria para entrar en la App Store. Así, 
actualmente más  de  la mitad  de  los  beneficios  generados mundialmente  por  la 




dispositivos  de  distintos  fabricantes,  así  como  unas  tecnologías  abiertas  que 
permiten un ciclo de desarrollo de aplicaciones con un coste de inversión casi nulo, 
le han servido para copar el mercado de dispositivos y aprovechar  esta  posición 






funcionalidad  de  los  dispositivos  Android.  Según  datos  ofrecidos  por  Google,  la 
tienda  de  aplicaciones  Android  Market  ha  sobrepasado  ya  las  400.000 
aplicaciones, sin  tener en cuenta aplicaciones de otras tiendas no oficiales (como 
por ejemplo Samsung Apps, de Samsung, o  la AppStore de Amazon). Multitud de 
aplicaciones  están  siendo  portadas  desde  el  sistema  iOS  al  sistema Android,  en 





































La  primera  versión  de  Android  fue  desarrollada  por  la  compañía  Android 
Inc., una  firma  fundada en 2003 con el objetivo de crear "(...) dispositivos móviles 
más  inteligentes y que estén más atentos a  las preferencias y  la ubicación de  su 
propietario" . Aunque  la evolución del  trabajo que  se  llevaba a  cabo en Android 
Inc. se mantuvo prácticamente en secreto, el gigante Google empezaba a mostrar 





adquirió  la compañía, haciéndola  subsidiaria de Google  Inc. e  incorporando a  su 
plantilla a la mayoría de programadores y directivos originales. 
 
A  partir  de  ese  momento,  Google  inició  un  proceso  de  búsqueda  de 
acuerdos  con  diferentes  operadores  de  comunicaciones  y  fabricantes  de 
dispositivos  móviles,  presentándoles  una  plataforma  abierta  y  actualizable  y 
ofreciéndoles diferentes grados de participación en la definición y desarrollo de sus 
características. La compra por parte de Google de los derechos de varias patentes 




Finalmente, el  5  de  noviembre de  2007,  el  sistema operativo Android  fue 
presentado al mundo por la Open Handset Alliance, un consorcio recién creado de 
más  de  70  empresas  del  mundo  de  las  telecomunicaciones  (incluyendo  a 
Broadcom,  HTC,  Qualcomm,  Intel,  Motorola,  T‐Mobile,  LG,  Texas  Instruments, 
Nvidia, Samsung... por nombrar algunas), liderado por Google y cuyo objetivo es el 
desarrollo  de  estándares  abiertos  para  dispositivos  móviles.  Bajo  esta  premisa, 
Google  liberó  la  mayor  parte  del  código  fuente  del  nuevo  sistema  operativo 
Android usando la licencia Apache, una licencia libre, gratuita y de código abierto. 
 
La  evolución  del  sistema  operativo  desde  su  presentación  ha  sido 
espectacular.  Sucesivas  versiones  han  ido  incorporando  funcionalidades  como 
pantalla  multi‐táctil,  reconocimiento  facial,  control por voz, soporte nativo para 
VoIP  (Voice over  Internet Protocol), compatibilidad con  las  tecnologías web   más  
utilizadas  o  novedosas  como  HTML5  y  Adobe  Flash,  soporte  de  Near  Field 
Communication,  posibilidad  de  convertir  el  dispositivo  en  un  punto  de  acceso 
WiFi, grabación de vídeo en 3D... así como ampliando el espectro de dispositivos 













pero diseñada para  ser más eficiente en  dispositivos móviles; y  por  la  otra, una 
serie  de  librerías  o  bibliotecas  programadas  en  C  y  C++  que  ofrecen  acceso 
principalmente a  las capacidades gráficas del dispositivo. Por encima de esta capa 










A  continuación  presentamos en  detalle  cada  uno  de  los  componentes o 
capas  que  conforman  el  sistema operativo. Para  cada  uno  se  indica primero  su 




correo  electrónico,  programa  de  SMS,  calendario,  mapas,  navegador, 
contactos  y otros.  Todas  las  aplicaciones están escritas en  lenguaje de 
programación Java. 
 
2. Application  framework  (marco  de  trabajo  de  aplicaciones):  los 
desarrolladores  tienen  acceso  completo  a  los  mismos  APIs  del 
framework  usados  por  las  aplicaciones  base.  La  arquitectura  está 
diseñada  para  simplificar  la  reutilización  de  componentes;  cualquier 
aplicación  puede  publicar  sus  capacidades  y  cualquier  otra  aplicación 
puede  luego  hacer  uso  de  esas  capacidades  (sujeto  a  reglas  de 
seguridad  del  framework).  Este  mismo  mecanismo  permite  que  los 
componentes sean reemplazados por el usuario. 
 
3. Libraries  (bibliotecas): Android  incluye  un  conjunto  de  bibliotecas  de 
C/C++  usadas  por  varios  componentes  del  sistema.  Estas 
características  se  exponen  a  los  desarrolladores  a  través  del 
framework  de  aplicaciones  de  Android.  Las  bibliotecas  escritas  en 
lenguaje C/C++  incluyen  un  administrador  de  pantalla  táctil  (surface 
manager),  un  framework  OpenCore  (para  el  aprovechamiento de  las 
capacidades multimedia), una  base  de  datos  relacional  SQLite  [Celma 
06],  una  API  gráfica  OpenGL  ES  2.0  3D,  un  motor  de  renderizado 













la  máquina  virtual  Dalvik.  Dalvik  ha  sido  escrito  de  forma  que  un 







5. Linux kernel  (núcleo  Linux): Android dispone de un núcleo basado en 
Linux para  los  servicios  base  del  sistema  como  seguridad,  gestión  de 
memoria, gestión de procesos, pila de red y modelo de controladores, y 
también  actúa  como  una  capa  de  abstracción  entre  el  hardware  y  el 
resto de la pila de software. La versión para Android se encuentra fuera 
del  ciclo  normal  de  desarrollo  del  kernel  Linux,  y  no  incluye 
funcionalidades como por ejemplo el sistema X Window o soporte para 
el  conjunto  completo  de  librerías  GNU,  lo  cual  complica  bastante  la 
adaptación  de  aplicaciones  y  bibliotecas  Linux  para  su  utilización  en 
Android. De  igual  forma,  algunas mejoras  llevadas  a  cabo  por Google 
sobre  el  núcleo  Linux  original  han  sido  rechazadas  por  los 
responsables  de  desarrollo  de  Linux,  argumentando que  la compañía 
no  tenía  intención de dar el  soporte necesario a  sus propios cambios; 
no  obstante  ya  se  han  dado  los  pasos  necesarios  para  asegurar  que 







ventaja de  la utilización de un  lenguaje de  programación  consolidado  y  de  libre 
acceso  como  es  Java  para  facilitar  a  los  programadores  el  desarrollo  de 
aplicaciones  para  su  sistema.  Así,  el  proceso  de  desarrollo  y  pruebas  se  puede 
llevar a cabo usando cualquier entorno de programación Java, incluso la simulación 
mediante  dispositivos  Android  virtuales,  dejando  que  sea  el  sistema  operativo 
Android el que en  tiempo de ejecución traduzca el código Java a código Dalvik. Si 
queremos distribuir la aplicación una vez completado el desarrollo de la misma, el 
SDK de Android compila  todo el código  Java y,  junto  con  los  ficheros de datos  y 










y  su propia  instancia de  la máquina virtual Dalvik. Cuando  la  aplicación  deja  de 
utilizarse  o  cuando  el  sistema  necesita  memoria  para  otras  tareas,  el  sistema 
operativo Android finaliza la ejecución del proceso, liberando los recursos. De esta 
forma, Android  crea un  entorno bastante  seguro  en  el que  cada  aplicación, por 
defecto,  sólo  puede  acceder  a  los  componentes  estrictamente  necesarios  para 
llevar  a  cabo  su  tarea,  ya que  cada proceso  está  aislado  del  resto  y  no  puede 
acceder a partes del sistema para las cuales no tiene permisos. 
 
Como  es  normal,  Android  dispone  de  diferentes  maneras  de  que  dos 
aplicaciones  puedan  compartir  recursos.  El  más  habitual  es  el  sistema  de 
permisos, mediante el cual una aplicación  indica qué  funcionalidades del sistema 
necesitará  utilizar;  la  responsabilidad  de  permitir  el  acceso  recae  en  el  usuario, 










el  usuario  interactúa.  Por  ejemplo,  una  aplicación  que  reproduzca 
música  podría  tener  una  actividad  para  navegar por  la  colección de 
música del usuario, otra actividad para editar  la  lista de  reproducción 
actual,  y  otra  actividad  para  controlar  la  canción  que  se  está 
escuchando actualmente. Aunque una aplicación puede tener múltiples 
actividades,  que  juntas  ofrecen  la  funcionalidad  completa  de  la 
aplicación,  las  actividades  son  elementos  independientes.  Esto 
implica que otra aplicación distinta podría  invocar cualquiera de estas 
actividades  para  utilizar  su  funcionalidad,  si  tiene  los  permisos 
adecuados.  Por  ejemplo,  una  aplicación  de  selección  de  tonos  de 
llamada podría  invocar la actividad que muestra la colección de música 
del  usuario  para  permitirle  elegir  una  canción  como  tono  personal. 
Otro  ejemplo que podemos ver a diario es la utilización de la actividad 












Un  servicio  no  tiene  interfaz  de  usuario,  ya  que  se  ejecuta  en 
segundo  plano  para  llevar  a  cabo  operaciones  de  mucha  duración  y 
funcionalidades  que,  en  general,  no  requieren  de  intervención  del 
usuario.  Siguiendo  con  el  ejemplo  de  la  aplicación  musical,  ésta 
podría  implementar un servicio que continúe reproduciendo canciones 
en  segundo plano mientras el usuario  lleva a  cabo otras  tareas, como 
comprobar  su  correo  o  visualizar  una  presentación  de  fotografías.  La 
descarga de contenidos desde  Internet también se suele  llevar  a  cabo 
mediante  un  servicio  en  segundo  plano,  que  notifica  la  finalización 
de  la misma a la aplicación original. 
 







luego  crear  un  proveedor  de  contenidos  que  permita  a  otras 
aplicaciones  consultar  o  incluso  modificar  estos  datos  de  manera 
controlada.  El  reproductor  de  música  podría  incluir  un  proveedor  de 
contenidos  que  permita  a  otras  aplicaciones  consultar  el  catálogo  de 
música del usuario y añadir nuevas entradas al mismo. Android ofrece a 
todas  las  aplicaciones  con  permiso  para  ello  acceso  a  la  lista  de 
Contactos, también mediante un proveedor de contenidos. 
 
 Receptores  de  notificaciones  (implementados  como  subclases  de 
BroadcastReceiver)  
 
Un  receptor  de  notificaciones  responde  a  notificaciones  lanzadas  "en 
abierto" para todo el sistema. Muchas notificaciones las lanza el propio 
sistema, por  ejemplo  avisos  de batería baja, de que  la pantalla  se ha 
apagado o de que hay una  llamada entrante. Las aplicaciones también 
pueden  lanzar  notificaciones,  por  ejemplo  para  informar  al  resto  del 
sistema  de que  se ha descargado algún  tipo de  información y que  ya 
está  disponible.  Aunque  los  receptores  de  notificaciones  no  tienen 
interfaz  de  usuario,  sí  que  pueden  informar  a  éste  de  los  eventos 
detectados,  mediante  un  icono  en  la  barra  de  notificaciones.  En 
nuestro ejemplo, el reproductor de música podría tener un receptor de 










reutilizar,  para  funcionalidades  comunes,  componentes  ya  existentes  en  otras 






en  Android  podemos  simplemente  invocar  la  actividad  Cámara  que,  una  vez 
finalizada su ejecución, nos retornará la imagen capturada. 
 
Para  conseguir  esto,  dado  que  por  seguridad  cada  aplicación  se  ejecuta 
aislada  de  las  demás  y  no  tiene  acceso directo  al  resto de  aplicaciones,  lo  que 
tenemos que  hacer es  indicarle  al  sistema  operativo que  tenemos  intención de 
lanzar una actividad o componente. Esta solicitud se efectúa mediante la creación 
de un objeto Intent con el  identificador del componente o  servicio. El sistema 
entonces  comprueba  los permisos, ejecuta  (o  reactiva) el proceso asociado a  la 
aplicación  propietaria  del  componente,  e  instancia  las  clases  necesarias  para 
ofrecer  la  funcionalidad  solicitada.  La  lógica  de  estas  clases  se  ejecutará  en  el 





Para  que  Android  pueda  ejecutar  un  componente  cualquiera  de  una 
aplicación,  la  aplicación  debe  primero  informar  al  sistema  de  cuáles  son  sus 
componentes  mediante  el  fichero  AndroidManifest.xml,  conocido  como 
"manifiesto" de  la  aplicación.  En  este  fichero,  cada  aplicación proporciona entre 
otras cosas los siguientes datos: 
 
 Componentes  de  la  aplicación:  actividades,  servicios  y  proveedores 
de  contenido  deben  ser  declarados  obligatoriamente en  este  fichero, 
mediante  el  nombre  canónico  de  su  clase  principal.  Este  será  el 
identificador  utilizado  en  los  objetos  Intent  por  el  resto  de 
aplicaciones para  solicitar  al  sistema  la  ejecución  de  un  componente. 
Los  receptores  de  notificaciones  son  los  únicos  componentes  que 
además  de  en  el  manifiesto  pueden  "registrarse"  en  el  sistema 
posteriormente, en tiempo de ejecución. 
 
 Capacidades  de  los  componentes:  aunque  una  aplicación  puede 
ejecutar  un  componente  externo  invocándolo  directamente  por  su 
nombre canónico, existe un método más potente, basado en acciones. 
Utilizando  acciones,  la  aplicación  que  crea  el  objeto  Intent  sólo  tiene 
que indicar qué acción quiere llevar a cabo, dejando que sea el sistema 
el que busque componentes que puedan  llevarla a cabo; por ejemplo, 
una  aplicación  podría  indicar  que  tiene  la  intención  de  ejecutar  la 






dicha  actividad  al  ser  invocada  esta  acción.  En  el  manifiesto  de  la 
aplicación, cada componente puede  indicar opcionalmente una  lista de 
acciones  que  está  preparado  para  llevar  a  cabo,  de  manera  que  el 








 Librerías  y  API  externas  utilizadas:  librerías  externas  a  la  propia  API 
del  sistema  Android,  que  la  aplicación  utiliza  para  funcionar;  por 
ejemplo, las librerías de Google Maps. 
 
 Requisitos mínimos: en el manifiesto se  indican  tanto el nivel mínimo 
de  la  API  de  Android  obligatorio  para  el  funcionamiento  de  la 
aplicación, como características específicas de hardware y software sin 
las  cuales  la  aplicación  no  pueda  desarrollar  sus  capacidades.  Por 
ejemplo,  si  nuestra  aplicación  utiliza  las  capacidades  multitouch  de 
Android  (sensibilidad  a múltiples puntos de  contacto),  tendremos que 













ser  imágenes  y  sonidos,  ficheros XML para  las  visuales  y  cualquier  otro  recurso 
relacionado  con  la  presentación  visual  o  la  configuración de  la  aplicación.  Estos 





 drawable:  este directorio  contiene  imágenes  en formato  PNG,  JPG 







 layout: directorio para almacenar  las visuales XML de  la aplicación, es 
decir,  ficheros  XML  que  contienen  la  definición  de  las  interfaces  de 
usuario. 
 
 menu:  contiene  ficheros  XML  que  definen  los  menús  utilizados  en  la 
aplicación. 
 
 values:  agrupa  ficheros  XML  que  definen  múltiples  recursos  de 
tipos  sencillos,  como  cadenas  de  texto  predefinidas,  valores  enteros 
constantes,  colores  y  estilos.  Para  definir  cadenas  se  suele  utilizar  el 
fichero strings.xml, para definir estilos el fichero styles.xml, etc. 
 
 assets: directorio para almacenar  ficheros que  la aplicación accederá 
de  manera  clásica,  mediante  la  ruta  y  el  nombre,  sin  asignarle  un 
identificador único ni  transformarlo antes a un  objeto  equivalente.  Por 
ejemplo,  un  grupo  de  ficheros  HTML  que  se  mostrarán  en  un 
navegador  web,  deben  poder  accederse  mediante  su  ruta  en  el 
sistema de archivos para que los hiperenlaces funcionen. 
 
Para  cada  uno  de  estos  recursos  (excepto  los  contenidos  del  directorio 
assets), el SDK de Android genera  un  identificador  único  y  lo  almacena  como 
una  constante  dentro  de  la  clase  R.java.  Así,  una  imagen  situada  en 
res/drawable/thumb1.png  podrá  referenciarse  mediante  la  variable 
R.drawable.thumb1,  y  R.layout.principal  apuntaría  a  una  visual  XML 
guardada en res/layout/principal.xml. 
 
Además,  el  desarrollador  puede  añadir  sufijos  a  cualquiera  de  los 
directorios para definir  recursos que  sólo estarán disponibles  cuando  se den  las 
condiciones definidas por ese  sufijo. Un uso muy habitual  es  definir  directorios 
drawable‐ldpi y  drawable‐hdpi para  almacenar  recursos  que  sólo  deben 
utilizarse  en  casos  de  que  el  dispositivo  tenga  una  resolución  de  pantalla  baja 
(ldpi) o alta (hdpi). Otro uso es disponer de versiones "localizadas" de las distintas 
cadenas  de  texto  utilizadas  en  la  aplicación,  creando  directorios  como 
res/values‐en y  res/values‐de para  guardar  la  traducción  al  inglés  y  al 
alemán de los textos de nuestra aplicación. 
 
Con  esto  finalizamos  la  introducción  al  sistema  operativo  Android  y  sus 
aplicaciones.  Para  conocerlo  en  mayor  profundidad,  se  puede  acudir  a  la 



















































De  acuerdo  a  esta  definición,  llamaremos  instrumentos  de  evaluación  no 




su  ficha  un  negativo  o  un  positivo,  pero  estas  anotaciones  sólo  tomarán  sentido 
cuando al  final de  la evaluación se utilicen en  la  toma de decisiones para calificar el 
comportamiento del alumno. 
 













de  las  franjas horarias en  las que está dividido y que están dedicados a una clase de 
una asignatura. 
Vamos  a  introducir  un  diagrama  Entidad‐Relación  en  el  que  veremos  las 








































Temporalización: Destacar  en  este  apartado  lo  que  entendemos  por  actividad 
lectiva;  toda  aquella actividad que  se  realiza en un  aula  teniendo  como  finalidad  la 
explicación, práctica o evaluación de  los  contenidos de una asignatura. Decir que  la 
duración de dichas actividades las mediremos en periodos lectivos. 
 
Destacar  que  la  fecha  y  hora  concreta  de  una  actividad  lectiva,  la  calcula  el 
programa  a partir de  la  totalidad de datos  integrados en el programa  (Calendario  y 































































un  día  y  hora  determinados.  Debe  mostrarse  al  usuario  en  forma  de  tabla,  de 
forma semejante a la indicada en la figura 18.  
 
Según  el  REQ01,  sobre  la  ventana  será  posible  establecer  el  nombre  del 
centro educativo y del docente (ver caso de uso 10.7) y el curso corriente. 
 













































  L M X J V
8:00 1A 1B 1A
8:55 3A 3A AP G
9:50 G 1B 1B PC 2BC
10:45 R E CR E O
11:15 2BC PC 3B 3B
12:10 2BC G 1A














































una  manera  sencilla  las  calificaciones  del  alumno  en  el  periodo  de  tiempo 








































































Desde  esta  pantalla,  pulsando  sobre  cualquiera  de  los  alumnos, 
accederemos a sus fichas personales. 
 







































La  fecha  se  tomará  de  la  que  el  terminal  tenga  configurada  y  quedará 
guardada en una base de datos [Celma 06] de la aplicación. 
 






Será muy  conveniente que una vez pasada  lista  se posibilite  la opción de 
sincronizar nuestro registro de asistencia con el de  la página web de la Consejería 





































Una  forma de hacer esta pantalla  sencilla de manejar  sería, por ejemplo, 
empezar  pulsando  en  la  casilla  de  calificación  del  primer  alumno  a  calificar,  de 





















































































































Código  REQ01  Prioridad  Alta/Imprescindible
Nombre  Configuración del horario 
Descripción  La pantalla principal del programa es el horario del docente. La 
configuración  de  este  horario  debe  ser  fácil  e  intuitiva,  al 




introduzcamos el  aula en el que  se  impartirá  la  clase.  En esta 
pantalla  aparecerá  el  nombre  del  docente  y  del  centro 
educativo (introducido en el requisito REQ10). 
 




día,  la duración de  las clases,  la hora de  inicio, del recreo, y de 
finalización,  se  utilizará  el  menú  “Configuraciones  generales” 
(REQ10),  incluido en el menú principal. Este menú  tiene  todas 
las opciones de configuración del programa. 
 










Código  REQ02  Prioridad  Baja/Opcional 
Nombre  Selección del color de las casillas del horario 
Descripción  Una posibilidad para la mejora del uso intuitivo de la aplicación 
sería, que  se ofreciera como paso  siguiente a  la  configuración 
del horario, la selección de un color para la casilla que estemos 





Código  REQ03  Prioridad  Alta/Imprescindible
Nombre  Pantalla de selección datos 



















Se  incluirán dos botones  (faltas y notas) con  los que se podrán 
acceder  a  las  faltas  del  alumno  y  a  sus  notas. Al  pulsar  sobre 
estos  botones  se  accederá  al  registro  de  faltas  y  notas  del 
alumno. Desde aquí, no sólo podremos ver las notas y las faltas, 
sino  que  podremos  corregir  cualquier  posible  error.  En  la 
pantalla  de  faltas  aparecerá  en  número  total  de  faltas 
acumuladas. 
 












Código  REQ05  Prioridad  Alta/Imprescindible
Nombre  Control de faltas del alumnado 
Descripción  Aparece  la  lista de alumnos del curso elegido con una casilla al 
lado de cada nombre. Aquellos alumnos a los que se les marque 
la casilla adyacente, se les incluirá automáticamente en su ficha 
personal,  la  falta  con  la  fecha del día.  Se utilizará  la  fecha del 
terminal. 
 
Al  terminar  de  pasar  lista  se  pulsará  “aceptar”  para  salir  a  la 
pantalla de selección de datos “REQ03”. 
 
Código  REQ06  Prioridad  Alta/Imprescindible
Nombre  Control de calificaciones 
Descripción  De  manera  similar  al  control  de  faltas,  aparecerá  la  lista  de 
alumnos  con  una  casilla  en  la  que  seleccionar  la  calificación 
adecuada. 
 
En  la  parte  inferior  de  la  pantalla  aparecerá  un  selector  en  el 
que  elegiremos  un  tipo  de  nota  de  entre  las  que  hayamos 
configurado. 
 
Las  notas  quedarán  grabadas  al  pulsar  “aceptar”  al  pie  de  la 
pantalla.  De  nuevo  los  datos  se  incluirán  en  las  fichas 
individuales de los alumnos. 
 
Código  REQ07  Prioridad  Alta/Imprescindible
Nombre  Introducción de listado de alumnos 
Descripción  Una  de  las  opciones  que  dará  el  botón  menú  será  la 
introducción del listado de alumnos. Esto se realizará por medio 
de un archivo hoja de  cálculo, archivo de  texto o  si es posible 
según el requisito REQ08 
 
Código  REQ08  Prioridad  Media/Recomendable
Nombre  Sincronización web 
Descripción  Sería deseable que el programa ofreciese la posibilidad, al incluir 
el  listado  de  alumnos,  de  acceder  vía  web  a  la  página  web, 
“Plumier  XXI”,  de  la  Consejería  de  Educación  y  realizar  una 
sincronización con los datos allí alojados. 
 












Código  REQ09  Prioridad  Alta/Imprescindible
Nombre  Captación de imágenes 
Descripción  La aplicación será capaz de incorporar imágenes, tomadas con la 





el  recuadro  se  abre  la  cámara  para  poder  tomar  la  foto  del 
alumno. Una  vez  tomada  la  foto  se  incorporará  a  la  ficha  del 
alumno con el tamaño necesario para la aplicación. 
 
Código  REQ10  Prioridad  Alta/Imprescindible
Nombre  Temporalización 


















o  siglas  de  los  grupos  que  tengamos  ese  curso;  así  como  las 
actividades, por ejemplo, guardia, visita de padres, tutoría, etc.. 
 



















terminal,  la  denominación  de  la  nota  que  queremos  que  sea 
valorable  (ej.  Examen, actitud,  libreta,  ejercicios,  trabajos,…) o 






Código  REQ15  Prioridad  Alta/Imprescindible
Nombre  Copias de seguridad (Backups) 






Código  REQ16  Prioridad  Alta/Imprescindible
Nombre  Usabilidad y robustez 
Descripción  Será obligatorio que  la aplicación sea mínimamente robusta y 
no  presente  errores,  reinicios  ni  bloqueos  durante  un  uso 
"normal"  de  la  misma  en  un  dispositivo  Android.  Este  uso 
normal incluye situaciones como: cambios de orientación de la 
pantalla  del  dispositivo,  de  horizontal  a  vertical  y  viceversa; 
paso de la aplicación a segundo plano por llamadas entrantes, 
alarmas  o  cualesquiera  otras  aplicaciones  similares,  etc.  En 
































cuatro  tipos  son  los  diagramas  de  actividades,  de  estados,  de  secuencia  y  de 





















































































2. Aparece  un  menú  con  las  siguientes  opciones:  “Configuraciones 
generales”,  “Configuración  de  grupos  o  actividades”, 








  L M X J V
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐ ‐‐‐
 
DOCENTE
























INICIO Y FINAL DEL CURSO
FESTIVIDADES DEL CURSO 
DURACIÓN Y NÚMERO DE 
LOS PERIODOS LECTIVOS 
HORA DE INICIO DE LAS 
CLASES Y DURACIÓN DEL 
RECREO 
NOMBRE DEL CENTRO 
















































4. Pulsamos  “SIGUIENTE”  para  introducir  la  siguiente  festividad. 
Repetimos los pasos 3 y 4 hasta completar todas las festividades. 





















































Introduzca  la  duración  de 
los  periodos  lectivos  en 
minutos: 
 





















































































del  curso  o  los  días  en  los  cuales  cada  grupo  tiene  clase,  de  manera  que  el 
programa podrá calcular con exactitud los días para cada una de las actividades.  
 
Por ejemplo, un  grupo  tiene  clase  los  lunes, martes  y  jueves,  y  la unidad 













7. DUDAS    1 PER. 
8. EXAMEN2  1 PER. 
9. CORRECIÓN  1 PER. 
10. DIBUJO    5 PER. 





















Gracias  a  esta  secuencia  de  pantallas  podremos  acceder  al  menú  que 

































































Gracias  a  esta  secuencia  de  pantallas  podremos  acceder  al  menú  que 










4. Pulsamos  “SIGUIENTE”  para  introducir  la  siguiente  nota  y  su 






































4. Configuramos  los  “grupos de alumnos  y actividades” que  tiene el 
docente ese curso. 
5. Hacemos  una  pulsación  corta  sobre  la  casilla  en  la  que  queremos 
seleccionar un grupo. 
6. Seleccionamos  uno  de  los  grupos  o  actividades  configurados  del 
menú correspondiente (Caso de uso 10.17). 





En el  caso de uso 10.8  se explicará de qué manera  relacionaremos estos 
datos aquí introducidos con la temporalización.   
NOMBRE INSTITUTO 
  L M  X  J V
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐
‐‐‐  ‐‐‐ ‐‐‐  ‐‐‐  ‐‐‐ ‐‐‐




L M X J  V 
8:00 1A 1B  1A 
8:55 3A 3A AP  G 
9:50 G 1B 1B PC  2BC 
10:45 R E CR E  O 
11:15 2BC PC 3B   3B 
12:10 2BC G 1A   









Gracias  a  esta  opción  podremos  introducir  los  alumnos  (REQ07) 
pertenecientes a cada grupo. Para que esto sea posible los alumnos deben estar en 




en  el  ordenador  del  usuario,  archivo  dado  por  el  centro  de  estudios  o,  como 


































archivo  en  una  ubicación  predeterminada.  Si  existe  un  archivo 
anterior se elimina. 









5. El  programa  busca  en  la  ubicación  predeterminada  un  archivo  de 
backup creado anteriormente y lo incorpora al programa. 












Esta  es  una  pantalla  sencilla  que  simplemente  nos  permite  seleccionar 
entre  las posibles acciones a realizar con un grupo seleccionado (REQ03); a saber, 






La  opción  de  fichas  individuales,  nos  llevará  al  listado  de  alumnos  del 



















aquel  que  vamos  a  introducir.  Tras  esto,  veremos  el  listado  de  alumnos  donde 
podremos  calificar dicho  instrumento,  si es  calificable, o  seleccionar  los alumnos 
que queremos  cuenten con el  instrumento  seleccionado,  si no es  calificable; por 
ejemplo, negativo, positivo, no tareas… 
 









opción de  seleccionar una de entre  las posibilidades  existentes,  configuradas  en 













































































libro  del  profesor.  Se  han  especificado  los  requisitos  de  una  aplicación  que  debe 
permitir al profesor prescindir de los grandes cuadernos de registro, incómodos y poco 




completa, consistente e  independiente de  la  implementación, a  la par que precisa y 
verificable.  En  este  sentido,  habría  que  comentar,  que  la  orientación  a  plataformas 




En  la  especificación  se  ha  tratado  de  utilizar  únicamente  diagramas  sencillos, 
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