








Noise reduction for visualization of meteorological phenomena  
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2016-04-30T18:07:47+09:00 沖縄県八重山郡与那国町与那国 04 日(水) 曇一時雨 最高 28℃ 最低
24℃ 降水確率 50% #天気 c4 
2016-04-30T19:35:42+09:00 宮城県仙台市若林区南鍛冶町 コレが旨い！ 季節ですよね〜 明日は雨かな
orz。。。  
2016-04-30T20:45:00+09:00 宮城県柴田郡川崎町大字川内字藤折 昨日は時々雨だったけど今日は天気もっ

























2016-04-30T23:50:35+09:00 熊本県熊本市中央区出水七丁目 【微小地震速報 熊本県 744/992】 
2016/04/30 22:42:36 JST,  日本 熊本県 熊本市 出水８丁目 付近,  M1.5, TNT2.7kg, 深さ 5.9km,  
MAP https://t.co/PkZYBnJmMI 1153 
2016-04-30T23:58:13+09:00 東京都渋谷区桜丘町 I'm at 渋谷駅 (Shibuya Sta.) in 渋谷区, 東京都 
















































































































































































































ツイート取得のためのシステム環境（以降、サーバと表記）は、Mac mini late 2012（2.5GHz 
デュアルコア Intel Core i5、メモリ 4GB 1600 MHz DDR3）、OS は OS X 10.9.4（Mavericks）、
文字コード（エンコーディング）は UTF-8を使用した。また、フィルタを含め、各種ツールの
構築には、Python言語：2.7.6とシェル（bash）スクリプト、OSコマンドを使用した。 
位置情報付きツイートデータの取得には、「【php】twitter Streaming APIの statuses/filter
を試す」を参考に、日本全体の範囲を指定した Streaming API を使用した。その際に、取得す
るツールを容易に構築するために、tweepy ライブラリ（ver. 2.2）を使用した。取得したツ
イートデータの保存用データベースは、MongoDB 2.4.10 を使用した。データベース操作は、













































データを常に取り続けるために、Twitterから提供されている Streaming API を使用するこ
とにした。Streaming API は、User streams、Sites streams、Public streams の３種類が存
在していた（2014年５月時点）。 
User streamsは、単一ユーザーの Tweets/Timeline を取得できる APIである。Site streams






対応する URL が用意されていた。statuses/firehose は、全ユーザーのすべてのツイートを取
得できるが、これは、特別なアカウントだけ（企業など）に提供される。statuses/sample は、
『 Returns a small random sample of all public statuses. 』と い うこ とで 、
statuses/firehose をより軽量化した位置づけと考えられる。statuses/filter は、フィルタ
を setすると、それにマッチしたツイートが取得できる。 

















そのため、エンドポイントを statuses/filter、オプションを locations に set して、日本
列島をカバーする座標（緯度･経度）情報を指定し、データ取得を試みた。その結果、2014/06/11





















なっており、また、そのフォーマットも『Mon, 23 May 2011 12:23:50 +0000』という出力形
式であったため、分析においては扱いづらい状況にあった。そのため、データベースへの保存






 "_id" : ObjectId("5397204f9fd571033a84e6b3"), 
 "contributors" : null, 
 "truncated" : false, 
 "text" : "@kulukuluhaya @kakinotane1127 てか就職できたん？", 
 "in_reply_to_status_id" : NumberLong("476380854483046400"), 
 "id" : NumberLong("476381334592421888"), 
 "favorite_count" : 0, 
 "source" : "<a href=\"http://twitter.com/download/iphone\" rel=\"nofollow\">Twitter for iPhone</a>", 
 "retweeted" : false, 
 "coordinates" : { 
  "type" : "Point", 
  "coordinates" : [ 
   139.63444126, 
   35.65257683 
  ] 
 }, 
 "entities" : { 
  "symbols" : [ ], 
  "user_mentions" : [ 
   { 
    "id" : 635268223, 
    "indices" : [ 
     0, 
     13 
    ], 
    "id_str" : "635268223", 
    "screen_name" : "kulukuluhaya", 
    "name" : "はやと" 
   }, 
   { 
    "id" : 1968364230, 
    "indices" : [ 
     14, 
     29 
    ], 
    "id_str" : "1968364230", 
    "screen_name" : "kakinotane1127", 
    "name" : "しょうふぇい" 
   } 
  ], 
  "hashtags" : [ ], 
  "urls" : [ ] 
 }, 
 "in_reply_to_screen_name" : "kulukuluhaya", 
 "id_str" : "476381334592421888", 
 "retweet_count" : 0, 
 "in_reply_to_user_id" : 635268223, 
 "favorited" : false, 
 "user" : { 
  "follow_request_sent" : null, 
  "profile_use_background_image" : true, 
  "default_profile_image" : false, 
  "id" : 261121621, 
  "profile_background_image_url_https" : "https://abs.twimg.com/images/themes/theme1/bg.png", 
  "verified" : false, 
  "profile_image_url_https" : 
"https://pbs.twimg.com/profile_images/475649111987720192/2BiNoYLM_normal.jpeg", 
  "profile_sidebar_fill_color" : "DDEEF6", 
  "profile_text_color" : "333333", 
  "followers_count" : 264, 
  "profile_sidebar_border_color" : "C0DEED", 
  "id_str" : "261121621", 
  "profile_background_color" : "C0DEED", 
  "listed_count" : 1, 
  "is_translation_enabled" : false, 
  "utc_offset" : 32400, 
  "statuses_count" : 6541, 
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  "description" : "3中→芋高→農大ばいびじ3年", 
  "friends_count" : 288, 
  "location" : "群馬ー世田谷", 
  "profile_link_color" : "0084B4", 
  "profile_image_url" : 
"http://pbs.twimg.com/profile_images/475649111987720192/2BiNoYLM_normal.jpeg", 
  "following" : null, 
  "geo_enabled" : true, 
  "profile_banner_url" : "https://pbs.twimg.com/profile_banners/261121621/1399344835", 
  "profile_background_image_url" : "http://abs.twimg.com/images/themes/theme1/bg.png", 
  "name" : "TG", 
  "lang" : "ja", 
  "profile_background_tile" : false, 
  "favourites_count" : 309, 
  "screen_name" : "taiga0213", 
  "notifications" : null, 
  "url" : null, 
  "created_at" : "2011-03-05T17:24:18+09:00", 
  "contributors_enabled" : false, 
  "time_zone" : "Irkutsk", 
  "protected" : false, 
  "default_profile" : true, 
  "is_translator" : false 
 }, 
 "geo" : { 
  "type" : "Point", 
  "coordinates" : [ 
   35.65257683, 
   139.63444126 
  ] 
 }, 
 "in_reply_to_user_id_str" : "635268223", 
 "lang" : "ja", 
 "created_at" : "2014-06-11T00:12:15+09:00", 
 "filter_level" : "medium", 
 "in_reply_to_status_id_str" : "476380854483046400", 
 "place" : { 
  "full_name" : "世田谷区, 13", 
  "url" : "https://api.twitter.com/1.1/geo/id/1b0cfebe3424e14f.json", 
  "country" : "日本", 
  "place_type" : "city", 
  "bounding_box" : { 
   "type" : "Polygon", 
   "coordinates" : [ 
    [ 
     [ 
      139.58364900596, 
      35.5907059995056 
     ], 
     [ 
      139.58364900596, 
      35.6790149962051 
     ], 
     [ 
      139.685946997143, 
      35.6790149962051 
     ], 
     [ 
      139.685946997143, 
      35.5907059995056 
     ] 
    ] 
   ] 























































うに分解される。また、形態素単位での 3-gramの場合は、図９ ②のようになる。 























図９ 3-gramと形態素 3-gramの分解例 







































計算）、（２）同一時間帯（10 分間）におけるツイート、（３）複数 ID での投稿数が２件以
 23 





























































現在地 L:茨城県常総市上蛇町 #imacoconow [ImacocoNow! Android]  
I'm at セーブオン常総きぬの里店 in Ibaraki-ken   












































 Twitterから取得できる緯度（ex 34.78585089）、経度（ex 135.52950444）データは、
最大小数点 8 桁であるが、国土交通省の位置情報で提供されている緯度･経度は、最大
小数点 6桁なので、桁数を小さくして利用する。 



















図１７ 大字・町丁目レベルデータの CSVファイル例 
4.1.2 Google Maps 










ムレベルを 5で設定した。その際の HTMLのソースコード例を、図１８に示す。 
<!DOCTYPE html "-//W3C//DTD XHTML 1.0 Strict//EN" 
    "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd"> 
<html xmlns="http://www.w3.org/1999/xhtml"> 
<head> 
<meta http-equiv="content-type" content="text/html; charset=utf-8"/> 
<title>Google Maps つぶやき Trend</title> 
<script type="text/javascript" src="http://maps.google.com/maps/api/js?sensor=false"></script> 
<script type="text/javascript"> 
    function initialize() { 
        var latlng = new google.maps.LatLng(35.630442,139.882951); 
        var opts = { 
            zoom: 5, 
            center: latlng, 
            mapTypeId: google.maps.MapTypeId.ROADMAP 
            }; 
        var map = new google.maps.Map(document.getElementById("map_canvas"), opts); 
var m_latlng1 = new google.maps.LatLng( 32.887509 , 130.104719 ) 
var marker1 = new google.maps.Marker({ 
 position: m_latlng1, 
 animation: google.maps.Animation.DROP, 
 map: map, 
 icon: 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||04122f|13||' 
}); 
（略） 


























No. 構築・利用したツール 説明 





（使用例）python geoTest_99y.py 2014-06-01T00:00+9:00 
2014-06-30T23:59+9:00 
2 exportTwitter.py geoTest_99y.py にて生成されるプログラム。当プログ
ラムは、Mongo DBに格納された位置情報付きツイート
を抽出する。 
（使用例）python exportTwitter.py > 2014_6.data 
 29 
3 cat 2014_6.data | ggrep -E "雨" 抽出したツイートファイルから、「雨」に関するツ
イートを抽出する UNIXコマンドの組み合わせ。 
（使用例）cat 2014_6.data | ggrep -E "雨" > 
2014_6_rain.data 
4 returnNumber.py 抽出したツイートから 2/3の数を計算するプログラ
ム。 
（使用例）cat 2014_6_rain.data |wc -l |  
python returnNumber.py 
=> 32948 16474 




（使用例）perl -MList::Util=shuffle -e 'print 
shuffle(<>)' <  2014_6_rain.data | tail -n 32948 > qqqqq 





り。以下の例では、2014_6_rain.data と qqqqq とに
存在しないレコードを抽出する。 
（使用例） 
sort 2014_6_rain.data > tmp111 
sort qqqqq > tmp222 







cat qqqqq | sort -k3 | python export_3.py | ggrep -E "東京
都西多摩郡|東京都八王子市|東京都世田谷区|東京都千代田区|東
京都江戸川区|東京都大田区|東京都青梅市|東京都練馬区|東京都
府中市" > 2014_6_tokyo_rain.data 
また、検証用のデータの抽出にも使用する。 
（使用例） 
cat corpus_test_tmp.data | sort -k3 | python export_3.py | 
ggrep -E "東京都西多摩郡|東京都八王子市|東京都世田谷区|東京
都千代田区|東京都江戸川区|東京都大田区|東京都青梅市|東京都
練馬区|東京都府中市" > corpus_test.data 




rb = ReverseGeocoding.ReverseGeocoding() 
print "******* " +  
rg.getAddress("34.78585089", "135.52950444") 
9 loadConvertionTable.py 位置情報データ（緯度経度、大字・町丁目レベルデー
タ）を SQLite上の DB（変換テーブル）にロードする。 
（使用例）python loadConvertionTable.py 










郡 西多摩郡% 2014_6_rain-noise_Tokyo.data 








echo "$1 $2 $3" 
cat $1 | ggrep -E $2 | python exportNoiseComment_V2.py $3 n 
>> $4 
13 makeFilter_V3.sh 2 makeNoiseCorpus_xxxxx_V2.shにより作成されたノイズ
コーパスから、ノイズフィルタを生成する Script。 
当 Script は、さらに、getTrend_co_freqz.py、 
generatCard_tri_zz.py を呼び出す。 
（使用例） 
cp temp_2014_6_rain_noise_Tokyo.data temp.data 
./makeFilter_V3.sh 2 




python getTrend_co_freqz.py tri $1 n | cut -d" " -f2-4 | 
ggrep -E "^雨" | ggrep -E -v "[0-9] * *" | ggrep -E -v "* 
[0-9] *" | ggrep -E -v "* * [0-9]" | ggrep -E -v "[０-９] * 
*" | ggrep -E -v "* [０-９] *" | ggrep -E -v "* * [０-９]" 






tokens = mecab_tokenizer.tokenize(unicode(raw,'utf-8')) 
trigrams = nltk.trigrams(tokens) 
    fd = nltk.FreqDist(trigrams) 
16 mecab_library.py 形態素解析後のワードを保存するライブラリ。 
（使用例） 
import mecab_library 
words = mecab_library.Tokens(sents[0]) 
17 generatCard_tri_zz.py フィルタ用としてのパラメータを含む grepコマンドを
生成するプログラム。 
（使用例）cat zzz.data | python generatCard_tri_zz.py > 
ggg 
18 checkAlgorithm_V2_1_x.sh 作成したフィルタを用いて検証するプログラム。 
当 Script は、さらに、rainProc_V2x.py、 
evaluateFilter_V2.py を呼び出す。 
（使用例）corpus_test.data のデータにて検証する場





cat corpus_test.data | python rainProc_V2x.py | ggrep "◎" 
| wc | cut -d" " -f1-8  >> cnt; 
20 evaluateFilter_V2.py 適合率、再現率、F尺度を算出するプログラム。 





python makeDistanceEvaluationCard_1.py |  
python makeDistanceEvaluation_1.py corpus_test_tmp.data 東
京都西多摩郡 > t_nishitama.sh 
 31 
22 makeDistanceEvaluation_1.py 近距離法を実施するための Scriptを生成するプログラ
ム。 
（使用例）同上 




（使用例）./t_nishitama.sh > t_nishitama_1.data 
24 getEvent_xx.sh 当 Script は、t_xxxxxxx.shにより呼ばれる。 
当 Script は、omitID.py、testGetDistance_3xx.py を
呼び出す。 
（使用例） 
./getEvent_xx.sh corpus_test_tmp_4.data "2014-06-01T00:0" "
雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都
西多摩郡 




cat $1 | ggrep -E "$2" | ggrep -E "$3" | sort | uniq | cut 







cat $1 | ggrep -E "$2" | ggrep -E "$3" | eval `cat 
omitData.out` | python testGetDistance_3xx.py $5 $6 | sort 
-k2,3 | uniq | sort -k3,3; 
27 checkAlgorithm_V2_2_x.sh 当 Script は、近距離フィルタを検証する。さらに、
rainProc_V2x.py、evaluateFilter_V2.py を呼び出す。 
（使用例） 
cat t_*_2.data > total_2.data 
./checkAlgorithm_V2_2_2.sh total_2.data 東京都 
28 checkAlgorithm_V2_3_x.sh 当 Script は、組み合わせ法を検証する。さらに、
rainProc_V2x.py、evaluateFilter_V2.py を呼び出す。 
（使用例） 
./checkAlgorithm_V2_3_2.sh total_2.data 東京都 





SQLite が提供している import機能にてロード。 
（使用例） 
.separator , 
.import 都県_観測所.csv pref_ml 
.import ame_master_f_utf8.csv ml_t_address 
31 generateMapzz_xx.py ツイート内の緯度・経度情報から、Google マップで表
示するためのコードを生成する。 
（使用例） 
./getEvent_xx.sh 2014_09_10_20.data "2014-09-10T16" "雨" 
"2" "3000" "2" | `eval cat ggg` | `eval cat qqq` | python 
generateMapzz_xx.py "3" > geotTemp.txt 
cat generateMapHeader.txt geotTemp.txt 










cat 熊本県_初日データ.txt | cut -d" " -f5- |  
python omitStopWord.py "Dummy" 
2 
 





ストの N-gram 処理を行う。type が 1の場合、形態素
原形を単位として N-gram をカウントする。なお N は
引数 N で指定する。Posにて、品詞の指定を行う。 
（使用例） 
s <- Ngram("熊本県_初日データ_step_1.txt", pos = c("名詞"), 
type = 1, N=3)  
g <- s %>% group_by()  









s %>% group_by(Ngram) %>%  
summarise("TF" = sum(Freq)) %>% arrange(desc(TF))  




g <- s %>% group_by(Ngram) %>%  
summarise("TF" = sum(Freq)) %>% arrange(desc(TF)) %>% 
 mutate(Pos = factor(Ngram, levels = .$Ngram)) 
 write.table(g,  
file="熊本県_初日データ_step_2_N3.txt",quote=F,sep = ",") 





tail -n +2 熊本県_初日データ_step_2_N3.txt |  





tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 
"\(\@"| awk -F',' '{print $2","$3}' | sed 's/\[//g' 
sed 's/\]//g' テキストファイル内の「]」文字を削除する。 
（使用例） 
tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 







tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 
"\(\@"| awk -F',' '{print $2","$3}' | sed 's/\[//g' | sed 
's/\]//g' | sed 's/-/.*/g' 
 33 
awk -F',' '{ print $2" "$1}' 出力の順番を変える処理。 
（使用例） 
tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 
"\(\@"| awk -F',' '{print $2","$3}' | sed 's/\[//g' | sed 
's/\]//g' | sed 's/-/.*/g' | awk -F',' '{ print $2" "$1}' 
awk '$1 >= 5{print}' 指定した数（頻度）以上の文字列を抽出する処理。 
（使用例） 
tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 
"\(\@"| awk -F',' '{print $2","$3}' | sed 's/\[//g' | sed 
's/\]//g' | sed 's/-/.*/g' | awk -F',' '{ print $2" "$1}' | 




tail -n +2 熊本県_初日データ_step_2_N3.txt | grep -i -v -E 
"\(\@"| awk -F',' '{print $2","$3}' | sed 's/\[//g' | sed 
's/\]//g' | sed 's/-/.*/g' | awk -F',' '{ print $2" "$1}' | 
awk '$1 >= 5{print}' | python omitCard_2.py 




cat 熊本県_初日データ_w_正解.txt | ./run.sh 







word <- RMeCabFreq( "before.data" ) 
word[(word[, 2] == "名詞" & 
 word[, 3] != "非自立") & 




res <- word[(word[, 2] == "名詞" & word[, 3] != "非自立") & 
word$Freq > 1,] 
order(res[4]$Freq,decreasing=F) Rのデータフレームを昇順にソートする。 
（使用例） 
sortlist <- order(res[4]$Freq,decreasing=F) 




d3wordcloud( res5[,1],res5[,4],rotate.min = 0, rotate.max = 





1 test4yy.py Twitter の Streaming API を使用して、日本のエリアを
指定して、ツイートを抽出し Mongo DB へ保存する。こ
のプログラムは、60秒処理して、終了する。 













備調査では、2014年 6 月 11 日から 2014年 6月 25 日の間に取得した 4,122,468 件のツイート
を利用した。そして、特定状況可視化のためのノイズリダクションの実験では、2014年 6月 11
日から 2014 年 6 月 30 日の間に取得した 49,422 件、2014 年 9 月 10 日 16 時から 17 時の間に
取得した 383 件、2014 年 10 月 6 日 10 時から 11 時の間に取得した 384 件、2014 年 11 月 1 日
12 時から 13時の間に取得した 384件、2014年 10 月 31日 12時から 13時の間に取得した 144
件のツイートを利用した。最後に、特定地域の状況可視化のためのノイズリダクションの実験
では、2016年 4月 14 日 21時から 2016年 4月 18日 24時の間に取得した 9,127 件、2015年 9
月 10 日 12 時 50 分から 2015 年 9 月 14 日 24 時の間に取得した 111 件のツイートを利用した。
各実験用データセットの詳細については、次の項で説明する。 
4.2.1 特定状況可視化のためのノイズリダクション用 














には、2016 年 4 月 14 日の 21 時から 2016 年 4 月 18 日の 24 時までの熊本県から投稿された
データの 9,127 件を用いた。２セット目は、2015 年 9 月 10 日の 12 時 50 分から 2015 年 9 月



















































ミリ/時間）、２．2014年 10月 6日の台風 18号に伴う関東地方の強い雨（20〜30 ミリ/時間）、














い 1回目･3日目の 3,088件を用いて、「3.2 特定地域の状況可視化のためのノイズリダクショ
 38 
ン」で示した従来手法（今回は、キーワード設定（複数）、bot ID抽出にて実施）にて、フィ

































































   









5.2.1 条件別フィルタにおける再現率と F尺度 
実験の結果を、表５〜８に示す。表５、６は、熊本県のツイートを用いた結果である。表７、
８は、茨城県常総市･境町の結果である。表内 Nは n-gramのｎ数（N=3は、形態素 3-gram）を
表す。表５、７でのフィルタ生成条件は 3-gramと頻度閾値（以降、閾値と表記）5、4-gramと























おける「[ ]」の部分が n-gramの部分である（最後の「[ ]」は使用しない）。数字の部分は
頻度数を示す。例として「[茨城県-I-m-at],6,[茨城県-I-m-at]」の場合は「茨城県，I，m，






報 L」を含むツイートに分類された。２つ目は、「℃」を含む天気に関する bot ツイートであ
る。３つ目はアプリ連携のものであり、「m at」、「Just posted」、「物件」を含むツイート


































































































































































5 日分の 110 件程度以上であれば、再現率での 0.9 を超える抽出が期待できる。また、0.9 を
 52 
超えた際の閾値が 3もしくは 5であったため、表５、６を踏まえ閾値 5 の設定基準は、800 件
程度以上のツイート数と考えられる。 
以上により、ツイート数が少なくとも 110件程度以上の場合、ノイズ混入の割合が高い可能
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表 1 - No.1 geoTest_99y.py 
#!/usr/bin/python 
# coding: UTF-8 
import sys 
 
argvs = sys.argv  
 
#f = open('exportTwitter.py', 'w') # 書き込みモードで開く 
f = open('exportTwitter.py', 'w') # 書き込みモードで開く 
 
str = """#!/usr/bin/env python 
# -*- coding: utf-8 -*- 




argvs = sys.argv  
 
class GeoTest: 
    def __init__(self): 
        ### MongDB へのアクセス 
        #コネクション作成 
        self.con = Connection('localhost', 27017) 
        #コネクションから tweet データベースを取得 
        self.db = self.con.tweety 
 
    def __del__(self): 
        self.con.disconnect() 
 





tempxx = " ¥"$gte¥":¥"%s¥",¥"$lt¥":¥"%s¥" " % (argvs[1],argvs[2]) 
tempyy = '{"created_at": {' + tempxx + '},"geo.coordinates":{"$ne": 
None}},{"user.id":1,"geo":1,"lang":1,"text":1,"created_at":1}' 
 




str = """ 
            p = re.compile("(.+)¥[(.+),(.+)¥]") 
            m = p.match(str(data['geo'])) 
            lati = str(m.group(2)).strip() 
            longi = str(m.group(3)).strip() 
 
            print data['user']['id'], 
 
            print data['lang'].encode('utf-8'), 
            print data['created_at'].encode('utf-8'), 
            print lati.encode('utf-8'), 
            print longi.encode('utf-8'), 
             
            #1 行のつぶやきにするため、改行取り除く 
            temp = data['text'] 
            temp = temp.replace('¥¥n',' ') 
            print temp.encode('utf-8') 
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if __name__ == "__main__": 
 
    gt = GeoTest() 
    gt.getGeoData()""" 
 
f.write(str) # 引数の文字列をファイルに書き込む 
f.close() # ファイルを閉じる     
 
表 1 - No.2 exportTwitter.py 
#!/usr/bin/env python 
# -*- coding: utf-8 -*- 




argvs = sys.argv  
 
class GeoTest: 
    def __init__(self): 
        ### MongDB へのアクセス 
        #コネクション作成 
        self.con = Connection('localhost', 27017) 
        #コネクションから tweet データベースを取得 
        self.db = self.con.tweety 
 
    def __del__(self): 
        self.con.disconnect() 
 
    def getGeoData(self): 
          for data in self.db.tweet_2.find({"created_at": { "$gte":"2014-07-01T00:00+9:00","$lt":"2014-07-
31T23:59+9:00" },"geo.coordinates":{"$ne": 
None}},{"user.id":1,"geo":1,"lang":1,"text":1,"created_at":1},timeout=False): 
            p = re.compile("(.+)¥[(.+),(.+)¥]") 
            m = p.match(str(data['geo'])) 
            lati = str(m.group(2)).strip() 
            longi = str(m.group(3)).strip() 
 
            print data['user']['id'], 
 
            print data['lang'].encode('utf-8'), 
            print data['created_at'].encode('utf-8'), 
            print lati.encode('utf-8'), 
            print longi.encode('utf-8'), 
             
            #1 行のつぶやきにするため、改行取り除く 
            temp = data['text'] 
            temp = temp.replace('¥n',' ') 
            print temp.encode('utf-8') 
 
if __name__ == "__main__": 
 
    gt = GeoTest() 
    gt.getGeoData() 
 
表 1 - No.4 returnNumber.py 
#!/usr/bin/python 




for line in sys.stdin: 
    temp = int(line) * 2 / 3 
    #print line 
    print temp, int(line)-temp 
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表 1 - No.7 export_3.py 
#!/usr/bin/python 




rb = ReverseGeocoding.ReverseGeocoding() 
 
for line in sys.stdin: 
    items = line.split(" ",5) 
    #print items 
 
    lati = items[3].strip() 
    longi = items[4].strip() 
    tempx = rb.getAddress(lati,longi) 
    if tempx != None: 
        print items[0].strip(), 
        print items[1].strip(), 
        print items[2].strip(), 
        print tempx.encode('utf-8'), 
        print items[5].strip() 
 
表 1 - No.8 ReverseGeocoding.py 
#!/usr/bin/env python 







 def __init__(self): 
  # データベースに接続 
  db_filename = 'address.sqlite3' 
  self.conn = sqlite3.connect(db_filename) 
  self.D = {} 
 
 def getAddress(self,latitude,longitude): 
  # カーサー 
  self.cur = self.conn.cursor() 
 
  lati = latitude[0:4] 
  longi = longitude[0:5] 
 
     # 1 行ずつ読み込む 
  sql = "select * from convert where latitude like '" + lati + "%'" + " and longitude like '" + longi + "%' order by 
latitude,longitude"  
  # print sql 
  self.cur.execute(sql) 
  self.temp = [] 
  for row in self.cur: 
   # 元々の緯度・経度情報にマッチしたテーブル上の緯度・経度について、それぞれ、その差分を取り、その後絶対値
にして、 
   # 最終的に、緯度・経度のそれぞれの差分を合計する 
   tempx = math.fabs(float(latitude) - float(row[0])) + math.fabs(float(longitude) - float(row[1])) 
   self.tempxx = str(tempx) + " " + str(row[0]) + " " + str(row[1]) + " " + row[2] 
   self.temp.append(self.tempxx) 
   #print self.tempxx  
  self.cur.close() 
  #print self.temp 
 
  #上記で合計した差分の一番小さい住所を return する 
  #レコードすべて return する 
  #return min(self.temp) 
 
  #住所のみ return する  
  x = None 
  if len(self.temp) > 0: 
   x = min(self.temp).split()[3] 
   




 def __del__(self): 
  self.conn.close() 
 
 
if __name__ == "__main__": 
 
 rg = ReverseGeocoding() 
 
 latitude = "34.78585089" 
 longitude = "135.52950444" 
 
 #lati = round(float(latitude), 3) 
 #longi = round(float(longitude), 3) 
 
 print "******* " + rg.getAddress("34.78585089", "135.52950444") 
 print "******* " + rg.getAddress("35.4708417", "139.4265385") 
 print "******* " + rg.getAddress("38.28448738", "140.89024897") 
 
表 1 - No.9 loadConvertionTable.py 
#!/usr/bin/env python 






db_filename = 'address.sqlite3' 
conn = sqlite3.connect(db_filename) 
 
# 逆ジオコーディング用の CSV ファイルを読み込む  
csvfile = "all_utf8.csv" 
reader = unicodecsv.reader(file(csvfile, 'r')) 
 
# データベースに登録する 
for row in reader: 
 
 sql = "insert into convert values(" + row[6] + "," + row[7] + "," + "'" + row[1]+row[3]+row[5] + "'" + ")"  
 print sql 
 conn.execute(sql) 
 






表 1 - No.10 makeNoiseCorpus_xxxxx_V2.sh 
#!/usr/bin/env bash 
#東京都 
echo "削除&作成 2014_6_rain-noise_Tokyo.data" 
rm 2014_6_rain-noise_Tokyo.data 
# 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都西多摩郡 西多摩郡% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都八王子市 八王子市% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都世田谷区 世田谷区% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都千代田区 千代田区% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都江戸川区 江戸川区% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都大田区 大田区% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都青梅市 青梅市% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都練馬区 練馬区% 2014_6_rain-noise_Tokyo.data 
./makeNoiseCorpus_V2.sh 2014_6_tokyo_rain.data 東京都府中市 府中市% 2014_6_rain-noise_Tokyo.data 
# 













echo "$1 $2 $3" 
cat $1 | ggrep -E $2 | python exportNoiseComment_V2.py $3 n >> $4 
 
表 1 - No.12 exportNoiseComment_V2.py 
#!/usr/bin/python 






argvs = sys.argv 
 
for line in sys.stdin: 
    items = line.split("T",2) 
     
    #D1 = items[0].strip() 
    D1t = items[0].split(" ",2) 
    D1 = D1t[2].strip()  
    D2 = items[1].split(":",2) 
     
    dd1 = int(D2[0])+1 
    if dd1 == 24: 
        # 23:00 + 1:00 = 24:00 となった場合 
        # 日付を変更する操作を実施 
        # 文字列の日付データを、datetime 型に変換する 
        dd3 = datetime.timedelta(days=1) + datetime.datetime.strptime(D1, '%Y-%m-%d') 
        D1 = dd3.strftime('%Y-%m-%d') 
 
        # さらに、24:00 ではなく、00:00 に変更する  
        dd1 = 0 
 
    temp = "%sT%02d:00:00" % (D1,dd1) 
    time = "'" + temp + "'" 
    #print time, 
    rc = rainCheck.rainCheck() 
    if argvs[2] <> "r": 
        if rc.getRainCheck(argvs[1], time) == "×": 
            sys.stdout.write(line) 
    else: 
        if rc.getRainCheck(argvs[1], time) == "◎": 
            sys.stdout.write(line) 
 
 
表 1 - No.13 makeFilter_V3.sh 
#!/usr/bin/env bash 
 
## ”雨”で始まる形態素３gram の組は、頻度 3 以上を抽出 
python getTrend_co_freqz.py tri $1 n | cut -d" " -f2-4 | ggrep -E "^雨" | ggrep -E -v "[0-9] * *" | ggrep -E -v "* [0-9] *" | 
ggrep -E -v "* * [0-9]" | ggrep -E -v "[０-９] * *" | ggrep -E -v "* [０-９] *" | ggrep -E -v "* * [０-９]" | ggrep -v "(" | ggrep -v 
")" | sort > zzz.data 
 
## 振り返り 
## ”明日、今日、昨日、今朝、先日、夕方”で始まる形態素３gram の組は、頻度 1 以上を抽出 
 
 
python getTrend_co_freqz.py tri 1 n | cut -d" " -f2-4 | ggrep -E "雨" | ggrep -E "^明日|^昨日|^今朝|^先日|^夕方|^昨晩|^
深夜|^明け方" | ggrep -E -v "[0-9] * *" | ggrep -E -v "* [0-9] *" | ggrep -E -v "* * [0-9]" | ggrep -E -v "[０-９] * *" | ggrep -E -
v "* [０-９] *" | ggrep -E -v "* * [０-９]" | ggrep -v "(" | ggrep -v ")" | sort >> zzz.data 
 
## 気象・ニュース ストップワードを指定 
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echo "ggrep -v -E '時点|降水確率|天気|予報|警報|注意|雨量|ニュース|news|速報'" > qqq 
 
cat zzz.data | python generatCard_tri_zz.py > ggg 
 
表 1 - No.14 getTrend_co_freqz.py 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
import nltk 




argvs = sys.argv 
num = int(argvs[2]) 
 
raw = open('temp.data').read() 
 
tokens = mecab_tokenizer.tokenize(unicode(raw,'utf-8')) 
 
if argvs[1] == "uni": 
    #words = raw.split(); 
    unigrams = nltk.bigrams(tokens) 
    fd = nltk.FreqDist(unigrams) 
    for w in fd: 
        #print fd[w] 
        #print w[0],w[1],w[2],fd[w] 
        if fd[w] >= num: 
            print fd[w],w[0] 
 
if argvs[1] == "bi": 
    #words = raw.split(); 
    bigrams = nltk.bigrams(tokens) 
    fd = nltk.FreqDist(bigrams) 
    for w in fd: 
        #print fd[w] 
        #print w[0],w[1],w[2],fd[w] 
        if fd[w] >= num: 
            print fd[w],w[0],w[1] 
 
elif argvs[1] == "tri": 
    #words = raw.split(); 
    trigrams = nltk.trigrams(tokens) 
    fd = nltk.FreqDist(trigrams) 
    for w in fd: 
        #print fd[w] 
        #print w[0],w[1],w[2],fd[w] 
        if fd[w] >= num: 
            print fd[w],w[0],w[1],w[2] 
 
elif argvs[1] == "four": 
    #words = raw.split(); 
    fourgrams = nltk.ngrams(tokens,4) 
    fd = nltk.FreqDist(fourgrams) 
    for w in fd: 
        #print fd[w] 
        #print w[0],w[1],w[2],fd[w] 
        if fd[w] >= num: 
            print fd[w],w[0],w[1],w[2],w[3] 
 
表 1 - No.15 mecab_tokenizer.py 
#!/usr/bin/python 




# tweets = pickle.load(open("cluster2_tweets.pickle","r")) 
 
def splitStr(str, num): 
    l = [] 
    for i in range(num): 
        l.append(str[i::num]) 
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    l = ["".join(i) for i in zip(*l)] 
    rem = len(str) % num  # zip で捨てられた余り 
    if rem: 
        l.append(str[-rem:]) 
    return l 
 
def classifyPos(words, pos_list=["名詞","形容詞","動詞","助動詞","副詞","形容動詞"]): 
     
    #stop_words = [u"0",u"1",u"2",u"3",u"4",u"5",u"6",u"7",u"8",u"9",u"0",u"RT",u"rt",u"http",u"https",u"gt",u"lt",u"です",u"
ます",u"いる",u"する"] 
    stop_words = [u"RT",u"rt",u"http",u"https",u"gt",u"lt",u"://",u".",u":",u"~",u"/",u"#",u"(",u")",u"（",u"）",u"～"] 
     
 
     
    texts = [] 
    for token in words.tokens: 
        if unicode(token.surface, 'utf-8') in stop_words: continue 
        #elif len(unicode(token.surface, 'utf-8')) == 1: continue # 1 文字はスルー 
        elif token.pos in pos_list: 
            if token.basic == "*": 
                texts.append(token.surface) 
            elif token.pos == "感動詞": continue 
            elif token.pos_detail1 == "非自立": continue 
            else: 
                texts.append(token.surface) 
    return texts 
 
def tokenize(text, pos_list=["名詞", "形容詞"]):   
    sent = text.encode('utf-8') 
    if len(sent) > 2000000: 
        sents = splitStr(sent, 2000000) 
        words = mecab_library.Tokens(sents[0]) 
        texts = classifyPos(words, pos_list) 
        for i in range(1,len(sents)): 
            w = mecab_library.Tokens(sents[i]) 
            texts += classifyPos(w) 
            print len(texts) 
        return texts 
         
    else: 
        words = mecab_library.Tokens(sent) 
        texts = classifyPos(words) 
        return texts 
 
表 1 - No.16 mecab_library.py 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
import MeCab 
 
#mecab = MeCab.Tagger('-Ochasen') 
mecab = MeCab.Tagger() 
 
class Tokens(object): 
    """text の形態素情報を保持""" 
    def __init__(self, text): 
        self.text = text 
        #print mecab.parse(text) 
        node = mecab.parseToNode(text) 
        self.tokens = [] 
        while node: 
            self.tokens.append(Token(node.surface, *node.feature.split(','))) 




    """形態素情報""" 
    def __init__(self, surface, *args): 
        # Mecab Format 
        # 表層形¥t 品詞,品詞細分類 1,品詞細分類 2,品詞細分類 3,活用形,活用型,原形,読み,発音 
        self.surface = surface  # 表層形 
        try: 
            self.pos = args[0]  # 品詞 
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            self.pos_detail1 = args[1]  # 品詞細分類^Z1 
            self.pos_detail2 = args[2]  # 品詞細分類^Z2 
            self.pos_detail3 = args[3]  # 品詞細分類^Z3 
            self.verb_form = args[4]    # 活用形 
            self.verb_type = args[5]    # 活用型 
            self.basic = args[6]    # 原型 
            self.reading = args[7]  # 読み 
            self.pronunciation = args[8]    # 発音 
            self.type = True # 全ての要素が格納できたとき 
        except IndexError: 
            self.type = False # 全ての要素が格納できなかったとき 
 
表 1 - No.17 generatCard_tri_zz.py 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
import sys 
 
write = sys.stdout.write 
 
c = 1 
 
#write('egrep -v "'), 
 
write('ggrep -v -E "'), 
for line in sys.stdin: 
    if c != 1: 
        write('|') 
    c = c + 1 
    items = line.split() 
    write(items[0]), 
    write(".*"), 
    write(items[1]), 
    write(".*"), 











#cat 2014_6_tokyo_rain.data | ggrep -E $1 | wc | cut -d" " -f1-8 > cnt; 
#cat corpus_test.data | ggrep -E $1 | wc | cut -d" " -f1-8 > cnt; 




#cat 2014_6_tokyo_rain.data | ggrep -E $1 | python rainProc_V2.py $2% | ggrep "◎" | wc | cut -d" " -f1-8  >> cnt; 
#cat corpus_test.data | ggrep -E $1 | python rainProc_V2.py $2% | ggrep "◎" | wc | cut -d" " -f1-8  >> cnt; 







#cat 2014_6_tokyo_rain.data | ggrep -E $1 | `eval ${temp}` | python rainProc_V2.py $2% > temp_a; 
#cat corpus_test.data | ggrep -E $1 | `eval ${temp}` | python rainProc_V2.py $2% > temp_a; 
cat corpus_test.data | `eval ${temp}` | `eval ${temp2}` | python rainProc_V2x.py > temp_a; 
 
#抽出数カウント 
cat temp_a | wc | cut -d" " -f1-8 >> cnt; 
 
#抽出後の正解数カウント 
cat temp_a | ggrep -E "◎" | wc | cut -d" " -f1-8 >> cnt; 
 
python evaluateFilter_V2.py $2 
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表 1 - No.19 rainProc_V2x.py 
#!/usr/bin/python 






argvs = sys.argv 
 
 
for line in sys.stdin: 
    #print line     
    if line.find('東京都西多摩郡') > -1 : 
        temp_a = "西多摩郡%"         
    elif line.find('東京都八王子市') > -1 :          
        temp_a = "八王子市%"       
    elif line.find('東京都世田谷区') > -1 :          
        temp_a = "世田谷区%"       
    elif line.find('東京都千代田区') > -1 :          
        temp_a = "千代田区%" 
    elif line.find('東京都江戸川区') > -1 :          
        temp_a = "江戸川区%"       
    elif line.find('東京都大田区') > -1 :          
        temp_a = "大田区%"       
    elif line.find('東京都青梅市') > -1 :          
        temp_a = "青梅市%"       
    elif line.find('東京都練馬区') > -1 :          
        temp_a = "練馬区%"       
    elif line.find('東京都府中市') > -1 :          
        temp_a = "府中市%"       
    else: 
        temp_a = ""     
 
    #print temp_a         
    items = line.split("T",2) 
     
    #D1 = items[0].strip() 
    D1t = items[0].split(" ",2) 
    D1 = D1t[2].strip()  
    D2 = items[1].split(":",2) 
     
    dd1 = int(D2[0])+1 
    if dd1 == 24: 
        # 23:00 + 1:00 = 24:00 となった場合 
        # 日付を変更する操作を実施 
        # 文字列の日付データを、datetime 型に変換する 
        dd3 = datetime.timedelta(days=1) + datetime.datetime.strptime(D1, '%Y-%m-%d') 
        D1 = dd3.strftime('%Y-%m-%d') 
 
        # さらに、24:00 ではなく、00:00 に変更する  
        dd1 = 0 
 
    temp = "%sT%02d:00:00" % (D1,dd1) 
    time = "'" + temp + "'" 
    print time, 
    rc = rainCheck.rainCheck() 
    #print rc.getRainCheck(argvs[1], time) 
    print rc.getRainCheck(temp_a, time) 
 
表 1 - No.20 evaluateFilter_V2.py 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
import sys 
import math 
argvs = sys.argv 
write = sys.stdout.write 
flag = "N" 
 
f = open("cnt") 
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t1 = lines2[0].strip() 
write(t1) 
write(",") 
if t1 == "0": 
    flag = "Y" 
 
t2 = lines2[1].strip() 
write(t2) 
write(",") 
if t2 == "0": 
    flag = "Y" 
 
t3 = lines2[2].strip() 
write(t3) 
write(",") 
if t3 == "0": 
    flag = "Y" 
 
t4 = lines2[3].strip() 
#t4_t1 = lines2[3].strip() 
#t4_t2 = lines2[4].strip() 





if flag == "N": 
    t5 = round(float(t2) / float(t1),3) 
    write(str(t5)) 
else: 




t6 = 0 
if flag == "N": 
    t6 = round(float(t4) / float(t3),3) 
    write(str(t6)) 
else: 
    write("-")      
write(",") 
 
#再現率（抽出後の正解数 / 全正解数） 
t7 = 0 
if flag == "N": 
    t7 = round(float(t4) / float(t2),3) 
    write(str(t7)) 
else: 
    write("-") 
write(",") 
 
#F 値 ( 2 * 適合率 * 再現率 / (適合率 + 再現率) ) 
if (t6 + t7) == 0: 
    flag = "Y" 
 
if flag == "N": 
    t8 = round(2 * float(t6) * float(t7) / (float(t6) + float(t7)) ,3) 
    write(str(t8)) 
else: 







表 1 - No.21 makeDistanceEvaluationCard_1.py 
#!/usr/bin/python 
# coding: UTF-8 
import sys 
 
write = sys.stdout.write 
argvs = sys.argv  
 
#allLines = open('date.data').read() 
#f = open('distanceCard.data', 'w') # 書き込みモードで開く 
 
f = open('date.data', 'r') 
 
#ファイルをすべて読み込む 
list = f.readlines() 
 
for line in list: 
    for i in xrange(24): 
        #両端の空白行削除, ゼロパディング:zfill 
        for j in xrange(6):  
            write(line.strip() + "T" + str(i).zfill(2) + ":" + str(j) ), 
            print "" 
 
f.close() # ファイルを閉じる     
 
表 1 - No.22 makeDistanceEvaluation_1.py 
#!/usr/bin/python 
# coding: UTF-8 
import sys 
 
write = sys.stdout.write 
argvs = sys.argv  
 
print "#!/usr/bin/env bash" 
 
for line in sys.stdin: 
    print './getEvent_xx.sh',argvs[1],'"', 
    write(line.strip() + '"'), 
    print ' "雨"','"2"','"3000"','"2"','|', 'python export_3.py | ggrep -E ',argvs[2] 
 
 
表 1 - No.23 t_xxxxxxx.sh 
#!/usr/bin/env bash 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:0" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:1" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:2" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:3" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:4" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T00:5" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:0" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:1" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:2" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:3" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:4" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
./getEvent_xx.sh corpus_test_tmp_10.data "2014-06-01T01:5" "雨" "2" "3000" "2" | python export_3.py | ggrep -E  東京都大
田区 
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表 1 - No.24 getEvent_xx.sh 
#!/usr/bin/env bash 
cat $1 | ggrep -E "$2" | ggrep -E "$3" | sort | uniq | cut -d' ' -f1 | uniq -c | sort | python ../omitID.py $4 > omitData.out; 
if [ -s omitData.out ]; then # ファイルサイズが 0 より大きいとき 
    cat $1 | ggrep -E "$2" | ggrep -E "$3" | eval `cat omitData.out` | python ../testGetDistance_3xx.py $5 $6 | sort -k2,3 | 
uniq | sort -k3,3;  
else # ファイルサイズが 0 のとき 
    cat $1 | ggrep -E "$2" | ggrep -E "$3" | python ../testGetDistance_3xx.py $5 $6 | sort -k2,3 | uniq | sort -k3,3;  
fi 
 
表 1 - No.25 omitID.py 
#!/usr/bin/env python 
# -*- coding: utf-8 -*- 
import sys 
 
argvs = sys.argv  
write = sys.stdout.write 
data = [] 
i = 0 
j = 0 
 
for line in sys.stdin: 
  data.append(line.strip()) 
 




#write('ggrep -v -E "') 
 
while lc > 0: 
  #print i 
  tempx = data[i].split(" ",1) #print items 
  if int(tempx[0]) >= int(argvs[1]): 
    if j == 0: 
      write('ggrep -v -E "') 
      j = j + 1 
    write(tempx[1].strip()) 
    if (lc-1) > 0:     
      write("|") 
 
  i = i + 1 
  lc = lc - 1 
 
if j != 0: 
  print('"') 
 
表 1 - No.26 testGetDistance_3xx.py 
#!/usr/bin/env python 






argvs = sys.argv  
 
data = [] 
data_1 = [] 
data_f = [] 
 
i = 0 
c = 0 
f = "N" 
 




for line in sys.stdin: 
  data.append(line) 
 
lc = len(data) 
lcx = lc 
 
 
while lc > 1: 
  #print i 
  items_c = data[i].split(" ",5) #print items 
  #print items_c[1],items_c[2] 
  data_f.append(data[i]) 
 
  c = i 
 
  while lcx > 1: 
    c = c + 1 
    #print c 
    items_n = data[c].split(" ",5) #print items 
 
    #print items_c[2],items_c[1],items_n[2],items_n[1] 
    #print items_c[4],items_c[3] 
 
    if int(argvs[1]) > gd.getGeoDistance(items_c[4],items_c[3],items_n[4],items_n[3]): 
      data_f.append(data[c]) 
 
    if len(data_f) >= int(argvs[2]): 
        for temp in data_f: 
          print temp, 
        data_f = [] 
 
    lcx = lcx - 1 
 
  i = i + 1 
  lc = lc - 1 
  lcx = lc 






  lati = items[1].strip() 
  longi = items[2].strip() 
  tempx = rb.getAddress(lati,longi) if tempx != None: 
  print items[0].strip(), 
  print tempx.encode('utf-8'), print items[3].strip() 
 
lon1 = 139.764885 
lat1 = 35.68136 
lon2 = 139.810461 
lat2 = 36.709499 
 




print data[0][0], data[0][1] 
print data[1][0], data[1][1] 
print data[2][0], data[2][1] 
 
 
















#cat corpus_test.data | ggrep -E $1 | wc | cut -d" " -f1-8 > cnt; 




#cat corpus_test.data | ggrep -E $1 | python rainProc_V2.py $2% | ggrep "◎" | wc | cut -d" " -f1-8  >> cnt; 





#./xxxxx.sh | python rainProc_V2.py $2% > temp_a; 
#cat $3 | python rainProc_V2.py $2% > temp_a; 
cat $1 | python rainProc_V2x.py > temp_a; 
 
#抽出数カウント 
cat temp_a | wc | cut -d" " -f1-8 >> cnt; 
 
#抽出後の正解数カウント 
cat temp_a | ggrep -E "◎" | wc | cut -d" " -f1-8 >> cnt; 
 
python evaluateFilter_V2.py $2 
 






#cat corpus_test.data | ggrep -E $1 | wc | cut -d" " -f1-8 > cnt; 




#cat corpus_test.data | ggrep -E $1 | python rainProc_V2.py $2% | ggrep "◎" | wc | cut -d" " -f1-8  >> cnt; 







#./xxxxx.sh | ggrep -E $1 | `eval ${temp}` | python rainProc_V2.py $2% > temp_a; 
#cat $3 | ggrep -E $1 | `eval ${temp}` | python rainProc_V2.py $2% > temp_a; 
cat $1 | `eval ${temp}` | `eval ${temp2}` | python rainProc_V2x.py > temp_a; 
 
#抽出数カウント 
cat temp_a | wc | cut -d" " -f1-8 >> cnt; 
 
#抽出後の正解数カウント 
cat temp_a | ggrep -E "◎" | wc | cut -d" " -f1-8 >> cnt; 
 
python evaluateFilter_V2.py $2 
 
表 1 - No.29 loadMLData.py 
#!/usr/bin/env python 






db_filename = 'ml_rain_address.sqlite3' 
conn = sqlite3.connect(db_filename) 
 78 
 
# 2015/6 月分 CSV ファイルを読み込む  
#csvfile = "降水量_6 月_hour_utf8.csv" 
 
# 2014/6 月分 CSV ファイルを読み込む   
#csvfile = "2014_6_data_f.csv" 
 
# 2014/12 月分 CSV ファイルを読み込む   
csvfile = "2014_12_data_f.csv" 
 
reader = unicodecsv.reader(file(csvfile, 'r')) 
 
c = 0 
i = 0 
x = 0 
 
row_x = "" 




for row in reader: 
    if c == 0: 
        row_x = row 
        c = c + 1 
    else: 
  
        # 観測地点名 
        m_name = row[x] 
 
        for temp in row_x: 
 
            if i > 0: 
 
                # 観測地点名 
#                print name,  
                 
                # 最大降水量 
                x = x + 1 
                # row[x] 
                amount = row[x] 
 
                # 日付 temp 
 
                sql = 'insert into ml_t_station values("%s", "%s", "%s")'  % (m_name, amount, temp)  
                print sql 
                conn.execute(sql) 
 
            i = i + 1 
 
        i = 0 
        x = 0 





表 1 - No.31 generateMapzz_xx.py 
#!/usr/bin/env python 
# -*- coding: utf-8 -*- 
import sys 
 
argvs = sys.argv 




if i_flag == "1": 
    icon = 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||04122f|13||' 
elif i_flag == "2": 
    icon = 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||0d368c|13||' 
elif i_flag == "3": 
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    icon = 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||165be9|13||' 
elif i_flag == "4": 
    icon = 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||739cf2|13||'     
else:  
    icon = 'http://chart.apis.google.com/chart?chst=d_map_spin&chld=0.25||d0defb|13||'     
 
 
for line in sys.stdin: 
    items = line.split(" ",6) 
    lati = items[3] 
    longi = items[4] 
    data = items[5] 
 
    print "var m_latlng1 = new google.maps.LatLng(", 
    print lati, 
    print ",", 
    print longi, 
    print ")" 
 
    print "var marker1 = new google.maps.Marker({" 
    print " position: m_latlng1," 
    print " animation: google.maps.Animation.DROP," 
     
    print " map: map," 
     
    print " icon: '%s'" %icon 




表 2 - No.1 omitStopWord.py 
#!/usr/bin/python 





    ''' 
    MeCab に入れる前のツイートの整形方法例 
    ''' 
 
    text=re.sub(r'https?://[¥w/:%#¥$&¥?¥(¥)~¥.=¥+¥-…]+', "", text) 
    text=re.sub('RT', "", text) 
    #text=re.sub(r'[!-~]', "", text)#半角記号,数字,英字 
    text=re.sub(r'[︰-＠]', "", text)#全角記号 
    text=re.sub('¥n', " ", text)#改行文字 
    text=re.sub(parm, " ", text)#word 
     
    return text 
             
 
argvs = sys.argv 
 
# 空白行を出力しないようにするため、print でなく、write を使用 
write = sys.stdout.write 
 




表 2 - No.3 omitCard_2.py 
#!/usr/bin/python 








# 空白行を出力しないようにするため、print でなく、write を使用 





c = 1 
 
#除去カード作成 !で除去 
write("gawk -F' ' '!($5$6$7$8$9$10$11$12$13$14$15$16$17$18$19$20$21$22$23$24$25$26$27$28$29$30 ~ /"), 
 
for line in sys.stdin: 
    if c != 1: 
        write('|') 
    c = c + 1 
 
    s = line.split(" ") 







表 2 - No.4 run.sh 
#!/usr/bin/env bash 
 







































































































県.*熊本|最大.*震度.*震度 3.*jishin|最大.*震度 4.*震源.*地下|最大.*震度 4.*地震.*地震|震度.*震度 3.*jishin.*EARTH|震度



























































報.*16 日|気象庁.*発表.*16 日.*03|規模.*マグニチュード.*3.*3|強震モニタ.*2016.*04.*16|熊本県.*阿蘇.*震度 2.*熊本県|熊
本県.*熊本.*地方.*震度 4|時.*%.*12.*18|時.*03.*分.*頃|時.*18.*分.*頃|情報.*震度.*震度.*情報|震源.*GT.*北緯.*33|震













熊本市北区.*区|最大.*震度.*6.*弱|最大.*予測.*震度 4.*最終|時.*25.*分.*頃|時.*46.*分.*頃|震度 3.*1.*報.*32|震度 3.*エムス
























|震度.*5.*弱.*37|震度.*情報.*16 日.*21|震度 3.*エムスリー株式会社.*6.*地震|震度 3.*熊本県.*熊本.*震度 2|震度 4.*最終.*
 84 
報.*32|推定.*震度 4.*熊本県.*熊本|地震情報.*2016 年.*4 月 16 日.*4|地震情報.*4 月 16 日.*07.*時|地方.*10.*3.*8|地


























































市.*富合町木原.*付近|熊本県.*天草.*芦北.*震度 2|熊本県.*天草.*芦北.*震度 3|熊本県.*天草.*芦北.*地方|月.*16 日.*04.*時|降
水確率.*40.*%.*天気|最終.*震源.*熊本県.*阿蘇|最終.*報.*32.*7|最大.*速度.*0.*4|最大.*予測.*震度 3.*最終|最大.*予測.*震度
4.*1|最大.*予測.*震度 5 強.*G|時.*100.*6.*12|時.*24.*分.*頃|時.*27.*分.*頃|時.*45.*分.*頃|時.*47.*分.*頃|時.*49.*分.*頃|
情報.*16 日.*22.*時|心配.*jishin.*地震情報.*4 月 16 日|心配.*気象庁.*情報.*16 日|震度.*3.*2.*2|震度.*情報.*16 日.*05|震
度.*情報.*16 日.*07|震度 2.*熊本県.*阿蘇.*震度 1|震度 2.*熊本県.*熊本県熊本市中央区.*区|震度 3.*熊本県.*熊本.*地震情報|





















































庁.*情報.*地震情報|情報.*16 日.*03.*時|情報.*16 日.*21.*時|情報.*16 日.*5.*時|心配.*地震情報.*2016 年.*4 月 16 日|震
度.*3.*緊急地震速報.*4|震度.*4.*1.*3|震度.*6.*弱.*推定|震度.*M.*W3.*5|震度.*Mw.*4.*3|震度.*情報.*16 日.*01|震度 2.*熊
本県.*天草.*芦北|震度 3.*エムスリー株式会社.*8.*地震|震度 4.*エムスリー株式会社.*9.*地震|震度 4.*熊本県.*熊本.*震度 3|













|130.*6.*10.*km|130.*7.*E.*3|130.*8.*最大.*震度 4|131.*1.*熊本県.*熊本|131.*2.*最大.*震度 3|14.*JST 株式会社.*日本.*
熊本県|14.*時.*46.*分|14.*時.*58.*分|15.*時.*15.*分
|16.*01.*30.*50|16.*01.*33.*20|16.*03.*26.*55|16.*04.*15.*01|16.*08.*20.*42|16.*14.*27.*03|16.*時.*57.*分|16




*04.*16|20160416210511.*2016.*04.*16|2016 年.*4 月 16 日.*3.*時|21.*05.*06.*発生|21.*44.*39.*発生|22.*時.*10.*分
|22.*時.*25.*分|23.*54.*32.*8|239.*0.*g.*さ|24.*JST 株式会社.*日本.*熊本県|24.*分.*頃.*熊本県|25.*分.*頃.*熊本県
|26.*33.*0.*131|26.*発生.*最大.*予測|27.*JST 株式会社.*日本.*熊本県|27.*分.*頃.*熊本県|29.*JST 株式会社.*日本.*熊本県




















報.*16 日|Quake.*eqjp.*地震情報.*4 月 16 日|Quake.*確定.*情報.*16 日|Quake.*地震.*強震モニタ.*2016|Quake.*地震情







天草|阿蘇.*地方.*M4.*0|阿蘇.*地方.*M4.*1|雨.*高 2.*4℃.*最低|嘉島町.*震度.*情報.*16 日|気象庁.*情報.*16 日.*07|気象











分.*頃|時.*6.*分.*頃|情報.*16 日.*07.*時|情報.*16 日.*10.*時|情報.*16 日.*13.*時|心配.*jishin.*微小.*地震速報|震源地.*日
本.*熊本県.*美里町|震度.*3.*36.*00|震度.*4.*緊急地震速報.*最終|震度 1.*宮崎県.*北部.*平野|震度 1.*大分県.*中部.*大分県|
震度 1.*長崎県.*島原半島.*震度 1|震度 3.*G.*Y.*37|震度 3.*G.*Y.*地震速報|震度 3.*エムスリー株式会社.*4.*地震|震度 3.*エ
ムスリー株式会社.*8.*さ|震度 4.*1.*報.*32|推定.*規模.*エムスリー株式会社.*4|推定.*規模.*エムスリー株式会社.*9|推定.*震
度 3.*エムスリー株式会社.*8|惣領.*付近.*震度.*Mw|大分県.*西部.*震度 1.*大分県|第 9.*報.*最終.*地震|地震.*規模.*エムス
リー株式会社.*9|地震.*規模.*マグニチュード.*5|地震.*強震モニタ.*2016.*04|地震.*震度 3.*熊本県.*阿蘇市|地震.*震度 3.*熊


























4.*00|16 日.*02.*時.*57|16 日.*03.*時.*16|16 日.*04.*時.*18|16 日.*07.*時.*01|16 日.*07.*時.*23|16 日.*09.*時.*16|16
日.*10.*時.*26|16 日.*14.*時.*27|16 日.*15.*時.*48|16 日.*20.*時.*44|16 日.*22.*時.*06|16 日.*22.*時.*10|17.*JST 株式会
社.*日本.*熊本県|17.*時.*05.*分|17.*時.*17.*分|18.*時.*20.*18|18.*時.*25.*分|2.*4.*0.*0|2.*7.*E.*131|2.*7.*トン.*さ
|2.*8.*E.*131|2.*8.*最大.*速度|2.*AQUA.*REAL.*M4|2.*kg.*さ.*9.|2.*最大.*震度.*4|2.*推定.*地震.*発生|2.*度.*
さ.*10|2.*度.*震度 3.*熊本県|20.*18.*24 時.*%|20.*JST 株式会社.*日本.*熊本県|20.*分.*気象庁.*発表
|2016.*4.*16.*8|2016.*4.*16.*9|20160416014601.*2016.*04.*16|20160416072359.*2016.*04.*16|20160416080834.*2016.
*04.*16|20160416140403.*2016.*04.*16|20160416153813.*2016.*04.*16|20160416204405.*2016.*04.*16|2016041621444
































































度.*3.*緊急地震速報.*1|震度.*情報.*16 日.*15|震度.*分離.*ため.*こ|震度 1.*熊本県.*阿蘇.*熊本県|震度 2.*熊本県.*熊本.*震
度 1|震度 2.*大分県.*西部.*震度 1|震度 2.*福岡県.*筑後.*震度 1|震度 3.*熊本県.*阿蘇.*地震情報|震度 3.*熊本県.*宇城市.*震



















表 3 - No.1 test4yy.py 
# -*- coding: utf-8 -*- 
  
from tweepy.streaming import StreamListener 
from tweepy import OAuthHandler 
from tweepy import Stream 






consumer_key = "***" 
consumer_secret = "***" 
  
access_token = "***" 
access_token_secret = "***" 
  
class StdOutListener(StreamListener): 
    def __init__(self): 
        super(StdOutListener,self).__init__() 
        self.count = 0 
        self.start_at = datetime.datetime.now() 
        ### MongDB へのアクセス 
        #コネクション作成 
        self.con = Connection('localhost', 27017) 
        #コネクションから tweet データベースを取得 
        self.db = self.con.tweety 
     
    def __del__(self): 
        self.con.disconnect() 
 
    def on_data(self, data): 
        if data.startswith("{"): 
          temp = json.loads(data) 
          #print len(temp) 
           
          #空（改行）メッセージを無視する 
          if len(temp) == 1: 
            #print "空" 
            return True 
           
          # created_at 日付フォーマット変換  
 89 
          temp2 = calendar.timegm(time.strptime(temp["created_at"],"%a %b %d %H:%M:%S +0000 %Y")) 
          temp3 = calendar.timegm(time.strptime(temp["user"]["created_at"],"%a %b %d %H:%M:%S +0000 %Y")) 
           
          # JST に変換(ISO/W3C フォーマット) 
          temp["created_at"] = time.strftime("%Y-%m-%dT%H:%M:%S+09:00",time.localtime(temp2)) 
          temp["user"]["created_at"] = time.strftime("%Y-%m-%dT%H:%M:%S+09:00",time.localtime(temp3)) 
           
          #print temp["created_at"]  
          if (datetime.datetime.now() - self.start_at).seconds < 60: 
            self.db.tweet_2.insert(temp) 
            self.count += 1 
          else: 
            print "60 秒処理したので抜けます", 
            print self.count, 
            print datetime.datetime.now() 
            # pymongo から終了する場合 
            return False 
          return True 
  
    def on_error(self, status): 
        print status 
        return True  # keep stream alive 
         
    def on_timeout(self): 
        print 'Snoozing Zzzzzz' 
     
if __name__ == '__main__': 
    l = StdOutListener() 
    auth = OAuthHandler(consumer_key, consumer_secret) 
    auth.set_access_token(access_token, access_token_secret) 
  
    stream = Stream(auth, l) 
#    stream.filter(track = [keyword])#検索する場合 
#    stream.sample() 
    stream.filter(locations=[123,24,146.2,39.0,138.4,33.5,146.1,46.20]) 
       
 




  echo "処理を開始しました" 
  python test4yy.py 
  echo "30 秒 Sleep します" 
  sleep 30 
done 
 
表 3 - No.3 startup_prod.sh 
#!/usr/bin/env bash 
ulimit -n 2048 
mongod --fork --dbpath /Volumes/HDS2-UT/data --logpath /Volumes/HDS2-UT/logs/mongod.log --rest 
sleep 15 
get_message_prod.sh >> out.log 2>> err.log < /dev/null & 
sleep 15 
system_manage.py 
launchctl unload manage_tweet.plist 
launchctl load manage_tweet.plist 
 
表 3 - No.4 system_manage.py 
#!/usr/bin/env python 
# -*- coding: utf-8 -*- 
 
import smtplib 
from email.MIMEText import MIMEText 
from email.Utils import formatdate 






  # gmail にログインするときのメールアドレス 
  gmail_address = '***' 
  # gmail にログインするときのパスワード 
  gmail_passwd = '***' 
   
  # gmail の SMTP サーバアドレス 
  gmail_smtp_address = 'smtp.gmail.com' 
  # gmail の SMTP サーバポート番号 
  gmail_smtp_port = 587 
   
  # 送信元メールアドレス 
  from_address = '***' 
  # 送信先メールアドレスのリスト 
  to_address = ['***', ] 
 
  # 日本語の処理 
  # こちらを参考 
  # http://blog.livedoor.jp/yawamen/archives/51566670.html 
  # http://d.hatena.ne.jp/yutakikuchi/20110106/1294337077 
   
  # 件名 
  # 文字列を utf-8 に変換 
  subject = u'★つぶやき取得テータス★' 
 
  # メール本文 
  # utf8 から unicode に変換 
  body = data.decode('utf-8') 
  #print body 
 
  # unicode から iso-2022-jp に変換 
  msg = MIMEText(body.encode('iso-2022-jp'), 'plain', 'iso-2022-jp') 
   
  msg['From'] = from_address 
  msg['To'] = ', '.join(to_address) 
  msg['Date'] = formatdate() 
  msg['Subject'] = Header(subject.encode('iso-2022-jp'), 'iso-2022-jp') 
 
  smtpobj = smtplib.SMTP(gmail_smtp_address, gmail_smtp_port) 
  smtpobj.ehlo() 
  smtpobj.starttls() # こっから SSL 
  smtpobj.ehlo() 
  smtpobj.login(gmail_address, gmail_passwd) # ログイン 
  smtpobj.sendmail(from_address, to_address, msg.as_string()) # 送信 
  smtpobj.close() 
 
# unix コマンドを実行 
import commands 
 
status_1 = commands.getoutput("mongo tweety --quiet --eval 'db.tweet_2.find().count();'") 
 
 
#status = commands.getoutput("tail out.log") 
 
status_2 = commands.getoutput("tail out.log") 
 




sendmail(status_1 + "¥n" + status_2); 
 
