Frameworks and libraries change their APIs. Migrating an application to the new API is tedious and disrupts the development process. Although some tools and ideas have been proposed to solve the evolution of APIs, most updates are done manually. Our study of the API changes in five components revealed that over 80% of the changes that break existing applications are caused by refactorings. This suggests that refactoring-based migration tools should be used to effectively upgrade applications. We propose an approach that is both automated and safe, without any overhead on the component producers. First, component refactorings are automatically detected (either inferred or recorded), then they are incorporated into applications by replaying.
Problem Description
Part of maintaining a software system is updating it to use the latest version of its components. Developers like to reuse software components because it lets them build a system more quickly, but then the system depends on the components that they reused. Ideally, the interface to a component never changes. In practice, new versions of software components often change their interfaces and so require systems that use the components to be changed before the new versions can be used. This can be error-prone, tedious, and disruptive during development.
An important kind of change to object-oriented software is a refactoring [1] . Refactorings are program transformations that change the structure of a program but not its behavior. Example refactorings include changing the names of classes and methods, moving methods and fields from one class to another, and splitting methods or classes.
An automated tool, called refactoring engine, can apply the refactorings to change the source code of a component. However, the refactoring engine operates within a closed-world paradigm: it can change only the source code that it has access to. Component developers often do not have access to the source code of all the applications that reuse the components. Therefore, refactorings that component developers perform preserve the behavior of the com- Tool support for upgrading applications has been a long time research topic. Several authors [2, 3, 4, 5] propose component annotations that can be used by tools to upgrade applications. However, writing such annotations is cumbersome. A more appealing approach would be if tools could generate this information.
Goal Statement
Our goal is to reduce the burden of component reuse by reducing the cost of adapting to change. Specifically, we want to relax the closed-world paradigm of refactoring engines.
To be practical, our solution must address the needs of both component and application developers: application developers want an automated and safe (behavior-preserving) way to upgrade component-based applications to use the newer versions of components; component developers are reluctant to learn any new language or write any specifications extraneous to the regular component development.
Our solution to upgrading applications when their components change is to detect component refactorings and then to replay them on the applications. Along with the new version of the component, the component developers ship the log of refactorings applied to create the new version. An application developer can then upgrade the application to the new version by using the refactoring engine to replay the log of refactorings.
We investigate the following key questions regarding automated upgrading:
1. How much of the component evolution can be expressed in terms of refactorings?
2. Can refactorings be gathered automatically or with minimal involvement from component developers? Is the accuracy of the detection good enough to be used in practical applications? Can component refactorings be incorporated automatically and safely in applications?
3. How much of the effort spent on upgrading component-based applications can be saved? How would component developers evolve the component's design when, because of this powerful upgrading technology, they do not have to worry about backwards compatibility?
To answer these questions, we conducted two projects: (i) first project to characterize changes in real-world components and (ii)
Approach
The Role of Refactorings in API Evolution: To learn what types of API changes cause problems for application developers, we looked at four well known frameworks and libraries from the open source realm, Eclipse, Struts, JHotDraw, and log4j, and one proprietary framework, Mortgage, from a large bank.
We discovered that the changes that break existing applications are not random, but they tend to fall into particular categories. Over 80% of these changes could be considered refactorings if looked at from the point of view of the whole system [6, 7] . Since refactoring plays such an important role as mature components evolve, we propose that refactorings are used to formally express component evolution.
Probably the most important advantage of expressing component evolution in terms of refactoring operations is that refactorings carry deep semantics of the change along with the syntax. These semantics are discussed in refactoring catalogs [1] and are incorporated in refactoring engines.
Automated Detection of Refactorings: One approach to get the refactorings applied between two versions of a component is to extend the refactoring engine to record refactorings. Record-andreplay of refactorings was recently demonstrated in CatchUp [8] , JBuilder2005, and Eclipse 3.2. While replay of refactorings shows great promise, it relies on the existence of refactoring logs. However, logs are not available for the existing versions of components. Also, logs will not be available for all future versions; some developers will not use refactoring engines with recording, and some developers will perform refactorings manually. To exploit the full potential of replay of refactorings, it is therefore important to be able to infer them.
We propose a novel algorithm that detects refactorings applied between two versions of a component. We implemented our algorithm in an Eclipse plugin, called RefactoringCrawler, that works for Java components. RefactoringCrawler currently detects seven types of refactorings, focusing on the most common rename and move refactorings [7] . We have evaluated RefactoringCrawler on three components ranging in size from 17 KLOC to 352 KLOC. The results show that RefactoringCrawler scales to real-world components, and its accuracy in detecting refactorings is over 85%. More details can be found in our paper [9] .
Automated Replay of Refactorings: During the replay, the upgrading tool needs to handle those cases when a refactoring cannot be played back in the new context. For instance, at the component site it was possible to rename an API method, but at the application site this renaming results in a conflict if the application already defined a method with the new name. Currently, refactoring engines quit the operation if a such a conflict arises.
We are currently working on a versioning tool that semantically merges the component and application changes (refactorings and edit operations). MolhadoRef [10] , our SCM infrastructure, is aware of program entities and the refactorings that change them. MolhadoRef automatically resolves more merge conflicts than traditional text-based SCMs, preserves program history better and makes it easier to understand program evolution.
MolhadoRef uses the operation-based approach [11] to record the change operations and replay them. However, replaying operations induces dependence relationships between them. The merge algorithm uses inverted refactorings to eliminate the dependences between refactorings and edits and topologically sorts the refactorings so that they can be replayed. In addition, the merge algorithm uses refactoring-to-refactoring transformations when topological sort cannot solve all dependences.
Wrappers to Rescue from API Evolution: As an alternative to changing the application source code to accommodate changes in the components, we envision a compatibility layer between the component and application. A wrapper can be applied to the component itself such that all applications can still interact with the old APIs, or a wrapper can be applied on the application, such that it insulates only the specific APIs that are used by the application. In both cases, the wrapper is generated automatically from the trace of component refactorings. Such an approach adds some performance overhead. Ultimately, the application developers will need to migrate to the new APIs; meanwhile, the wrappers are a good short-term compromise.
Toolkit Evaluation: We want both to use our toolkit on real projects and to study how others use it. Besides evaluating individual tools, we will evaluate how the whole migration toolkit eases the task of the application developer when upgrading to a new version of the component. We plan to compare the productivity of a control group against that of a group that uses our toolkit. Also we will observe what kind of changes component designers make when they do not have to worry about breaking the compatibility with existing applications. Since our toolkit is integrated entirely with the Eclipse technology, we expect to have a large customer base. Feedback from the Eclipse community will improve the pragmatic aspects of our methodology.
