Volunteer computing is currently successfully used to make hundreds of thousands of CPUs available free-of-charge to projects of general interest. However the effort and cost involved in participating in and launching such projects may explain why only a few high-profile projects use it and why only 0.1% of Internet users participate in them. We present Pando, a system designed to be easy to deploy and which does not require dedicated servers. It enables a thousand browser tabs to be used for computation. We have implemented a command-line version of Pando that makes it easy to launch volunteer computing projects on the Web as part of a Unix processing pipeline. Volunteers join by simply opening a Web page. We successfully tested the tool on the Grid5000 testbed and provide all scripts and procedures necessary to replicate our experiments.
Introduction
In volunteer computing, volunteers provide free-ofcharge access to their CPU(s) by sponsoring the purchasing cost of the hardware and the electricity cost of computation. This way, computing resources that would otherwise be idle are used for projects of general interest. This approach is currently used with great success for the search of extraterrestrial intelligence in SETI@Home [1] , and for protein folding and computational drug design in Folding@Home [2] . These are two examples out of the more than thirty projects as part of the Berkeley Open Infrastructure for Network Computing (BOINC) [3] , the distributed.net [4], and World Community Grid [5] initiatives.
Existing volunteer computing platforms require significant efforts from both volunteers and project owners, and induce additional costs to project owners.
To participate in a volunteer computing project, volunteers must install a computation client that runs in the background, usually when the computer is idle. The effort required from volunteers in installing a computation client may explain why less then 0.1% of Internet users participate in them 1 , leaving unused most of the computing capability theoretically available on the Internet.
To launch a new volunteer computing project, the project owners need to adapt their computation client, usually previously written in C++ or Fortran, setup a coordination server, and build a marketing website. Each of these three tasks requires about a month of effort to complete and a dedicated server [7] . Moreover, the yearly cost for a project that uses a petaflop of computing is about 100,000$US [8] 2 . The required development time and maintenance cost therefore makes the approach viable only for a few high-profile longrunning projects.
We propose instead a volunteer computing approach that is simple to deploy, does not require a dedicated server, and can leverage CPUs available in a wide variety of enduser devices by basing it on web technologies. Doing so should make the approach beneficial to a wider number of potential projects, especially those with a significant but smaller required amount of total computing power compared to existing projects.
We present Pando 3 , a tool that provides the ability to stream jobs to thousands of concurrently running browsers, while tolerating the sudden disconnection of cooperative volunteers by transparently reassigning incomplete jobs to other volunteers. It takes a potentially infinite stream of values as input, applies a JavaScript function on them, and outputs the corresponding results in the same order as the inputs were received, regardless of the relative processing speed of the different volunteers. A typical workflow is expressed as a Unix pipeline with the Pando tool in the middle.
is opened in browser tabs on all other available compatible devices, one per core on each machine. (3) Optionally, the url is shared on social media to invite friends to connect and contribute more computing power. (4) The tool runs until completion of all jobs. A video demonstration is available on YouTube 5 .
Our approach is based on web technologies for many reasons. JavaScript VMs embedded in modern browsers execute JavaScript at a speed within a factor of 3 of equivalent numerical code written in C [9] , making the performance sufficiently close to C to benefit from executing jobs inside web browsers. Browsers also provide a security sandbox that prevents code executing within a web page from tampering with the host operating system. WebRTC [10] , enables direct communication between browsers, by-passing the need for a server to relay all communications between the client of a volunteer platform and the volunteers themselves. JavaScript is a universal program representation that abstracts the multitudes of combinations of hardware devices (phones, tablets, laptops, etc.), operating systems, and web browsers. Links to social media platforms enable their users to quickly mobilize their social networks by sharing urls, opening the possibility to make volunteer computing projects go viral.
Using web technologies, we created composable and scalable stream abstractions in JavaScript that make it easy to build volunteer computing platforms and an overlay that organizes the volunteers into a fat tree to replace the habitual coordination server. Both are available in independent reusable packages 6 and they are used by our command-line tool for demonstrations.
Preliminary Results
For our baseline tests we used a simple computation that is easy to check for correctness. The task is simply squaring a stream of numbers, starting at 0. This was accomplished using the following Unix processing pipeline:
We then measured the throughput obtained by opening and connecting different numbers of browser tabs on multiple computing nodes of the Grid5000 testbed [11] . The details of how to reproduce the experiments are given in a handbook 7 . The results are illustrated in Figure 1 . It shows a linear speedup when increasing the number of browser tabs from 5 to 1000, which corresponds to the number of CPUs that could be available in a small or medium company or a university department.
Conclusion
We presented Pando, a volunteer computing platform designed to be easy to deploy and which does not require 5. https://www.youtube.com/watch?v=29ABvs3wNNI 6. https://github.com/elavoie/pando-handbook#related-packages 7. https://github.com/elavoie/pando-handbook# publication-specific-instructions-for-reproducing-experiments dedicated servers by leveraging web technologies. It enables a thousand browser tabs to be used for computation. That scale corresponds to the number of CPUs that are likely to be available in a small or medium company or in a university departement. In the future, we plan to test the platform on more CPUs and characterize its behavior under intermittent connections and different failure rates of volunteer nodes.
