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1 Úvod
Během posledních let nebývalým tempem vzrůstá objem zaznamenaného a publikovaného videa. Ať 
už se jedná o velké populární servery jako YouTube, Vimeo, Metacafe,  Daily Motion a další nebo 
stránky specializovaného charakteru, jako například akademické databáze audiovizuálních nahrávek 
seminářů  a  cvičení.  Nejčastěji  jsou  tyto  záznamy  publikovány  na  Internetu  a  zpřístupněny  přes 
webové rozhraní. Většinou je doprovází metadata v podobě názvu, jména autora, kategorie, data po-
řízení, klíčových slov a dalších, podle kterých je lze vyhledávat.
Odborné a výukové záznamy se většinou liší v jedné zásadní věci – jsou několikanásobně delší 
(běžně v řádech desítek minut až hodin) a tím pádem i jejich informační obsáhlost diametrálně roste. 
Uživatel pak může v případě vyhledávání určité informace strávit velmi dlouhou dobu sledováním 
(poslechem) pro něj nedůležitých částí. V této chvíli přímo vyvstává potřeba spolehlivého vyhledáva-
če, který dokáže jednotlivé části analyzovat, indexovat a na dotaz nabídnout konkrétní místa, kde se v  
záznamu hledaný výraz vyskytuje. Přesně to si za cíl kladou servery  Prednasky.com a SuperLectu  - 
res.com,  jejichž  funkce  jsou  postaveny  na  technologiích  výzkumných  skupin  Speech@FIT 
a Graph@FIT.
Cílem této práce bylo vytvořit pro tyto servery modul či jinak řečeno specializovaný a  embe-
dovatelný přehrávač, který by v přehledné a uživatelsky přívětivé podobě sdružoval pokročilé funkce 
pro přehrávání analyzovaných přednášek. A to zejména synchronizované promítání dostupných slaj-
dů, zobrazení transkripce mluvené řeči a možnost v těchto přepisech efektivně vyhledávat. Jelikož se 
jedná o “systém jako modul“, tak by jej mělo být možné případně nasadit bez větších obtíží na in -
ternetových stránkách zvoleného hosta (nemusí se nutně jednat o servery pouze výše jmenované).  
Jinak řečeno se jedná o novou “mobilní“ mezivrstvu mezi těmito technologiemi a uživatelem.
Zmíněný cíl jsem si vybral i z toho důvodu, že mě dlouhodobě zajímají webové technologie 
a jejich aplikace. Dále jsem se chtěl podrobněji seznámit s možnostmi HTML5 a vyzkoušet si reali-
zaci projektu širšího rozsahu, kde bych tyto moderní trendy ve vývoji internetových aplikací mohl  
v praxi využít.
V kapitole č. 2 je čtenář seznámen s aktuálním stavem a analýzou řešení, 3. kapitola představu-
je použité technologie a jejich základní rozbor. Ve  4. kapitole jsou popsány implementační a návr-
hové detaily, které jsem při vývoji použil a 5. kapitola je stručným seznámením s výsledky uživatel-
ského testování hotového modulu. V poslední 6. kapitole je shrnutí výsledků a závěr této práce.
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2 Analýza a návrh řešení
Podrobný popis systémů pro zpracování řeči a dolování dat je nad rámec této práce. Zaměřím se zej-
ména na témata blízká přímo návrhu mnou realizovaného modulu. Případné zájemce o technologický 
postup  při  zpracování  řeči  (i  obrazových  dat  v  případě  slajdů)  mohu  odkázat  na  článek [4] 
o Speech@FIT Lecture Browser, jenž by se dal shrnout takto:
Inovativní webový prohlížeč video záznamů přednášek, který je postaven nad technologiemi  
zpracování řeči a obrazu. Zjednodušuje přístup k informacím, které jsou rozptýleny v celém záznamu. 
Toho je dosaženo zejména propojením s vyhledáváním v řeči a možností se rychle navigovat v auto-
maticky generovaném seznamu prezentovaných slajdů a dalších užitečných informacích.
Další informace lze nalézt i přímo na webu Prednasky.com v sekci Chci vědět více/Learn more.
2.1 Vymezení pojmů
• modul/aplikace – Zahrnuje specializovaný přehrávač záznamů přednášek a objekt pro jeho 
“zapouzdření“, který můžeme snadno vkládat (embedovat) do zvoleného umístění – v tomto 
případě do webových stránek.
• lightbox –  Technika  pro  vkládání  a  zobrazení  obsahu  ve  webových  stránkách  (popsáno 
v kapitole 2.6). Slouží jako obalující objekt pro přehrávač.
• přehrávač – Samotná aplikace, se kterou uživatel interaguje a ovládá pomocí ní přehrávání 
videa a funkce dalších komponent včetně celého modulu.
2.2 Současný stav
Co  se  týče  serveru  Prednasky.com (a  zároveň  i  SuperLectures.com),  tak  v  základu  má  uživatel 
možnost vyhledávat v celém obsahu nebo omezit vyhledávání na určitou skupinu přednášek daných 
volbou předmětu/konference. Je zde také možnost vyhledávat přímo v konkrétní přednášce, které pro-
bíhá prostřednictvím komponenty přímo na její stránce. Prohlížeč poskytuje dva typy vyhledávání:
• široké vyhledávání (výchozí) – je doplňována chybějící diakritika a k vyhledávacímu řetězci 
jsou doplněny i jeho tvary a pády
• základní vyhledávání – je vyhledán daný řetězec beze změn (aktivuje se obalením výrazu do 
jednoduchých nebo dvojitých uvozovek)
To zmiňuji zejména z důvodu, že nově navržený přehrávač umožňuje vyhledávání pouze v přednášce, 
pro kterou je spuštěn, a takto byl od začátku projektován (může se časem změnit).
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Ve výsledcích vyhledávání je uživateli zobrazen seznam přednášek, které obsahují alespoň je-
den výskyt hledaného řetězce. Vybráním přednášky dojde k zobrazení seznamu výskytů a vybráním 
konkrétního výskytu začne přehrávání videozáznamu od náležejícího času. Stávající podobu rozhraní 
na Prednasky.com ilustruje obrázek 2.1.
Přehrávač a  funkcionalita  na serveru SuperLectures.com je  momentálně  o trochu dál.  Tam 
samotné stránky pro jednotlivé přednášky obsahují tyto části (obrázek 2.2):
• Informace o přednášce a přednášejícím (včetně odkazů na sociální sítě apod.).
• Velký náhled slajdu a jejich generovaný seznam (s automatickým posunem).
• Box pro vyhledávání.
• Přepis řeči (s automatickým posunem).
• Technické informace o přednášce.
• Diskusní modul.
• Odkazy na příbuzné přednášky.
• A samozřejmě video s odkazy pro sdílení na sociálních sítích, přepnutí kamery a další.
Jako přehrávač je aktuálně použita licencovaná verze JW Player 5.7.1896. Většinu boxů lze minima-
lizovat a celkový vzhled stránky se často přizpůsobuje do tématického ladění konference.
Obrázek 2.1: Stávající podoba vyhledávání na Prednasky.com, zdroj: Prednasky.com
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Obrázek 2.2: Současná podoba stránky s přehrávačem na SuperLectures.com
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2.3 Požadavky na nový modul
Hlavní požadavky ze strany serveru Prednasky.com respektive SuperLectures.com byly následující:
1. Modul, který zapouzdří co nejvíce funkcionality stávajícího řešení a to zejména:
• Informace o videozáznamu (abstrakt, statistiky, kontakty na přednášející, apod.).
• Synchronizované promítání slajdů (pokud jsou dostupné).
• Hledání v mluvené řeči (respektive již hotové transkripci) a obsahu slajdů.
• Zobrazení přepisu řeči.
• Přepínání mezi kamerami.
• Sdílení přednášky na sociálních sítích.
2. Zaměření na pohodlné a intuitivní ovládaní.
3. Podporu majoritních internetových prohlížečů (Chrome,  Firefox,  Internet  Explorer,  Safari) 
v jejich aktuálních verzích (minimálně těch s podporou HTML5).
4. Analýza  již  podobných  existujících  řešení  jako  jsou  např.  klewel.com,  techtalks.com, 
videolectures.net a mediasite.com.
Po další diskusi se upřesnily následující body:
• Přehrávač a jeho vyhledávací pole bude pokrývat pouze jednu zvolenou přednášku. To bylo 
upřesněno z důvodu odlišného chování originálních stránek, viz jejich popis v kapitole 2.2.
• Přehrávač se tímto pádem spouští po zvolení jedné konkrétní přednášky s budoucí možností  
nabídnutí souvisejících přednášek/záznamů tak, aby se přehrávač nemusel ukončovat.
• Bylo prodiskutováno základní rozvržení aplikace a ze strany zadavatele dodán náčrt základní-
ho rozvržení grafického uživatelského rozhraní (GUI).
• Byl vznesen požadavek na ladění vzhledu do tmavých barev.
2.3.1 Konkurenční řešení
Z konkurenčních aplikací je vhodné zmínit např. přehrávač společnosti  Klewel (klewel.com), která 
toho času poskytuje  svůj  přehrávač  ve Flashi.  Má poměrně  jednoduchou strukturu (obrázek  2.3) 
s možností přepínání v sérii souvisejících záznamů, změny zobrazení velký slajd/malé video a velké  
video/malý slajd. Dále pruh s náhledy slajdů s jejich pevným maximálním počtem a základní ovlá-
dání s časovou osou bez nějakých zvláštních funkcí. V záznamech lze vyhledávat, ale to pouze v ob-
sahu slajdů.
Flashové řešení poskytuje snadné možnosti  co se týče animací,  což je ale dle mého názoru 
u tohoto řešení na škodu. Samozřejmě se nemohu vyjadřovat za všechny uživatele tohoto přehrávače, 
ale z osobních zkušeností grafického designera webových stránek a uživatelských rozhraní mohu říci,  
že na mě aplikace působí mnohdy zmateným dojem kvůli přehršlí grafických efektů, které uživatel 
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mimoděk způsobí při přejetí kurzoru myši z jednoho konce přehrávače na druhý. Myslím, že méně je 
někdy více. Pro oči problematické se mi zdá zejména zobrazování velkého náhledu slajdu. Přehrávač 
své funkce jinak zvládá poměrně dobře.
Další aplikaci poskytuje server Mediasite.com od Sonic Foundry, Inc (obrázek 2.4). Tento pře-
hrávač je založen na technologii Silverlight od společnosti Microsoft. Nabízí několik módu zobrazení 
videa společně se slajdy včetně spodní části s náhledy. Většinu funkcionality skrývá do pop-up oken 
spouštěných z dolního pruhu s ovládacími prvky. Poskytuje vyhledávání v obsahu slajdů a pokud jsou 
k dispozici, tak i v manuálně vytvořených titulcích.
Tento přehrávač nabízí čistý vzhled a přehledné GUI. Co může být problematické je samotná 
technologie  Silverlight.  Její penetrace na PC se sice aktuálně pohybuje kolem 68%1,  ale  co se týče 
mobilních zařízení, tak je stále proprietární záležitostí pouze platformy Windows Phone.
1 http://www.statowl.com/custom_ria_market_penetration.php  
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Obrázek 2.3: Podoba přehrávače Klewel, technologie Flash. zdroj: klewel.com
Obrázek 2.4: Přehrávač od Sonic Foundry, Inc. Technologie Silverlight. zdroj: mediasite.com
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2.4 Volba technologií
HTML5 (popis v kapitole 3.1) jsem mohl zvolit jako nosnou technologii pro implementaci přehrávače 
hlavně díky jeho nově přidanému elementu, který umožňuje přehrávat audiovizuální obsah přímo ve 
stránce, bez nutnosti instalovat do internetového prohlížeče pluginy třetích stran, jako je např. Flash, 
Silverlight, apod. Specificky tomuto elementu je věnována kapitoly 3.2 a 3.3.
Pokud chceme vytvořit dynamickou webovou aplikace čistě s nativní podporou internetového 
prohlížeče, neobejdeme se bez JavaScriptu / ECMAScriptu. Od začátku bylo tedy jasné, že vhodným 
doplňkem pro aplikaci založené na HTML5 bude nějaký vybraný javascriptový framework.  Nebo 
samozřejmě čistý JavaScript, ale to by bylo při tomto rozsahu dosti problematické.
Při porovnávání2 momentálně dostupných frameworků, které jsou v drtivé většině psány a za-
loženy přímo na JavaScriptu, jsem narazil na framework Google Web Toolkit (dále jen GWT), který 
je naopak založen na jazyce Java. O GWT jsem se zajímal již před časem, ale neměl jsem možnost jej  
doposud otestovat  v  praxi.  Po opětovném a podrobnějším nastudování  jeho základních vlastností  
a možností jsem byl doslova nadšen (ačkoliv jsem se musel omezit pouze na [5], jelikož pro aktuální 
verzi GWT 2.4 není dostupná zatím žádná tištěná publikace). GWT přináší všechny výhody a vy-
moženosti jazyka Java do vývoje webových aplikací. Třeba už jen v podobě “drobností“, jako jsou 
silně typované proměnné (tedy typově bezpečné), které JavaScript nabídnout nemůže  (str. 52  [1]), 
plně objektový vývoj, apod. GWT se budu samostatně zabývat v kapitole 3.6.
Další věcí, kterou bylo třeba vhodně zvolit, byl formát  a  způsob předávání dat mezi aplikací 
a serverem. Server, v tomto případě zastoupený SuperLectures.com, který poskytuje veřejné HTTP 
API (kapitola 2.5.1). Toto API na dotazy odpovídajícího formátu generuje XML soubory. Jelikož byl 
ale požadavek na aplikaci modulární, to jest takovou, aby mohla být nasazena i na jiných serverech 
a libovolně “vkládána“ do dalších stránek, musel se vyřešit problém představující bezpečnostní poli-
tiku Same Origin Policy (SOP). Tato problematika a zvolené řešení je rozebráno hned v následující 
kapitole 2.5.
2.5 Datová komunikace a SOP
Nejdříve  více  o  Same  Origin  Policy.  Jedná  se  o  bezpečnostní  koncept,  který  dodržuje  řada 
programovacích jazyků včetně JavaScriptu, který zakazuje komunikaci mezi různými hosty. Pokud 
tedy  klient  načte  javascriptový  soubor  z  umístění  A,  tento  skript  následně  nemusí  mít  přístup 
k umístění B dle následující definice:
2 http://en.wikipedia.org/wiki/Comparison_of_JavaScript_frameworks  
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Umístění je definováno pomocí  doménového jména,  protokolu a  portu.  Pokud se alespoň 
jeden prvek z této trojice neshoduje, jedná se o odlišného hosta/umístění. Pro ilustraci je v tabulce 2.1 
přehled výsledků pokusů o komunikaci ze smyšlené URL “http://www.example.com/dir/page.html“.
Tabulka 2.1: Přehled výsledků pokusů o komunikaci dle SOP
Cílová URL Výsledek Důvod
http://www.example.com/dir/page.html Úspěch Stejný host i protokol
http://www.example.com/dir2/other.html Úspěch Stejný host i protokol
http://www.example.com:81/dir/other.html Neúspěch Stejný protokol ale jiný port
https://www.example.com/dir/other.html Neúspěch Odlišný protokol
http://en.example.com/dir/other.html Neúspěch Jiný host
http://example.com/dir/other.html Neúspěch Jiný host
http://v2.www.example.com/dir/other.html Neúspěch Jiný host
Pokud tedy potřebujeme naši javascriptovou aplikaci nasadit na cizí server tak, aby tato aplikace ná-
sledně mohla přistupovat k datům na odlišném hostu, musíme najít způsob, jak toto omezení obejít.
Řešení naštěstí existuje. Jedná se o JSONP neboli  JavaScript Object Notation with Padding. 
Samotný JSON je dobře známý textový datový formát, který je (navzdory svému názvu) jazykově ne-
závislý a jeho parsery se vyskytují v mnoha programovacích jazycích – plná definice v [9]. JSONP je 
doplňkem datového formátu JSON [10], který poskytuje způsob jak obejít SOP a komunikovat mezi 
různými doménami.
Princip myšlenky je následující:
1. Mějme server, který nám na dotaz přes své JSON API odpoví např.:
{"Name": "John", "Id" : 1234}
2. Pomocí manipulace s DOM vložíme do stránky nový script tag nebo znovu použijeme již 
existující (z minulé komunikace). Jako src atribut generujeme URL pro API s dotazem.
3. Pokud bychom se následnou odpověď snažili načíst jako obsah tagu script, dojde k chybě 
v syntaxi. Odpověď je totiž místo JSON objektu považována za blok javascriptového kódu. 
I kdyby byl správně rozpoznán objekt, pak k němu nelze přistupovat neboť nebyl uložen do 
žádné proměnné.
Řešením je obalit dynamicky generovaný JSON do volání nějaké funkce. Za tohoto před-
pokladu je načtený zdroj script elementu stále platný kód JavaScriptu a navíc máme možnost 
vhodným způsobem reagovat na volání této funkce – typicky zpracováním JSON dat. JSON 
API tedy odpoví následujícím způsobem:
nazevFunkce({"Name": "John", "Id" : 1234});
10
V praxi je obyčejně název funkce předáván aplikací jako parametr v URL a API na straně serveru  
s tímto samozřejmě musí počítat:
1. Do stránky generujeme script tag s již vhodně upravenou URL s dotazem na API:
<script type="text/javascript"
src="http://example.com/api?id=1234&callback=foo">
</script>
2. Prohlížeč vyhodnotí element a pomocí HTTP GET načte danou URL.
3. Odpověď je  načtena  do  těla  elementu  a  zpracována  pomocí  zpětného  volání  jako  běžný 
JavaScript:
foo({"Name": "John", "Id" : 1234});
4. Implementace naší funkce foo v aplikace ideálně zpracuje došlou odpověď.
S takto vyřešeným problémem již jen stačilo dohodnout na straně serveru SuperLectures.com podpo-
ru pro JSONP, což spočívalo v úpravě API, které nyní správně reaguje na dodaný parametr callback. 
Při jeho výskytu je nejdříve standardní XML odpověď převedena do JSON a obalena funkcí s názvem 
shodným s hodnotou tohoto parametru.
2.5.1 Serverové HTTP API
Samotné komunikační API je vyvíjeno Ing. Josefem Žižkou. V současné době na něm stále probíhají 
úpravy,  zároveň  k  němu  toho  času  není  dostupná  oficiální  dokumentace.  Na  serveru 
SuperLectures.com  je  selektivně  nasazováno  na  vybrané  konference  a v průběhu  vývoje  tohoto 
modulu bylo nejdříve testováno na konferencí Barcamp Brno 2011 a posléze i Asru 2011.
Základní URL API je vždy v tomto formátu:
http://www.superlectures.com/<nazev_konference>/api/
K dispozici jsou pak následující PHP stránky, které se za danou URL připojí společně s požadovaný-
mi parametry a utvoří tak klasický HTTP GET dotaz:
• getLecture.php – Základní informace o přednášce. Parametry:
• id – Identifikátor přednášky, lze oddělovat čárkou.
• categoryId – Identifikátor kategorie. Vrátí seznam přednášek v dané kategorii. Lze 
kombinovat se samotným id a vracet tak všechny přednášky dané kategorie i selek-
tivních identifikátorů. 
• search.php – Vyhledávání v přednáškách. Parametry:
• q – Povinný vyhledávací dotaz.
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• fields – Nepovinné oblasti hledání, které nás zajímají. Pokud není zadáno, vyhle-
dává ve všech možnostech. Možnosti (včetně kombinací):
• speech – Vyhledávání v řeči.
• title – V názvu přednášky.
• category – V kategorii.
• author – Ve jménu autora (či autorů).
• abstract – V abstraktu.
• slides – Ve slajdech.
• docs – Omezení hledání na určité dokumenty (pokud není zadáno, vyhledá ve všech 
dokumentech). Pozn.: Zde jsou uváděny specifické identifikátory dokumentu oddě-
lené čárkou. Tyto identifikátory se neshodují s identifikátory přednášky a lze je získat 
z atributu audio_search_id elementu lecture pomocí API getLecture.php.
• sortsc –  Seřadí  výsledky  dle  skóre.  Pozn.:  “Skóre“  zde  označuje  ohodnocení 
výsledky ve smyslu pravděpodobnosti shody s vyhledávaným dotazem.
• doclistonly – Vrátí pouze dokumenty bez dílčích výsledků.
• fcf – Full Content Field. Vrací celý obsah uzavřený v elementu content. Možnosti 
se shodují s těmi parametru fields.
• dist – Vzdálenost slov v sekundách při víceslovných dotazech (nepovinný parametr, 
který jako výchozí hodnotu používá 1s).
• dps,  dpn –  Stránkování  nalezených dokumentů  (Document  Page Size, Document  
Page Number).
• ops,  opn – Stránkování v jednotlivých oblastech (fields) hledání. (Occurence Page  
Size, Occurence Page Number).
• getSubtitles.php – Získání vybraných titulků (přepisu řeči). Parametry:
• id – Identifikátor přednášky.
• format – Formát titulků. Standardně TT (tt), volitelně SRT (srt).
• getInfo.php – Základní informace o konferenci. V modulu nevyužito.
• getCategory.php – Informace o kategorii. V modulu nevyužito.
Minimálně ta část API využitá v modulu dostala vždy volitelný parametr callback, kvůli možnosti vy-
tvářet data v JSONP formátu (vysvětleno výše).
12
2.6 Distribuce a spouštění v lightboxu
Při samotném návrhu distribuce a stylu spouštění aplikace jsem vycházel z předpokladu, že existuje 
požadavek na možnost poskytnutí modulu a jeho vkládání do internetových stránek třetích stran – 
tedy subjektů, které by chtěly využít služeb SuperLectures.com. Službou se myslí zpracování audio-
vizuálních záznamů a poskytnutí k nim možnosti vyhledávání v mluvené řeči a slajdech. Tyto sub-
jekty by mohly připravená data přehrávat přímo na svých stránkách s využitím vyvíjeného modulu.
Jeden z nejefektivnějších (a také efektních) způsobů zobrazování nových a často dynamicky se 
měnících textových či audiovizuálních informací na libovolné internetové stránce, za předpokladu, že 
nechceme nebo nemůžeme byť jakkoliv zasahovat do layoutu, je znám obecně pod názvem lightbox.
Lightbox je javascriptová technika pro zobrazování “modálních oken“ nad originální interne-
tovou stránkou. Vyžaduje interakci, pokud se chce uživatel vrátit na stránku původní a opět s  ní pra-
covat. Typickým vizuálním projevem lightboxu je překrytí celé původní stránky poloprůhledným ele-
mentem s absolutním pozicováním a rozměry okna prohlížeče, který skryje původní obsah pod tmavý 
“film“. Nad touto nově utvořenou plochou se (často s animací) zobrazí okno (ve skutečnosti klasický 
DOM element stránky) s libovolným novým obsahem a vhodně přizpůsobenou velikostí.
S lightboxem se lze velmi často setkat v různých internetových foto galeriích, kde se používá 
pro  zobrazení  fotografií  v  originálním rozlišení.  Výhody  nesporně  spočívají  v  minimálním úsilí  
nutném k tomu, aby správce stránky zobrazil nový libovolně velký obsah uživateli bez zásahu do pů -
vodního rozvržení.
V případě této diplomové práce využití lightboxu umožňuje prakticky ignorovat rozměry a roz-
vržení hostující stránky, ve které bude modul umístěn, a jeho efektní a pohodlné spouštění.
V návrhu i výsledné implementaci je lightbox součástí modulu, který je nutné poskytnout tře-
tím stranám a ty jej následně umístí na vlastní server. To ale nemusí být vždy výhodné a ve výsledku 
se oproti původnímu záměru (poskytovat modul přímo třetím stranám) prozatím upustilo a nový pře-
hrávač běží pouze nad vybranými konferencemi na serveru SuperLectures.com.
Z tohoto důvodu jsem navrhl i druhý, lehce odlišný, způsob distribuce modulu: Lightbox by se 
nabízel jako samostatná lightweight aplikace. Ta by jako svůj obsah načítala iframe element (v prin-
cipu okno) směrovaný na internetovou stránku v rámci serveru SuperLectures.com s již zakompo-
novaným přehrávačem. Tímto způsobem by i odpadla nutnost obcházet SOP, jelikož by přehrávač byl 
hostován na stejné doméně jako API. Nicméně z důvodu zachování robustnosti (např. budoucí přesu-
nutí na odlišnou doménu) by způsob komunikace mohl být zachován. Takováto změna je z interního 
pohledu chování aplikace zanedbatelná, je třeba ale ošetřit komunikaci mezi dvěma okny (webová 
stránka a v ní vnořený iframe).
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V tomto případě totiž opět nastává jiný problém se SOP. Přehrávač, který je načten do elemen-
tu  iframe není na stejné doméně jako  lightbox  a zbytek jeho hostitelské stránky, nelze tedy stan-
dardní cestou vyslat z jednoho okna příkazy do druhého. Jedním z řešení vzniklé situace by mohla být 
novinka v API HTML5 a to funkce  window.postMessage.  Ta je schopna doručit  zprávu  všem 
ostatním oknům se zaregistrovaným  listenerem. Na straně naslouchajícího je pak z bezpečnostních 
důvodů nutné ověřit doménu odesílatele.
Systém s odděleným lightboxem od hlavní aplikace a hostování přehrávače přímo a pouze na 
stránkách SuperLectures.com (či partnerských serverech) byl zvolen jako finální systém fungování 
aplikace, ke kterému bude v budoucnu upraven. V době dokončení této práce je ale stále implemen -
tován dle návrhu v obrázku 2.5.
Obrázek 2.5: Schéma principu distribuce, spouštění a komunikace modulu se serverem
2.7 Návrh vlastního GUI
Po kombinaci požadavků, poznatků z konkurenčních řešení a vlastních zkušeností s návrhem GUI 
jsem vytvořil v programu Adobe Photoshop návrh finálního vzhledu aplikace. Ten byl ale v celkovém 
procesu implementace doladěn až někdy v druhé polovině práce. Byly do něj tedy zahrnuty i  poža-
davky a nutné změny,  které vytanuly v průběhu návrhu a implementace jednotlivých částí.  Do té 
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doby jsem využíval základního vzhledu jednotlivých ovládacích prvků tak, jak je definuje buď in-
ternetový prohlížeč nebo jednotné stylové téma vývojového frameworku, který je popsán dále.
Popis jednotlivých částí GUI je pod obrázkem 2.6 i s výčtem základních vlastností a funkcí, 
které  byly navrženy a nakonec i  úspěšně implementovány.  Při  návrhu jsem se snažil  poskytnout  
uživateli všechny užitečné informace hned viditelně po ruce. Chtěl jsem docílit hlavně toho, aby ne-
musel přemýšlet o tom, jak dosáhnout svého cíle, což je jedna ze základních premis při tvorbě uživa-
telských rozhraní [3] (ať desktopových aplikací nebo webových stránek).
Obrázek 2.6: Finální návrh GUI přehrávače v modulu.
1. Vyhledávací box: Popisný text v boxu informuje uživatele ihned o možnostech vyhledávání 
ve slajdech i řeči, jakožto jedné ze základních deviz vyvíjeného modulu. Po zvážení byla za-
vržena možnost připojit moderní způsob zadávání v podobě “našeptávače“ vytvořeného ze 
seznamu slov přepisu. Přepis není často dokonalý a pro uživatele by byly nabízené nepřesné 
výrazy (v originálním záznamu se nevyskytující) matoucí.
2. Hlavní  ovládací  prvky  aplikace:  Poskytují  dvě důležité  funkce.  Možnost  maximalizace 
aplikace do okna prohlížeče tak, že bude velikost aplikace a okna provázána a bude se auto-
maticky oknu do opětovného přepnutí přizpůsobovat. Druhou volbou je zavření aplikace, což 
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souvisí  s  jejím fungováním v  lightboxu –  je  to  způsob  jak  zavřít  přehrávač  a  opět  bez 
problémů pracovat s hostující internetovou stránkou.
3. Část  s  videem:  Navržená tak,  aby se  velikost  videa automaticky plynule  přizpůsobovala 
změnám v obou rozměrech  rodičovského kontejneru.  Umožňuje  i  zobrazení  aktuálně  vy-
slovovaného segmentu transkripce přes dolní část videa (ve stylu klasických titulků).
4. Informační panely: Pro rychlý přistup k informacím a funkcím rozděleným do přehledných 
kategorií. “Ouška karet“ se při přesahu vymezeného prostoru dají posunovat kolečkem myši 
nebo tlačítky na bocích.
5. Náhledy  slajdů:  Možnost  posunování  jednak posuvníkem pod náhledy,  pak  i  chytnutím 
a “tažením myši“.  Zvýraznění  slajdu,  o kterém se zrovna mluví  a jeho automatické cent -
rování. Odlišné zvýraznění slajdů např. pro výsledky hledání.
6. Časová osa: Dostatečně velká pro pohodlný výběr pozice ve videu. Přehled o již přehraném 
úseku, načtené části videa a vizuální upozornění pokud přehrávač čeká na načtení bufferu. 
Možnost zobrazení časových rozmezí jednotlivých slajdů a výsledků hledání v řeči i slajdech. 
Časový indikátor formou pop-upu, který zobrazí i případný vyhledaný segment transkripce 
v tomto bodě.
7. Ovládací prvky videa: Pozastavení a spuštění videa. Přepínače pro zobrazení titulků, změnu 
kvality videa a ztlumení zvuku. V obrázku 4.2 není, ale v aplikaci se dále nachází: tlačítka 
pro změnu rychlosti přehrávání (pro internetové prohlížeče, které to podporují) a změnu ka-
mery (většinou kamera na přednášejícího a na plátno).
Z obrázku 2.6 dále nemůže být patrné, že jsem chtěl aplikaci vytvořit tak, aby se mohla plynule při-
způsobovat  změnám  velikosti  okna,  rozlišení  a  vymezenému  místu.  Poměr  mezi  částí  s videem 
a informačními panely byl navržen tak, aby mohl být měněn v závislosti na obsahu a optimálnímu 
zobrazení jednoho či druhého.
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3 Použité technologie
Kapitola je věnována pojmům,  bez kterých by tento modul  nebylo  možné  navrhnout ve stávající  
podobě. Jedná se o představení základních technologií, na kterých je postaven.
3.1 HTML5
Hyper Text Markup Language (dále jen HTML) je značkovací jazyk, který slouží pro publikaci doku-
mentů na webu již od roku 1991 – první oficiální standard HTML 2.0 byl schválen komunitou IETF 
ale až v roce 1995. Ve svém základu vychází (je aplikací) jazyka SGML (Standard General Markup  
Language) a definuje množinu většinou párových značek (tagů) a jejich atributů, které internetový 
prohlížeč používá pro interpretaci obsahu dokumentu.
Vývoj HTML byl po celou dobu značně ovlivněn prohlížeči, které zpětně ovlivňovaly jeho de-
finici. Stejně tak Internetem jako takovým, jenž neustále podléhá soustavnému vývoji po stránce tech-
nologické i obsahové. To je samozřejmě třeba reflektovat i do standardu HTML, který s námi ve své 
zatím poslední verzi 4 přetrvává více než dekádu – od roku 1997.  Zajištění pokročilé funkcionality  
a novátorských řešení naráželo na omezení jazyka i prohlížečů, které jej implementují. Proto bylo  
v roce 2007 rozhodnuto,  že  na základech Web  Application 1.0 a  Web  Forms 2.0 ze  specifikace 
WHATWG (Web Hypertext  Application Technology  Working Group)  bude postavena nová verze 
HTML, dnes běžně označovaná jako HTML5. V současnosti je specifikace uvolněna v tzv. "Working 
Draft"  a  vývoj  řízen  zejména  W3C HTML WG (World Wide Web  Consortium HTML  Working 
Group) a WHATWG. Na projektu se podílí i mnoho klíčových hráčů včetně společností jako Apple, 
Mozilla Foundation, Opera Software, Google, AOL, Microsoft, Cisco a další. Specifikace jako taková 
je tedy stále ve stavu rozpracování a má daleko k dokončení – první RC verze (Release Candidate) je 
odhadována na rok 2012 a finální dokončení vývoje a opravení všech chyb až na rok 2022.
WHATWG v lednu 2011 upustilo od značení HTML5 a používá již jen HTML. W3C, kde je  
od ledna 2012 tato specifikace ve stadiu Working Draft, nadále užívá značení HTML5.
Podrobnější popis struktury dokumentů, všech druhů značek nebo procesu parsování v prohlí-
žečích by byl již nad rámec této práce, kde se chci zabývat konkrétní aplikací této technologie  pro 
poskytování multimediálního a interaktivního obsahu.
3.2 HTML5 media element
Stěžejní prvek pro implementaci tohoto projektu. HTML5 nabízí spoustu jiných API, nových značek, 
atd. (specifikaci jsem čerpal z  [8]), nicméně ty nejsou pro pochopení fungování aplikace důležité 
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a ani není možné je zde všechny popsat.  Media element uvádím záměrně, protože jak video i  audio 
elementy z něj dědí a jsou jeho přímými potomky. Dalo by se říci, že  audio elementu pouze chybí 
část se zobrazením vlastního videa, jinak je schopný přehrát totéž co element video.
Opět v této práci není možné obsáhnout celou specifikaci elementu a proto uvedu pouze ty stě-
žejní  atributy (dle  specifikace  WHATWG v  [7]),  které  jsou  nutné  pro  pochopení  fungování  mé 
aplikace nebo se toho úzce týkají:
• src – Atribut udává adresu zdroje (video, audio), které se má načíst a zobrazit. Pokud je uve-
den, musí obsahovat platnou URL.
• crossorigin – Definuje chování při cross-origin3 požadavcích elementu.
• preload – Je výčtový atribut, u nějž jsou možné tyto hodnoty:
• none – Uváděn pokud autor nepředpokládá, že by uživatel potřeboval daný zdroj mé-
dia nebo pokud je třeba minimalizovat zátěž serveru.
• metadata – To samé, co výše, ale s předpokladem, že by mohlo být užitečné načíst  
aspoň základní metadata média jako jsou rozměry,  první obrazové políčko, seznam 
stop, celková délka, apod.
• auto – Napovídá klientu, že je možné postavit potřeby uživatele nad riziko zátěže 
serveru, což je možné interpretovat jako i stažení celého zdroje na klientský počítač.
Prázdná hodnota je také platná a je mapována na “auto“. Pokud atribut zcela chybí, tak rozho-
duje  user-agent (neboli  internetový prohlížeč uživatele).  Doporučována je ovšem hodnota 
metadata jako kompromis mezi pohodlím uživatele a zátěží serveru, který hostuje zdroj dat.
• autoplay – Pravdivostní atribut, který, pokud je přítomen, automaticky započne přehrávání 
media elementu.
• mediagroup –  Tímto  atributem lze  přilinkovat  více  media  elementů  do logického celku 
ovládaného tzv.  MediaController objektem. Tento objekt pak přebírá většinu těchto zde 
uvedených atributů a funguje jako globální ovládací prvek.
• loop – Pokud je tento pravdivostní atribut uveden, způsobí přehrávání média v cyklu.
• muted – Pravdivostní atribut upravující standardní chování audio kanálů při načtení elemen-
tu. Překrývá uživatelské volby a pokud je uveden, bude audio ztlumeno. To lze změnit až ná-
sledující uživatelskou či programovou akcí.
• controls –  Pravdivostní  atribut  je  většinou  použit  tehdy,  pokud autor  neposkytuje  pro 
uživatele  vlastní  sadu  ovládacích  prvků  přehrávače  a  je  tedy  na  internetovém prohlížeči 
uživatele, aby tyto nezbytné prvky poskytl.  Je nutné zmínit,  že toto není standardizováno  
a každý prohlížeč nabízí ovládací sadu na první pohled jinou, nicméně prakticky se stejnou 
funkcionalitou (obrázek 3.1).
3 Požadavky mezi různými hosty (odlišeno doménovým jménem, protokolem a portem).
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Obrázek 3.1: Přehled ovládacích prvků media elementu v různých prohlížečích.
Pokud vezmeme konkrétně element video, se kterým v aplikaci pracuji, tak ten přidává tyto atributy:
• poster – Udává URL obrázku, který klientský prohlížeč může zobrazit do doby, než jsou 
dostupná samotná video data nebo dokud uživatel video nespustí.
• videoWidth,  videoHeight –  Lze  jimi  pomocí  nezáporných  celých  čísel  specifikovat 
vnitřní šířku respektive výšku media elementu v pixelech. 
Podmínkou realizace požadované aplikace byla právě možnost implementace vlastní specializované 
sady ovládacích prvků a to media element umožňuje skrz své API (respektive rozhraní), které může-
me v celém aktuálním znění nalézt opět v [7]. Zde uvedu pouze atributy takové, které jsou nezbytně 
nutné k vytvoření vlastních ovládacích prvků:
• currentTime – Při volání tohoto atributu je navrácena v sekundách pozice na časové ose 
média za předpokladu, že je standardní startovní pozice rovna 0. Při nastavení hodnoty (opět 
vyjádřené  ve  sekundách)  a  za  předpokladu,  že  readyState elementu  není  roven 
HAVE_NOTHING, je pozice přehrávání nastavena na novou hodnotu a dojde k posunu v pře-
hrávání.
• duration –  Vrací  čas  konce  zdroje  média  v  sekundách.  Pokud je  zdroj  neznámý nebo 
nedostupný,  tak vrací  NaN (Not-A-Number),  pokud se jedná o zdroj  bez známého konce 
(např. streamované video nebo živý přenos), vrací Infinity.
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• paused –  Vrací  pravdivostní  hodnotu  podle  toho,  zda-li  je  médium  pozastaveno.  Na-
stavováním hodnoty naopak médium pozastavujeme nebo spouštíme..
• playbackRate – Atribut pro ovládání a čtení efektivní rychlostí přehrávání, jejímž výcho-
zím nastavením je desetinná hodnota 1.0. Umožňuje měnit rychlost toku média, tedy i např. 
funkce pro rychlý posun zpět a vpřed.
• played – Atribut pouze ke čtení vracející normalizovaný objekt TimeRange, který obsahuje 
časové rozsahy ve zdroji  média,  které  byly  toho času  uživatelem zobrazeny.  V praxi  lze 
atributu nejlépe využit pro tzv.  progress bar – tedy vizuální rozsah indikující uživateli ak-
tuální pozici a stav přehrávání z celkového času média.
• buffered – Pomocí tohoto atributu lze získat rozsahy načtených částí média vrácených opět 
v objektu TimeRange.
• ended – Vrací true, pokud media element ukončil přehrávání v dopředném směru.
Tyto samotné atributy jsou užitečné, ale pouze pro poněkud fixovaný přístup k elementu. Pokud chce-
me dosáhnout opravdu dynamického fungování aplikace, nabízí API naštěstí i sadu nových událostí 
(events) pro media element. V této práci uvádím jen stěžejní atributy zejména z pohledu implementa-
ce aplikace popsané v následujících kapitolách (plné znění v [7]):
• progress – Tuto událost průběžně vyvolává načítání dat zdroje média. Událost je vhodné 
odchytávat a zároveň se dotazovat na atribut  buffered, čímž lze získat a následně uživateli 
zobrazit části média, která jsou již načtena a lze se v nich tedy okamžitě přesouvat.
• loadedmetadata – Klientský prohlížeč má informace o délce média  (pokud se nejedná 
o stream), jeho rozměrech a zároveň oznamuje, že jsou nachystány textové stopy (text tracks) 
o nichž se dále zmíním.
• canplay, canplaythrough – Prohlížeč může spustit přehrávání zdroje, ale nepředpokládá, 
že by bylo možné s aktuálně nastaveným playbackRate dokončit přehrávání bez dalšího načí-
tání (canplay) nebo to naopak možné bude (canplaythrough).
• seeking,  seeked – Oznamuje změnu atributu  seeking na hodnotu  true nebo false, tedy 
situaci, kdy je započato a ukončeno přesouvání se v médiu.
• ended – Ukončení přehrávání při dosažení konce zdroje média.
• timeupdate – Zcela stěžejní událost, která je vytvářena kontinuálně při přehrávání zdroje,  
tedy při změně aktuální pozice v médiu. Je důležitá pro prakticky všechny složky aplikace 
a umožňuje jí dynamicky nabízet uživateli obsah v závislosti na pozici v přehrávaném videu.
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3.3 Obsah media elementu
Samotný media element lze použít pro přehrání audiovizuálního obsahu (tedy nastavením atributu 
src na odpovídající jeden zdroj). Více robustním přístupem je do elementu vložit vhodný obsah a ne-
chat klientský prohlížeč zvolit ten pro něj nejvíce vhodný dle podpory nebo kodeků, které má k dis-
pozici, nebo mezi těmito zdroji programově přepínat. Vkládání obsahu navíc umožňuje přidávat nejen 
obsah audiovizuální, ale i textový – tedy titulky, popis kapitol a další metadata.
Obsah lze tedy rozdělit do třech kategorií:
• video –  Element  source s  atributy  type,  kde je  uveden odpovídající  MIME typ  zdroje 
(např.  video/ogg pro  Ogg  Theora  formát,  video/mp4 pro  H.264  či  video/webm pro 
WebM/VP8). Dále atributy src s URL zdroje a media, který určuje, pro jaký typ zobrazova-
cího  média  (myšleno  ve  smyslu  klientské  zařízení)  je  tento  zdroj  určen  –  lze  např.  dis -
tribuovat rozdílný obsah pro stolní a mobilní zařízení.
• audio – Platí to samé, co pro video zdroj. Jako MIME typy zde figurují např. audio/ogg pro 
OGG audio formát, audio/mpeg pro MP3. Na rozdíl od obrazových stop může být těch zvu-
kových aktivních v jeden moment více. Lze tak kombinovat  např. standardní audio stopu 
s dodatečným (režisérským) komentářem, apod.
• text – Textový soubor určený pro zobrazení zároveň s videem. Atributy default,  label, 
src a  srclang jsou samovysvětlující, posledním atributem je  kind, který specifikuje vý-
znam obsahu v rozsahu: captions, chapters, descriptions, metadata a subtitles.
Tímto způsobem lze, jak již bylo výše zmíněno, poskytnou klientskému prohlížeči dostatečný rozsah 
formátů a možností, aby byl požadovaný obsah úspěšně přehrán. Není také problémem do media ele-
mentu na základě programových nebo uživatelských akcí za běhu dodávat obsah bez zásahu do pře-
hrávání aktuálního zdroje. S podporou textových stop můžeme zobrazovat nejen titulky, ale i dodržet 
zásady přístupnosti, tedy nabídnout jistou vhodnou alternativu pro neslyšící.
Obsah je na úrovni rozhraní reprezentován objekty,  které jsou vytvářeny při načítání těchto 
zdrojových elementů:
• AudioTrack objekt reprezentující jednu zvukovou stopu, který je zaregistrován do objektu 
AudioTrackList. Ten je zpřístupněn přes atribut audioTracks media elementu.
• Analogicky  VideoTrack vedený  v  seznamu  VideoTrackList,  dostupný  v  atributu 
videoTracks.
• A posledně TextTrack, TextTrackList a textTracks.
Výčet těchto nejdůležitějších atributů a elementů a jejich vzájemnou provázanost jsem se pokusil ilu-
strovat schématem na obrázku 3.2.
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3.4 Document Object Model, JavaScript
Cílem této části není podat obsažný popis vlastností a rysů jazyka JavaScript ani rozbor  Document  
Object  Model.  Cílem je  popsat  fundamentální  princip  toho,  proč je  možné  ve  stránce zobrazené 
v klientském internetovém prohlížeči dynamicky zobrazit a dále dle uživatelských akcí měnit obsah 
mnou vyvíjeného modulu. V následující kapitole je popsán základ protokolu HTTP, který spadá do 
aplikační vrstvy OSI modelu, a představuje vlastní zajištění jeho datové komunikace se vzdáleným 
datovým zdrojem.
DOM neboli  Document Object Model, je multiplatformní a jazykově nezávislá konvence pro 
objektovou reprezentaci a manipulaci s HTML, XHTML nebo XML dokumenty. Jako své rozhraní  
poskytuje veřejné API pro dynamické změny stránky a jejích objektů, které jsou uspořádány do stro-
mové struktury.
Každý uzel ve stromové struktuře má 0 až N potomků. Kořenový uzel je  Document  objekt. 
Když  internetový  prohlížeč  stáhne  dokument  a  chce  jej  vykreslit  do  svého  okna,  rozparsuje  jej 
a převede do interní  DOM interpretace v paměti.  Typů uzlů je celkem 12 4. Ilustraci reprezentace 
jednoduchého HTML dokumentu v DOM struktuře je k vidění na obrázku 3.3.
4 http://www.w3schools.com/dom/dom_nodetype.asp  
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První standardizace DOM po jeho prvotních verzích (Legacy DOM,  Intermediate DOM), proběhla 
pod vedením W3C v roce 1998 [6]. Od té doby vznikly celkem tři specifikace a to Level 1-3 (navíc 
i Level 4 zatím pouze ve stadiu Working Draft), z nichž každá obsahuje povinné a volitelné moduly. 
Pokud má aplikace dosáhnout podpory určité úrovně DOM, musí implementovat všechny požadavky 
dané úrovně i těch nižších. Ze základních vlastností jednotlivých vrstev jsou to zejména tyto:
• Level  1: Navigace v DOM (HTML a XML) dokumentu (resp.  jeho stromové  struktuře), 
manipulace s obsahem (včetně přidávání elementů).
• Level 2: Podpora jmenných prostorů (XML namespace), událostí a filtrovaných pohledů.
• Level 3: Sestává ze šesti různých specifikací dále rozšiřujících DOM (Core, Load and Save,  
XPath, Views and Formatting, Requirements, Validation).
JavaScript je  prototypově  založený skriptovací  jazyk,  který  byl  formalizován  v  roce  1997 jako 
ECMAScript asociací  European  Computer  Manufacturers  Association (ECMA).  Program 
v JavaScriptu se obvykle spouští až po stažení WWW stránky z Internetu (tzv. na straně klienta), na 
rozdíl  od  ostatních  jiných interpretovaných programovacích  jazyků  (např.  PHP a ASP),  které  se 
spouštějí na straně serveru ještě před stažením z Internetu. Z toho plynou jistá bezpečností omezení,  
JavaScript např. nemůže pracovat se soubory, aby tím neohrozil soukromí uživatele (kap. 13 v [1]).
Nejběžnějším použitím JavaScriptu je vytváření funkcí, které jsou vkládány do HTML stránek, 
kde operují právě s DOM (je též označováno jako Dynamic HTML, DHTML). Jelikož JavaScript běží 
na straně klienta, umožňuje tento způsob fungování velice rychlé změny obsahu a vzhledu stránky 
bez nutnosti jejího obnovení a také asynchronní komunikaci se vzdáleným zdrojem (soubor technik 
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Obrázek 3.3: Reprezentace jednoduchého HTML dokumentu pomocí DOM stromu
označovaných jako  Asynchronous JavaScript and XML, AJAX). Krom toho je schopen dynamicky 
reagovat na uživatelské akce a to díky schopnosti vést běh aplikace událostmi řízeným stylem.
Tímto souhrnem je myslím dostatečně vysvětleno, proč mají DOM a JavaScript významnou 
roli v tvorbě dynamických internetových aplikací, tedy čím jsou stěžejní i pro tuto práci.
3.5 HTTP protokol, metoda GET
Tento protokol a zejména dotazovací metoda GET slouží v aplikaci jednak k získávání dat ze serveru  
SuperLectures.com a dále ke stažení samotného modulu ke klientovi při načtení internetové stránky,  
která jej obsahuje.
HTTP (Hypertext Transfer Protocol) je internetový protokol určený pro výměnu dat. Používá 
obvykle port TCP/80 a jeho verze 1.1 je definována v RFC 2616. Pomocí rozšíření MIME umí přená-
šet jakýkoli soubor (podobně jako  e-mail), používá se společně s formátem XML pro tzv. webové 
služby a pomocí aplikačních bran zpřístupňuje i další protokoly, jako je např. FTP nebo SMTP.
HTTP používá tzv. jednotný lokátor prostředků neboli URL5 (Uniform Resource Locator), kte-
rý specifikuje jednoznačné umístění nějakého zdroje v Internetu. Samotný protokol HTTP neumožňu-
je šifrování ani zabezpečení integrity dat. Pro zabezpečení HTTP se často používá TLS spojení nad 
TCP. Toto použití je označováno jako HTTPS.
HTTP funguje způsobem dotaz-odpověď. Uživatel (obvykle pomocí internetového prohlížeče) 
odešle serveru dotaz v textové formě, obsahujícího označení požadovaného dokumentu, informace 
o schopnostech prohlížeče apod. Server poté odpoví pomocí několika řádků textu popisujících výsle-
dek dotazu (zda se obsah podařilo najít, jakého typu je atd.), za kterými následují data samotného  
požadovaného dokumentu.
Z hlediska serveru nelze poznat, jestli jakýkoliv další dotaz v průběžné komunikace souvisí 
s předchozím. Protokol je bezstavový – tedy neumí uchovávat stav komunikace a dotazy spolu nemají  
žádnou souvislost.
Metoda HTTP GET spadá pod tzv. bezpečné metody, které jsou v RFC 2616 definovány pro 
získávání informací a neměly by žádným způsobem měnit stav dotazovaného serveru, tedy neměly by 
mít  žádné  vedlejší  účinky,  krom  očekávaných  a  bezpečných,  jako  např.  logování,  ukládání  do  
mezipaměti, apod. Jsou to metody pro dotazování a nikoliv pro interakci.
Základní syntaxe HTTP požadavku je ve formě:
<metoda> <objekt> HTTP/<verze>
kde objekt je v případě metody HTTP GET nejčastěji doplněn o parametry dotazu jako proměnné 
prohlížeče, identifikátor sezení, apod. Příklad jednoduchého dotazu:
GET /api/getItem?id=123 HTTP/1.1
5 http://en.wikipedia.org/wiki/Uniform_resource_locator  
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Host: www.example.com
User-Agent: [...indentifikace klienta...]
Accept-Charset: UTF-8,*
Ten  ze  serveru  www.example.com vyžádá  dokument  /api/getItem s  parametrem  id a  jeho 
hodnotou 123. Strukturu odpovědi ani podrobnější popis protokolu není dle mého mínění nutné uvá-
dět, zájemci jej mohou nalézt např. přímo v RFC 2616 [11].
Právě tímto způsobem získává vyvíjený modul data z HTTP API serveru SuperLectures.com, 
což je popsáno v kapitole 2.5.1.
Na konci této kapitoly by měl mít čtenář nezbytně nutné povědomí o tom, proč modul umožňu-
je přehrávat audiovizuální záznamy a vystavět k nim vlastní sadu ovládacích prvků (díky HTML5,  
media elementu a přidruženému API). Dále jak je možné modul zobrazit na webové stránce bez toho, 
aniž by pro něj byla předem připravena (DOM, JavaScript, DHTML). A posledně, jaký aplikační pro-
tokol je využíván ke komunikaci (HTTP a jeho metoda GET).
3.6 Google Web Toolkit
Google Web Toolkit (GWT) lze označit za Rich Internet Application (RIA) Graphic User Interface  
(GUI) framework. Jinak řečeno je primárně určen pro vývoj dynamických WEB 2.0 aplikací s pokro-
čilým grafickým uživatelským rozhraním.
Samotný toolkit by se dal z pohledu postupu práce rozdělit na tyto části:
1. Aplikaci programujeme v Javě s využitím jejich základních API a široké sady widgetů (lze 
označit i jako komponenty). Ty většinou zapouzdřují klasické HTML elementy od základních 
tagů jako je  div až po větší celky s rozšířenou funkcionalitou a sofistikovanějším účelem 
(např. widget CellTable s pokročilými možnostmi načítání, zobrazení a třídění tabulkových 
dat, který je pro uživatele následně prezentován v klasické HTML tabulce).
Vytváření AJAXových aplikací je snazší díky vysoké míře abstrakce nad manipulací s DOM 
stránky a XHR (XMLHttpRequest) komunikací.
Existuje také velmi dobré propojení pomocí pluginu do vývojového prostředí Eclipse, v kte-
rém pak lze použít tzv. GWT Designer pro vizuální návrh layoutu aplikace (What You See Is  
What You Get, WYSIWYG) – ten ale nebyl v tomto případě použit.
2. Debugování. Jelikož je vývoj veden v jazyce Java, ve stejném jazyce je možné i pohodlně 
debugovat v IDE dle programátorových preferencí. Navíc díky unikátnosti principu vývoje, 
lze ladit i prakticky okamžitě přímo v prohlížeči za použití dalších nástrojů (např. Firebug 
nebo SpeedTracer) podobně, jakoby se vyvíjelo v JavaScriptu. Je to možné díky pluginu, kte-
25
rý je k dispozici pro všechny majoritní prohlížeče, a umožňuje v principu provozovat běhové 
prostředí pro zkompilované Java soubory v okně prohlížeče.
3. Optimalizace. Jednak je to optimalizace automatická, kterou provádí samotný GWT kompi-
látor. Je to například inlining metod, odstraňování mrtvého (nedosažitelného) kódu, optima-
lizace řetězců a další.  GWT kompilátor je dokonce schopen inteligentně rozdělit  rozsáhlé 
aplikace  na  několik  nezávislých  části  pro  rychlejší  stažení  a  start  té  úvodní,  zatímco  se 
k uživateli dopraví zbytek. Co není možné odladit při kompilaci – tj. samotný layout, kaská-
dové styly, zpracování a vyvolávání událostí – na to je určen plugin SpeedTracer pro prohlí-
žeč  Chrome,  který je  schopen odhalit  kritická  místa  a  výkonnostní  problémy prohlížeče. 
Testování lze provádět i pomocí testovacího frameworku JUnit.
4. Kompilace. Java kód GWT zkompiluje do optimalizovaného JavaScriptu, který lze okamžitě 
nasadit  pro všechny majoritní  prohlížeče včetně mobilních systémů jako je  Android nebo 
iOS. Vývojář se nemusí starat o kompatibilitu, což je obrovská výhoda a tento úkol přene-
chává čistě kompilátoru.
5. Nasazení. Přímo Google nabízí svůj AppEngine, což si lze představit jako aplikační cloudové 
řešení s vlastní databází. Aplikaci lze samozřejmě nahrát i na jakýkoliv vlastní server.
3.6.1 Oddělení vzhledu od aplikační logiky v GWT – UiBinder
GWT má od verze 2.0 další nespornou výhodu, kterou bych rád zmínil samostatně. Je obecně vý-
hodné a efektivní v aplikacích oddělovat vzhled, layout, styl, apod. od samotné aplikační logiky. Kód 
je nejenže lépe udržovatelný, přehlednější, ale vzhled lze často měnit nezávisle na fungování aplika-
ce. Na poli vývoje webových aplikací či jen samotných stránek, je dnes tento trend zažit víceméně  
velmi dobře v podobě jazyka CSS, různých šablonovacích systémů, apod.
V GWT je k dispozici tzv.  UiBinder, pomocí něhož lze sestavovat nejen layout aplikace, ale 
také do stránky vkládat samotné nativní, či jakékoliv další (vlastní) widgety. Tento způsob deklarace 
layoutu aplikace se prolíná i do samotného Java kódu, kde např. usnadňuje vytváření handlerů, které 
zpracovávají  události  a  programový  přístup  k  datovým  zdrojům  (včetně  obrázků,  CSS  souborů 
a dalších). Ty dokáže sdílet napříč aplikací a zdroje při kompilaci optimalizuje pro nejsnadnější pří -
stup a co nejmenší datovou velikost. U obrázků se to děje technikou tzv.  spritů, kdy jsou obrázky 
sloučeny do jednoho souboru, odkud jsou selektivně vybírány pomocí CSS (více o tomto v kapi-
tole 4.4). Tím dochází k minimalizaci HTTP GET požadavků, které mají  u malých obrázků často 
větší velikost než ony samé.
Díky tomuto principu návrhu si troufám tvrdit, že se mi aplikaci podařilo implementovat tak, 
že je lépe udržovatelná a přehledná. Při prvotním návrhu vzhledu jsem vycházel z konceptu, který 
mi byl dodán ze serveru SuperLectures.com. Ten jsem upravil a převedl do UiBinder XML souboru, 
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který byl  následně přichystán pro vložení  vlastní  naprogramované sady komponent,  který by spl -
ňovaly požadavky na funkčnost aplikace.
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4 Implementační a návrhové detaily
Na začátku implementace jsem se seznámil  se specifickými programovacími  technikami  v GWT, 
jako  je  například  JavaScript  Native  Interface neboli  JSNI,  což  je  způsob,  jak  používat  v  GWT 
javascriptový  kód  nebo  přistupovat  k  externím  javascriptovým  knihovnám.  Dále  se  základními  
knihovnami, widgety a specifiky tohoto frameworku (viz [5]).
Text je laděn do stylu projektové dokumentace a měl by sloužit mimo jiné i pro pochopení  
fungování jednotlivých částí modulu. Ty hlavní spolu komunikují tímto způsobem:
Přehrávač si vyžádá od serverové komponenty data. Ty jsou asynchronně stažena ze serveru 
a uložena do úložiště, což je oznámeno na event bus. Odtud si zprávu převezme přehrávač a z úložiště 
si načte potřebná data. Podobně komunikuje i se správcem vyhledávání. Zpětná cesta ze správce do  
přehrávače by mohla být v budoucnu odstraněna a veškerou zpětnou komunikaci by pak zajišťoval 
pouze event bus. 
Pro lepší přehled o umístění částí popsaných v následujícím textu a jejich komunikaci mezi se-
bou přikládám schéma na obrázku 4.1. 
Obrázek 4.1: Základní schéma rozmístění komponent přehrávače včetně komunikačních cest
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4.1 Základní popis struktury aplikace
Soubory s Java třídami a datovými zdroji jsou děleny do těchto balíků (packages):
• com.superlectures.module.client
Obsahuje základní widgety a Java třídy modulu včetně hlavní UiBinder šablony pro definici 
layoutu přehrávače. Větší část z nich je popsána v kapitole 4.2.
• com.superlectures.module.client.animation
Animace jsou pro samotné fungování modulu sice nepodstatné, ale dnes již patří (v rozumné  
míře) neodmyslitelně k moderním GUI. Pro GWT existuje celá řada knihoven, které poskytu-
jí základní sadu různých animačních efektů. Po zvážení jsem se rozhodl, že si animace, které 
se mi budou při vytváření navrženého uživatelského rozhraní hodit, implementuji sám.
K tomu GWT nabízí  základní  abstraktní  třídu  Animation,  což je v podstatě kontinuálně 
trvající událost, která se progresivně aktualizuje v proměnlivých intervalech. Za touto definicí 
se skrývá hlavně abstraktní metoda void onUpdate(double progress), která je volána 
automaticky v momentě,  kdy by měla být  animace aktualizována.  Hodnota  progress se 
standardně mění od 0.0 do 1.0 a tím lze v podstatě kontrolovat fázi animace. V těle metody je 
ještě možné (a v mých animacích to tak činím) obalit hodnotu progress interpolační funkcí 
double interpolate(double progress), která poskytuje nelineární (a tudíž více při-
rozenou) změnu průběhu nebo jakýkoliv jiný rozsah při jejím přetížení programátorem.
• com.superlectures.module.client.events
Balík se všemi vlastními třídami událostí, které buď reprezentují události vyvolané HTML5 
videem nebo samotným modulem.
• com.superlectures.module.client.handlers
Rozhraní, která je třeba případně implementovat ve zvolené třídě, pokud se ta chce registro-
vat jako příjemce odpovídající události.
• com.superlectures.module.client.res
Balík s rozhraními typu  ClientBundle,  která sdružují a spravují datové zdroje (včetně ob-
razových a dalších). V modulu je použito pouze jedno (popsáno v kap. 4.4), což momentálně 
plně dostačuje. Je ale možné, že časem zde může být přidán další “vzhled“ a v aplikaci bude  
umožněno mezi nimi přepínat.
• com.superlectures.module.client.res.css
Pro CSS soubory.
• com.superlectures.module.client.res.img
Obsahuje všechny obrázky. Volil jsem cíleně pouze formát PNG tak, aby z nich ClientBundle 
mohl při kompilaci vytvořit optimalizovaný sprite (viz kap. 4.4). Výjimkou jsou GIF obrázky 
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s animací, které nelze do spritů přidat, ale i tak jsou po kompilaci předkládány internetovému 
prohlížeči optimální formou.
• com.superlectures.module.client.video
Sada widgetů určených zejména pro přímou práci s videem nebo s ním úzce spolupracující.
• com.superlectures.module.client.widget
Ostatní widgety, které jsem naprogramoval pro potřeby modulu.
4.2 Klíčové třídy modulu
Tvoří  jádro  aplikace.  Oproti  ostatním  widgetům  nejsou  zaměnitelné  bez  rozsáhlejších  úprav 
v chování a komunikaci celého modulu.
4.2.1 Hlavní zaváděcí třída
Třída SuperLectures implementující rozhraní  EntryPoint a tedy povinně obsahující přetíženou 
metodu  void onModuleLoad() slouží  jako brána do celého modulu.  Sama o sobě je poměrně 
jednoduchá a obsahuje pouze několik (ač klíčových) metod a proměnných.
V hlavní metodě onModuleLoad(), která je volána automaticky při zpracování javascriptové-
ho souboru s kódem aplikace (zajištěno GWT) jsou obsaženy pouze dvě další metody. Jednak je to 
ensureInjected() třídy CssResource, která zajistí správné načtení vybraného CSS zdroje a pak 
statickou metodu  exportedLaunch, která funguje jako most mezi modulem a externím javascrip-
tovým kódem.  Tato  metoda  pomocí  JSNI  připojí  k  DOM  objektu  Window novou  funkci  void 
launch(String eventId, String lectureId). To pak umožňuje správci webových stránek, 
ke kterým je modul přilinkován, tuto metodu volat v běžném javascriptovém kódu a tím aplikace 
spouštět. Je to jediná věc z kódu aplikace, kterou správci stránek potřebují znát pro její správné zpro-
voznění. Dvěma parametry této metody jsou eventId a lectureId. Pokud chceme spustit přednáš-
ku s ID 3 konference Barcamp Brno 2011 nebo např. přednášku s ID 11 konference Asru 2011 a tyto 
volání navěsit na klasický HTML hyperlink, vypadal by kód následovně:
<a href='javascript:window.launch("barcampbrno2011", "3")'>Spust</a>
<a href='javascript:window.launch("asru2011", "11")'>Spust</a>
Zmíněná metoda launch provede několik klíčových úkonů: 1) vytvoří lightbox a přidá jej do stránky, 
2)  vytvoří  datový  objekt  pro  ukládání  načtených  dat,  3)  vytvoří  instanci  hlavní  třídy  aplikace 
MainApp, 4) zaregistruje se k přijímání událostí při přenosu dat a 5) započne načítání dat ze serveru.
Jelikož se data ze serveru načítájí asynchronně, tak je třeba i stejným způsobem na tyto procesy 
reagovat. To se provádí v přetížené metodě  void onActivity (ServerConnectorActivity-
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Event event) implementovaného rozhraní  ServerConnectorActivityHandler. Dle typu za-
chycené události se v lightboxu vypisuje stavový text a po úspěšném načtení všech potřebných dat je 
zobrazen přehrávač a předáno řízení jeho hlavní třídě.
4.2.2 Hlavní třída přehrávače
Třída  MainApp by se dala označit jako bázová třída samotného videopřehrávače neboť je rodičem 
všech jeho komponent a zároveň tvoří i základní kostru GUI, kterou definuje v  UiBinder šabloně 
MainApp.ui.xml. Pro lepší orientaci je její základní struktura naznačena pomocí drátěného modelu 
v obrázku 4.2.
Pravděpodobně největší předností mnou navrženého layoutu je, že se dokáže velikostí přizpů-
sobit prakticky každému oknu.  Prostřední část přehrávače včetně všech vlastních widgetů je zcela  
fluidní a počítána v procentuálních velikostech. Tímto přístupem jsem dosáhl i obstojného fungování 
na mobilních zařízeních (s rozumnou úhlopříčkou displeje). Modul byl testován bez nějakých větších 
problémů na tabletech iPad první a třetí generace. Jelikož ale přímo pro tablety aplikace nebyla zatím 
nijak zvlášť upravována, nemohu tento aspekt více rozebrat.
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Jelikož je třída MainApp poměrně obsáhlá, tak zmíním pouze ty metody, které jsou dle mého názoru 
pro ni nejdůležitější nebo zajímavé z hlediska fungování aplikace:
• initWithDataSource(DataSource data)
Instance třídy je v modulu vytvářena ještě v době, kdy nejsou dostupná data o přednášce ze  
strany serveru. Jakmile je po stažení dat uvědoměn nadřazený objekt (zaváděcí třída modulu) 
pomocí vyvolané události, je tato metoda volána s referencí na zdroj dat.
Následně je provedena obsáhlá řada úkonů, které inicializují objekt, vytvoří zbývající kompo-
nenty přehrávače na těchto datech závislé a nastaví potřebné proměnné. Jako bych příklad  
bych  uvedl  přidání  a  inicializaci  informačních karet,  nastavení  výchozích zdrojů HTML5 
video elementu, přidání dolního pruhu s náhledy slajdů, vytvoření objektu zodpovědného za 
vyhledávání, apod.
Jakmile je inicializace ukončena, spouští se  timer s metodou  void show(), která odstraní 
stávající obsah lightboxu a místo něj uživateli zobrazí již plně nastavený přehrávač.
• void fitVideoInDock()
Metodu jsem vytvořil kvůli potřebě co nejefektivněji přizpůsobit velikost přehrávaného videa 
vymezenému prostoru. Tento úkol se ukázal jako poněkud problematický. Chceme-li, aby se 
element  přizpůsoboval  rodičovskému kontejneru se zachováním poměru svých stran a zá-
roveň dle  šířky i  výšky rodiče,  je možné  to  učinit  buď specializovaným CSS3 atributem 
object-fit, který má ale k tomuto datu prakticky nulovou podporu v prohlížečích6 nebo 
rozměry ošetřit programově.
Princip jsem zvolil takový, že se jednomu rozměru elementu nastaví velikost shodná s rozmě-
rem kontejneru a pokud druhý rozměr  “přeteče“ je upravována druhá strana.  Nakonec se  
zbývající straně nastaví rozměr na hodnotu auto, čímž je zachován jejich správný poměr.
Nejdříve jsem rozměry upravoval procentuálně. Avšak to se při testování ukázalo jako ne-
spolehlivé  pro  HD videa  s  většími  rozměry.  Proto  rozměry  nastavuji  automaticky přímo 
v pixelech při každé změně velikosti kontejneru.
• onTimeUpdated(VideoTimeUpdateEvent event),
onTimeUpdatedSeconds(int time)
První metoda zpracovává události, které jsou kontinuálně odesílány internetovým prohlíže-
čem při přehrávání videa a oznamují změnu jeho aktuálního času. Jelikož k tomu může do-
cházek i několikrát za sekundu, je z důvodu sníženy zatížení aplikace navazujícími funkcemi 
událost  filtrována  a  každou  celou  sekundu  dále  přeposílána  zástupná  událost  třídy 
AppTimeUpdateEvent.
6 http://caniuse.com/object-fit  
33
Celý tento mechanismus slouží jako “hodiny“ aplikace, na jejichž základě se každou novou 
sekundu provádí nezbytné akce typu „byl zaktivován nový slajd?“ nebo „došlo k posunu na 
nový segment v přepisu řeči?“.
• layoutDocks(double videoDockSize, double infoTabsDockSize),
void layoutDocks(final DockMode mode)
Dvě  metody  pro  změnu  rozvržení  centrální  části  přehrávače.  Upravují  poměr  mezi  částí  
s videem a informačními panely buď na základě přesného procentuálního vyjádření nebo au-
tomaticky dle  zvoleného módu  z  výčtového typu  DockMode.  To je  využito  při  roztažení 
informačních panelů k zobrazení plné velikosti slajdu a naopak.
Jsou zde připojeny i  handlery  pro ovládací prvky na úrovni této třídy a to konkrétně tlačítka pro 
změnu velikosti modulu, jeho zavření a reakce na použití vyhledávacího pole.
4.2.3 Sběrnice pro zpracování událostí
V průběhu vývoje aplikace a studování možností frameworku jsem narazil na způsob, jak poměrně 
snadno snížit  jednotlivým částem aplikace  jejich  vzájemnou  závislost  (coupling)  nejčastěji  před-
stavovanou udržováním referencí na ostatní objekty. Snížení závislosti (loose coupling) je ostatně je-
den ze známých návrhových vzorů popsaných v [2], kterými jsem se snažil řídit.
Abstraktní  třída  EventBus představuje  v  GWT  možnost  jak  vzájemně  komunikovat  mezi 
jednotlivými komponentami aplikace, aniž bychom tyto reference museli vytvářet nebo vést seznamy 
handlerů (analogie listeneru). Její nejjednodušší implementací je SimpleEventBus. Typicky je in-
stance  v  aplikaci  pouze  jedna.  Pomocí  ní  odesíláme  události v  podobě  objektů  rozšiřujících 
GwtEvent a registrujeme odpovídající handlery.
Jelikož pro takový způsob komunikace nebyla aplikace na začátku navržena, mísí se v ní ještě 
starší způsob držení referencí mezi některými widgety a nový způsob komunikace pomocí zasílání 
událostí. To není na škodu, neboť ani zasílání událostí není vždy ideální cestou a je třeba, aby autor  
aplikace zvážil, od jakého bodu se mu odlišný způsob předávání zpráv vyplatí. Navíc není složité ani 
dodatečně předělat určitou třídu pro použití event bus.
Takto  jsem ve  výsledku  upravil  zejména  třídy  SlidesFilmStrip, VideoProgressBar 
a ServerConnector.  Efektem byl  o  mnoho přehlednější  kód,  jednodušší  komunikace a  výrazně 
nižší  coupling mezi  komponenty.  Podobně připravený widget  je také mnohem jednodušší  umístit 
jinam v  hierarchii  aplikace  nebo  do  úplně  jiného  programu  (str.  25  [2]).  Pokud  existuje  přímá 
reference na jiný objekt,  je  velmi  pravděpodobné, že dojde k běhové nebo již kompilační chybě.  
Pokud pouze vytváříme událost, reakce na ni je již záležitostí vnějšího kódu a nic kritického se ne -
stane, pokud není nikomu doručena.
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Vytváření a zasílání událostí v modulu pomocí event bus probíhá velmi jednoduše takto:
AppUtils.getEventBus().fireEvent(<instance události>);
a registrace handleru (ve většině případů je to celá třída, které implementuje jeho rozhraní):
AppUtils.getEventBus().addHandler(<třída eventu>.getType(),
<instance handleru (this)>);
Event bus je v tomto modulu umístěn do statické proměnné EVENT_BUS ve tříde AppUtils a refenci 
na něj lze získat pomocí statické funkce ResettableEventBus getEventBus().
4.2.4 Management vyhledávacích dotazů pro server
Pro vytváření, správu a zpracování výsledků vyhledávání jsem implementoval třídu SearchManager. 
Postup při vytváření a zpracování dotazu je následující:
1. Uživatel zadá vyhledávací dotaz a potvrdí jej. Obsah textového pole z obyčejného textového 
řetězce převádím na bezpečný řetězec v podobě instance třídy SafeHtml, která v GWT elimi-
nuje hrozbu případného Cross-Site-Scripting (XSS)7.
2. Pomocí metody void fireSearchQuery(SafeHtml query) se provede asynchronní do-
taz na zadaný řetězec.  Instance  SearchManager si  drží  krom jiného i  hodnotu parametru 
audio_search_id získaného pomocí  server  API.  Pro  identifikace  přednášky při  vyhle-
dávání se totiž nepoužívá její standardní ID, ale tento parametr.
3. Obdržení výsledku na vyhledávací dotaz je oznámeno třídou  ServerConnector pomocí za-
slané  událostí,  kterou  SearchManager registruje.  V  ten  moment  si  z  datového  úložiště 
(DataSource) vytáhne výsledek a ten nejdříve roztřídí do dvou datových struktur:
• List<SearchSpeechResult>
• List<SearchSlideResult>
Pozn.:  Třídy  SearchSpeechResult a  SearchSlideResult nesou data o jednotlivých 
položkách výsledků.
4. Tato pole jsou předána hlavním metodám:
• void addResultsToProgressBar( … )
• void addResultsToSearchTab( … )
Ty s využitím pomocných metod zajistí jejich správné zobrazení na časové ose přehrávače 
a v informační kartě s výsledky hledání.
Na časové ose je použito procentuální a absolutní pozicování tak, aby umístění výsledků od-
povídalo i při změnách velikosti aplikace.
7 http://en.wikipedia.org/wiki/Cross-site_scripting  
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Pro zobrazení tabulkových dat v kartě jsem vybral pokročilou třídu CellTable, která mi mimo 
jiné umožňuje i dynamické řazení ve vybraných sloupcích výsledků.
Třídu  SearchManager bych označil jako potencionálně prvního kandidáta na snížení  couplingu při 
dalším vývoji aplikace a převedení do více komponentní podoby. Momentálně je navržena tak, že si  
drží reference na widgety do kterých generuje a zobrazuje výsledky.  Nyní bych ji spíše implemen-
toval způsobem, aby vyhledávací dotaz pouze odeslala, zpracovala výsledek a ten následně buď ulo-
žila do DataSource nebo rovnou odeslala společně s událostí úspěchu/neúspěchu vyhledávání. Odpo-
vídající widgety by na tuto událost reagovaly a výsledky zobrazily uživateli.
4.3 Vlastní sada widgetů
V modulu bylo třeba vytvořit celou sadu vlastních widgetů (komponent), které jsou ve výsledku po-
skládány do spolupracujícího celku. GWT nabízí mnoho widgetů vlastních, ale pokud je třeba dosáh-
nout nějaké specifické či pokročilé funkce, není problém vytvořit komponenty vlastní čistě v  jazyce 
Java nebo JavaScript, rozšířit již existující komponenty či je spojit do vhodného celku.
Následuje seznam nejdůležitějších widgetů v balících
com.superlectures.module.client.widgets
com.superlectures.module.client.video
4.3.1 Lightbox
Důležitá součást modulu, která zajišťuje zobrazení a správné umístění přehrávače ve webové stránce. 
Jak je zmíněno v kapitole 2.6, mohla by být tato část modulu v budoucnu distribuována odděleně od 
samotného přehrávače.
Ve své podstatě je  lightbox tvořen tzv.  overlay,  nebo-li absolutně pozicovaným elementem, 
který zakryje původní obsah webové stránky tak, aby nerušil při ovládání modulu. Druhým prvkem je 
opět absolutně pozicovaný a automaticky centrovaný element (pomocí k tomu určených metod), který 
umožňuje zobrazit nový libovolný obsah.
Při spuštění modulu se do stránky vloží lightbox, který zprvu obsahuje tzv. splash-screen8 s ná-
zvem aplikace a textovým informačním řádkem o průběhu jejího spouštění a načítání dat. Tento ob -
sah je v případě úspěchu vyměněn za samotný přehrávač.
Widget je schopen pracovat ve dvou režimech a to tzv. celookenním a kompaktním v závislosti 
na příkazu, který dostane od hlavní třídy aplikace.
8 http://en.wikipedia.org/wiki/Splash_screen  
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Přehled nejdůležitějších metod widgetu:
• void show(), void close()
Metody pro  zobrazení  a  zavření  lightboxu.  Metoda  show() lightbox pouze  zobrazí  (do-
provázeno animací), close() jej i fyzicky odstraní z DOM stránky.
• void onResize(ResizeEvent event)
Metoda volaná jako reakce na událost změny velikosti okna prohlížeče. Nejprve upraví ve-
likost dle zvoleného módu zobrazení (celookenní nebo kompaktní režim) a pak pomocí me-
tod void adjustOverlay() a void centerInViewport() upraví pozice.
• void maximize(MainApp app)
Funkce přepne lightbox do celookenního režimu kdy je zajištěna jeho maximalizace do okna 
prohlížeče. V tomto režimu je maximálně využita dostupná plocha a celý modul odpovídají-
cím způsobem přizpůsobí rozměry svých komponentů (ovládáno pomocí reference app).
• void compactSize(MainApp app)
Analogicky vrátí modul do stavu při spuštění, tedy kompaktního zobrazení.
4.3.2 Přepínatelné informační panely
Widget InfoTabs, který vytvoří panel s přepínacími kartami v pravé části aplikace. GWT nabízí vel-
mi  podobný  widget  s  názvem  TabLayoutPanel,  který  ale  vůbec  nevyhovoval  mým  potřebám 
a požadavkům aplikace. Proto jsem se rozhodl navrhnout a naprogramovat svůj vlastní. Rozdíl je zej-
ména v na míru upraveném chování při přepínaní jednotlivých karet, volitelným a automaticky zob-
razovaným sub-menu každé karty a neomezeném počtu “záložek“ informačních karet/panelů. V těch-
to záložkách se lze posouvat speciálními  tlačítky,  gesty na dotykových obrazovkách či kolečkem 
myši.  Další důležitou vlastností je,  že je widget zcela fluidní,  tj. dokáže přizpůsobit vymezenému  
prostoru. Základní struktura tohoto widgetu je na obrázku 4.3.
Hlavní  rozvržení  je  definováno  pomocí  sady  specializovaných  GWT  panelů  na  vytváření 
layoutu.  Základní  obsahuje  tři  potomky.  Hlavičku  v  podobě  DockLayoutPanel widgetu,  který 
umisťuje dvojici posunovacích tlačítek a prostor pro samotné záložky karet. Dále panel s volitelným 
sub-menu a panel pro samotné karty s obsahem. Do těchto jednotlivých částí se pak umisťují další 
widgety nebo speciální kontejnery pro podporu skrolování v obsahu.
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Nejdůležitější metody widgetu:
• void addTab(Widget tab, final TabType type, String caption, 
Clickhandler action, boolean scrollable, Widget menu)
Přidá do widgetu novou kartu, jejíž obsah představuje widget  tab. Dalšími parametry jsou 
typ karty type, název záložky caption, volitelná další akce při vybrání záložky action, 
možnost aktivace skrolování obsahu karty scrollable a volitelné sub-menu menu. Metoda 
navíc přidá pro rychlý přístup a přehledné udržování obsahu oba widgety (obsah a odpovída-
jící menu) do datových struktur typu HashMap.
• void selectTab(TabType type)
Metoda pro výběr karty dle hodnoty z výčtového typu TabType, který slouží jako informace 
o druhu jejího obsahu. Právě tato metoda simuluje to, co uživatel vidí jako přepínání karet.  
Ve  skutečnosti  skryje  všechny  karty  krom  jedné  vybrané  pomocí  metody 
setVisible(boolean  visible)  a  zároveň  vyhledá  v  datové  struktuře  menuList 
přidružené submenu. Pokud takové existuje, upraví celkový layout widgetu pomocí metod 
layoutDefault() nebo layoutWithMenu() a zobrazí jej.
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Obrázek 4.3: Schéma základní konstrukce widgetu InfoTabs
4.3.3 Skrolovatelný pás s náhledy slajdů
Widget  SlidesFilmStrip zobrazuje náhledy slajdů (pokud jsou k dané přednášce k dispozici). 
Přizpůsobuje se rozměrům modulu a dle toho i překresluje náhledy. Hlídá si aktuálně diskutovaný 
slajd a automaticky jej centruje do středu pásu. Při najíždění kurzorem nad náhledy jsou na časové 
ose přehrávače zobrazovány rozsahy slajdů a po zvolení slajdu se video přesune na jeho startovní čas.
Základ  widgetu  tvoří  ScrollPanel pro  skrolování  slajdu  a  vlastní  MouseEventsFlow-
Panel,  což  je  FlowPanel rozšířený o možnost  přidávání  handlerů akcí  myši.  Ten umožňuje  si-
mulovat “skrolování tažením“ (slide drag) celého kontejneru.
Jako  náhledy  jsou  vkládány  opět  vlastní  specializované  widgety  SlideThumbnail.  Při 
programování těchto náhledů jsem se setkal s dosud neobjasněným chováním prohlížeče Internet Ex-
plorer  9.0.  Pokud  jsem jako indikátor  načítání  náhledů použil  animovaný  GIF  na  pozadí,  došlo 
k drastickému zpomalení celé aplikace a to i po odstranění animací a zobrazení již načtených slajdů.  
Předpokládám, že toto chování bude vysvětleno či opraveno při dalším vývoji modulu, a proto je na-
čítání je momentálně bez animace.
Celý widget jsem původně programoval tak, že většina akcí vztahujících se k jiným částem 
modulu a ostatním widgetům byla volána pomocí referencí na tyto objekty a jejich veřejných metod.  
Po objevení možnosti používat  EventBus (viz výše) jsem se rozhodl refaktorovat widget pro tento 
styl  komunikace.  Nyní  jako  vstupy  fungují  události  AppTimeUpdateEvent a Thumbnail-
HighlightEvent,  jako  výstupy  AppSeekEvent,  ThumbnailMouseOverEvent a Thumbnail-
MouseOutEvent.  Krom rodičovského kontejneru (který je použit ve speciální funkci pro výpočet 
změny velikosti slajdů) a vstupních dat je tento widget nyní nezávislý na svém okolí a  více se blíží 
komponentovému stylu vývoje.
Nejdůležitější metody widgetu:
• void addSlideThumbnails(LectureData lecture)
Přidá do pruhu náhledy slajdů, jejichž data načítá z objektu lecture, kde jsou uchována data 
načtená ze serveru. Zároveň ke každému připojí handlery pro akce myši. Dále připojí handle-
ry i pro nadřazený kontejner a přidá číslování.
4.3.4 Specializovaný widget pro video
Při studování frameworku jsem narazil na již existující vnitřní implementaci (respektive zapouzdření 
do widgetu) HTML5 media elementu i jeho potomků, tj. elementů audio a video. Jak jsem ale zjistil,  
widget Video v aktuální verzi GWT 2.4 vůbec neposkytuje podporu všech kritických eventů tohoto 
HTML5 elementu, tudíž jej není možné samostatně a v plné míře použít pro navázání vlastní sady  
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ovládacích  prvků přehrávače.  Také  chybí  absolutně  zásadní  reakce  na  posun v  čase  videa  před-
stavovaného eventem timeupdate tak, jak je zmíněno v kapitole 3.2 s popisem HTML5 API.
Proto jsem implementoval vlastní verzi v podobě VideoEnhanced třídy, která rozšiřuje origi-
nální Video widget. Zde jsem využil schopnosti GWT zapouzdřit do svých metod javascriptový kód 
(JSNI) a přímo na nižší úrovni jsem pomocí DOM navázal chybějící zpracování těchto událostí.
K nově vytvořeným událostem bylo  samozřejmě  třeba  vytvořit  i  třídy pro dvojici  handler 
a event. Ve stávající podobě jsem implementoval pouze ty,  které jsem v aplikaci nutně potřeboval 
a umístil je do balíků com.superlectures.module.client.handler/event:
• VideoCanPlayHandler/Event – Oznámení a zpracování události, kdy je video schopno 
započít  přehrávání  tak,  aby  nedošlo  okamžitě  k  jeho  zaseknutí  v  důsledku  nenaplněné 
mezipaměti.
• VideoWaitingHandler/Event – Událost a zpracování oznámení o čekání na dostatečně 
zaplněný buffer.  Společně s  podporou pro  canplay je  toho využíváno  v  přehrávači  pro 
vizuální indikaci čekání na buffer videa animací v oblasti časové osy.
• VideoLoadedMetadataHandler/Event – Oznamuje načtení základních metadat média. 
Od reakce na tuto událost jsem v aktuální verzi modulu upustil. Původně spouštěla samotný 
proces  zobrazení  přehrávače  uživateli.  Jelikož  jsme  v  průběhu  testování  zjistili,  že  
s některými video soubory enkódovanými ve formátu H.264 jsou v tomto ohledu problémy 
(hlavička s metadaty až na konci souboru, apod.), je nyní tento proces spouštěn automaticky 
po určitém časové prodlevě.
• VideoTimeUpdateHandler/Event –  Tato  událost  je  vyvolávána  při  přehrávání  videa. 
V modulu je na její zpracování navázána hlavní třída MainApp. V prohlížečích se tato událost 
vyvolává i několikrát za sekundu, což je zbytečné a pro další části modulu příliš zatěžující.  
Proto v třídě MainApp událost filtruji na každou celou novou vteřinu. Následně jsou pak vo-
lány metody ostatních widgetů  pomocí  referencí  nebo modul  reaguje  na nově vytvořený 
event AppTimeUpdateHandler, který je zaslán na AppUtils.EVENT_BUS.
Tyto čtyři dvojice momentálně plně dostačují potřebám aplikace. Třída VideoEnhanced implemen-
tuje rozhraní HasVideoHandlers v němž jsou předpřipraveny registrace všech aktuálně existujících 
událostí HTML5 media elementu. V případě potřeby stačí zvolený řádek odkomentovat, implemen-
tovat novou dvojici a v třídě VideoEnhanced snadným způsobem (analogicky podle vzoru v kódu) 
doplnit registraci pomocí JSNI.
Závěrem této podkapitoly bych rád ve stručnosti  zmínil  dvě související  třídy a  to  Video-
Module a VideoSourceManager. Třída VideoSourceManager se v modulu stará o správu zdrojů 
pro element video. Jsou v ní připraveny metody, které do něj na DOM úrovni vloží správně nastavené 
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elementy  source.  V  tomto  případě  zdroje  pro  záběry  na  přednášejícího  nebo  plátno  ve  dvou 
dostupných kvalitách (LD/HD) a všech podporovaných formátech. O znovunačtení elementu a tedy 
i zdrojů  se  již  musí  postarat  externí  volající  kód.  Třída/widget  VideoModule pak  funguje  jako 
správce dvou předchozích a navíc přidává funkcionalitu pro zobrazení  pruhu s titulky přes oblast 
s videem.
4.3.5 Ovládací prvky videopřehrávače a časová osa
Pro potřebné ovládací prvky videopřehrávače jsem implementoval třídu  VideoControls, která na 
rozvržení layoutu používá  UiBinder a šablonu  VideoControls.ui.xml. Díky použití  UiBinderu 
jsou pomocí konstrukce @UiHandler na ovládací prvky (definované v šabloně) jednoduchým způso-
bem navázány handlery, které obsluhují uživatelskou interakci s ovládáním.
Z funkcí pro ovládání videa jsou implementovány tyto:
• Pozastavení a spuštění přehrávání.
• Časový ukazatel se třemi módy zobrazení (což ale zajišťuje do šablony vložená samostatná 
třída VideoTime).
• Změna rychlosti přehrávání ve třech vybraných módech.
• Přepnutí kamery (momentálně dostupné maximálně dvě: přednášející nebo plátno).
• Přepnutí kvality zdroje záznamu (LD/HD).
• Ztlumení audio stopy.
Všechny tyto akce a jejich výsledný stav jsou reflektovány v GUI nejčastěji pomocí změny 
CSS třídy daného elementu a tím i jeho vzhledu.
Widget navíc vytváří a dále spravuje widget s časovou osou ve třídě VideoProgressBar. On 
i všechny jeho komponenty pracují v procentuálních a ne pixelových rozměrech. To umožňuje na ose 
zachovat všem elementům správnou pozici i při změnách velikosti celého modulu. Pracuje se vesměs 
s absolutním pozicováním a hodnoty jsou počítány jako poměry k šířce osy nebo k celkovému času.  
Ve výsledku jsem widget navrhl a implementoval tak, aby dokázal zobrazit tyto informace:
• Již načtená část videa. Pozn.: Tato funkce bude v dalších verzích přepracována. Zjistil jsem 
totiž, že funkce HTML5 API buffered, která vrací objekt TimeRange s časovými rozsahy, 
je v různých prohlížečích implementovaná rozdílným způsobem a navrácený počet rozsahů je 
velmi  nekonzistentní.  Bude třeba úpravy na míru  pro každý prohlížeč.  Je  s  tím počítáno 
v dalším vývoji.
• Již přehraná část videa.
• Rozsahy jednotlivých slajdů (pokud jsou k dispozici).
• Výsledky hledání v řeči i slajdech.
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• Pop-up s časovou značkou pozice pod kurzorem, který zobrazí i případný obsah výsledku 
hledání řeči v tomto místě.
• Vizuální upozornění na čekání na buffer nebo dokončení přesunu ve videu.
VideoProgressBar je zároveň (po SlidesFilmStrip) druhý widget, který jsem refaktoroval pro 
nezávislou komunikaci přes AppUtils.EVENT_BUS. Při přepracování komunikace do stylu zasílání 
událostí a jejich odchytávání registrovanými widgety jsem se ale dostal do situace, kdy se aplikace  
dostala do výkonnostních problémů, neboť jsem při eventu typu MouseMove nad osou nehospodárně 
pracoval s jejich vytvářením. Toto byla ideální příležitost si při vývoji otestovat utilitu SpeedTracer 
pro ladění a testování výkonu webových aplikací.
S původní implementací jsem spustil modul v prohlížeči Chrome. Zapnul jsem měření pomo-
cí pluginu  SpeedTracer a provedl jednoduché testování v podobě přejetí kurzorem myši  z jednoho 
konce osy na druhý a zpět. Krom citelného vizuálního zpomalení aplikace i přehrávání videa jsem 
toto chování mohl zachytit i pomocí měření rychlosti reakcí (sluggishness), jehož graf je na obrázku 
4.4. V něm jsou pro lepší názornost černými šipkami vyznačeny body,  které  SpeedTracer označil 
jako problematické. V tomto případě s reakční dobou přesahující nastavený limit 100ms.
Příčinu tohoto problému jsem vyřešil  tak,  že  jsem minimalizoval  vytváření  nových událostí  a  to 
hlavně přepracováním způsobu zobrazování a vytváření časových rozsahů slajdů, které se zobrazují  
na ose. Namísto aktivního vytváření vždy jednoho elementu, změny jeho rozměrů a pozice dle obdr-
žené odpovědi s daty slajdu, vygeneruji při sestavování aplikace všechny tyto rozsahy rovnou me -
todou void addSlideRanges(LectureData lecture). Pak je pouze v reakci na vhodné eventy 
(interní widgetu a dále ThumbnailMouseOverEvent a  ThumbnailMouseOutEvent od ostatních 
komponent aplikace) skrývám nebo zobrazuji. V této implementaci pak widget v metodě void on-
MouseMove(MouseMoveEvent event) už žádný nový event nespouští, neboť tuto funkci přebraly 
nově generované rozsahy v zaregistrovaných handlerech.
Po opravě tohoto problému již nezbývalo nic jiného, než za stejných podmínek a stejným způ-
sobem otestovat odezvu GUI aplikace. Z grafu na obrázku 4.5 je patrné, že již nebyla odhalena žádná 
problematická místa, což bylo subjektivně znát i mnohem plynulejší reakcí aplikace.
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Obrázek 4.4: Graf odezvy GUI s vyznačenými problematickými místy s odezvou větší než 100ms. Způsobeno 
nehospodárným zasíláním nových událostí.
4.3.6 Ostatní
Pro potřeby modulu jsem vytvořil řadu dalších widgetů, které tvoří zejména obsah informačních karet 
v pravé části přehrávače. Jelikož se na obsah těchto karet postupně při vývoji nabalovaly další po -
třebné funkce, bylo výhodně je extrahovat do samostatných tříd.
Jedná se například o LargeSlide pro velký náhled slajdu, který zajišťuje jeho načtení včetně 
doprovodné animace a oznámení úspěšného načtení zbytku aplikace. Dále třeba  LectureTab pro 
informace o přednášce a generování kontaktních informací k osobám a další widgety.
4.4 Zdroje používané aplikací
Základní členění zdrojů v aplikaci je následující:
• rozhraní: com.superlectures.module.client.res
• CSS soubory: com.superlectures.module.client.res.css
• obrázky: com.superlectures.module.client.res.img
Všechny zdroje v modulu spravuji pomocí vlastního rozhraní AppStyle, který rozšiřuje GWT roz-
hraní  ClientBundle.  Tento interface slouží  k efektivní  správě zdrojů včetně jejich optimalizace 
a cachování.
Je v něm spravován jednak základní kaskádový styl modulu  default.css pomocí rozhraní 
DefaultCss a dále všechna obrazová data. Ty jsou při kompilaci automaticky sestaveny do tzv.  
spritů podle typu souboru a optimálně dle velikosti. Sprite je optimalizovanou kombinací více meších 
obrázků do jednoho většího. Díky tomu je při jeho stahování vytvořen jediný HTTP požadavek. Ná-
sledně lze jednotlivé části (samostatné původní obrázky) napozicovat v elementech stránky pomocí 
CSS. Příklad spritu použitého v aplikace je na obrázku 4.6.
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Obrázek 4.5: Měření nové implementace zobrazení rozsahů slajdů a práce s událostmi – citelné zrychlení 
reakcí GUI a celého modulu, SpeedTracer neodhalil žádná problematická místa.
Na zdroje vedené pomocí rozhraní je posléze velice snadné se odkazovat v kódu modulu  po-
mocí staticky získané instance AppStyle. Navíc se všechny textové řetězce pro názvy tříd v CSS au-
tomaticky hashují (obfuskují) a nemůže tak dojít ke kolizi v hostující stránce, která již většinou vlast-
ní CSS používá. V samotném CSS lze jednoduše použít obrazová data pomocí direktivy @sprite na 
začátku názvu třídy a atributu  gwt-image v tělu definice. To má za následek automatické vložení 
obrázku  na  pozadí  elementu,  jehož  opakování  (např.  dlaždicový  systém)  lze  nastavit  direktivou 
@ImageOptions.
Tímto  způsobem lze  spravovat  nejen výše uvedené zdroje,  ale také jakékoliv další  textové 
(manuály, XML soubory), datové (ikony, kurzory, PDF dokumenty) a lokalizační soubory.
4.5 Komunikace se serverem a uchování dat
Pro spojení se serverem SuperLectures.com, odkud jsou čerpána data přes HTTP API, jsem imple-
mentoval  třídu  ServerConnector se  statickými  metodami  pro  získání  základních  informací 
o přednášce, načtení transkripce a provedení vyhledávacího dotazu.
Jak je popsáno v kapitole 2.5, bylo třeba vyřešit problém s obejitím SOP. Nejdříve jsem postup 
implementoval ručně, tj. přidání elementu script do stránky a nastavení URL včetně zvolení vhodné-
ho názvu callback funkce (spolu s unikátním identifikátorem kvůli správnému párování dotaz-odpo-
věď).  Nakonec  jsem  ale  tento  postup  implementoval  odlišně  s  využitím  GWT  třídy 
JsonpRequestBuilder. Ta umožňuje zasílat cross-domain požadavky na HTTP server a tento pro-
ces velmi dobře automatizuje.
Základním postupem u všech hlavních metod třídy:
• void fetchLectureData(final String eventId, final String lectureId,
final boolean fetchTranscript, final DataSource data)
• void fetchTranscriptData(String eventId, String lectureId,
final DataSource data)
• void fetchSearchResult(String eventId, String docId,
SafeHtml searchTerm, final DataSource data)
je  nejdříve  sestavení  správně  formátované  dotazovací  URL,  vytvoření  objektu 
JsonpRequestBuilder  a volání jeho metody requestObject. Ta má jako první parametr URL a 
druhým je asynchronní callback, který se provede po dokončení dotazu.
 Jelikož  odpověď je  ve  výsledku předána  v  JSON (o  padding se  stará   JsonpRequest-
Builder) formátu, měl jsem dvě možnosti jak tato data zpracovat. Buď využít třídu JSONParser 
přímo v GWT (doporučeno pro data od nedůvěryhodných zdrojů) nebo si naprogramovat vlastní tzv.  
overlay objekty, což je třída/rozhraní rozšiřující  JavaScriptObject a implementující vlastní sadu 
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funkcí pro přístup k datové struktuře JSON. Rozhodl jsem se pro druhou možnost, a proto vznikly 
následující dvojice představující rozhraní a třídu implementující toto rozhraní:
• LectureData,  LectureDataJso –  Sada  funkcí  pro  snadnou  extrakci  dat  o  přednášce 
z JSON. Jde např. o funkce pro získání údajů o autorech a mluvčích, odkazů na video soubo-
ry v různých formátech a obrázky se slajdy v různých velikostech, apod. Obsažena je i funkce 
boolean isValid(), která rozhoduje, zda se jedná o validní data. To se hodí při vyžádání 
přednášky s chybným nebo neexistujícím ID.
• Transcript, TranscriptJso – Obsahuje funkce pro zpracování dat titulků. Lze opět ově-
řit platnost dat a získat čas startu, konce a samotný text titulku daného pořadového čísla.
• SearchResult, SearchResultJso – Overlay třída pro JSON s výsledkem hledání. Implementuje 
všechny potřebné funkce pro získání výsledků hledání v řeči i slajdech.
Samotné funkce overlay objektů jsou realizovány JSNI, tj. zápisem nativního JavaScriptu. Zde bylo 
důležité dávat zejména pozor na to, zda-li je zpracovávaná proměnná ve stromu JSON dat ve sku-
tečnosti pole nebo javascriptový objekt. Ve slabě typovaném JavaScriptu lze použít řadu způsobů pro 
zjištění typu proměnné/objektu (mějme takovou jménem např. var). Protože aplikace není určena pro 
běh v prohlížeči Internet Explorer verze nižší než 9 (kde byla přidána podpora HTML5), lze použít 
funkci  boolean  Array.isArray(var).  Jedná  se  o  novinku  ECMAScriptu  5. edice  (Java-
Script 1.8.5), a je podporována IE 9 a vyšší9 včetně aktuálních verzí ostatních prohlížečů. V každém 
případě je toto jen zkratkou10 pro následující starší zápis, který funguje i mezi kontexty různých oken 
a vrací true, pokud se jedná o objekt typu pole:
Object.prototype.toString.call(var) === '[object Array]';
Takto  připravené  overlay  types používám jako  typ  javascriptového  objektu  v  metodě  volané  při 
úspěšném provedení asynchronního dotazu. Jako je např.:
@Override public void onSuccess(SearchResultJso result) { … }
Pokud vše proběhne v pořádku a je volána metoda onSuccess, tak se vždy provedou jen dvě věci. 
Za prvé je daný  overlay type uchován v proměnné třídy DataSource, jež je předávána jako para-
metr,  a za  druhé  je  na  event  bus zaslána  událost  o  úspěšném uložení  dat,  na  kterou  reagují  za-
registrované handlery. Ty data dále zpracují nebo změní stav aplikace.
DataSource třída funguje v modulu jako úložiště všech dat souvisejících s danou přednáškou. 
Slouží prakticky jako jejich centrální skladiště z toho důvodu, že různé části aplikace potřebují k těm-
9 http://msdn.microsoft.com/en-us/library/ff848265%28v=vs.94%29.aspx  
10 https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Array/isArray  
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to informacím přistoupit v rozdílnou dobu. Krom informací, které jsou získávány funkcemi uložených 
overlay objektů,  jsem  do tohoto zdroje přidal ještě datovou strukturu  List<Slide> slides pro 
snadný přístup k údajům o slajdech.
V budoucím vývoji by zde pravděpodobně mělo dojít k úpravám a dalšímu “vytažení“ informa-
cí do Java tříd, takže overlay types budou sloužit pouze pro prvotní rozparsování informací a naplnění 
datových struktur jako je tomu v případě slajdů.
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5 Uživatelské testování a vyhodnocení
Pro potřeby testování jsem vytvořil informační webovou stránku11, ze které se uživatelé dostanou na 
testovací seznam přednášek12. Tyto stránky jsem zveřejnil, nechal uživatele vyplnit přiložený dotaz-
ník a zpracoval výsledky.
Dotazník vyplnilo 20 respondentů, což byl dostačující počet pro prvotní otestování přehrávače. 
Většina z nich byla mezi 18-29 lety, vysokoškolského vzdělání technického směru. Všem dotázaným 
se podařilo  přehrávač spustit,  tzn.  disponovali  webovým prohlížečem s podporou HTML5.  Krom 
tohoto mini-testu pak ale probíhalo i ostré nasazení modulu na konferenci  StarCubeShow 201213 
pořádané Jihomoravským inovačním centrem, což bylo zdrojem další zpětné vazby,  která byla za-
hrnuta do vývoje.
Z vyhodnocení průzkumu jsem získal o uživatelích tato fakta:
• Nepotvrdila se má obava, že by bylo nezbytně nutné přidat potvrzovací dialog při zavírání 
aplikace. Tuto prosbu vyjádřila pouze necelá třetina dotázaných.
• Většina velmi oceňuje nebo by mohla využít možnost  úpravy rychlosti přehrávání. Tuto 
funkci by tedy bylo vhodné ještě více propracovat a zlepšit její  ergonomii  např. plynulou 
úpravou rychlosti pomocí vhodného grafického prvku.
• Uživatelům chybí plynulé ovládání hlasitosti a aspoň částečná podpora klávesových zkra-
tek, kde by bohatě stačilo pozastavování videa. Tyto funkce budou přidány.
• Co se týče velikosti a umístění titulků, které se zobrazují přes video, tak většina (60%) do-
tázaných byla spokojena, i když jsem nabídl možnost automatické úpravy velikosti dle roz-
měrů videa. Tato funkce byla tedy odložena až na případné pozdější úpravy.
• Celoobrazovkový režim videa by uvítala polovina respondentů. To je bohužel u HTML5 
videa problematické, neboť je tato funkce napříč jádry prohlížečů zatím málo rozšířená – 
nicméně je to částečně možné. Specifikaci lze nalézt u W3C14 nebo na MDN15.
• S roztříděním informací do karet a jejich intuitivním použitím neměli nejmenší problém.
• Z funkcí pruhu s náhledy slajdů a časové osy, které spolu částečně souvisí, měli uživatelé 
menší problém s objevením možnosti, že při krátkém setrvání kurzoru v rozsahu slajdu na ose 
je slajd naskrolován v náhledech. Preview slajdu by možná mohl být řešen v budoucnu jiným 
způsobem nebo by bylo dobré tuto funkci zdůraznit.
11 http://www.frog-graphics.cz/proj/superlectures/testovani.html  
12 http://www.frog-graphics.cz/proj/superlectures/  
13 http://www.superlectures.com/starcube2012/  
14 http://dvcs.w3.org/hg/fullscreen/raw-file/tip/Overview.html  
15 https://developer.mozilla.org/en/DOM/Using_full-screen_mode  
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• Dále uživatelé hodnotili (známkami jako ve škole) celkovou
ergonomii ovládání:
• 1 – 50%
• 2 – 40%
• 3 – 10%
funkce:
• 1 – 60%
• 2 – 30%
• 3 – 10%
a design:
• 1 – 60%
• 2 – 30%
• 3 – 10%
Testování přineslo dostatek poznatků k dalším možným úpravám modulu a mimo jiné se po-
dařilo odhalit velké množství drobných chyb v kódu a to zejména v souvislosti s reakcí na různá 
vstupní data a jejich parsování. Výsledkem je mnohem spolehlivější fungování přehrávače.
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6 Závěr
Pokud bych hodnotil práci z hlediska splnění zadání, tak se podařilo navrhnout a vytvořit vše, co bylo  
od projektu očekáváno. Modul je vystavěn poměrně robustním (částečně komponentovým) způso-
bem, takže není problém na něm dále pracovat a samostatně upravovat nebo rozšiřovat jednotlivé 
části. Zvolené technologie a dobře navržený layout aplikace umožnily používat modul i na široké šká-
le rozlišení displejů a mobilních zařízení (testováno např. na iPadu 1. a 3. generace), což původně ani 
nebylo v plánu.
Po uživatelských testech na starší sadě přednášek (Barcamp Brno 2011 a Asru 2011) byl modul  
nasazen v ostrém provozu pro konferenci StarCubeShow 2012 a ve všech případech se setkal s velmi  
kladnými ohlasy. Své nadšení vyjádřili i zástupci serveru SuperLectures.com, pro které byl modul vy-
víjen. Ti by rádi aplikaci využívali i nadále v komerční formě a v brzké době jej nasadili na další  
konferenci Barcamp Brno 2012.
Pozitivní ohlas uživatelů společně s novými vědomostmi, které jsem díky této práci získal, mne 
těší asi nejvíce. Mohl jsem si vyzkoušet v praxi poměrně sofistikované použití části technologií, které  
přináší HTML5, a seznámit se s prací ve frameworku GWT při vývoji větší webové aplikace. Pokud 
to bude možné, rád bych GWT používal i v budoucnu, protože jsem ho shledal jako velmi dobrý a  od 
společnosti Google očekávám jeho kontinuální rozvoj.
Další  vývoj  bude  ovlivněn  již  provedeným  testováním  a  zpětnou  vazbou  od  návštěvníků 
stránek dalších konferencí, kde se s přehrávačem dostanou do styku. Z interního hlediska, krom úprav 
v komunikaci mezi widgety přehrávače a doladěním způsobu ukládání dat, bych si jako další vývoj  
představoval oddělení lightboxu do samostatné aplikace (popsáno na konci kapitoly 2.6). To by mělo 
umožnit ještě lepší způsob distribuce přehrávače jako embedovatelné aplikace. Naplánováno je i při-
dání  logování  vybraných  uživatelských  akcí.  Přesný další  postup  je  otázkou diskuse  se  zástupci  
SuperLectures.com, která proběhla po odevzdání této práce.
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