A permanent physical fault in communication lines usually leads to a failure. The feasibility of evolution of a self-organized communication is studied in this paper to mitigate this problem. In this case a communication protocol may emerge between blocks and also can adapt itself to environmental changes like physical faults and defects. In spite of the faults, blocks may continue to function, since a self-organized nature can provide self-healing capabilities. In the present paper, Evolvable Hardware is to create such a fault tolerant communication without any predefined protocol using a GA algorithm. Evolvable Hardware is a concept that aims the application of evolutionary algorithms to hardware design. The feasibility of this idea is studied in simulation of two reconfigurable blocks that are intended to transmit video streams through their communication lines. Permanent physical faults are induced in the communication lines between Evolvable Hardware blocks. Although the results show the emergence of fault tolerant protocols among Evolvable Hardware blocks without human intervention, there are some limitations in functional and gate level evolution of the blocks. Thus, a new adaptive approach is presented in this paper to defeat some limitations like the stalling effect of GA in faulty conditions.
INTRODUCTION 1
In a modular system, it is very important to have a correct communication among the modules. A predesigned protocol or language, if well-developed, would usually result in an optimized fulfillment of the purpose of communication. If it faces unpredicted defects in a varying environment, it may lose its efficiency. For example a short circuit between any of the communication lines of GPIB, IDE, ISA, PCI or LPT (IEEE 1284) protocols will undoubtedly lead to a failure. The problem addressed here, refers to the incapability of current communication protocols to endure the permanent physical faults. This paper investigates the feasibility of a biologically inspired approach as a solution of the mentioned problem. In nature, the communicating * Corresponding Author Email: y.baleghi@nit.ac.ir (Y. Baleghi Damavandi) blocks should have the following properties for the emergence of a language:
• Be intelligent enough to establish a language, and • Be able to produce the correct physical signals. Being intelligent enough is interpreted as being knowledge-based, purposeful and rational [1] . The first property (required intelligence) has been investigated by many researchers [2, 3] , most of them using software blocks. However, when confronting the hardware approach, which is discussed in this paper, the second ability (producing correct signals) comes into sight. In human language, if not able to convey the meanings, one may shout, rephrase, and use gestures.... Here, the question arises that for the corresponding problem in hardware blocks (like the mentioned short circuit in Parallel communication lines) is it possible for the block to autonomously acquire the flexibility to explore other ways or tools for communication? The present paper reports and analyses some experiments to answer this question.
EHW BLOCKS
EHW is a technique that targets the application of evolutionary algorithms to hardware design. EHW can adapt itself to unknown environments based on reconfigurable hardware features (e.g. FPGA). The work presented in this paper uses genetic algorithms as the evolutionary mechanism to search the goal architecture for hardware. The hardware architecture data is converted to chromosomes, where its fitness value will be derived in comparison with the target function, after the evolutionary process. EHW combines the powerful optimization tool of evolutionary algorithms with the flexibility of programmable devices, thereby providing a natural framework for reconfiguration. This framework has attracted interests in using EHW for fault-tolerant systems [7] because reconfiguration can effectively deal with hardware faults whenever it is impossible to provide spares and human intervention is restricted.
1. Gate Level Evolution
The purpose of this approach is to use EHW for the evolution of self-organized communication on the gate level. In addition, a sequential circuit is required inside the communicating EHW modules to transmit the data over their communication lines. To describe EHW with a chromosome, a form of finite state machine circuit as shown in Figure 1 [8] is used. This structure simplifies the definition of EHW chromosome to the combinational circuit.
In the co-evolutionary process, two hardware modules are supposed to be automatically designed (evolved). Here, hardware means the VHDL code of the EHW, which describes the EHW module. This description is derived from the genome and the predetermined architecture. The simulated architecture of EHW is inspired from a kind of PLD structure and is depicted in Figure 2 .A chromosome with a fixed size has been used to describe EHW blocks. To represent the hardware block, the process of programming a PLD was simulated. First a Testbed.Vhd file was created that described all of the wired AND and wired OR connections in a PLD that have the potential to be programmed by burning the fuses. All these connections are disabled by commenting. The new binary chromosome is then interpreted in a way that a 1 means to uncomment the corresponding line where a 0 means to leave it disabled. With this method, the programming of fuses is simulated. Figure 3 illustrates this procedure. Gate level evolution was simulated using the described method; however, other methods like functional level evolution are utilized to enhance the efficiency of EHW in improvising a communication as follows.
Functional Level Evolution
The size of circuits generated by gate level evolution can rarely be very large since GA is not scalable. It means that the size of the problem highly influences the performance of this algorithm and hence takes a long time to evolve large circuits [9] . This makes it difficult to use gate level EHW to produce hardware functions which are useful for practical applications.
If hardware is genetically synthesized from high level hardware functions instead of primitive gates, more useful hardware functions can be obtained in this way. Functional level EHW can be more useful for practical applications than gate level EHW [6] .
To attain the goal of creating a communication between evolvable hardware blocks without the deficiencies of a PLD based gate level evolution -as mentioned in the previous subsection-one has to describe some building blocks that have determined functions.
While selecting or designing the blocks, we can reinforce the GA capabilities with the knowledge of a circuit designer to achieve a proper circuit in a shorter time. In this condition, what is lost is some of the highrange compatibility of GA to search all combinations of circuits. This is the point that will be discussed in the following section.
The building blocks that are to be used in EHW blocks for this application are: Multiplexers, Decoders, Scramblers and Expanders. The Multiplexers are to determine a 4-bit output from a combination of two data lines of the same length. The decoder block decodes a 4bit input. A scrambler is defined here to have 4 input bits and it can scramble the order of these bits in the output and thus can have 24 configurations. How to scramble the bits will be defined in the dedicated part of the chromosome for this block. The expander block selects one of its four inputs to be copied in all of four output bits of the block. This block can be fully defined in a 2 bit part of the chromosome, since it has only 4 possible configurations. All of the four introduced blocks can have several configurations for different functions that are strictly defined in the chromosome which is generated by GA process of EHW. These blocks are located in a 2 dimensional space of 6*8 blocks and can have different types of routings simultaneously which is again defined in the chromosome.
It is clear that these blocks are designed with a preview and estimation of the requirements of a fault tolerant emergent communication. For instance a multiplexer can select one part of the input bits to be transferred while some transmission lines are damaged. An expander can select a bit to be transmitted by, at least, one safe line.
3. Adaptive Level Evolution
Considering the shortcomings of either of the functional and gate level approaches, another method is suggested here to be used in EHW evolution. This method is introduced on the basis of the functional evolution approach in the first hierarchy.
While all functional blocks will be used as mentioned in the previous subsection, all of them have a defined gate level structure. This structure can only be changed in a special process. In this process the stalling effect is monitored, and if it exceeds a threshold, the gate level structure of function can be changed in the second hierarchy as shown in Figure 4 . The problem of stalling effect in fitness is related to the no improvement in the fitness values during the evolutionary process [9] .
Here a variable length chromosome is required, because in the functional level evolution mentioned before, each block is just defined by its dedicated part in the chromosome behaviorally. This means that the chromosome just defines its behavior, not the hardware structure. But when it goes to the second hierarchy, the hardware structure of the block needs to be determined. For instance, the expander block that was defined in the previous subsection could be defined by a 2-bit part of the chromosome because it just needs to determine one of its 4 inputs to be expanded in all of its 4 outputs. But, as a combinational logic in the gate level hierarchy, a 4input/4-output truth table (which can describe an expander) needs 64 bits in the chromosome to be fully defined. Thus, the chromosome is required to be expanded. a b c That is why the Adaptive Level Evolution of EHW (ALE-EHW) needs a Variable Chromosome Length Genetic Algorithm (VCL-GA).
Considering the relationship between the GA time consuming feature and its chromosome length, one may deduce that the suggested approach will be more time consuming because it may enlarge the chromosome, but it must be noted that the chromosome will expand only if a stalling effect is reported, i.e. when there is no other way to find a good solution.
SIMULATION SETUP
To analyze the feasibility of the evolutionary approaches of different EHW levels to build up or modify a communication, a benchmark should be proposed. However, there is not a standard benchmark which is used by many references in this issue, so a video transmission case between two electronic boards is proposed in 3.1. The type of transmitted data (video data) does not seem to be very important; however, in this case the high amount of redundancy (like psycho-visual redundancy) gives the opportunity to use no-reference quality assessment for fitness evaluation process that is described in detail in 3.2.
1. Video Interfacing as a Benchmark
Based on the work referenced in [10] , encouraging starts with simple serial adders, this section proposes a real world application to demonstrate the potentials of the selforganized communication with EHW blocks.
Like a frame grabber card which interfaces a video stream to the computer, two electronic boards are assumed to contain EHW modules to send and receive the video data. The video transmission task is implicitly defined for them so that a correct transmission will result in the best fitness in the evaluation process. Initially for transmission of each color, 8 ports of each board are connected to the other board for possible communication. Figure 5 shows the system diagram to simulate the EHW modules communicating to each other to send/receive and monitor a watermarked video stream through an 8-bit parallel line D 0 -D 7 .
If a successful transmission is constructed by EHW module, then a fault simulation will be applied in the second step. In this stage, one (or more) communication line is subjected to a faulty condition based on a fault model (see 4.1.2) . In this case, other parts (like EHW modules) are assumed to be fault-free.
2. Fitness Issue
Genetic algorithm as the optimization engine of EHW needs a fitness function. The required fitness is derived by video assessment using watermarked video stream in this work. A constant key is watermarked in every frame of the video stream. This method is based on digital watermark technology. Invisible reference information (watermarked key) is embedded into the video sequence, which may be corrupted during transmission and can be retrieved from the decoded video at the destination key evaluator. By the comparison of retrieved watermark with the original watermark stored in the destination, we are able to assess how much video sequence quality degrades during the transmission, so as to achieve our goal to assess the video quality without reference [11] .
The evaluator will monitor recovered key from video data and will return its hamming distance (as the fitness) from the predetermined original key. This value will be supposed as the fitness value in genetic algorithm which determines the new configuration of EHW modules. Using the mentioned fitness function, each of the EHWs has to adapt, to score the best, in a co-evolutionary process. The key recovery process assures that video data has been recovered successfully. This way has been used for no-reference video quality assessment.
SIMULATION AND RESULTS
With the 3 types of aforementioned EHW blocks, 3 experiments have been performed and the results are analyzed independently. While the gate level and functional level evolutions show some good results to achieve the goal of the paper that is emergence of a communication between EHW blocks, the proposed method of adaptive level evolution shows better performance to deal with the stalling effect.
1. Gate Level Evolution
Gate level evolution was simulated in Matlab 7.5 software between two EHW modules and finally resulted in a correct transmission of video data. As shown in Figure 6 , the input image is captured by the image acquisition toolbox of Matlab 7.5 software. The link for modelsim toolbox is also used to interface the image data from matlab to the vhdl code that is simulating the EHW modules (see 2.1).
1. 1. Video Transmission
The stream format is in YCbCr color space which has three 8-bit parameters to represent each pixel [12] . Thus, there are 24 lines as inputs to EHW1 and the same number of lines as outputs from it. A truth table that describes such a logic system needs: 2 24 x24=402,653,184 bits of the chromosome for genetic algorithm that looks huge! A way to reduce this chromosome length is to divide the unrelated bits and use individual EHW modules to encode each of them. That is why the EHW1 consists of 3 independent truth table modules, each one with 8 inputs and 8 outputs. This results in 2 8 x8=2048 bits for each module that shows a good reduction, even when taking account of all three modules i.e. 6,144 bits.
The above mentioned structure, in an evolutionary process, produces the signals of Figure 7 . EHW2 has the same raw architecture of EHW1, and is to co-evolve with it to reach the fitness of decoding the video. The evaluation process takes place after the output of EHW2 is ready and the original key is compared with the retrieved watermarked data.
The genetic algorithm used for this process had the following parameters: 100 random individuals for initial population, two-point crossover and mutation operators with Gaussian function, tournament selection mechanism and forward migration.
The D 0 -D 7 interface signals as shown in Figure 7 will be generated by EHW1 and interpreted by EHW2 that can represent an emerging common language between the two modules. The color pixels are transmitted in YCbCr format where each pixel is defined by luminance, blue and red chrominance respectively.
The input image has 320x240 pixels per frame. Figure 7 shows the first 20 pixels of the first line of the image that is transferred by EHW1. As illustrated, this process needs 52 pixel clocks i.e. 1.6 times redundancy in comparison with the original data. This redundancy however is time consuming here, but as will be shown later, it will be useful for fault tolerance.
Finally, after 107 generations, the video stream was successfully transmitted and monitored at the destination. An example of transmitted image is shown in Figure 6 . This figure shows the correct retrieval after the evolution time.
1. 2. Fault Tolerant Communication
In this subsection the idea of fault tolerance in EHW modules communication is put to test. For this purpose the previously described model will face different types of faults in the communication lines. Since the EHW modules are two electronic boards that communicate with each other via a connector, the fault model can contain related cases. A typical fault affecting the mentioned connections is a short between a pin and the power supply line in the connector. Considering the type of these pins, one of the following logical faults may happen. Stuck at 1/0: A short between ground or power and the signal line can make the signal remain at a fixed voltage level. The corresponding logical fault consists of the signal being stuck at a fixed logic value v (v ε {1,0}), and it is denoted by s-a-v. Since there are some power and usually more ground pins in such a connection, a short between them and the signal lines will cause s-a-1/0 faults and thus they are set in the fault model. In many cases, the effect of an open on a signal line with only one fan-out is to make the input that has become unconnected due to the open, assume a constant logic value and hence appear as a stuck fault [13] . Supposing a shielded, low length connection which brings about negligible radiation noise and delay faults, the introduced model can cover many kinds of physical faults that may happen in the EHW communication line.
The main advantage of this system is gaining an intrinsic fault tolerance. The varying nature of EHW gives it an intrinsic fault tolerance [10] . Whenever a fault happens at communication lines that damages the video data, the key cannot be recovered correctly and it will lead to a degradation of the fitness. This will result in a change in genome, and consequently the hardware.
The evolutionary loop will continue until it reaches the best fitness, i.e. the key and video data are recovered correctly. The video and D 0 -D 7 signals in faulty condition are depicted in Figure 8 as an example of an s-a-0 in Y line and s-a-1 in C b and C r lines which all happened on D 0 line. When D 0 experience a stuck at 0/1 fault (shorts to GND/V supply ) the system will try to transfer the data without D 0 line. This may be more time-consuming, but what is gained instead of the time drawback is a correct function under faulty condition. The signals in Figure 8 are again for conveying 20 pixel colors but with more pixel clocks, i.e. 80. In the Single Stuck Fault (SSF) simulations performed here, all combinations of D 0 …D 7 from YC b C r channels are put to test and the results show an insensitivity of the system to fault occurrence in 4 th line of C b ! It shows a redundancy in this encryption (1.6 times) that made line 4 insensitive of fault. The same behavior is reported in EHW-based robot controllers [14] . In spite of the good results mentioned here, the system was not able to reach a good solution for bridging/multiple fault condition, i.e. when more communication lines fail to function correctly.
2. Functional Level Evolution
In Contrast to the gate level EHW introduced before, the functional level evolution experiments are performed intrinsically on the Ubichip.
Ubichip is a custom reconfigurable electronic device, capable of implementing bio-inspired circuits featuring growth, learning and evolution [15] . The ubichip is developed in the framework of Perplexus [16] , a European project that aims to develop a scalable hardware platform made of bio-inspired custom reconfigurable devices for simulating large-scale complex devices.
The reconfigurable array part of ubichip is composed of a matrix of ubicells as shown in Figure 9 . They have a 4-bit granularity. To set the stage to implement the communication of EHW blocks, two 4x3 parts of cells were determined as EHW1 & EHW2 that are to create the communication. A cell that consists of Figure 9 ). The indicated input/output cells provide the input and output 8 bits streams to check the fitness value of the hardware.
A Matlab program was developed that provided the input test streams, the new configuration bits from the chromosome and commanded to run and checked the output stream to evaluate the fitness. Each ubicell can have a different structure. In this experiment, the cells consist of 4 independent LUTs. As described in Section 2.2, the individuals of the EHW blocks consisted of 4 main block functions that could vary their behavior using the dedicated part of the chromosome. Using the capabilities of this hardware, they also could be just a routing from each of their 8 neighborhoods to the other that was given a less probability in the GA process. The first 2 cells of each EHW (in the first row) are dedicated to the clock generator and its routing and have a fixed structure. The next cell is a control unit which provides the select signal for Multiplexer units. 48 bits define the truth tables of this unit in the chromosome. The remaining 3x3 part of cells is described by the rest of the chromosome. Since there are only 4 functional blocks, the first 2-bit part of the chromosome for a block describes the type of individual. The behavior of the block, like the order of selection in a multiplexer is defined by the next 5 bits. The next 16 bits define the routing from the block. The block can let all of the neighbor cells to access its output, or it can transmit one of its inputs to any of the neighbor cells. That is why so many bits are required for determining the routing structure. The last 4 bits are to define which of the neighbor cells to be selected as the input. Thus, the total bits to define one block are 27 bits. The sum of 9 cells of one EHW and the control unit bits is 291 long bit chromosome. The chromosome structure is described in Figure 10 .
The same evaluation system that was set for the gate level evolution can be set in this configuration, because the EHW parts are only involved in the bit transmission process and the other parts (like fitness evaluation, ..) are performed in the same Matlab program, and so other details are the same and not repeated in this subsection.
The tests resulted in a configuration that was able to transmit the bit streams through the simulated communication lines. The obvious stalling effect happened when the experiment was being performed in the presence of faults without any success. The GA process that resulted in the emergence of the communication in non faulty condition is illustrated in Figure 11 . Figure 11 also illustrates the best, mean and worst fitness and the average distance between individuals in each generation, and the percentage of stalling generations in comparison with the total number of generations.
Corresponding to the structure of Figure 9 , the simplified evolved circuit is shown in Figure 12 . A single path in this schematic may pass from 2 or 3 cells in the real evolved circuit. The control unit is a sequencer that provides the select signal for the Multiplexers to be able to transmit each 4-bit portion of data from the communication cells alternatively. Because of the 4-bit granularity of ubichip, all buses in Figure 12 are 4-bit wide and the communication cells provide the same input for Mux2 and Mux3 from two separate paths. In the gate level and adaptive level evolution approaches, the long chromosome cannot be easily translated to a circuit that can be drawn in this paper. Even in non-faulty condition, the stalling effects can be observed in Figure 11 during the GA process. This may indicate that a functional level evolution is more likely to experience stalling effects however they can reach best fitness faster than the gate level evolution in case of finding an answer. The better speed of functional evolution (42 generations) method can be shown by comparing the gate level evolution No. of generations (107 generations) to reach the best fitness. On the other hand, the stalling effect is not very obvious in gate level evolution. However, the same effect prevented the functional level evolution to reach at least one solution for faulty condition in EHW communication and thus we can say it failed to reach a good fitness. These results could be foreseen from the structure of functional level evolution. Since the blocks are selected by a circuit designer with a special solution in his mind, this solution may be found easily but the diversity of the problem space is reduced and the compatibility that is a common feature of bio-inspired algorithms is lost. That may be why the functional level evolution was not capable of finding a good solution for faulty communication, while there existed a solution with the present blocks!
3. Adaptive Level Evolution
Considering the features of the two previous methods, for adaptive level evolution that is put forth, the theory is to have the speed of functional level evolution while keeping the compatibility to find further solutions in a more diverse space like gate level EHW blocks. The block individuals were specified the same as functional blocks, but with the ability to change the internal hardware structure as it is described in 2.3. The experiment was an extrinsic EHW simulation. The GA would break through the chromosome to define a new block when the stalling effect exceeds 10 generations of fixed best fitness. The 10 generations threshold was empirically chosen since usually no improvement was observed after 10 generations of stalling. Using this approach, the system was able to reach the best fitness in all faulty conditions (that logically had a possible solution). Of course, the process was very time consuming because sometimes the chromosome is enlarged more than 10 times, but what is gained is a correct answer which can let a communication survive in a very harsh environment. An important issue is about the analysis of the encrypted data. This data encryption has some redundancy. This redundancy increases when the complexity of the evolved circuit increases. This redundancy can be interpreted like this: A single byte is represented by more than one byte and thus its transmission takes more clocks. Assuming that the YCbCr colors are being transferred, Table 1 shows that the normal YCbCr codes are mapped to 2-byte codes that are named evolved Y e , Cb e , Cr e . This table shows the corresponding 2 bytes codes that are evolved in the adaptive level evolution for communication between EHW blocks. Table 1 shows that the package length of the color data has been duplicated (one byte is added in correspondence of each byte); however, 1.6 data redundancy was formed after this evolution (As it was in section 4.1.1 where 20 pixels were transferred by 52 clocks). That is because some other bytes were repeatedly found in the data stream that can be interpreted as synchronization bytes. While analyzing the evolved encryption, this repeated stream of bytes was observed in every line. This was surprisingly familiar to the SAV (start of active video) and EAV (end of active video) bytes that are being used in the designed standards like ITU656 [17] . Figure 14 shows one of these evolved SAV e and EAV e streams. These bytes help the receiver side to synchronize each line with the sent data. Since the adaptive level evolution approach was able to tolerate more faults, the fault model could be expanded to wider types of faults than mentioned in 4.1.2. The faults added to the model are the bridging OR/AND faults as follows:
Bridging AND/OR: A short between two signal lines in the connector creates a new logic function. The logical fault representing such a short is referred to as a bridging fault. According to the function introduced by a short we distinguish between AND bridging faults and OR bridging faults. For example, if the signals are derived by open collector gates, a short between them will cause AND function, where the ECL ones will lead to OR bridging faults. Table 2 shows the single and bridging faults that were injected to the adaptive level evolution EHW blocks, their generations and the amount of redundancy that is added to the evolved encryption. The number of redundancy means how many times the transferred data has increased in comparison with the standard form of the data of one pixel.
DISCUSSION
Considering the 3 types of simulations that are introduced in Section 4, the discussion can be categorized into 3 following categories.
The first category presents a comparison between the 3 aforementioned simulations. The second category compares the whole approach of this paper with other fault tolerant protocols; however, in the third subsection, the outcomes and circuits of the proposed approach are analyzed.
1. Comparison of Experiments
All the 3 experiments have the same inputs, outputs and targets that are described in Section 3, but as it is implied in Section 4, the gate level and adaptive level evolution experiments are extrinsic EHW simulations and their evolutionary loops are simulated in a software environment; however, the functional level experiment is implemented in Ubichip.
Basically, using extrinsic or intrinsic EHW does not affect the results of the experiments; however, as it can be predicted, the intrinsic EHW experiment was less time-consuming thanks to the appropriate architecture of Ubichip. Of course, this is just about the time that it takes for the period of each generation and should not be mistaken for the number of generations that is totally independent of the hardware platform.
Apart from the implementation details, the 3 types of experiments resulted in simple communications that were different in fault tolerance and time-consuming properties. Table 3 classifies the simulations using these properties.
A comparison between the proposed methods shows that the gate level evolution is able to find a solution when 1 single fault happens in the communication lines, but all solutions (even the non faulty conditions) are very time consuming.
The functional level evolution observes the emergence of communication much faster than a gate level one, but it is absolutely incapable to find a solution for faulty conditions that need a more complex structure for communication.
The adaptive level evolution can find a simpler structure for non faulty communication not much slower than the gate level one, while it is able to create a communication in faulty conditions which is a unique property for bridging fault lines in this experiment. However, in multiple faults situation (more than one simultaneous stuck fault) none of the mentioned approaches were able to find a solution in a reasonable time.
2. Comparison with other Methods
To compare the present conventional methods that can be used for handling bus errors with the proposed approach, it is required to classify the common methods from the fault tolerance point of view, which is as follows:
I. Using Error Correction Codes
In a predesigned fault tolerant code like hamming code, 3 bits are required to be added to a 4 bit data to immunize it from single bit fault, and thus 3 parallel lines are required as the redundant hardware. However, in the proposed method, the number of communication lines are fixed and cannot be changed (A clear situation can be space applications, where human intervention may be impossible and the type of fault may be unanticipated too). The only way to tolerate such a fault is to change the hardware structure of sender which is the unique capability of this variant encryption.
II. Permanent Fault Tolerance
Consider that many of the communication protocols avoid using error correction codes because of their heavy redundancy. They usually try to just detect the error and resend the data in case of a failure. In this way, they can just cover the transient faults, while the proposed communication can cover the permanent faults too.
III. Rerouting in Networks
The objective of a fault-tolerant routing strategy is to get a message from source to destination despite a subset of the network being faulty. The basic idea is simple: if no shortest or most convenient path is available because of link or node failures, reroute the message through other paths to its destination [18] . There are many rerouting strategies, but in all of them the size and the structure of the packet of data remain unaffected. However, in the proposed approach, the size or structure of the data may be broken (using a kind of evolved encryption) to use the correct communication lines.
IV. Conventional Fault Recovery Process
The classic fault tolerant algorithms contain fault detection, location and recovery. For example, in classic fault detection, a Test Pattern Generator is required. However, in this approach, the evolutionary process does not investigate the origin of fault but just searches an encryption that can successfully transmit the data.
Another important issue is the way of recovery from fault. Using the conventional method, the designer should think for a way of recovery from each fault (for example, a bridging fault between the lines) and save it for possible operation in the system. However, in the proposed method, this is the task for EHW modules. It is notable that the proposed communication is a variable encryption which can vary in different conditions. For example, if no fault happens, the encryption will not restructure, and can work in its most optimum mode. On the other hand, the advantage of EHW-based communication is the ability to tolerate unanticipated faults [19] .
3. Analysis of Results
A systematic overview of the evolved systems in all 3 experiments shows that what is finally achieved by the EHW modules is a special type of serializer for EHW1 and deserializer for EHW2. This may seem to be the evolution of simple digital blocks, but in a system that human intervention is not possible, even such modifications can be useful.
It can be supposed that in fault-free condition a parallel communication is set that is fast, but when encountering faults, the evolutionary process tends to use less communication lines or encrypt the data (especially in bridging fault) which leads to a semiserial communication that is more time-consuming, but still correct. So, the only application that makes this experiment reasonable is an unmanned application. Apart from the previous application, the emergence of a communication without any predefined protocol (like what occurred in no-fault conditions) between EHW modules may be an interesting phenomenon; however, a real world application cannot be imagined for it in near future, because it is not optimized in comparison with other designed protocols (except that it has no designer and thus no license is needed to use it!)
Finally, as a feasibility study, the experiments and results are studied for this particular case to show that the emergence of a communication is just possible between evolvable hardware blocks.
CONCLUSION AND FUTURE WORK
Evolvable Hardware is an appropriate test bed for implementing the idea of self organized communication. Perhaps it is because of the role of evolution in creating the first primitive languages in the real world. The presented experiments on the basis of EHW led to a compatible varying communication that has the following preference to other protocols:
Most of the communication protocols in computer peripheral devices are not immune against the permanent faults that may happen in the communication channel. For example one can assume a stuck at 1 fault in one of the communication lines of GPIB, IDE, ISA, PCI or LPT (IEEE 1284) which undoubtedly will lead to a failure.
But, the evolved encryption in this experiment is capable of trying other structures to send the data and gain the best fitness. This structure may vary from each fault to another and even each generation to another one. It also may be very time consuming and not optimized to evolve to transmit the data in this way but it still can function correctly where the other protocols absolutely fail.
Comparing this varying encryption with other encryption, it seems to be a good option when human intervention is not possible in faulty condition like the space applications.
In the process of evolving the blocks to organize such a communication, the traditional approaches of gate level and functional level evolutions face some limitations where the proposed adaptive level evolution shows to be more efficient.
Considering the features of the gate level and functional level evolution EHW blocks, the adaptive level evolution that is presented in this paper, features the speed of functional level evolution while keeping the compatibility to find further solutions in a more diverse space like gate level EHW blocks.
In this experiment one module was predefined as sender and the second one as receiver. An extension can be a simultaneous role of sender/receiver for both EHW modules which is in future work.
Another task from the list of future work is evolving the physical characteristics. Physical layer characteristics like voltage level and clock frequencies are supposed to be fixed in this experiment. Using reconfigurable analog devices [19] these physical characteristics can be evolved to gain more possible fault tolerance. 
