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Abstract. This paper presents a update manager system to a Music program-
ming environment called Pure Data. The Update management system’s defini-
tion includes the definition of a package, a bundle to distribute new plugins for
this environment, and a minimal repository to store plugins. In this paper we
present the project decisions to create this system such as the package name’s
standard, package’s extension, package’s structure, package’s descriptor and
so on. Despite the fact of the present paper describes project’s decision to Pure
Data environment, it can be used by programmers to create a similar tool to any
other software.
Resumo. Este artigo apresenta uma ferramenta de gesta˜o de atualizac¸o˜es para
um ambiente de programac¸a˜o musical chamado Pure Date. A definic¸a˜o do sis-
tema de gerenciamento inclui tambe´m a definic¸a˜o de pacote, um conjunto para
distribuir novos plugins, e um reposito´rio mı´nimo para armazenar os plugins.
Neste artigo apresentamos as deciso˜es de projeto para criar a ferramenta, tal
como o nome padra˜o, a extensa˜o do pacote, a estrutura, o descritor e afins.
Apesar do fato de este artigo apresentar deciso˜es de projeto a cerca do ambi-
ente de desenvolvimento Pure Data, ele pode ser tambe´m usado para criar um
ferramenta semelhante para qualquer outro software que aceite extenso˜es.
1. Introduc¸a˜o
O desenvolvimento de software tem se mostrado uma tarefa contı´nua pois apo´s o empa-
cotamento e entrega de um sistema pode haver necessidades de manutenc¸a˜o no co´digo. A
manutenc¸a˜o no co´digo de um sistema na˜o e´ associada apenas a correc¸a˜o de erros pois ha´
tambe´m a demanda por melhorias e novas funcionalidades para uma aplicac¸a˜o. Uma das
maneiras de garantir a instalac¸a˜o de melhorias, manutenc¸a˜o do co´digo e adic¸a˜o de novas
funcionalidades em um sistema e´ prever durante o desenvolvimento a modularizac¸a˜o de
suas caracterı´sticas. Isto permite que, caso haja uma melhoria ou adic¸a˜o/remoc¸a˜o de al-
guma funcionalidade que ira´ modificar o sistema, na˜o seja necessa´rio uma nova instalac¸a˜o
pois torna-se necessa´rio atualizar apenas o trecho de co´digo responsa´vel por esta funcio-
nalidade.
O desenvolvimento de sistemas modulares e´ hoje uma pra´tica comum utilizada
em diversos aplicativos como: ambientes de desenvolvimento de software, como Netbe-
ans [Myatt et al., 2008] e Eclipse [Eclipse.org, 2003]; ferramentas para produc¸a˜o musical,
como Ardour e Pure Data [Zmo¨lnig, 2001]; navegadores como o Firefox [Eduardo, 2013]
e Chrome; ferramentas de edic¸a˜o de imagens como o GIMP; ferramentas de gerencia-
mento de conteu´do web como o Drupal; entre outras. Estas ferramentas modularizaram
seu desenvolvimento de maneira que novas funcionalidades podem ser adicionadas ao
sistema e atualizac¸o˜es do sistema possam ser feitas por meio de plugins.
Para facilitar a atualizac¸a˜o destes sistemas, boa parte destas ferramentas possui
gesta˜o de atualizac¸o˜es em formas de pacotes, permitindo a instalac¸a˜o ou remoc¸a˜o de
alguma atualizac¸a˜o de forma pra´tica. Entre as aplicac¸o˜es supra-citadas, o ambiente Pure
Data possui a capacidade de ser estendido por meio de plugins mas na˜o possui ate´ o
momento um gerenciador de atualizac¸o˜es que permita ao usua´rio estender seu sistema de
maneira transparente.
Diante deste cena´rio, o presente artigo apresenta o projeto que propo˜e o desenvol-
vimento de uma ferramenta que permitira´ ao usua´rio do Pure Data gerenciar as extenso˜es
deste ambiente de maneira simples e pra´tica por meio de um gerenciador de atualizac¸o˜es.
Desenvolver tal ferramenta implica em criar todo o suporte tecnolo´gico necessa´rio
para a atualizac¸a˜o automa´tica incluindo a) a definic¸a˜o de um pacote de software para a
distribuic¸a˜o do plugin, b) a criac¸a˜o de uma ferramenta para o empacotamento do plugin, c)
a definic¸a˜o de um reposito´rio local para a instalac¸a˜o e remoc¸a˜o de plugins, d) a definic¸a˜o
de reposito´rios remotos para a atualizac¸a˜o automa´tica de plugins, e) o desenvolvimento
de ferramentas para instalac¸a˜o, remoc¸a˜o e atualizac¸a˜o do reposito´rio local e f) o desen-
volvimento de ferramentas para a manutenc¸a˜o do reposito´rio remoto. Neste trabalho,
discutiremos a definic¸a˜o de pacotes de software para um ambiente baseado em plugins.
Estes componentes de um sistema de atualizac¸a˜o automa´tica sera˜o melhor discutidos na
Sec¸a˜o 3 deste documento.
Acreditamos que, apesar de este trabalho ser um estudo de caso de atualizac¸a˜o au-
toma´tica para o ambiente Pure Data, as definic¸o˜es necessa´rias para a conclusa˜o do mesmo
sa˜o bastante gene´ricas e podera˜o auxiliar outros desenvolvedores a criarem ferramentas
de gerenciamento de atualizac¸a˜o para outros sistemas.
Este trabalho esta´ organizado como segue: a Sec¸a˜o 2 apresenta o ambiente Pure
Data e seus plugins, a Sec¸a˜o 3 apresenta os componentes de um Sistema de Atualizac¸a˜o
Automa´tica de Software, a Sec¸a˜o 4 traz o desenvolvimento alcanc¸ado por este projeto ate´
o momento, a Sec¸a˜o 5 apresenta os resultados alcanc¸ados ate´ o momento e a Sec¸a˜o 6 traz
a conclusa˜o e trabalhos futuros desta pesquisa.
2. Pure Data
O Pure Data[Puckette, 2007] (Pd) e´ um ambiente de programac¸a˜o musical visual, fo-
cado em permitir que artistas, mu´sicos e pesquisadores possam programar softwares gra-
ficamente, sem utilizar linhas de co´digos. Este ambiente e´ utilizado para processar e
gerar som e vı´deos e foi projetado tambe´m para permitir a fa´cil colaborac¸a˜o em rede
para mu´sicos e colaboradores conectados via LAN ou mesmo distribuı´dos ao redor do
mundo para criar mu´sica ou outros projetos em tempo real. Este ambiente e´ ainda uti-
lizado para o ensino e aprendizado de processamento de mı´dia e programac¸a˜o visual
assim como para o desenvolvimento de soluc¸o˜es de sistemas complexos de larga es-
cala [Brinkmann et al., 2011] como jogos, sintetizadores ou outras aplicac¸o˜es que neces-
sitam de recursos sonoros.
A programac¸a˜o em Pure Data e´ feita de maneira modular onde cada
funcionalidade e´ fornecida por um objeto representado visualmente por uma
“caixinha”[Puckette et al., 1996] (ver Figura 1). Vale lembrar aqui que a definic¸a˜o de
um Objeto em Pure Data na˜o segue a definic¸a˜o de Orientac¸a˜o a Objetos em linguagens de
programac¸a˜o como C++ ou Java. Um objeto pode se conectar a outros objetos por meio
de suas entradas e saı´das, como um componente de software. Esta conexa˜o e´ feita por
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Figura 1: Exemplo de um patch do Pure Data onde um Oscilador de 440 Hertz
tem sua saı´da multiplicada por 2 e enta˜o conectada ao conversor digital
analo´gico que representa a saı´da de som do computador.
meio de inlets (entradas) e outlets (saı´das) dos objetos. A conexa˜o de um objeto a outro e´
feita visualmente por meio de uma “cordinha”.
Um programa em Pure Data e´ chamado de patch (remendo) e pode conter dezenas
de objetos e conexo˜es. A Figura 1 apresenta um patch com 3 objetos conectados entre si.
Por esta figura e´ possı´vel notar que nem todos objetos possuem entradas e saı´das e que
nem todas as entradas e saı´das dos objetos sa˜o utilizadas para comporem um patch.
Este ambiente foi desenvolvido usando 2 linguagens de programac¸a˜o distintas
sendo o engine feito em C e sua GUI feita em Tcl/tk sendo que engine e GUI se conec-
tam por um socket. Ha´ atualmente distribuic¸o˜es deste ambiente para diferentes sistemas
operacionais como Linux, Unix, MacOS, Android e Windows. Ale´m de conter va´rios
objetos em sua distribuic¸a˜o oficial (chamada Vanila), o Pd pode ser estendido por meio
de plugins.
2.1. Plugins do Pure Data
Um plugin e´ um programa de computador que serve como um extensor de funcionalida-
des, usado para adicionar func¸o˜es, prover alguma funcionalidade especial ou especı´fica a
outro programa. Uma aplicac¸a˜o pode utilizar tal te´cnica por certos motivos, um dos prin-
cipais e´ permitir que desenvolvedores de software externos estendam as funcionalidades
de um produto. Um produto que permite sua extensa˜o por meio de plugins e´ chamado
de host ou hospedeiro, e proveˆ servic¸os que o plugin pode usar, incluindo uma forma da
extensa˜o registrar a si mesma no hospedeiro e um protocolo para a troca de informac¸o˜es
entre eles. Os plugins dependem de tais servic¸os, e geralmente na˜o podem ser executados
sem um hospedeiro. O hospedeiro por sua vez e´ independente, de forma que e´ possı´vel
adicionar e atualizar plugins dinamicamente, sem a necessidade de efetuar alterac¸o˜es no
hospedeiro em si. O Pure Data, assim como outras aplicac¸o˜es de a´udio, e´ um hospedeiro
para tipos especı´ficos de plugins.
Um plugin em Pure Data pode ser feito de treˆs maneiras[Zmo¨lnig, 2001]: a)
no pro´prio ambiente Pure Data como um patch, sendo comumente chamado neste caso
de abstrac¸o˜es, b) em Tcl/tk no caso de plugins que adicionam funcionalidades a GUI,
tambe´m chamados de plugins de GUI e c) em C para funcionalidades que envolvem pro-
cessamento de sinais, tambe´m chamados externals. E´ ainda possı´vel desenvolver um
plugin utilizando todas as possibilidades anteriores, como, por exemplo, desenvolver um
plugin que possue uma GUI em TCL/Tk, a ajuda em Pure Data e processamentos em C.
Os plugins podem ser instalados no mesmo direto´rio do Pure Data, em um di-
reto´rio do sistema compartilhado com todos os usua´rios ou em um direto´rio local do
pro´prio usua´rio. Plugins do tipo abstrac¸o˜es possuem uma extensa˜o .pd e sa˜o indepen-
dentes do sistema operacional. Plugins de GUI, por serem feitos em TCL/Tk, sa˜o inde-
pendentes do Sistema operacional e possuem obrigatoriamente um nome terminado com
-plugin e extensa˜o .tcl. Plugins externos dependem do Sistema operacional onde eles fo-
ram compilados e possuem extenso˜es diferentes para cada Sistema, como, por exemplo,
.pd linux, .pd darwin (MacOS) e .dll (Windows).
Um plugin pode ainda conter um arquivo de ajuda que explica seu funcionamento.
Arquivos de ajuda sa˜o feitos em Pure Data e possuem o mesmo nome do plugin mas com
terminac¸a˜o -help.pd. Mais sobre escrita de plugins para o Pure Data pode ser encontrado
em[Zmo¨lnig, 2001].
3. Gerenciamento de Atualizac¸a˜o de Software
Utilizar ferramentas para o Gerenciamento de Configurac¸a˜o de Software durante o de-
senvolvimento de um sistema de software e´ uma pra´tica recomendada ao desenvolvedor.
O gerenciamento de configurac¸a˜o de software pode ser feito utilizando um conjunto de
ferramentas de apoio para o desenvolvimento e manutenc¸a˜o do mesmo. O controle de
versa˜o, o controle de mudanc¸a e a auditoria das configurac¸o˜es sa˜o alguns dos atribu-
tos dessa gesta˜o. Essa gereˆncia tem por objetivo analisar o que mudou e quando mu-
dou, o porque dessa mudanc¸a, o que tal mudanc¸a fez e o que podemos fazer com essa
mudanc¸a. Essas questo˜es representam as atividades praticadas pelo gerenciamento de
configurac¸a˜o de software, tal como o controle de versa˜o, e´ capaz de dizer o que mudou
e quando mudou, o controle de mudanc¸as e´ capaz de atribuir os motivos a cada uma das
mudanc¸as, a auditoria por sua vez responde quem fez a mudanc¸a e o que podemos fazer
com ela [MENESES and Huzita, 2009].
Uma vez que houve mudanc¸a em um sistema, o pro´ximo passo e´ atualizar as
instalac¸o˜es existentes de maneira automa´tica e transparente ao usua´rio. Para isto, as
mudanc¸as auditadas pelo Gerenciamento de configurac¸a˜o de Software sa˜o refletidas em
pacotes de software que podera˜o ser instalados por meio de ferramentas automatizadas
que se utilizam de reposito´rios para proceder esta atualizac¸a˜o. Estes detalhes sera˜o me-
lhor discutidos nas pro´ximas Subsec¸o˜es.
3.1. Pacotes
Um pacote de software e´ um arquivo de certo formato constituı´do de um conjunto com-
pleto e documentado de programas que compo˜em a instalac¸a˜o de uma nova funciona-
lidade ou uma atualizac¸a˜o do sistema. O pacote conte´m todos os arquivos necessa´rios,
sejam eles scripts, configurac¸o˜es, dados, documentac¸a˜o e outros, para a instalac¸a˜o do soft-
ware, ale´m de todas as informac¸o˜es necessa´rias para a instalac¸a˜o em si, a sua instalac¸a˜o,
desinstalac¸a˜o e configurac¸a˜o. O pacote vem em um formato de arquivo pro´prio para
ser instalado por um sistema de gesta˜o de pacotes, manualmente ou instalado autonoma-
mente. O termo pacote aqui difere do utilizado no Diagrama de pacotes da UML onde o
mesmo pode ser considerado um conjunto de classes e interfaces.
Um exemplo de utilizac¸a˜o de pacotes de software para atualizac¸a˜o e´ o das
distribuic¸o˜es Linux, que utiliza softwares em pacotes, manipulados por um gerenciador de
pacotes. Essa gesta˜o de pacotes simplifica o processo de instalar e desinstalar aplicativos
neste Sistema operacional[Ferreira, 2006].
Para refletir a auditoria de modificac¸a˜o feita pelo Gerenciamento de configurac¸a˜o
de Software, muitos sistemas utilizam o nome do pacote como principal referenciamento
ao mesmo. Normalmente os nomes de pacotes refletem seu o´rga˜o desenvolvedor, como
o RPM da Red Hat e o DEB da Debian, ou tambe´m especificamente a` sua utilidade e
utilizac¸a˜o. Por esta raza˜o, o nome do pacote e´ geralmente formulado pelo nome e versa˜o
e arquitetura, permitindo identificar um pacote apenas por este atributo.
Pacotes podem ainda possuir metadados, informac¸o˜es essenciais ao uso como o
nome completo, descric¸a˜o, utilizac¸a˜o, versa˜o/revisa˜o, fabricante, website, uma lista de
dependeˆncias caso necessa´ria, arquitetura e licenc¸a. Esses metadados auxiliam a` gereˆncia
do pacote tanto manual como automatizada. Os metadados do pacote compo˜e o descritor
do pacote, que faz parte da estrutura do mesmo.
3.2. Sistema de Gerenciamento de Software
Um sistema de gerenciamento de software consiste em um conjunto de ferramentas
para executar a instalac¸a˜o, remoc¸a˜o, configurac¸a˜o e atualizac¸a˜o de pacotes de soft-
ware. Esse sistema e´ chamado de gestor de pacotes, e sa˜o comumente usado em sis-
temas Linux. O gerenciador de pacotes obte´m os pacotes de software de reposito´rios,
resolve as dependeˆncias e os instala no sistema. O gerenciador de pacotes tambe´m
facilita a remoc¸a˜o de pacotes ou a atualizac¸a˜o dos mesmos. O nu´mero de paco-
tes disponı´veis para instalac¸a˜o depende de quais reposito´rios existem adicionados aos
sistema[Ferreira, 2006][Novell, 2011].
3.3. Reposito´rios
Um reposito´rio de software e´ um local, geralmente um ou mais servidores, onde ficam
armazenados pacotes de software para determinada aplicac¸a˜o. Estes servidores permitem
que os pacotes possam ser recuperados e instalados na aplicac¸a˜o de maneira automa´tica.
A utilizac¸a˜o de um servidor como reposito´rio de pacote e´ um recurso muito utilizado
por editores de software e outras organizac¸o˜es, mantendo um servidor na internet dis-
ponı´vel para conexo˜es HTTP ou FTP para este fim. Reposito´rio normalmente fornecem
tambe´m um sistema de indexac¸a˜o de pacotes que permite o gerenciamento e consulta dos
pacotes pertencentes ao reposito´rio. A utilizac¸a˜o de reposito´rios pu´blicos para pacotes
de atualizac¸a˜o de software pode transformar o gerenciamento de pacotes e atualizac¸o˜es
em uma atividade transparente ao usua´rio e mais gerencia´vel ao desenvolvedor por evitar
que o desenvolvedor envie uma atualizac¸a˜o para cada cliente que possui sua aplicac¸a˜o
instalada e evitar que o cliente tenha que lidar diretamente com atualizac¸o˜es.
3.4. Dependeˆncias
Um aspecto importante do reposito´rio de pacotes sa˜o as relac¸o˜es que podem existir entre
pacotes. Efetivamente, os pacotes tambe´m se relaciona com arquivos de outros pacotes,
como os pacotes de aplicativos precisam de um ambiente de execuc¸a˜o para realmente exe-
cutar o aplicativo. As dependeˆncias do pacote sa˜o utilizadas para expressar tais relac¸o˜es.
Como sendo, um pacote necessita da instalac¸a˜o de outro pacote previamente para que o
mesmo funcione corretamente. Dependeˆncias de pacote sa˜o transitivas, podendo ser por
isso necessa´rio instalar uma quantidade relativamente grande de pacotes antes de insta-
lar o pacote desejado. Dependeˆncias em bibliotecas sa˜o comuns e praticamente todos os
aplicativos individuais de um sistema operacional podem depender de um conjunto de
pacotes de bibliotecas. Os pacotes e as dependeˆncias do pacote sa˜o aspectos muito im-
portantes das distribuic¸o˜es Linux, pois fornecem uma maneira modular para criar e gerir
um sistema operacional e seus aplicativos. E´ tambe´m uma maneira eficiente de manter
um sistema esta´vel e seguro. Assim, quando uma falha afeta uma biblioteca usada por
um ou va´rios aplicativos, atualizar um pacote singular atualizara´ o sistema para todos
aplicativos [Novell, 2011].
4. Desenvolvimento
Este artigo apresenta os avanc¸os alcanc¸ados ate´ o momento no projeto que tem por obje-
tivo desenvolver o gerenciamento de atualizac¸o˜es de plugins para o ambiente Pure Data.
O primeiro passo feito neste desenvolvimento foi definir um formato de pacote a ser utili-
zado no sistema. A definic¸a˜o de pacote inclui a definic¸a˜o do nome e extensa˜o do pacote,
estrutura do pacote e descritor do pacote, conforme apresentada a seguir.
4.1. Extensa˜o
A principal refereˆncia de um pacote e´ o nome do seu arquivo. Apesar de a maioria dos
trabalhos estudados utilizarem como pacote um arquivo compactado (como zip ou rar),
va´rios destes trabalhos utilizam uma extensa˜o do nome de um pacote que se refere a` sua
aplicac¸a˜o. Exemplos encontrados de extenso˜es de nome de arquivo sa˜o: deb para pacote
da distribuic¸a˜o Debian, RPM e´ o nome de pacote da Distribuic¸a˜o Red Hat, nbm para
plugins do NetBeans[Myatt et al., 2008], xpi para plugins do Firefox[Eduardo, 2013], crx
para plugins do Chrome[Chrome, 2015], entre outras. Assim, e´ conveniente atribuir ao
pacote proposto um nome relacionado a sua distribuic¸a˜o em vez de utilizar a extensa˜o
relacionada ao tipo da compactac¸a˜o do arquivo. Por esta raza˜o, definimos o nome do
pacote proposto para PDPK (Pure Data Package) em portugueˆs: Pacote do Pure Data.
Desta forma definimos a principal refereˆncia ao pacote a ser trabalhado, PDPK constara´
em nomes de arquivos, descritores e etc. . . .
4.2. Nome
O nome do arquivo do pacote devera´ conter os atributos necessa´rios para reconheceˆ-lo
de maneira simples. Mais do que o plugin contido no pacote, e´ bastante u´til ao usua´rio
e ao desenvolvedor que o nome do pacote traga outras informac¸o˜es. Seguindo nova-
mente exemplos de trabalhos relacionados, foi escolhido que o nome do pacote sera´ com-
posto do nome do produto juntamente com a sua versa˜o, responsa´vel por identificar entre
verso˜es novas e antigas do mesmo plugin, e a sua arquitetura, um aspecto importante para
a verificac¸a˜o de compatibilidade entre sistemas. Definidos os mais importantes aspectos
que ira˜o compor o nome do arquivo do pacote de maneira legı´vel, um exemplo de como
seria tal composic¸a˜o e´:
name-version-supported_architecture.pdpk
E´ importante salientar que o caractere que separara´ os aspectos no nome do ar-
quivo sera´ o hı´fen, e que tal caractere juntamente com o ponto, responsa´vel por identificar
a extensa˜o do arquivo, na˜o devera´ ser utilizados em nomes de plugins. De forma alter-
nativa, os espac¸os contidos sera˜o substituı´dos pelo caractere subscrito, novamente por
fins de legibilidade. Com o objetivo de prover um nome de arquivo fa´cil de identificar,
manusear e ler, definimos assim o nome do arquivo do pacote.
4.3. Estrutura
A estrutura de um pacote e´ definida pelos arquivos que compo˜e o pacote e como eles
sa˜o distribuı´dos dentro do pacote. Famosos pacotes como RPM e DEB possuem uma
estrutura similar, o que permite o estudo de um certo padra˜o quanto a estrutura de um
pacote proposto. De acordo com os pacotes estudados e tambe´m com a Norma NBR
12119[Te´cnicas, 1998] referente a` qualidade de pacotes de software, a estrutura de um pa-
cote consiste na composic¸a˜o de: arquivos que formam o produto e seus dados, descric¸a˜o
do produto que conte´m todos os metadados relacionados ao produto e seu desenvolvi-
mento, e a documentac¸a˜o do usua´rio responsa´vel por descrever o uso, instalac¸a˜o e ma-
nuseio do software. E´ necessa´rio que todos esse arquivos componham um u´nico pacote.
Adicionalmente, a fim de padronizar descritores e documentac¸o˜es, e´ definido que os mes-
mos sejam em lı´ngua inglesa.
Estes sa˜o os treˆs elementos requeridos a` fazer parte da composic¸a˜o do pacote
proposto. Os arquivos de documentac¸a˜o e descric¸a˜o estara˜o contidos em uma pasta dentro
do pacote, e os arquivos e seus respectivos dados estara˜o na pro´pria fonte do pacote.
Pensando nessa estrutura e novamente a fim de fornecer mais facilidade de manuseio
e compatibilidade, o formato do pacote sera´ um arquivo compressado .zip, um formato
que permite uma fa´cil extrac¸a˜o, permitindo ate´ que a mesma seja feita manualmente por
usua´rios. Um exemplo da composic¸a˜o do pacote pode ser vista no Co´digo 1.
1 n a m e o f p l u g i n−v e r s i o n−a r c h i t e c t u r e . pdpk
2 +− n a m e o f p l u g i n . p d l i n u x
3 +− n a m e o f p l u g i n−h e l p . pd
4 +− n a m e o f p l u g i n−p l u g i n . t c l
5 +− Documenta t ion F o l d e r
6 − D e s c r i p t o r . t x t
7 − README. t x t
Co´digo 1: Exemplo da composic¸a˜o do pacote
4.4. Definic¸a˜o do descritor
O descritor do pacote e´ um conjunto de dados consistindo de toda informac¸a˜o necessa´ria
ao gerenciamento do produto. Assim a partir dos descritores estudados dos pacotes RPM
e Debian, foi possı´vel definir os dados essenciais a serem usados pelo descritor proposto,
sa˜o apresentados a seguir:
• Nome: Referenciara´ o nome do produto contido no pacote. Assim como descrito
no nome do arquivo, o nome do pacote na˜o pode conter hifens ou pontos.
• Suma´rio: Breve descric¸a˜o ao funcionamento e uso do produto, com um limite de
144 caracteres.
• Autor(es): Nome do(s) desenvolvedor(es) ou o´rga˜o desenvolvedor do produto.
• Versa˜o: Em qual versa˜o de desenvolvimento o produto se encontra, verso˜es alpha
ou beta de um produto devem conter junto ao nu´mero da versa˜o um ”a”ou um
”b”respectivamente para ser possı´vel tal indicac¸a˜o.
• Arquitetura: A qual arquitetura o produto esta´ destinado a funcionar, podendo ser
mais de uma ou ate´ mesmo todas. Este elemento que ira´ compor o nome do pacote
em si, portanto e´ requerida a legibilidade de mesmo, bons exemplos sa˜o: (Linux
x86, Windows 64,. . . )
• Data de Lanc¸amento: A data em que o pacote sera´ distribuı´do, em formato
DD/MM/AAAA.
• Data de instalac¸a˜o: Referente a data em que o produto foi instalado, tambe´m em
formato DD/MM/AAAA. Esta data sera´ gerada automaticamente no processo de
instalac¸a˜o.
• Tamanho: O tamanho em Bytes do produto, gerado automaticamente no processo
de empacotamento.
• Licensa/Assinatura: Identificac¸a˜o da licensa.
• Grupo/Tipo: A qual grupo ou tipo de software o produto pertence. Especifica sua
principal caracterı´stica ou objetivo, auxiliando na sua identificac¸a˜o.
• Fonte: Refereˆncia ao co´digo fonte do produto.
• Descric¸a˜o: Documentac¸a˜o explicando o funcionamento, o propo´sito e todo outro
aspectos importante ao produto em si.
*Ale´m de opcionalmente termos:
• Dependeˆncias: Lista das dependeˆncias do produto.
• Conflitos: Lista de programas ou extenso˜es que entram em conflito com o produto.
Quanto aos aspectos opcionais do descritor, caso algum ou todos na˜o forem re-
queridos para especificac¸a˜o, o campo que os indica devera´ ser deixado em branco. Ale´m
disso e´ necessa´rio frisar que e´ requerido que a descric¸a˜o seja o u´ltimo campo do descritor
para facilitar a escrita e leitura do mesmo.
A fim de alcanc¸ar uma melhor acessibilidade e compatibilidade, o formato do
descritor sera´ o .txt, sendo assim possı´vel para usua´rios de qualquer arquitetura acessar o
descritor, tanto como desenvolver o mesmo. O nome, novamente a fim da legibilidade,
sera´ “Descriptor.txt”.
Um exemplo de descritor pode ser visto no Co´digo 2.
1 name : e x a m p l e p l u g i n
2 summary : An example p l u g i n
3 a u t h o r : Lucas Nasc imento O l i v e i r a
4 v e r s i o n : 0 . 0 . 1
5 s u p p o r t e d a r c h i t e c t u r e s : Linux
6 d a t e o f c r e a t i o n : 2 3 / 0 5 / 2 0 1 5
7 s i z e : 3000 Kb
8 l i c e n s e : GPL
9 t y p e : examples
10 s o u r c e : h t t p : / / www. nononon . com . br
11 dependency :
12 c o n f l i c t s :
13 d e s c r i p t i o n : Th i s i s an exempla ry p l u g i n , made f o r b e t t e r
u n d e r s t a n d i n g of t h e f u n c t i o n a l i t y o f t h i s d e s c r i p t o r f i l e .
Co´digo 2: Exemplo de descritor
4.5. Documentac¸a˜o do usua´rio
A documentac¸a˜o do usua´rio e´ um arquivo de ajuda que devera´ conter instruc¸o˜es sobre
o uso, instalac¸a˜o e manuseio geral do produto. Este arquivo possui um formato livre
mas devera´ trazer informac¸o˜es como o propo´sito do produto, suas aplicac¸o˜es, como me-
lhor aproveitar suas func¸o˜es, motivac¸a˜o de uso, restric¸o˜es e recomendac¸o˜es ao sistema,
como instalar ou desinstalar manualmente, como mudar certos aspectos do produto caso
possı´vel. Todas instruc¸o˜es de uso e suas recomendac¸o˜es devem ser especificado de forma
clara e inteligı´veis ao olhos do usua´rio. Tambe´m e´ bastante recomendado uma lista de
instruc¸o˜es de como se comportar diante de possı´veis erros, seja no uso, na instalac¸a˜o, ou
em qualquer outro aspecto relacionado ao produto.
O Co´digo 3 exemplifica tal documentac¸a˜o.
1 I n s t a l l a t i o n : There s h o u l d be a t l e a s t two ways o f i n s t a l a t i o n , one
manua l ly and a n o t h e r a u t o m a t i c a l l y , t h e s e a r e c l e a r
i n s t r u c t i o n s t o i n s t a l l bo th ways . . .
2 HOW−TO: For t h e p r o p e r use o f t h i s p l u g i n a f t e r i n s t a l l i n g i t . . .
3 About : Th i s p l u g i n was made f o r . . . , i t s h o u l d / must work wi th . . .
4 Modding : The u s e r can change t h e s e s e t t i n g s o f t h e p l u g i n f o r t h e s e
p u r p o s e s . . .
5 HELP−ME: In case of t r o u b l e s , t h e u s e r s h o u l d t a k e t h e s e a c t i o n s . . .
Co´digo 3: Exemplo de documentac¸a˜o
Juntamente com o descritor e pelos mesmos motivos, o arquivo de ajuda sera´ em
formato .txt e chamado ”README”.
5. Resultados obtidos
Ale´m da definic¸a˜o do pacote para plugins do Pure Data, o trabalho desenvolvido ate´ o
momento incluiu a criac¸a˜o de duas ferramentas: uma ferramenta para auxiliar o desen-
volvedor a criar novos pacotes e uma ferramenta para auxiliar o usua´rio a instalar novos
pacotes.
(a) Tela de selec¸a˜o
(b) Tela de selec¸a˜o de
documentac¸a˜o
(c) Tela de preenchi-
mento de metadados
Figura 2: Ferramenta empacotadora
A ferramenta empacotadora, responsa´vel por criar o pacote, consiste em um plu-
gin TCL/tk que auxilia o desenvolvedor a selecionar os arquivos que compo˜e o pacote e
tambe´m a escrever seu descritor. Esta ferramenta cria o arquivo zip com extensa˜o pdpk e
define seu nome a partir dos meta-dados informados pelo desenvolvedor, conforme apre-
sentado na Figura 2. Ale´m disso, no processo de empacotamento sa˜o adicionadas as
informac¸o˜es dos dados na˜o atribuı´dos ao usua´rio como o tamanho do arquivo em bytes,
ale´m de serem feitas as renomeac¸o˜es necessa´rias a atender o padra˜o do pacote. Atendidos
os requisitos, o pacote estara´ pronto para uso, ou em uma melhor colocac¸a˜o, pronto para
ser distribuı´do.
A ferramenta desempacotadora, responsa´vel por extrair os arquivos do pacote e
proceder a instalac¸a˜o do mesmo, e´ um ferramenta semelhante a` empacotadora que permite
ao usua´rio selecionar o pacote a ser instalado e a partir do mesmo extrair o(s) arquivo(s)
que compo˜e o plugin no local determinado pelo hospedeiro. O descritor, juntamente com
a documentac¸a˜o de usua´rio, e´ extraı´do para uma pasta pro´pria para receber todos os des-
critores e documentac¸o˜es de todos os pacotes instalados. Nesse processo, ambos arquivos
tera˜o seu nome incrementados pelo nome do programa, sua versa˜o e sua arquitetura.
Para melhor representar tal processo veremos que o descritor e documentac¸a˜o
antes nomeados assim:
- Descriptor.txt
- README.txt
Para fins de organizac¸a˜o, permitindo uma melhor identificac¸a˜o, apo´s a extrac¸a˜o
eles sera˜o renomeados para:
- name-version-supported_architecture-descriptor.txt
- name-version-supported_architecture-README.txt
Com isto, e´ possı´vel ao usua´rio verificar os plugins instalados, acessar os meta-
dados dos plugins e gerenciar localmente cada instalac¸a˜o. Este gerenciamento, ainda feito
manualmente, sera´ automatizado e incorporado em uma pro´xima versa˜o da ferramenta e
esta´ entre nossos trabalhos futuros.
Quanto ao pacote em si, o mesmo e´ para uma pasta local chamada reposito´rio
local. O reposito´rio local pode ser acessado para qualquer fim, tal como realizar a
reinstalac¸a˜o ou ate´ mesmo o rebaixamento de versa˜o, caso uma nova versa˜o de um pro-
grama seja rejeitada pelo usua´rio que prefere a versa˜o antiga.
Esta ferramenta esta´ sendo desenvolvida em parceria com a lista de desenvolvedo-
res do Pure Data (pd-list-bounces@lists.iem.at) e conta hoje com a colaborac¸a˜o de outros
usua´rios desta plataforma.
6. Conclusa˜o
Este trabalho apresentou os passos iniciais de uma pesquisa cujo foco e´ o desenvolvimento
de um gerenciador de plugins para o ambiente Pure Data. Os passos iniciais foram dados
para definir o formato e a estrutura do pacote a ser instalado no ambiente. Para auxiliar
a tomada desta decisa˜o, va´rios formatos de pacotes foram estudados como os pacotes do
Debian, Red Hat, NetBeans, Firefox e outros.
O formato de pacote apresentado neste trabalho inclui tomada de deciso˜es de al-
guns aspectos como: nome do pacote, formato, extensa˜o, descritor e a estrutura interna
do pacote. Tais deciso˜es permitiram o desenvolvimento de uma ferramenta para auxiliar
o desenvolvedor a empacotar seus plugins e uma ferramenta para auxiliar o usua´rio a ins-
talar e gerenciar seus plugins. A criac¸a˜o de uma ferramenta para este ambiente propicia
uma maneira mais simples de desenvolver projetos no Pure Data de maneira colaborativa,
permitindo a desenvolvedores e usua´rios uma maneira simples de compartilhar co´digos e
plugins.
Os pro´ximos passos deste projeto sa˜o a definic¸a˜o de um reposito´rio remoto, a es-
trutura de direto´rio deste reposito´rio e seu descritor ale´m do gerenciador local de pacotes
instalados. Uma vez atendida estas definic¸o˜es, sera´ desenvolvida uma ferramenta para
carga e descarga de plugins em um reposito´rios remotos.
Paralelamente ao projeto proposto e indo ao encontro da necessidade de tal ini-
ciativa, foi iniciado um projeto de propo´sito semelhante ja´ apresentado a` comunidade do
Pure Data intitulado de deken1. Este projeto visa facilitar o acesso do usua´rio aos exter-
nals do Pure Data atrave´s do pro´prio ambiente de desenvolvimento. Dada a semelhanc¸a da
natureza do deken ao projeto pdpk aqui proposto, e´ certo que os mesmos sera˜o mesclados
em um projeto u´nico aliando o co´digo desenvolvido com os conceitos aqui apresentados.
Ale´m disto, tal fusa˜o pode trazer os benefı´cios do apoio da comunidade de desenvolvi-
mento do Pure Data, a discussa˜o e troca de ideias e a melhoria do ambiente como um todo.
Neste ambiente, os reposito´rios de plugins sera´ gerenciado pela pro´pria comunidade do
Pure Data e ficara´ disponı´vel no site da pro´pria ferramenta.
Apesar de este trabalho ter sido desenvolvido para o ambiente de programac¸a˜o
Pure Data, as definic¸o˜es aqui presente podem auxiliar outros desenvolvedores a criar fer-
ramentas de atualizac¸a˜o similares para qualquer outra ferramenta.
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