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Abstrakt
Ma˚let med dette projekt er at designe og implementere et netværksmodul til spillet PoleSoccer,
som er et spil udviklet i det foreg˚aende semester. Fokus i implementeringen er at opn˚a bedst
mulig synkronisering klienterne imellem. Programmet er udviklet i programmeringssproget Java.
I rapporten diskuteres valg af netværksarkitektur, transportlagsprotokol samt hvilke metoder
Java tilbyder til netværkskommunikation, med vægt p˚a Sockets. Ydermere beskrives metoder
vi har anvendt til at optimere netværksimplementationen. Resultatet af implementeringen er
et b˚andbreddevenligt program der sikrer god synkronisation mellem klienter og server.
Abstract
The goal of this project is to design and implement a networking module for the game PoleSoc-
cer, which is a game developed in the previous semestre. The focus in the implementation is to
achieve best synchronization in between the clients. The program is developed in the program-
ming language Java. In the paper we will discuss the choice of network architecture, the choice
of transportlayer protocol and which network communication methods Java has to offer, with
weigth on Sockets. Furthermore methods we have utilized in order optimize the network imple-
mentation will be described. The result of the implementation is a program which is bandwidth
friendly, as well as it assures good synchronization between client and server.
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Indledning
Dette projekt bygger videre p˚a et projekt vi lavede i efter˚arssemesteret 2004 [HKK04]. Form˚alet
med det forrige projekt var at implementere et bordfodboldspil. Fokus var at programmere en
fysikmotor til spillet, samt at f˚a en præsentabel grafisk brugergrænseflade. Projektet er ikke
en fortsættelse af sidste semesters projekt. Vi udnytter dog den kode vi programmerede sidste
semester, til tilføjelse af et netværksmodel og herved gøre det muligt at spille flere sammen.
Da netværk er fokus i rapporten kommer vi i løbet af projektet ind p˚a diverse netværkste-
knologiske aspekter. Vi vil undersøge hvilke netværksarkitekturer og transportlagsprotokoller
der er til r˚adighed, og udvælge dem der er bedst egnede med henblik p˚a vores problemstilling.
Herefter kigger vi javas muligheder for at realiserer disse løsninger. Efter disse overvejelser im-
plementerer vi netværksmodulet. Herudover skal brugergrænsefladen til spillet udvides, s˚a det
er muligt at se informationer som f.eks m˚alscore.
Med de overvejelser vi har omkring netværksdelen, og med de teknologier vi diskuterer
(UDP, TCP, NAT ) og implementerer mener vi at vores projekt falder godt ind under dette
projekts semesterbinding.
Ma˚lgruppen for denne rapport er personer, der skal udvikle applikationer med behov for høj
opdateringsfrekvens samt synkronisering. Programmet vi vil udbygge med et netværksmodul er
bygget op efter designmønsteret model, view, control. Derfor kan principperne i denne rapport,
nemt overføres til andre programmer, som er opbygge efter samme designmønster. Spillet er
udviklet i Java, s˚a der er selvfølgeligt en fordel at have en godt kenskab til Java. Det er dog
nødvændigt at have kendskab til objektorienteret programmering.
1.1 Problemformulering
Spillet PoleSoccer skal udvides s˚a det understøtter muligheden for et flerbrugersystem til spil
over netværk, der bruger minimale netværksressourcer. Fokus vil være at opn˚a bedst mulig
synkronisering klienterne imellem.
1.2 Metode
For at have en velfungerende applikation vores netværksmodul kan arbejde sammen med, vil
vi først optimere og refaktorisere vores programkode fra sidste semesters projekt. Dette er ikke
inde for dette semesters problemfelt, og kan derfor læses i bilag ??. For at kunne designe vores
netværksdel vil vi undersøge hvilken netværksarkitektur og transportlagsprotokol, der er bedst
at anvende i vores program. Dette opn˚as gennem diskussion p˚a baggrund af egne erfaringer og
litteraturstudie.
P˚a baggrund af dette implementerer vi netværksmodulet. Programmet implementeres i
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JavaTM. N˚ar vi er færdige med at implementere netværkdelen vil vi afprøve spillet, og om-
timere hvor vi finder det nødvændigt.
1.3 Arbejdsmetode og rapportstruktur
Vi har valgt at arbejde med programmeringen i iterationer, s˚a vi arbejder med en afgrænset
problemstilling af gangen. Vi er inspireret af udviklingsmetoden Extreme Programming (XP),
som vi har erfaring med fra sidste semesterprojekt. En iteration best˚ar af opgaver, der har
fastsatte m˚al. P˚a denne m˚ade mener vi at det er lettere at programmere, da vi færdiggør
en afgrænset del af programmet af gangen. I slutningen af hver programmeringsiteration skal
programmet fungere, s˚a man kan teste p˚a det programmerede kode.
Rapporten vil ligeledes være opbygget i iterationer, s˚aledes at rapportstrukturen afspejler
arbejdsmetoden. En iteration i rapporten afspejler en arbejdsfase i projektforløbet. Iterationen
kan alts˚a være direkte tilknyttet en programmeringsiteration, eller være en diskussion- og un-
dersøgelsesiteration. Hvis iterationen er direkte tilknyttet en programmeringsiteration, ligges
der vægt p˚a implementeringen. Modsat ligges der vægt p˚a forundersøgelse, diskussion etc. i den
anden form for iterationer, hvor der ikke nødvændigvis er noget programmering.
En iteration er opbygget p˚a følgende m˚ade:
• Introduktion til iteration – Hvor st˚ar vi, og hvad er form˚alet med denne iteration?
• Opgaver i iterationen – Hvordan n˚ar vi m˚alet med iteration? Hvis der er mening i at
opdele problemet i flere opgaver gøres dette, og disses form˚al beskrives.
• Beskrivelse af opgaveløsning – Beskrivelse af resultatet. Hvordan er opgaven løst? S˚afremt
opgaven indebar programmering beskrives centrale metoder og felter.
• Evaluering – Tilbageblik p˚a iterationen, hvad gik godt/hvad gik skidt? Hvor st˚ar vi nu,
og hvordan skal den næste iteration udformes.
1.4 Resume af sidste semesters projekt
Dette kapitel har til form˚al at give læseren det fornødne indblik i det tidligere projekt, som
dette projekt tager udgangspunkt i [HKK04]. Der vil primært blive lagt vægt p˚a hvorledes
programmet var implementeret, eftersom koden vil være en del af det program der skal laves
i dette semester. Det gamle projekt vil vi fremover referere til som Alpha-projektet, mens
kildekoden vil blive refereret til som Alpha-koden.
1.4.1 Ma˚let med Alpha-projektet
Form˚alet med Alpha-projektet var at skabe et virtuelt bordfodboldspil, hvor det primære form˚al
var at koden skulle være let udvidelig, og nem at ændre i. Desuden ønskede vi at skabe en
præsentabel grafisk brugergrænseflade, samt gøre det muligt at spille flere spillere over netværk.
Vi inds˚a dog hurtigt at vi havde f˚aet sl˚aet for stort et brød op, og netværksdelen n˚aede ikke
engang til tegnebrættet.
1.4.2 Opbygningen af programmet
For at sikre at programmet blev opbygget s˚a det indfriede vores ønske om udvidelighed, blev
der lagt vægt p˚a at opbygge programmet udfra Model, View, Controller (MVC) designmøn-
steret. Med dette designmønster kunne vi sikre opdeling og lav kobling imellem de forskellige
programkomponenter, og samtidig gøre det enklere for nye øjne og gennemskue de forskellige
klassers virkeomr˚ade.
27. maj 2005 Roskilde Universitetscenter 6
Kapitel 1.4
Programmets model, alts˚a bestemmelse af hvorn˚ar der opstod kollision og hvorledes disse
afvikles, var den store tidssluger i Alpha-projektet, og ved projektets afslutning stod vi stadig
tilbage med en model vi ikke var fuldt ud tilfreds med.
Den visuelle del (view) af programmet fik vi dog til at fungere fornuftigt. Denne var designet
ved brug af Javax.Swing, suppleret med grafik lavet i et eksternt program. Den var designet
til at give en illusion af at spillet foregik i et 3D miljø, mens vi i model i virkligheden kun
opererede i 2 dimensioner. Den m˚ade som brugeren interagerede med programmet p˚a, var ved
Figur 1.1: Den grafiske brugergrænseflade som den s˚a ud ved afslutning af Alpha-projektet
at man med musen kunne styre en stang af gangen, og samtidig kunne man styre en anden
stang med tastaturet. Alt efter den hastighed man bevægede musen med, ville den hastighed
blive overført til stangen.
For en illustration af sammenhængen mellem klasserne i Alpha-koden se figur 1.2.
Figur 1.2: Sammenhængen mellem klasserne i Alpha-projektet.
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Det var desværre ikke muligt at spille spillet mod nogen modstander i Alpha, hvilket har
dannet basis for dette projekt.
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Kapitel 2
Iteration 1: Diskussion af
netværksimplementering
I Alphaprojektet var udviklingen af bordfodboldspillet centreret om implementering af funk-
tionalitet for kun e´n bruger. Produktet af dette projekt, skal være et spil der understøtter
muligheden for flere brugere, der kan spille over netværk. Vi forestiller os at spillet skal spilles
af fire brugere, der sidder ved hver sin computer og er forbundet via et netværk. I kapitlet vil
vi diskutere valg af netværksarkitektur, transportlagsprotokol og javaarkitektur samt eksperi-
mentere med implementering af netværksunderstøttelse.
2.1 Opgaver i iterationen
Opgave 1: Valg af netværksarkitektur
Der skal besluttes hvorledes kommunikationen skal foreg˚a maskinerne imellem. Vi vil i opgaven
diskutere forskellige arkitektures fordele og ulemper, og endelig udvælge den arkitektur vi vil
anvende. De arkitekturer vi vil fokusere p˚a er:
1. Dedikeret server arkitektur: En seperat computer er sat op til at være server, og alt
kommunikation brugerne imellem foreg˚ar med denne som mellemled.
2. Klient som server arkitektur: N˚ar et spil oprettes agerer e´n af brugernes computere
server, mens de resterende er klienter til denne.
3. Peer to Peer arkitektur: Der oprettes ikke en server. I stedet sendes data direkte
klienterne imellem.
Opgave 2: Valg af transportlagsprotokol
Der skal besluttes hvilken transportlagsprotokol der skal anvendes til programmet. Vi vil derfor
se p˚a fordele og ulemper ved Transmission Control Protocol (TCP) og User Datagram Protocol
(UDP), og vurdere hvorledes de hver især opfylder vores krav til netværksimplementeringen.
Opgave 3: Javaarkitektur
I forbindelse med implementationen i Java er der et programmeringsmæssigt valg at træffe.
Valget st˚ar mellem Remote Method Invocation(RMI), og Sockets til at oprette netværks-
forbindelserne med.
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Opgave 4: Netværks-spiketest
Før vi g˚ar igang med at programmere det programmel der skal anvendes i forbindelse med
spillet, ønkser vi først at gøre os erfaring med implementering af netværksunderstøttelse. Vi vil
derfor programmere en simpel echo-server, og udvide denne med forskellig funktionalitet, for at
afdække eventuelle problemstillinger.
2.2 Opgave 1: Valg af netværksarkitektur
I denne opgave diskuterer vi hvilken netværksarkitektur vi vil anvende i programmet. Følgende
vil vi beskrive de forskellige arkitekturer vi har valgt at kigge p˚a. Se figur 2.1 for en forklaring
af den notation vi bruger i de forklarende figurer i de følgende afsnit.
Figur 2.1: Foklaring af notationen der bruges i illustrationerne afsnit 2.2.
2.2.1 Dedikeret server
Vi bruger udtrykket dedikeret server om en spilserver, der kun afvikler spillets serverdel. Dette
betyder at serveren er i stand til at h˚andtere adskillige netværksforbindelser samtidig, eftersom
serveren ikke behøver at bruge ressourcer p˚a at rendere grafik og tage sig af brugerinput. Se
figur 2.2 for en illustration af dette.
Figur 2.2: Illustration over hvordan kommunikationen foreg˚ar i en dedikeret server arkitektur.
I implementeringen af en dedikeret server forestiller vi os at serveren kunne indeholde en
overordnet model for programmet. S˚aledes at det er serverens model der dikterer hvorledes
klienter opdateres. Serveren har intet view eller control, eftersom der ikke direkte er tilsluttet
en spillende bruger til den dedikerede server. Netværksdelen p˚a serveren st˚ar for at sende data
til klienternes netværksdele. Vi forestiller os to forskellige muligheder til implementering af
klienterne i en dedikeret server arkitektur.
Klient uden lokal model
I denne version har klienterne ingen lokal model, men kun et view og et controller modul. Hver
gang en klient rykker p˚a en spillerstang, sender controllermodulet en besked til modellen p˚a
serveren med de nye kordinater for spillerstangen. Herefter sender serverens model en besked
tilbage til klienterne, med information om at modellen nu er ændret. Viewet henter herefter de
informationer fra den globale model der er brug for. Se figur 2.3.
Denne tilgang forstiller vi os som nem at implementere ved hjælp at Java’s Remote Method
Invocation (RMI). Vi kunne ligge et RMI lag ind imellem modellen p˚a serveren og klientens
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Figur 2.3: Klient uden lokal model.
control og view. P˚a denne m˚ade ville alle metodekald til og fra modellen g˚a gennem RMI.
S˚aledes at modellen virtuelt ligger p˚a klienten.
Vi mener dog at denne tilgang er ikke er optimal for vores spil. Der vil blive genereret meget
netværkstrafik i og med at alle klienters grafiske brugergrænseflade skal opdateres, hver gang
serveren opdaterer modellen. Vi ønsker at spillet skal kunne spilles over Internettet, og mener
derfor ikke at kunne bruge denne løsning.
Klient med lokal model
I denne arkitektur har klienterne en lokal model hvori data afsendt fra serverens model gemmes.
S˚aledes at den lokale model i en s˚a vid mulig udstrækning svarer til serverns model (som vi
fremover vi kalde den globale model). Form˚alet med dette er at klienternes brugegrænseflade
kan holdes opdateret fra deres lokale modeller.
Se illustration 2.4 for en skematisk fremstilling af dette..
Figur 2.4: Klient med lokal model.
Dette kunne f.eks. fungere som følger. Hvis en spiller rykker p˚a en spillerstang, bliver spiller-
stangens ændring registreret af et netværksmodul og af den lokale model, via observer/observ-
able. Netværksmodulet sender informationerne videre til serverens netværksmodel. Med et vist
tidsinterval sender serveren en opdateringspakke til alle klienterne, med data om stængerne og
bolden. Hver klient opfanger denne opdateringspakke og opdatere sin egen lokale model.
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Ved at anvende denne tilgang, mener vi at man har forøget kontrol over hvor meget data
der skal sendes over netværket. Man kan f.eks. selv bestemme om klienten skal pakken først
skal sendes, hver gang der rykkes med en spillerstang, eller om den først skal sendes en pakke
n˚ar spillerstangen har rykket sig en hvis afstand. Spilleren som sidder p˚a den p˚agældende k-
lient, kommer ikke til at mærke noget da den lokale model, vil blive opdateret ved det mindste
bevægelse af spillerstangen. Det vil ogs˚a være muligt at sænke nettrafikken ved at gøre tidsin-
tervallet mellem opdateringspakker, der bliver sendt fra serveren, større. Her bliver den lokale
models funktionalitet at være slags buffer. Med buffer menes der at i intervallet imellem serveren
har sendt sin opdateringspakke og den ankommer p˚a klienten, vil den lokale model, beregne
hvor den tror at bolden vil være. N˚ar den nye opdateringspakke ankommer fra serveren, vil
denne pakke s˚a korigere den lokale model. P˚a denne m˚ade h˚aber vi p˚a at brugeren vil have
oplevelsen af at spille kører flydene, selv om der spilles via Internettet.
Som man nok kan fornemme udfra ovenst˚aende udredelse af de to forskellige tilgangsvinkler
til dedikeret server, mener vi at den mest hensigtmæssige i vores implementering er en hvor
klienterne hver har en lokal model.
2.2.2 Peer-to-Peer
Kort fortalt g˚ar peer-to-peer arkitekturen ud p˚a at der ikke er nogen server eller klienter. I
stedet bruges notationen noder, der betegner maskiner fungererende som klienter og servere
samtidigt, og p˚a denne m˚ade udveksler data med hinanden direkte. En illustration af dette kan
ses 2.5.
Figur 2.5: Illustration over hvordan kommunikationen foreg˚ar i en peer-to-peer arkitektur.
Peer-to-Peer er ikke en god arkitektur at anvende i denne type spil, hvor der skal sendes
meget data over et netværk. Man kunne forestille sig at peer-to-peer arkitekturen kunne an-
vendes i computerudgaverne af visse former for spil, som f.eks. skak, backgammon, etc. Dette
er i høj grad grundet at der kun er to noder, der skal udveksle data med hinanden. Nogle af
minusserne ved peer-to-peer i spil som vores er:
• D˚arlig skalerbarhed. Da hver enkelt nodes output skal modtages af alle andre noder, med-
fører flere brugere drastisk forøgelse af data der skal sendes.
• Synkronisering bliver svært. At gøre bolden synkron bliver meget svært, da bolden bliver
nødt til at rykke p˚a alle klienter, der alle har forskellige modeller. Dermed kan bolden
befinde sig to forskellige steder p˚a to forskellige klienter.
Vi mener at disse ulemper er s˚a store at vi vælger at se bort fra peer-to-peer arkitekturen.
Der kan læses mere om peer-to-peer i [KR04].
2.2.3 Klient som server
Denne model g˚ar ud p˚a at en af klienterne agerer server. De resterende klienter kobler op p˚a
serverklienten, der st˚ar for beregninger og videresending af data. Se figur 2.6 for en illustration
af dette.
Denne arkitektur minder meget om den dedikerede server. Forskellen ligger i at det er en
af klienterne der indeholder den globale model, og derved har de samme opgaver som serveren
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Figur 2.6: Illustration over hvordan kommunikationen foreg˚ar i en arkitektur hvor en klient
agerer server.
i den dedikerede server arkitektur. Hvis man fra den dedikerede server arkitektur fjerner en
klient, og sætter view samt control p˚a serveren st˚ar man med en klient som server arkitektur.
Denne observation kan bruges til at forst˚a at forskellen mellem de to arkitekturer er minimal
rent programmeringsmæssigt. Se figur 2.7 for en illustration af klient som server arkitekturen.
Figur 2.7:
2.2.4 Valg af arkitekturerne
I dette underafsnit vil vi diskutere fordele og ulemper ved de forskellige arkitekturer. Endelig vil
vi vælge en arkitektur der skal forsættes med og programmeres udfra i den følgende iteration,
hvor vi skal implementere netværksdelen.
Dedikeret server
En fordel ved at anvende en dedikeret server er at maskinen, der foretager alle beregningerne kan
koncentrere sig om dette. Serveren behøver ikke vise noget grafik, og computeren kan derfor
bruge alle resourser p˚a at foretage kollisionsberegninger mm. En anden fordel er at ingen af
klienterne umiddelbart har nogle hastighedmæssige fordele frem for de andre. Selvfølgelig kan
det være at nogle klienter sidder længere væk fra serveren end andre, eller har en d˚arligere
forbindelse, der følgende kan medføre hastighedsforringelser.
Den største ulempe ved denne arkitektur er at der skal stilles en server til r˚adighed til
at h˚andtere spil. Dette medfører naturligt nogle praktiske komplikationer. Rent programmer-
ingsmæssigt og hastighedsmæssigt er dette dog ikke et problem, og vi vægter ikke denne ulempe
højt.
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Et andet problem er skalerbarheden. Hvis en server skal h˚andtere mange spil p˚a en gang,
kan serveren m˚aske f˚a problemer med eksekveringen. Herved skal serverens størrelse og Inter-
netopkobling være afhængig af hvor mange spil, der skal kunne eksekveres p˚a den p˚a en gang.
Klient som server
Med en klient som server er en stor fordel skalerbarheden. Antallet af spil der bliver eksekveret
p˚a en gang, har ingen betydning for hastighen af de enkelte spil. Eftersom klienterne selv er
servere, skal der ikke sættes en central server til r˚adighed, der skal h˚andtere mange spil p˚a en
gang. Dette betyder følgende at der ikke behøver være en organisation bag spillet, men at det
kan ligges ud p˚a internettet som gratis software (eller sælges for et beskedent beløb).
En ulempe ved denne model er at servermaskinen b˚ade skal foretage alle beregninger og
opdatere alt grafik mm. Dette vil m˚aske medføre at programmet kommer til at køre langsomt
p˚a servermaskinen.
Serveren har desuden en opdateringsfordel da opdateringsdata ikke skal sendes over et
netværk, men kun skal sendes lokalt. Dette medfører at servermaskinen er et lille skridt foran
klienterne hele spillet igennem.
Konklusion
P˚a baggrund af fordele og ulemper arkitekturne imellem, vælger vi at anvende dedikeret server
arkitekturen som primær arkitektur. Vi mener at denne arkitektur er den der passer bedst til
vores spil. Man kunne dog argumentere for at klient som server arkitekturen er lige s˚a anvendelig
til spillet. Vi har da ogs˚a taget højde for dette, og vil efter vi har implementeret dedikeret server,
tage et kig p˚a klient som server arkitekturen. Umiddelbart ser det ud til at være simpelt at
implementere klient som server arkitekturen, n˚ar dedikeret server er implementeret p˚a forh˚and.
Grunden til dette er, som nævnt ovenfor, pga. at de to arkitekturer minder meget om hinanden
i opbygning.
2.3 Krav til netværk
Form˚alet med at implementere et netværksmodul til programmet er at skabe en metode hvormed
processor p˚a forskellige maskiner kan kommunikere med hinanden. Nærmere specificeret ønsker
vi at fire spillere skal kunne spille bordfodboldspillet over Internettet. For at tage beslutninger
om bl.a. hvilke transportlagsprotokoller vi vil anvende til hvad, er det nødvendigt at vi først
opstiller de krav vi har til at netværksimplementationen.
2.3.1 Krav til serverdelen
Serveren vil være den netværksdel, som har det største ansvar eftersom den st˚ar for afsending
af data til samtlige klienter. De krav vi stiller til vores server er at den skal:
• Holde styr p˚a tilsluttede klienter. Det vil sige at serveren skal gemme information om
klienternes IP-adresse, og hvilken port klienterne sender fra.
• Tage højde for mulige disconnects, s˚aledes at hvis en klient mister forbindelsen til serveren,
skal serveren reagere herp˚a. En mulig reaktion kan være at spillet stopper indtil klienten
igen er forbundet til serveren.
• Informere klienterne om hvorn˚ar alle klienter er tilsluttet, og spillet kan g˚a igang.
• Opdatere klienterne med data fra serverens model. Denne opdatering skal ske med en
given frekvens, som vi muligvis bliver nødt til at eksperimentere med.
• Den data der sendes til klienterne vil indebære:
– Boldens placering
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– Stængernes placering
– Scoring af m˚al
• Læse og h˚andtere data modtaget fra klienterne.
2.3.2 Krav til klientdelen
Klienten skal i princippet virke som en skrapet udgave af serveren, eftersom den b˚ade skal kunne
læse, skrive og indeholde information om hvor data skal sendes hen. Opstillet p˚a punktform er
de krav vi stiller til klienten at den skal:
• Indeholde information om server, IP-adresse og port nummer.
• Være istand til at starte bordfodboldstillet p˚a ordre fra serveren.
• Modtage og fortolke information der modtages fra serveren.
• Afsende data til server n˚ar brugeren ændrer en stangs position.
2.4 Opgave 2: Valg af netværksprotokol
Ved overførsel af data over et netværk er det vigtigt p˚a forh˚and at gøre sig klart hvilken
transportslagsprotokol der er mest anvendlig, med henblik p˚a den opgave der skal løses. Vi
vil kort gennemg˚a hvilke services de forskellige protokoller tilbyder, og baserer vores valg af
protokol udfra denne diskussion. Kapitlet er baseret p˚a ??.
2.4.1 TCP
TCP er en forbindelsesorienteret service, samt en p˚alidelig dataoverførelsesservice. At TCP er
forbindelsesorienteret vil sige, at n˚ar en forbindelse oprettes udveksler klient og server trans-
portslagsinformation gennem et s˚akaldt h˚andtryk. Applikationslagskommunikation sker først
n˚ar denne forbindelse er oprettet. Det interessante ved TCP er først fremmest at protokollen
tilbyder en p˚alidelig overførsel af data, s˚aledes at n˚ar data sendes, kan man være sikker p˚a at
TCP vil bringe den korrekte data til modtageren, uden frygt for at pakkerne g˚ar tabt undervejs,
eller ankommer i forkert rækkefølge.
Ydermere inkluderer TCP en flow control mekanisme, som justerer afsendingshastigheden
s˚afremt der er forstoppelse i netværket mellem server og klient. Desuden sørger den for ikke at
sende hurtigere end at modtageren kan n˚a at læse dataen. Denne service er derfor problematisk i
forbindelse med applikationer hvor man ønsker en minimum garanteret b˚andbredde fra afsender.
2.4.2 UDP
UDP er til forskel fra TCP er en forbindelsesløs service, hvilket vil sige at der for det første
ikke er noget h˚andtryk før data bliver sendt. Ydermere er det en up˚alidelig service, hvilket vil
sige at efter at data er skrevet til en UDP socket, gives der ingen garanti for at pakkerne n˚ar
frem. Hvis pakkerne n˚ar frem er der ingen garanti at de ankommer i samme rækkefølge som de
var afsendt. Tilgengæld betyder denne minimalistiske servicemodel ogs˚a at data kan afsendes
i det tempo der ønskes, s˚a længe at der ikke stilles krav til at hver enkelt pakke skal n˚a sin
destination.
2.4.3 TCP kontra UDP
I vores program ønsker vi en fast minimumsafsendelseshastighed, og finder det derfor mest
hensigtsmæssigt at gøre brug af UDP. Dette hænger sammen med at der skal overføres data fra
klienter til server hver gang en spiller bevæger musen. Derudover opdaterer serveren klienterne
med den nyeste model, hver gang bolden opdateres. Det er dog ikke den store katastrofe hvis
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en pakke g˚ar tabt, eftersom den m˚ade stængerne opdateres p˚a blot beregner forskel mellem
sidstkendte position og nye position. Man skal blot sørge for at kassere forældede pakker s˚afremt
de skulle ankomme efter en nyere.
Denne diskussion er dog kun relevant n˚ar vi snakker om kommunikation over Internettet
og er afhængige af dettes best-effort service. Hvis vi kun ønsker at afvikle vores program over
lokalnetværk er det uvist om der ville være en mærkbar forbedring, ved at gøre brug af den ene
frem for den anden protokol.
I rapporten fokuseres p˚a netværksimplementering af den del af programmet, der anvender
UDP. I programmet er der desuden brug for at sende sekundære variable, som f.eks. m˚alscoren
og ens modspilleres navne. Disse infomationer skal ogs˚a sendes over netværk, men har ikke
de samme krav som spillets men er afhængige er p˚alidelig dataoverførsel. Derfor skal disse
informationer sendes via TCP. Vi ender alts˚a op med en hybridmodel hvor vi bruger UDP i
forbindelse med spillets hovedfunktioner, og TCP til spillets sekundære funktioner.
2.5 NAT-problematikken
Network Address Translation (NAT) kan vise sig at være et problem i implementateringen af
programmets netværksmodul. En router med NAT aktiveret kan have flere computere tilsluttet
den samme IP-adresse. NAT-routeren st˚ar for at fordele trafikken,der kommer ind til com-
puterne p˚a baggrund af NAT-tabel, der oversætter portnumre til lokale IP addresser. Se en
illustration af en NAT-router figur 2.8.
Figur 2.8: Viser problemet med flere maskiner p˚a samme IP addresse.
P˚a figuren har de tre computere p˚a lokalnetværket til højre kun en fælles IP-adresse (62.79.71.235).
Problemet opst˚ar hvis en computer p˚a et lokalnetværk er server for et spil. N˚ar klienterne skal
have kontakt til serveren kan de ikke koble direkte p˚a, men skal igennem NAT-routeren. Alts˚a
skal routeren p˚a forh˚and vide at den skal sende data til en bestemt maskine p˚a lokalnetvær-
ket, hvilket betyder at brugeren manuelt skal ind og ændre i NAT tabellen. Følgende er et
lille eksempel p˚a hvordan s˚adan en kommunikation kunne foreg˚a, hvis NAT-routeren ikke er
konfigureret.
1. Serveren med den interne ip 10.0.0.1 opretter en dedikeret spilserver.
2. En klient skal nu logge p˚a serveren over Internettet. Klienten kan ikke bruge ip-adressen
10.0.0.1 til noget, da denne kun er intern p˚a lokalnetværket serveren befinder sig p˚a. Alts˚a
anvender klienten ip-adressen 62.79.71.235, s˚a der skabes kontakt til NAT-routeren.
3. NAT-routeren modtager information fra en spilklient, og ved ikke hvad den skal gøre med
den modtagne information.
4. Klienten modtager information om at forsøg p˚a forbindelse er mislykkedes.
I vores tilfælde vil det derfor være nødvendigt for en spilserver bag en NAT-aktiveret router, af
konfigurer NAT-tabellen s˚aledes at data til port 8001, videresendes til servens lokale IP-addresse.
Hvis en klient sidder bag en NAT-router opst˚ar samme problem ikke, pga. at det er klienten
der tilslutter sig serveren. Under denne proces tildeler routeren klienten en midlertidig port,
hvor der kan sendes og modtages data fra serveren.
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2.6 Opgave 3: Javaarkitektur
Ved implementation i Java havde vi umiddelbart to mulige m˚ader at implementere netværk-
sunderstøttelse p˚a. Vi kunne enten gøre brug af Javas Remote Method Invocation (RMI), som
gør det nemt for programmøren at kalde objekter som i praksis ligger p˚a en anden maskine,
eller vi kunne gøre brug af sockets til oprette forbindelse mellem processorne.
Fordelen ved at gøre brug af socketprogrammering er at vi her selv er herre over hvilken
protokol transportlaget skal gøre brug af, hvorimod vi med RMI er afhængige af TCP. Vi bliver
derfor nødt til at oprette netværksforbindelse gennem sockets eftersom vi ønsker at gøre brug
af UDP protokollen.
2.7 Opgave 4: Netværks-spiketest
Denne spiketest har til form˚al og give os en introduktion til netværksprogrammering, s˚a vi
herefter kan g˚a i gang med at implementere netværksdelen i programmet. Spiketesten tager
udgangspunkt i et simpelt skoleeksempel fra [XJ02]. Eksemplet g˚ar ud p˚a lave en server, man
kan logge p˚a med en Telnetklient, der er tilgængelig p˚a stort set alle platforme. Hver gang man
skriver en linje tekst til serveren, sendes det man lige skrev tilbage.
Serveren er implementeret ved at køre en tr˚ad, som lytter p˚a en specifiseret port, som
Telnetklienter herfter kan opkoble sig til. N˚ar man har f˚aet forbindelse, skriver den tilbage til
Telnetklienten, at man har opn˚aet forbindelse. Herefter returneres alt det skrives.
Man kan logge ud af sessionen ved at skrive ”exit”, som f˚ar server til at g˚a fra en status
hvor den læser alt hvad der komme ind gennem den oprettede socket, til en status hvor severen
lytter p˚a om en Telnetklient prøver at f˚a forbindelse. Se bilag E.2 for kildekoden.
2.7.1 Spiketest - serialiseringstest
Da vi havde færdiggjort echoserveren valgte vi at udvide den, s˚a det ville være muligt at sende
serialiserede objekter til serveren. P˚a denne m˚ade fik vi erfaring med sending af data p˚a samme
m˚ade som det skal foreg˚a i det endelige program. Vi implementerede tre udgaver af denne type,
der havde følgende egenskaber:
1. At være istand til at modtage objekter best˚aende af e´t heltal
2. Kunne modtage serialiserbare objekter, der indeholder to objekter af samme type som
beskrevet i punkt 1.
3. Kunne modtage serialiserbare objekter, der indeholder et objekt af typen util.Vector,
der er en selvimplementeret hjælpeklasse. Disse objekter skal ogs˚a sendes i det endelige
program, og testen foretages for at afrøve om der er komplikationer ved at sende objekter,
der indeholder mere end blot et tal.
De to første tests gik gnidningsfrit og vi fik foretaget disse tests hurtigt. Den tredje test viste
sig at være mere kompleks eftersom util.Vector nedarvede fra java.awt.geom.Point2D.Float.
Under tetsten fandt vi ud af at java.awt.geom.Point2D.Float ikke var serialiserbar, og at vi
derfor ikke kunne sende objekter af typen util.Vector. Vi ændrede derfor util.Vector, s˚a
den ikke længere nedarvede fra noget. Da dette var gjort kunne vi sende og modtage objekterne
uden problemer. For kildekode til de tre ovennævnte tests se bilag E.2.
2.8 Afrunding af iteration 2
I ovenst˚aende iteration har vi diskuteret hvordan vores netværk i programmet skal imple-
menteres. Vi har diskuteret netværksarkitektur, netværksprotokoller samt javaarkitektur. Vi
fandt frem til at programmeringen af netværksdelen til programmet skal implementeres efter
en dedikeret server arkitektur, da vi mener denne arkitektur er mest hensigtsmæssig i vores
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program. Desuden besluttede vi at hovedtrafikken i programmet skal foreg˚a gennem UDP-
protokollen. Pakker der indeholder m˚alscore eller andre følsomme data overføres over TCP-
protokollen, da denne tilbyder p˚alidelig dataoverførelse. Da vi vælger at sende pakker over
UDP vælger vi naturligt ogs˚a at programmere i sockets, da man ikke kan vælge at anvende
UDP i RMI. Som det sidste i iterationen implementerede vi en testserver, der er i stand til at
modtage serialiserbare objekter af forskellig type.
Næste iteration er afsat til at implementere netværksdelen til spillet. Vi kan bruge de er-
faringer vi har gjort os i denne iteration, til at programmere en funktionsdygtig netværksdel.
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Iteration 2: Implementering af
netværk
I det følgende afsnit vil vi give et overblik over programmeringen af et netværksmodul til
programmet. Dette netværksmodul er en tilføjelse, og ændrer ikke i Alphakoden. Vi vil beskrive
hvorledes vi realiserer den teori vi omtalte i foreg˚aende kapitel.
3.1 Opgaver i iterationen
Opgave 1: Implementering af server
Der skal implementeres en server, der kan oprette en forbindelse til et antal klienter. Serveren
skal kunne sende opdateringspakker til klienterne med information om hvilken tilstand spillet
befinder sig i. Desuden skal serveren være i stand til at modtage pakker fra klienterne, n˚ar disse
sender information omkring ændring af stænger. Denne information skal dernæst opdateres i
serverens model (den globale model). Overførslen af opdateringspakker skal ske ved at gøre brug
af UDP protokollen. Vital information som oprettelse/nedlæggelse af forbindelse til klienter og
sending af m˚alscore skal sendes over TCP.
Opgave 2: Implementering af klient
Der skal implementeres et klientmodul, der kan oprette forbindelse til serveren fra forg˚aende
opgave. Det skal først og fremmest kunne modtage UDP trafik. Nærmere beskrevet skal det
være i stand til at modtage opdateringspakker fra serveren, og ligge disse informationer ned i
dens respektive lokale model. En klient skal ydermere sende pakker til serveren n˚ar der rykkes
p˚a stængerne. Klienterne skal desuden have en TCP-forbindelse til serveren s˚a den er i stand
til at modtage pakker med m˚alscore, samt information om spilstart.
3.2 Opgave 1: Implementering af server
Før vi gik igang med at programmere serverdelen af vores netværkspakke, gjorde vi os først
klart hvilke opgaver denne del skulle best˚a af. Vi n˚aede frem til følgende punkter:
1. H˚andtering af klienter - Hvem er i øjeblikket forbundet til serveren, og hvorledes skriver
vi til dem?
2. Overførsel af data - Hvilke data skal overføres til klienterne, og hvordan organiserer vi
denne simplest muligt?
3. Opdatering af klienter - Hvor ofte skal serveren sende data til klienterne?
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4. Modtagelse af pakker - Hvordan h˚andteres indkommende data fra klienterne, og ligges ned
i serverens model?
3.2.1 H˚andtering af klienter
Størstedelen af den data som skal transporteres frem og tilbage vil være UDP trafik. Derudover
har vi valgt at lade en TCP forbindelse eksistere imellem server og klient. Udover at være i stand
til at sende TCP-trafik, kan der ved hjælp af TCP-sockets til enhver tid indhentes informationer
om klienternes addresser og forbindelsesstatus.
I den nuværende implementering har vi intet behov for at opdatere klienterne enkeltvis,
hvorfor vi har valgt kun at implementere en metode der skriver til alle klienter. Alt information
vedrørende læsning og skrivning fra og til klienter, har vi valgt at organisere i en enkelt klasse.
Denne klasse er implementeret ved brug af Singleton-designmønsteret, s˚aledes at der til enhver
tid kun kan eksistere en forbindelse til hver klient.
3.2.2 Overførelsesdata
For at gøre brug af UDP-trafik i Java, skal der oprettes en s˚akaldt DatagramSocket. Den da-
ta der afsendes skal repræsenteres i form af et bytearray. Dette bytearray skal først pakkes
ind i en DatagramPacket, og dernæst kan pakken skrives til en DatagramSocket. Dette voldte
os lidt problemer eftersom vi ønskede at være istand til at overføre objekter over netvær-
ket. Det viste sig dog at man men nogle sm˚a krumspring er istand til at skrive et objekt til
en ByteArrayOutputStream, som man dernæst kan konvertere til et bytearray, og vise versa.
Dermed kunne vi stadig indfri vores ønske om at gøre brug af serialiserbaer objekter.
Som diskuteret i afsnit 2.2.4 (Diskussion af arkitekturerne), har vi fundet frem til at vi bør
overføre b˚ade bolden og information om stængernes vinkel og position. For at gøre det simplere
at sende og modtage pakker, har vi valgt at organisere al data der sendes i et enkelt objekt
(kaldt ModelPackage). Objektet best˚ar af to dele, et BallModel objekt, og et antal PolePackage
objekter, der hver især inderholder information om en stangs position og vinkel. Fordelen her
er at man let kan tolke den data der modtages.
3.2.3 Opdatering af klienter
Ideelt set skulle samtlige klienter opdateres samme øjeblik der sker en ændring i modellen. Den
m˚ade vi implementerede det p˚a er ved at der ikke opdateres hver gang en klient ændrer p˚a en af
stængerne i den globale model, men istedet sendes opdateringer ud med et fast interval. Dette
interval er bestemt af boldens opdateringsfrekvens, s˚aledes at n˚ar bolden informerer om at den
har ændret tilstand, sendes en pakke med den nyeste model afsted til klienterne. Ma˚den hvorp˚a
klienterne bliver opdateret er ved at der køres en løkke, der sender DatagramPacket’s til hver
af klienternes IP-adresser.
3.2.4 Modtagelse af data
Den del af serveren som tager sig af indg˚aende data er en tr˚ad, der lytter p˚a om der ankommer
data p˚a serverens DatagramSocket. S˚afremt en pakke modtages kaldes en metode i klienth˚and-
teringsklassen, som returnerer et objekt. Objektet skal da typekonverteres til en PolePackage,
og den globale model opdateres med de nye placeringer af stængerne. Man kunne forestille sig
at serveren kunne anvende den indg˚aende TCP-forbindelse til modtagelse af f.eks. chatbesked-
er eller holde øje med klienter der vil slutte spillet. Derfor opretholdes TCP-forbindelserne til
klienterne igennem hele spillet.
3.2.5 Diagrammer over serveren
Følgende ses en skematisk oversigt over hvorledes de forskeller klasser afhænger af hinanden,
hvor fig. 3.1 viser sammenhængen klasserne imellem, og fig. 3.2 viser hvorledes serveren oprettes.
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Figur 3.1: Klassediagram over implementationen af serveren.
P˚a systemseksvensdiagrammet ses hvorledes serveren opretter den del af programmer som
st˚ar for afsending af data. Det interessante ved diagrammet er den del som gentages om og om
igen. Nemlig poleTransmitter der observerer p˚a model.Table. Table er p˚a forh˚and observer-
bar, eftersom den grafiske del af programmet ogs˚a observer p˚a denne. S˚a n˚ar Table informerer
sin observers om at bolden har rykket, genererer poleTransmitter en modelPackage og af-
sender denne til klienterne.
Figur 3.2: Systemsekvensdiagram over serveren.
3.3 Opgave 2: Implementering af Klient
Som ved implementering af serveren gjorde vi os først klart hvilke funktioner klientprogrammet
skulle have. Vi fandt frem til tre punkter, som vi kunne fokusere p˚a:
1. Serverforbindelse Et forbindelsesdel der holder styr p˚a forbindelsen til serveren.
2. Sending af pakker Sending af information til serveren efter ændret placering af stang.
Under programmeringen af dette kan man diskutere hvor ofte der skal sendes pakker.
3. Modtagelse af pakker Modtagelse af opdateringspakker fra serveren og opdatering af lokal
model.
3.3.1 Serverforbindelse
Oprettelse af forbindelse til en server er ikke envidere kompliceret, og denne del af programmet
fylder da heller ikke mere end f˚a liniers kode. Dette er implementeret i en klasse til h˚andtering
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af serverforbindelse, ved navn ConnectionHandler. Klassen er implementeret efter designmøn-
steret Singleton. Vi undg˚a p˚a denne m˚ade problemer med at der oprettes to seperate forbindelser
til en server.
Klassen indeholder metoder til at til at læse og skrive til og fra en UDP-forbindelse , alts˚a et
DatagramSocket. Metoderne er implementeret s˚aledes at de henholdsvis returnerer et objekt,
samt kaldes med et objekt. Klassen har desuden metoder til sending og modtagelse af data over
en TCP-forbindelse.
3.3.2 Sending af pakker
Vi har programmeret klassen PoleTransmitter til sending af pakker. Det vigtigste ved klassen
er at den observerer p˚a poleControl. P˚a denne m˚ade kan et PoleTransmitter-objekt vide
hvorn˚ar brugeren rykker en stang, og sende informationer til serveren. Vi sender informationer
om stængernes placering ved hjælp af en PolePackage, som skrives til ConnectionHandler’s
skrivemetode.
Her anvendes vores implementation af designmønsteret Observer, som vi ogs˚a gør brug af
til at opdatere den grafiske brugergrænseflade. Vi behøver derved ikke foretage nogle ændringer
andre steder i programmet, for at f˚a implementeret klientdelen.
Følgende betyder det at der sendes en pakke til serveren hver gang der rykkes p˚a en stang.
Vi ved ikke om dette er den mest hensigtsmæssige implementation, med henblik p˚a b˚andbredde
forbrug, men vil teste dette ved en senere lejlighed for at se om der kan optimeres.
3.3.3 Modtagelse af pakker
Klassen der st˚ar for at modtage og udpakke pakker fra serveren hedder ModelPackageReciever.
Klassen anvender ConnectionHandler’s læsningsmetode til at modtage pakker. N˚ar en pakke
modtages, udpakkes informationerne og lægges ned i modellen. Dette sørger metoden TranslatePackage()
i ModelPackageReciever for.
3.3.4 Oversigt over klientmodulet
I følgende afsnit vil vi give en oversigt over de forskellige klasser i klientpakken, og forklare
hvordan de hænger sammen. Dette vil primært gøres gennem UML-diagrammer.
UML-klassediagram over klientmodulet
Se figur 3.3 for en illustration af sammenhængen mellem klasserne i klientpakken. P˚a figuren ses
at klassen ModelPackageReciever instantierer klasserne ConnectionHandler og PolePackage.
ConnectionHandler anvendes i forbindelse med oprettelse af kontakt til serveren. PolePackage
bruges blot da et ModelPackage objekt indeholder et antal PolePackage objekter, hvor der skal
udledes informationer, der skal ligges ned i klientens model.
PoleTransmitter instantierer ligeledes ConnectionHandler og PolePackage. ConnectionHandler
bruges til at sørge for forbindelse til serveren, mens PolePackage bruges n˚ar der skal overføres
pakker til serveren med information om en stang der er rykket.
Figur 3.3: UML-klassediagram over klientdelen af netværkspakken.
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UML-systemsekvensdiagram over pakken client
Det vigtige at forklare ved figur 3.4 er det omr˚ade der er indrammet af en cirkel. PoleTransmitter
befinder sig i en tilstand, hvor der lyttes p˚a om der rykkes p˚a en stang. N˚ar klienten rykker
p˚a en stang, kaldes PoleTransmitter’s update metode. PoleTransmitter opretter herefter en
PolePackage, der via ConnectionHandler sender pakken til serveren. Herefter venter tr˚adenen
p˚a at stangen rykkes p˚a ny. Denne del af programmet gentages hele programforløbet igennem,
og er central i netværksdelen.
Figur 3.4: UML-systemsekvensdiagram over oprettelse af en klient.
3.4 Afrunding
Hvad er resultatet af de to foreg˚aende afsnit? Vi er endt op med et program, der er i stand til at
kommunikere over b˚ade lokalnetværk og internet. Se figur 3.5 for et samlet UML-klassediagram
over den samlede netværkspakke.
Selve implementeringen har været en tidskrævende proces, eftersom det altid volder ud-
forudsete problemer at sætte sig ind i en ny teknologi. Resultatet er dog blevet tilfredstillende.
Vi har b˚ade med server og klient været istand til at realisere de krav vi p˚a forh˚and har stillet
op, og har programmeringen igennem været tro mod vores designovervejelser. Vi har iløbet
af iterationen ogs˚a eksperimenteret med at anvende TCP til at overføre modelpakkerne. P˚a
lokalnetværk viste denne løsning sig da ogs˚a at fungere fint, men over internettet haltede den
kraftigt bagefter UDP implementationen.
Selvom vi mener at netværksmodulet kører fint, vil vi tager et nøjere syn p˚a omr˚ader som
overførsel af data i næste iteration.
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Figur 3.5: UML-klassediagram over pakken network.
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Iteration 3: Optimering af
netværk
Denne iteration er dedikeret til at afprøve, teste og optimere netværksimplementeringen. Under
implementeringen netværke lavede vi løbende sm˚a test for at se om programmet virkede. I
denne iteration vil vi grave lidt dybere ned i koden og optimere s˚a meget som muligt. Først vil
vi undersøge hvordan spillet kører, hvor alle maskiner befinder sig p˚a samme lokalnet. Herefter
vil vi afprøve spillet over Internettet. Efter vi har lavet denne meget generelle test, kigger vi p˚a to
specifikke dele af netværket. Den første den opdateringsproblematik, der altid vil være relevant
i flerbrugersystemer over Internettet. Den anden del vi vil kigge p˚a er hvor meget b˚andbredde
henholdsvis klienten og serveren bruger. Med henblik nedbringe b˚andbredde forbruget..
I de følgende afsnit vil vi beskrive de tre tests og bringe en gennemgang af dem. Herefter
beskrives hvordan vi har løst eventuelle problemer og optimeret koden.
4.1 Overordnet test af netværk
I dette afsnit vil vi i beskrive vores personlige oplevelse af hvordan spillet kører. Dette vil vi
gøre udfra at afprøve programmet gennem følgende test:
1. Køre spillet over lokalnetværk med 2, 3 og 4 klienter. Denne test skal foretages for b˚ade
dedikeret server og klient som server.
2. Samme som ovenst˚aende test, blot over Internettet.
Da vi kørte den første test over lokalnetværk opstod der ikke komplikationer ved en og to
klienter. Da vi skulle afprøve spillet med tre klienter, opstod der en fejl hvor programmet lukkede
ned og udskrev en fejlmeddelelse. Efter at have undersøgt fejlen, fandt vi ud af at den opstod
da vi prøvede at køre en server og en klient p˚a samme maskine. Dette medførte et problem,
hvor b˚ade serverprogrammet og klientprogrammet lytter p˚a samme port. N˚ar der modtages en
pakke vides det følgende ikke om denne pakke er til serverdelen eller til klientdelen.
Problemet eksisterer dog reelt kun hvis man kører en klient p˚a samme maskine som den
dedikerede server. Ved at anvende klient som server hybriden, omg˚as dette problem.
Den anden test hvor vi kørte programmet over Internettet gik overraskende godt, og der
opstod ingen bemærkelsesværdige problemer. Vi havde problemer da vi testede med maskiner,
der sad bag en firewall p˚a Roskilde Bibliotek. Disse maskiner kunne ikke tilsluttes serveren.
Dette er grundet at firewallen havde lukket for alle porte over 1024, og hermed ogs˚a port 8001,
som vi anvender til sending og modtagelse af data.
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4.2 Opdateringshastighed
N˚ar spillet køres over netværk (Internet, lokalnet), har vi ikke observeret nogle drastiske forsinkelser.
Vi har dog ikke haft muligheden for at teste over lange afstande, hvor man kunne forstille sig
at der kunne opst˚a forsinkelsesproblemer.
Forsinkelser kunne fremtræde som at klienterne tror de rammer bolden, men at bolden i
den globale model befinder sig et andet sted. Dette problem kan skyldes at de lokale modeller
p˚a klienterne ikke altid afspejler den globale model fuldstændigt. Denne forvrængning er en
følgevirkning af tiden det tager at sende en opdateringspakke fra serveren til klienterne. Se
figur 4.1 for en illustation af problemet.
Der kan desuden opst˚a et problem n˚ar klienterne sender pakker med stangændringer til
serveren. Problemet opst˚ar hvis en klient tror hun kan ramme bolden og rykker stangen. Der
sendes herefter en pakke med opdateringerne til serveren, men n˚ar pakken ankommer har bolden
rykket sig i den globale model, og den stang klienten rykkede p˚a rammer derfor ikke bolden.
Figur 4.1: Viser hvordan den lokale model p˚a klienterne er forældet i tiden det tager en opda-
teringspakke at ankomme fra serveren. Desuden ses at der opst˚ar et lignende problem, n˚ar en
klient sender en PolePackage med stangændringer til serveren.
4.2.1 Løsninger
Det er ikke muligt at komme forsinkelsen til livs, derimod kan der tages foranstaltninger s˚aledes
at brugeren vil mærke mindst muligt til forsinkelserne. Eksempelvis har vi i vores program valgt
at lade klienterne opdatere deres egen boldmodel, s˚aledes at hvis bolden skulle ankomme forsin-
ket, ville den ikke st˚a stille p˚a klientens maskine imens, men have rykket sig p˚a almindeligvis,
og vil blive rettet ind n˚ar opdateringen ankommer.
En anden løsningsmulighed kunne være at man p˚a de lokale modeller forsøgte at beregne
boldens sandsynlige bane. Hver gang der modtages en opdateringpakke, justeres bolden i den
lokale model, hvis den ikke har rykket korrekt. Modellen løser til dels problemet (alt efter hvor
god den implementerede ’fremtidsfunktion’ er), og giver samtidig brugeren en fornemmelse af
at spillet kører flydende.
4.3 B˚andbredde
Efter at have implementeret klient og server s˚aledes at de begge var istand til at afsende og
modtage data, stod det os efter afprøvninger programmet klart, at den mængde data der sendtes
fra server til klient var alt for stor. Der var tale om gennemsnitligt 52 kb/s per klient, hvilket
medførte at serveren skulle afsende 208 kb/s med 4 klienter tilsluttet. Dette skabte ikke de store
b˚andbreddeproblemer for lokalnetværket. Derimod betød det at hvis spillet skulle spilles over
Internettet, skulle serveren have forbindelse der kunne klare mere end 2 Mbit/s i upload. Dette
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mente vi ikke var hensigtsmæssigt, eftersom de færreste slutbrugere i nutidens Danmark, har
s˚adan en opkobling. Vi gjorde os derfor overvejelser om hvorledes vi kunne nedbringe denne
mængde af data. Vi kom frem til to parametre vi kunne justere p˚a:
1. Nedbringe pakkestørrelsen p˚a data der afsendes
2. Nedbringe frekvensen hvormed pakker afsendes
4.3.1 Optimering af pakkestørrelse
Først og fremmest s˚a vi p˚a om der kunne skæres noget fra modelPackage. Men vi mente at vi
allerede havde fundet en minimal struktur, og prøvede derefter at optimere p˚a andre m˚ader. Det
viser sig at Java i sin util pakke har en metode hvormed man kunne komprimere data til zip
eller gzip filformaterne. Eksperimentation men denne klasse førte dog til at pakkestørrelsen blev
fordoblet! Vi valgte ikke at bruge mange kræfter p˚a at forsøge at f˚a komprimeringsmetoden til at
virke, i og med at det ogs˚a førte til nye komplikationer med at konvertere en fil til et bytearray.
Ved at eksperimentere med at skrive serialserede objekter ud til en fil, noterede vi os at
fyldte forholdsvis meget i forhold de data de indholdte. Et ModelPackage-objekt skrevet til
en fil fyldte nemlig 561 bytes. I og med at vi alligevel konverterede vor data til et bytearray,
begyndte vi at overveje om ikke vi kunne skrive den data der var brug for direkte til et array,
uden at gemme selve objektet. De data der var nødvendige at overføre:
• Boldens placering - 2 floats (x,y koordinat)
• Boldens hastighed - 2 floats (x,y koordinat)
• Stængernes position - 8 Stænger af 2 floats (position p˚a y-aksen, og vinkel)
Ialt er der tale om 20 floats af 4 byte(32 bit) + 8 byte til at nummere stængerne = 88 byte.
Der er alts˚a tale om en reduktion af pakkestørrelsen p˚a ca. 85%.
Vores udmiddelbare problem var at et flydende tal ikke direkte lader sig overfører til en
byte, og e´n float skulle deles op i 4 bider for at bevare al information. Vi valgte derfor at lave
vores egne metode til at konvertere en float til et bytearray og vise versa.
Metoden til at konvertere en float til et byte array implementeret s˚aledes at vi først konvert-
erer floaten til en int ved at anvende metoden FloatToIntBits() i Float klassen, der kort sagt
returner en int som repræsenterer det flydende tal. Dette er nødvendigt for at kunne anvende
den bitvise højreskift-operator , da denne ikke kan bruges p˚a flydende tal. Ideen er da at vi
bryder heltallet op i 4 bider, ved først at skifte de 8 mest betydende bits 24 pladser til højre, og
derefter anvender den bitvise and operation mellem det skiftede tal og 0xFF. P˚a denne m˚ade
f˚ar vi sk˚aret alt andet end de 8 mindst betydende bit fra, og vi kan herefter typekonvertere
disse til en byte og gemme dem p˚a en plads i bytearrayet. Denne proces gentages, s˚aledes at
alle 32 bit bliver gemt i et bytearray, med de mest betydende bit først og de mindste til sidst.
Følgende er et eksempel p˚a anvendelse af metoden.
Opskrevet p˚a algoritmeform er vores metode til konvertering af float til et bytearray som
følger:
Da vi konverterer floats der sendes over netværk til bytearrays, bliver vi nødt til at have en
metode til at konvertere disse bytearrays tilbage til floats igen. Følgende ses den algoritme vi
anvender til konverteringen opskrevet p˚a algoritmeform (se figur 4.3).
Algoritmens input er det bytearray, der skal oversættes til en float. Ideen bag algoritmen
er at lægge bytes fra arrayet efter hinanden, og oversætte dette bitmønster til en heltalsværdi.
Den første byte i arrayet er den mest betydende og skal derfor lægges forrest. Da man ikke kan
ligge bytes efter hinanden i Java, opn˚ar vi en lignende effekt ved at multiplicere byten med
2563, svarende til at skifte byten 24 pladser til venstre. Ligeledes skal byte nr. 2 multipliceres
med 2562, byte nr. 3 med 2561 og den sidste byte med 2560. De resulterende tal ligges sammen
og oversættes til en float, ved at kalde metoden intBitsToFloat. Som det sidste returnes den
resulterende float.
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Vi ønsker at konvertere tallet 124.125125 til et bytearray.
floatToIntBits(124.125125) == 1123565584
Opskrevet binært f˚as
1123565584 == 01000010 11111000 01000000 00010000
Først er vi interesseret i de 8 bit længst til venstre
1123565584  24 == 00000000 00000000 00000000 01000010
For at isolerer de fremhævede 8 bit, anvender vi den bitvise and
00000000 00000000 00000000 01000010 & 11111111 == 01000010
01000010 typekonverteres da til en byte og gemmes i en plads i arrayet
ba[0] = (byte)01000010
Dernæst udvindes de næste 8 bit
1123565584 16 == 0000000 0000000 01000010 11111000
0000000 0000000 01000010 11111000 & 11111111 == 11111000
ba[1] = (byte)11111000
og s˚a fremdeles
Algoritme floatToByteArray(f)
Input float f der skal konverteres
Output byteArray ba der best˚ar af f konverteret
fAsInt← floatToIntBits(f)
bits← 24
for i ← 0 to i < 4 do
ba← 0xff&(fAsInt bits)
bits← bits− 8
return ba
Figur 4.2: Algoritme til konvertering af float til bytearray.
Algoritme byteArrayToFloat(byte)
Input byteArray byte der skal konverteres
Output float f der best˚ar af byte konverteret
int it← 0
powerResult← 2563
for i ← 0 to i < 4 do
it← it+ (0xff&ba) · powerResult
powerResult← powerResult/256
float f ← intBitsToF loat(it)
return f
Figur 4.3: Algoritme til konvertering af bytearray til float.
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Afrunding
5.1 Diskussion
Ud fra den undersøgelse vi foretog os i iteration 1 fandt vi ud af hvordan vi ville opbygge
netværksdelen. Nogle af de problemstillinger vi skulle have p˚a plads inden vi startede program-
meringen var hvilken netværksarkitektur samt transportlagsprotokol vi skulle benytte. Som
beskrevet i iteration 1 valgte vi b˚ade at implementere muligheden for dedikeret server og klient
som server akitekturerne. A˚rsagen til dette er at det i nogle tilfælde ville være bedre at bruge
den ene fremfor den anden og vise versa. F.eks. ville dedikeret server arkitekturen være bedre at
anvende for et firma der udbyder spil p˚a Internettet som spil.tv2.dk. P˚a denne m˚ade kan firmaet
forære klientdelen af programmet gratis væk, men være de eneste der kan oprette servere og
derved udbyde spillet. Klient som server arkitekturen egner sig mere til en gratis version af hele
programmet, hvor brugerne st˚ar for at oprette servere selv.
Følgende diskuterede vi hvilken transportlagsprotokol der egnede sig bedst til spillet. Vi
fandt frem til at det var nødvendigt at anvende b˚ade UDP og TCP. TCP fordi denne kunne
h˚andtere af sammenkobling mellem server og klienter, og overførsel af m˚alscore. TCP er vigtig
at anvende i denne situation, da alle klienter skal have at vide at der er scoret et m˚al.
UDPs funktion var at holde klient og servers model ajour, og var dermed rygraden i
netværksmodulet. Information om stænger og bold blev sendt fra server til klient, og UDP
tilfredsstillede vores behov for hastighed i denne sammenhæng.
Vores tilgang til problemløsning har generelt været objektorienteret. Forst˚aet p˚a den m˚ade
at vi i s˚a vid mulig udstrækning, har forsøgt at strukturere vores løsninger, s˚aledes at de var
nemme at arbejde med for andre og for os selv. I vores stræben efter at opn˚a hvad vi mener er
god objektorienteret kode, valgte vi at gøre brug af Javas interface Serializable, for simpelt at
kunne overføre objekter over netværk. Efter afprøvning af vores objektorienterede implementer-
ing, stod det os klart at den objektorienterede simplicitet, ikke kunne forenes med vores strenge
krav om synkronisering. Problemet l˚a i at de serialiserede objekter var for store i forhold til
vores afsendingsfrekvens. For at løse dette problem var det nødvendigt at angribe problemstill-
ing fra en mindre objektorienteret vinkel. Vi undersøgte hvor meget den data vi skulle afsende,
reelt fyldte i byte. Konklusionen var at vi kunne spare utrolig meget plads, s˚afremt at vi kunne
afsende de r˚a datatyper direkte. Vi m˚atte arbejde med datatyperne p˚a bitniveau for at kunne
indfri vores krav. Vi opn˚aede herved en yderst effektiv løsning sammenlignet med den objekto-
rienterede løsningsmodel uden af at ændre p˚a alpha-koden. Vi har sidenhen gjort os tanker om
at denne løsning kunne optimeres yderligere, hvis vi havde valgt at ændre p˚a de datatyper der
blev anvendt i modellen. Eksempelvis kunne vi flere steder i modellen anvende shorts fremfor
floats, og dermed 16 bit pr. variabel.
En bagdel ved vores projekt har været at vi har manglet muligheden for at afprøve pro-
grammet over større afstande. Herved er der muligvis forsinkelsesproblemer vi ikke har taget
højde for i dette projekt.
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5.2 Konklusion
Spillet PoleSoccer er blevet udvidet s˚aledes at dette nu kan spilles af flere personer over lokalnet
og Internet. B˚andbredden er effektivt udnyttet eftersom en klient teoretisk set kan afvikles over
et 56k modem, og stadig holde sin model synkron med serverens.
5.3 Perspektivering
Vi er tilfredse med produktet af dette projekt og mener at vi st˚ar med et program, der sk-
aber grobund for et godt flerbrugerspil. Som beskrevet i diskussionen mener vi ikke at kunne
klandre netværksmodulet, og dermed dette projekt for at være ufærdiggjort. Førend program-
met er fuldstændigt, og kan ligges ud p˚a Internettet eller anvendes p˚a anden vis, er der stadig
nogle uafsluttede kapitler i programmeringen. Herunder kan nævnes en mere overbevisende og
naturtro programmodel, bedre brugervenlighed samt sm˚a tilføjelser til grafikdelen. Hvis disse
omr˚ader blev færdiggjort mener vi at spillet kan betragtes som brugbart af slutbrugere.
Der er dog mange programdele der kan udvides yderligere, og nye programmoduler kan
tilføjes for at gøre spillet størrere, flottere og sjovere. Vi har mange fremtidsvisioner for spillet,
og kan nævne:
• Tilføjelse af en database, der indeholder informationer om brugere og afsluttede kampe
• Mulighed for at gemme et afsluttet spil, s˚a man kan se et replay af kampen.
• Implementation af grafik og model i tre dimensioner.
• Opsættelse af en server med tilhørende hjemmeside, hvorfra spillet kan hentes og spilles.
Programmeringen af PoleSoccer The Game er ikke afsluttet, men blot begyndt.
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Appendiks A
Optimering og refaktorisering
Denne fase har til form˚al at inspicere alpha-koden, og refaktorisere samt optimere hvor der
m˚atte være brug for dette. Afsnittet vil være kort og uden mange detaljer, eftersom denne
problemstilling ikke er indenfor dette projekts fokus.
Opgave 1: Refaktorisering
Dele af koden, kan opdeles p˚a en mere hensigtsmæssig m˚ade. Der er bl.a. tale om view, som
skal afspejle strukturen i model. Derudover skal der ske en omdøbning af klassenavnene i mod-
el, s˚aledes at disse alle indeholder navnet ’model’. Ydermere skal koden gennemg˚as med en
tættekam og overflødig kode skal elimineres. Desuden skal der fjernes et redundant check i
programmets model.
Opgave 2: Repræsentation af bold
Bolden var i Alpha-koden statisk, og dette er efter vores mening ikke den korrekte m˚ade at
anvende statiske entiteter i objektorienteret programmering. Repræsentationen af bolden ønsker
vi derfor at ændre s˚aledes at metoder der tilg˚ar bolden, istedet f˚ar overført en reference til
objektet.
A.1 Opgave 1: Refaktorisering
Vi har fjernet de metoder og variable, der ikke længere bliver brugt. Det blev til ca. 50 linjers
kode der blev fjernet. Herudover er alle klasser, i modelpakken, blevet omdøbt til <klasse-
navn>Model.java. Dette er gjort for at man bedre kan kende forskel p˚a klasserne i view og
model.
Ydermere har vi omformet designet af view, s˚aledes at strukturen afspejler model. Nedenfor
ses et klassediagram over hvordan view s˚a ud inden refaktoriseringen (figur A.1), og hvordan
det kom til at se ud efter (figur A.2).
Figur A.1: Klassediagram over view før refaktorisering
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Figur A.2: Klassediagram over view efter refaktorisering
Kollisionscheck
I modellen var det største problem et redundant check i kollisionsalgoritmen. N˚ar en bold og en
spiller kolliderer, havde vi i Alphaprogrammet valgt at checke for kollision to forskellige steder,
for at afspejle at kollisionen kunne forekomme p˚a to m˚ader.
1. Hver gang boldens tr˚ad opdateres (hvert 5.ms), rykkes bolden x felter i den ene retning og
y i den anden retning. S˚afremt en af disse variable er større end 1, flyttes bolden xMax(x,y) ,
y
Max(x,y) og hver gang checkes for om der er sket en kollision med væg eller spiller.
2. Hvis brugeren bevæger musen, er der mulighed for at der kan opst˚a en kollision, eftersom
at bevægelser medfører en ændring af spillerens koordinater. Der bliver derfor først checket
for hvorvidt det er muligt at ramme spilleren, og dernæst bestemmes hvor p˚a spilleren
bolden rammer.
Et af problemerne med at have delt kollisionschecket op i to dele var bl.a. at vi med check #1
kunne invertere boldens retningsvektor, alt efter om den ramte en lodret eller vandret flade. Men
vi kunne ikke overføre hastighed fra stang til bold. Dette skyldtes at hastigheden for stængeren
reelt kun eksisterede n˚ar en bruger bevægede musen. Ma˚den vi løser dette problem p˚a er ved
at samle de to checks i en metode, der kaldes ligegyldigt om det er stangen der bevæger sig,
eller det er bolden støder ind i en spiller.
A.2 Opgave 2: Repræsentation af bold
Det følgende afsnit beskriver arbejdet i opgave 2, hvor vi optimerede vores boldklasse BallModel.
Vi fandt frem til to løsningsmodeller for hvordan vi kunne løse problemet med den statiske bold.
Den første løsningsmodel var ved at gøre kollisionsmetoden statisk, s˚a denne kunne tilg˚as fra
boldens update-metode. Vi konkluderede dog hurtigt at denne løsningsmodel ikke var mulig,
eftersom statiske metoder ikke kan tilg˚a ikke-statiske variable og metoder. I vores eksempel var
det kollisionscheckmetoden, der ikke kunne tilg˚a ManModel, BallModel samt flere.
Den anden metode vi valgte at afprøve var at ændre alle metoder, der brugte den statiske
bold, til i stedet at skulle kaldes med et BallModel objekt. Følgende kan metoderne arbejde p˚a
det objekt de bliver kaldt med i stedet for at tilg˚a den statiske boldklasse.
Den anden løsning viste sig at være hensigtsmæssig. Ikke blot fordi den var let at imple-
mentere, men ogs˚a fordi den bevirkede at det ville være let at implentere mulighed for multiple
bolde i et spil. Da bolden var statisk var dette ikke muligt.
A.2.1 System/sekvensdiagrammer
For lettere at kunne visualisere hvilke forbedringer denne iteration har medført har vi valgt at
lave to system/sekvensdiagrammer, der beskriver en kollision mellem bold og mand før og efter
ændringen.
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Figur A.3: UML system/sekvensdiagram over kollision mellem bold og mand før ændringen.
Figur A.4: UML system/sekvensdiagram over kollision mellem bold og mand efter ændringen.
Man kan se p˚a figur A.3 at der er mange kald til BallModel, hvor de fleste er kald der bliver
udført mange gange. P˚a A.4 kan man se at alle disse kald er elimineret. Der arbejdes i stedet
p˚a et objekt der bliver sendt til metoderne.
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Appendiks B
Ordliste
Singleton Dette designmønter anvendes n˚ar der kun m˚a oprettes en instans af en klasse. Det
fungerer ved at konstuktøren i klassen er privat, hvilket vil sige at man ikke kan oprette
et objekt ved at kalde dens konstuktør. En instans af klassen oprettes i stedet ved at
kalde en metode i klassen kaldet getInstance. Denne metode opretter og returnerer et
nyt objekt s˚afremt der ikke er oprettet nogen instans af klassen endnu. Hvis der allerede
er oprettet en instans af klassen returneres objektet, der allerede eksisterer.
Model, Veiw, Controller Designmønster der g˚ar ud p˚a at sikre lav kobling i et program.
Programmet opdeles i tre dele med hver sin funktionalitet.
• Model er programmets kerne, og er som oftest her hvor beregninger bliver udført og
informationer om programmets tilstand gemmes. Modellen skal være observerbar.
• View er programmets brugergrænseflade, der afspejler modellens tilstand. Dette gøres
ved at viewet observerer p˚a modellen. N˚ar der sker en ændring i modellen opdateres
viewet s˚a modellens tilstand afspejles i viewet.
• Controller tager sig af brugerinput, og gemmer informationer ned i modellen.
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Programdokumentation
C.1 util.Convert.java
Ansvarsomr˚ade
Denne klasse indholder statiske metoder til at omregne fra bytearray til float og omvendt
De vigtigste metoder
floatToByteArray(float f) konverterer en float til et bytearray og returnerer dette.
byteArrayToFloat(byte[ ba))] konverteree et bytearray af størrelsen 4 til float og returnerer
den oversatte float.
C.2 network.PolePackage.java
Ansvarsomr˚ade
Klassen indeholder data der skal sendes fra klient til server.
De vigtigste metoder
toByteArray() Returnerer et bytearray med alt dataen fra objektet. Metoden anvendes n˚ar
data skal sendes fra klient til server, hvor dette skal konverteres til et bytearray for at
kunne blive sende via UDP.
C.3 network.client.ConnectionHandler.java
Ansvarsomr˚ade
Sørger for at oprette forbindelse til serveren fra klienten. Med klassen er det muligt at sende
data og modtage over UDP eller TCP.
De vigtigste metoder
readTCP()/writeTCP(Object o) Disse metoder søger for at sende og modtage data til og
fra serveren, via TCP transportprotokollen.
readUDP()/writeUDP(byte[ b)] Disse metoder sender og modtager data via UDP.
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C.4 network.client.ModelPackageReciever.java
Ansvarsomr˚ade
Sørger for at oversætte data der sendes til klienten, og opdaterer klientens model.
De vigtigste metoder
input() Læser fra UDP socket via ConnectionHandler.
translatePackage() Sørger for at indsætte de data, der kommer fra UDP input() i modellen.
C.5 network.client.PoleTransmitter.java
Ansvarsomr˚ade
Klassen oversætter og sender en polemodel, hver gang der sker en ændring i model.PoleModel.
De vigtigste metoder
send(PoleModel pm, byte poleNr) Oversætter information fra PoleModel til et bytearray
og sender en polemodel til serveren
C.6 network.client.StartClient.java
Ansvarsomr˚ade
Klassen søger for at starte klientmodulet
C.7 network.client.TCPReciever.java
Ansvarsomr˚ade
Læser TCP trafik og behandler m˚alscoren.
C.8 network.server.ClientManager.java
Ansvarsomr˚ade
Denne klasse opretholder forbindelsen til klienterne. Man kan igennem denne klasse sende og
modtage data fra klienterne.
De vigtigste metoder
readUDP()/writeUDP(byte[ b)] Sender og modtager data til/fra klienterne med UDP
readTCP()/writeTCP(Object o) Sender og modtager data til/fra klienterne med TCP
C.9 network.server.ModelPackage.java
Ansvarsomr˚ade
Klassen indeholder data der skal sendes fra serveren til klienterne.
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De vigtigste metoder
toByteArray() Returnerer et bytearray med dataen fra objektet selv. Metoden bruges n˚ar
data skal sendes fra server til klienterne, hvor dataen skal konverteres til et bytearray for
at kunne blive sende via UDP.
C.10 network.server.PackageTransmitter.java
Ansvarsomr˚ade
Klassen sørger for at sende data til klienterne hver anden gang der rykkes p˚a bolden. Herudover
sendes m˚alscoreren over TCP
De vigtigste metoder
update(Observable o, Object arg) Denne metode kaldes n˚ar bolden rykkes, og st˚ar for
start af dataoverførsel.
C.11 network.server.PolePackageReciever.java
Ansvarsomr˚ade
Klassen implementerer en tr˚ad, og opsnapper PolPackage’s der sendes til serveren. Herudover
opdaterer den ogs˚a serverens model n˚ar en pakke modtages.
De vigtigste metoder
translatePackage(byte[ polePackage)] Oversætter pakker og indsætter information i serverens
model.
C.12 network.server.StadingPackage.java
Ansvarsomr˚ade
Objekt der indeholder m˚alscore, og anvendes i forbindelse med overførelse af denne.
C.13 network.server.StartPackage.java
Ansvarsomr˚ade
Simpel klasse, der indeholder en startbesked, der sendes til klienterne n˚ar spillet g˚ar igang.
C.14 network.server.StartServer.java
Ansvarsomr˚ade
Klasse der opstarter serveren.
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Programdokumentation af Alpha
kode
D.1 model.Ball.java
Ansvarsomr˚ade
At repræsentere en bold i spillet og indeholde metoder til manipulation af bolden.
De vigtigste metoder
move(int v) kaldes for at rykke bolden. Afstanden bolden rykkes er lig med boldens hastighedsvek-
tor divideret med v.
invertVelocity(int i) inverterer boldens y-retning hvis i er 1, x-retning hvis i er 2 og b˚ade
og hvis i er 3.
transferVelocity(VectorPoint v) ligger v til boldens hastighedsvektor og sørger for at hastighedsvek-
toren ikke overstiger den maksimale fart bolden m˚a have.
run() sørger for at kalde alle de objekter der observerer p˚a bolden med argumentet ”moved”,
der betyder at bolden har rykket sig.
D.2 model.Goal.java
Ansvarsomr˚ade
Repræsenterer et m˚al. Klassen holder styr p˚a antal m˚al der er scoret p˚a det.
De vigtigste metoder
goalHit() skal kaldes n˚ar der er scoret et m˚al. Returner 2 hvis der er scoret, 1 hvis bolden er
p˚a vej ned i m˚alet men at hele bolden endnu ikke er kommet i m˚al og 0 hvis der ikke er
scoret.
D.3 model.Man.java
Ansvarsomr˚ade
Klassen indeholder alle informationer om en spillefigur, herunder hvor manden er placeret og
dens størrelse.
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De vigtigste metoder
isHit() checker om manden er ramt af bolden. Metoden returnerer 0 hvis manden ikke er ramt,
1 hvis manden er ramt fra toppen eller bunden, 2 hvis den er ramt fra en side og 3 hvis
bolden har ramt manden p˚a et hjørne.
D.4 model.Pole.java
Ansvarsomr˚ade
Pole-klassens opgave er at holde styr p˚a en spillestang. Klassen indeholder et antal Man-objekter
samt informationer om stangens vinkel og position p˚a spillebordet.
De vigtigste metoder
hitMen() checker om der er sket en kollision mellem bolden og en af de Man-objekter stangen
er oprettet med. Dette gøres ved at kalde alle Man-objekternes isHit()-metoder.
changeYPosition(int y) ændrer Pole-objektets y-placering med y. Som standard er positio-
nen p˚a et Pole-objekt altid lig med 0, der repræsenterer at at stangen starter i midten.
Checker desuden om der ved at rykke stangen er sket en kollision med bolden.
changeAngle(int a) ændrer vinklen p˚a Pole-objektet med a grader. Hvis vinklen herved
bliver større end 180◦ ændres den til -179◦. Modsat ændres vinklen til 180◦ hvis den
bliver mindre end -179◦. Efter vinklen er ændret checkes der for kollisioner med bolden.
D.5 model.Table.java
Ansvarsomr˚ade
Table er klassen der samler tr˚adene i modellen. Klassen opretter et antal Pole-objekter, samt en
bold og to m˚al. Table skal oprettes med et objekt af typen Dimension. Dette objekt bestemmer
størrelsen af bordfodboldbordet.
De vigtigste metoder
moveBall() rykker bolden og kalder metoderne wallCol() og manCol() for at checke efter
kollisioner med hhv. væggene og mændene.
manCol() checker for kollisioner mellem bolden og mændene. Dette gøres ved at kalde alle
Pole-objekternes hitMan()-metode.
wallCol() checker for kollisioner mellem bolden og væggene.
addBall() tilføjer en bold til spillet, hvis der ikke er nogen bold i forvejen.
D.6 control.PoleControl
Ansvarsomr˚ade
Holder styr p˚a brugerinput, og ændrer i modellen alt efter hvad brugeren giver som input.
Klassen implementere b˚ade MouseMotionListener og KeyListener, og lytter dermed b˚ade p˚a
musen og tastaturet.
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De vigtigste metoder
MouseMoved(MouseEvent e) bliver kaldt hver gang brugeren rykker musen. Metoden kalder
metoderne changeYPosition() og changeAngle(), der begge ligger i Pole-klassen, med in-
formation om hvad der skal ændres.
keyPressed(KeyEvent e) bliver kaldt hver gang brugeren trykker p˚a tastaturet. Metoden
reagerer dog kun hvis det er mellumrumstasten,’q’, ’w’, ’a’, ’s’ eller ’d’ der bliver trykket
p˚a. Hvis det er mellemrum der er trykket p˚a, skiftes hvilken stang der styres med musen.
Ved tryk p˚a ’q’ skiftes mellem angreb og forsvar. Ved tryk p˚a ’w’ eller ’s’ kaldes changeY-
Position(), og et tryk p˚a ’a’ eller ’d’ medfører at changeAngle() kaldes.
D.7 view.MainFrame.java
Ansvarsomr˚ade
Opretter hele spillet og opretter en ramme om spillet, som spillet skal køre i.
D.8 view.TableView.java
Ansvarsomr˚ade
Denne klasse har til opgave, at oprette de forskellige grafiske komponenter, som f.eks. view.BallView.
Klassen sørger at de grafiske komponenter tilføjes i den rigtige rækkefølge, s˚aledes at baggrunden
f.eks. kommer til at være bageved bolden.
D.9 view.BallView.java
Ansvarsomr˚ade
Klassen skal vise et billede af bolden og p˚a det rette sted, som defineret i modellen. Dette gøres
ved at klassen observerer p˚a ball i modellen.
D.10 view.ManView.java
Ansvarsomr˚ade
Viser det korrekte billede relativt til vinklen af pole i modellen.
De vigtigste metoder
load() Loader alle billederne af spilleren ind i en ArrayList. P˚a den m˚ade skal programmet
ikke ned og læse p˚a harddisken, hver gang den skal hente et billede frem p˚a skærmen.
update(Observable o, Object arg) update bliver kaldt hver gang controllerklassen PoleControl
registrerer at man rykker p˚a en spillerstang. N˚ar det sker skal update opdatere, ved at
sætte spillermændene i overensstemmelse med modellen og skifte billede s˚a manden har
den rigtige vinkel.
D.11 util.SoundFX.java
Ansvarsomr˚ade
Denne klasse holder styr p˚a lyd til spillet.
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De vigtigste metoder
playSound(String hits, float b) spiller en lyd alt efter hvilken tekststeng der gives som in-
put. Er den lig med ”man”afspilles et klonk. Ligeledes afspilles der lyde hvis tekststrengen
er ”goal” eller ”wall” . Den float metoden kaldes med er boldens hastighed. Den bruges
ikke til noget, men var originalt til at kunne afspille lydens højde i forhold til boldens
hastighed.
D.12 util.VectorPoint.java
Ansvarsomr˚ade
Klassen repræsenterer en blanding af en vektor og et punkt, da den kan bruges som begge ting.
Der er dog metoder i den der kun kan bruges hvis den bruges som en vektor.
De vigtigste metoder
distance(VectorPoint p) returnerer afstanden mellem p og det Vectorpoint du kalder meto-
den hos.
greatest() returnerer den største af x eller y.
length() returnerer længden p˚a vektoren.
trim(float t) skalerer vektoren med t divideret med length().
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Kildekode
PolePackage.java
1 package network ;
2
3 import u t i l . Convert ;
4
5 import java . i o . S e r i a l i z a b l e ;
6
7 public class PolePackage implements S e r i a l i z a b l e {
8
9 public PolePackage (model . PoleModel pM, int poleNumber ) {
10 this . poleNumber = poleNumber ;
11 poleAngle = pM. getAngle ( ) ;
12 poleYPos = pM. ge tyPos i t i on ( ) ;
13 }
14
15 public f loat getPoleAngle ( ) {
16 return poleAngle ;
17
18 }
19
20 public byte [ ] toByteArray ( ) {
21 byte [ ] b = new byte [ 9 ] , ang le = new byte [ 4 ] , ypos = new byte [ 4 ] ;
22 b [ 0 ] = (byte ) poleNumber ;
23 ang le = Convert . f loatToByteArray ( getPoleAngle ( ) ) ;
24 ypos = Convert . f loatToByteArray ( getPoleYPos ( ) ) ;
25 for ( int i = 1 ; i < 5 ; i++) {
26 b [ i ] = ang le [ i − 1 ] ;
27 b [ 4 + i ] = ypos [ i − 1 ] ;
28 }
29 return b ;
30 }
31
32 public f loat getPoleYPos ( ) {
33 return poleYPos ;
34 }
35
36 public int getPoleNumber ( ) {
37 return poleNumber ;
38 }
39
40 private int poleNumber ;
41 private f loat poleAngle , poleYPos ;
42
43 }
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E.1 network
E.1.1 server
ModelPackage.java
1 package network . s e r v e r ;
2
3 import network . PolePackage ;
4 import u t i l . Convert ;
5
6 import java . i o . S e r i a l i z a b l e ;
7
8 public class ModelPackage implements S e r i a l i z a b l e {
9
10 public ModelPackage createPackage (model . TableModel t ab l e ) {
11 xCenter = model . BallModel . g e t In s tance ( ) . getCenter ( ) . getX ( ) ;
12 yCenter = model . BallModel . g e t In s tance ( ) . getCenter ( ) . getY ( ) ;
13 xVel = model . BallModel . g e t In s tance ( ) . g e tVe l o c i t y ( ) . getX ( ) ;
14 yVel = model . BallModel . g e t In s tance ( ) . g e tVe l o c i t y ( ) . getY ( ) ;
15
16 po l e s = new PolePackage [ 8 ] ;
17 for ( int i = 0 ; i < 8 ; i++) {
18 po l e s [ i ] = new PolePackage ( t ab l e . getPo le ( i ) , i ) ;
19 }
20 stat icPackageNo++;
21 packageNo = stat icPackageNo ;
22 return this ;
23 }
24
25 public byte [ ] toByteArray ( ) {
26 byte [ ] b = new byte [ 8 8 ] ;
27 b = Convert . mergeArrays (b , Convert . f loatToByteArray ( xCenter ) , 0) ;
28 b = Convert . mergeArrays (b , Convert . f loatToByteArray ( yCenter ) , 4) ;
29 b = Convert . mergeArrays (b , Convert . f loatToByteArray ( xVel ) , 8) ;
30 b = Convert . mergeArrays (b , Convert . f loatToByteArray ( yVel ) , 12) ;
31
32 for ( int t = 0 , i = 16 ; t < 8 ; i = i + 9) {
33 b = Convert . mergeArrays (b , po l e s [ t ] . toByteArray ( ) , i ) ;
34 t++;
35 }
36
37 return b ;
38 }
39
40 public PolePackage [ ] g e tPo l e s ( ) {
41 return po l e s ;
42 }
43
44 public int getPackageNo ( ) {
45 return packageNo ;
46 }
47
48 public f loat getxCenter ( ) {
49 return xCenter ;
50 }
51
52 public f loat getyCenter ( ) {
53 return yCenter ;
54 }
55
56 public f loat getxVel ( ) {
57 return xVel ;
58 }
59
60 public f loat getyVel ( ) {
61 return yVel ;
62 }
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63
64
65 private int packageNo ;
66 private stat ic int stat icPackageNo = 0 ;
67
68 public f loat xCenter , yCenter , xVel , yVel ;
69
70 private PolePackage [ ] po l e s ;
71
72
73 }
ClientManager.java
1 package network . s e r v e r ;
2
3 import java . i o . ∗ ;
4 import java . net . DatagramPacket ;
5 import java . net . DatagramSocket ;
6 import java . net . ServerSocket ;
7 import java . net . Socket ;
8 import java . u t i l . Calendar ;
9
10 public class ClientManager {
11
12 public stat ic ClientManager ge t In s tance ( ) {
13 i f ( theClientManager == null ) {
14 theClientManager = new ClientManager ( ) ;
15 }
16 return theClientManager ;
17 }
18
19 private ClientManager ( ) {
20 c l i entCount = i n i t . S ta r t . c l i entCount ;
21 i f ( i n i t . S ta r t . contro lEnabled )
22 c l ientCount−−;
23 out = new ObjectOutputStream [ c l i entCount ] ;
24 in = new ObjectInputStream [ c l i entCount ] ;
25 c l i e n t L i s t = new Socket [ c l i entCount ] ;
26
27 try {
28
29 s s = new ServerSocket ( i n i t . S ta r t . portNr ) ;
30 System . out . p r i n t l n ( ”\nWaiting f o r c l i e n t s ”) ;
31 for ( int i = 0 ; i < c l i entCount ; i++) {
32 c l i e n t L i s t [ i ] = s s . accept ( ) ;
33
34 out [ i ] = new ObjectOutputStream ( c l i e n t L i s t [ i ] . getOutputStream ( ) )
;
35 in [ i ] = new ObjectInputStream ( c l i e n t L i s t [ i ] . getInputStream ( ) ) ;
36 System . out . p r i n t l n ( Calendar . g e t In s tance ( ) . getTime ( ) + ” :
Connection accepted from [ ” +
37 c l i e n t L i s t [ i ] . ge t InetAddress ( ) . getHostAddress ( ) +
38 ” ] ”) ;
39 }
40
41 UDPSocket = new DatagramSocket ( i n i t . S ta r t . portNr ) ;
42 System . out . p r i n t l n ( ”C l i en t s connected : ” + c l i e n t L i s t . l ength ) ;
43
44 } catch ( IOException e ) {
45 e . pr intStackTrace ( ) ;
46 }
47
48 }
49
50 public void writeUDP(byte [ ] b ) {
51 for ( int i = 0 ; i < c l i entCount ; i++) {
52 try {
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53 UDPSocket . send (new DatagramPacket (b , b . length , c l i e n t L i s t [ i ] .
ge t InetAddress ( ) , i n i t . S ta r t . portNr ) ) ;
54 } catch ( IOException e ) {
55
56 }
57 }
58 }
59
60 public void writeUDP( Object o ) {
61 for ( int i = 0 ; i < c l i entCount ; i++) {
62 ByteArrayOutputStream byteStream = new ByteArrayOutputStream (1024) ;
63 try {
64 ObjectOutputStream os = new ObjectOutputStream (new
BufferedOutputStream ( byteStream ) ) ;
65
66 os . f l u s h ( ) ;
67 os . wr i teObject ( o ) ;
68 os . f l u s h ( ) ;
69
70 byte [ ] sendBuf = byteStream . toByteArray ( ) ;
71
72 UDPSocket . send (new DatagramPacket ( sendBuf , sendBuf . length ,
c l i e n t L i s t [ i ] . ge t InetAddress ( ) , i n i t . S ta r t . portNr ) ) ;
73 os . c l o s e ( ) ;
74 } catch ( IOException e ) {
75 e . pr intStackTrace ( ) ;
76 }
77 }
78 }
79
80 public byte [ ] readUDP( ) {
81
82 byte [ ] dataBuf fe r = new byte [ 9 ] ;
83 DatagramPacket dP = new DatagramPacket ( dataBuf fer , dataBuf fe r . l ength ) ;
84 try {
85 UDPSocket . r e c e i v e (dP) ;
86 dataBuf fe r = dP . getData ( ) ;
87
88 } catch ( IOException e ) {
89 e . pr intStackTrace ( ) ;
90
91 }
92 return dP . getData ( ) ;
93
94 }
95
96 public void writeTCP( Object o ) {
97 for ( int i = 0 ; i < c l i entCount ; i++) {
98 try {
99 out [ i ] . wr i teObject ( o ) ;
100 } catch ( IOException e ) {
101 e . pr intStackTrace ( ) ;
102 }
103 }
104 }
105
106 public Object readTCP( int cl ientNumber ) throws Exception {
107 return in [ cl ientNumber ] . readObject ( ) ;
108 }
109
110 public DatagramSocket getUDPSocket ( ) {
111 return UDPSocket ;
112 }
113
114 public Socket [ ] g e tC l i e n tL i s t ( ) {
115 return c l i e n t L i s t ;
116 }
117
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118 public Socket g e tC l i en t ( int i ) {
119 return c l i e n t L i s t [ i ] ;
120 }
121
122 public int getCl ientCount ( ) {
123 return c l i entCount ;
124 }
125
126 public ObjectInputStream [ ] ge t In ( ) {
127 return in ;
128 }
129
130 public ObjectOutputStream [ ] getOut ( ) { // o f here !
131 return out ;
132 }
133
134 private DatagramSocket UDPSocket ;
135 ObjectInputStream [ ] in ;
136 ObjectOutputStream [ ] out ;
137 private int c l i entCount ;
138 private stat ic ClientManager theClientManager ;
139 ServerSocket s s ;
140 Socket [ ] c l i e n t L i s t ;
141 }
PackageTransmitter.java
1 package network . s e r v e r ;
2
3 import java . u t i l . Observable ;
4 import java . u t i l . Observer ;
5
6 public class PackageTransmitter extends Thread implements Observer {
7
8 public PackageTransmitter (model . TableModel t ab l e ) {
9 this . t ab l e = tab l e ;
10 t ab l e . addObserver ( this ) ;
11 cM = ClientManager . g e t In s tance ( ) ;
12 mp = new ModelPackage ( ) ;
13 s t a r t ( ) ;
14
15 }
16
17 public void update ( Observable o , Object arg ) {
18 i f ( arg . t oS t r i ng ( ) . equa l s ( ”goa l scored ”) ) {
19 StandingPackage standing = new StandingPackage ( t ab l e . getBlueGoal ( ) .
getGoalsScored ( ) , t ab l e . getRedGoal ( ) . getGoalsScored ( ) ) ;
20 cM. writeTCP( standing ) ;
21 } else {
22 counter++;
23 i f ( counter == 2) {
24 try {
25 for ( int i = 0 ; i < cM. getCl ientCount ( ) ; i++) {
26
27 cM. writeUDP(mp. createPackage ( t ab l e ) . toByteArray ( ) ) ;
28
29 }
30 } catch ( Exception e ) {
31 e . pr intStackTrace ( ) ;
32 }
33 counter = 0 ;
34 }
35 }
36 }
37
38 private int counter = 0 ;
39 ClientManager cM;
40
41 private model . TableModel t ab l e ;
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42 private ModelPackage mp;
43 }
PolePackageReciever.java
1 package network . s e r v e r ;
2
3 import u t i l . Vector ;
4
5
6 public class PolePackageReciever extends Thread {
7 public PolePackageReciever (model . TableModel t ab l e ) {
8 this . t ab l e = tab l e ;
9 s t a r t ( ) ;
10 }
11
12 public void run ( ) {
13 byte [ ] polePackage ;
14 while ( true ) {
15 polePackage = ClientManager . g e t In s tance ( ) . readUDP( ) ;
16 t rans la tePackage ( polePackage ) ;
17 }
18 }
19
20 private void t rans la tePackage (byte [ ] polePackage ) {
21 byte [ ] byteAngle = new byte [ 4 ] ;
22 byte [ ] byteYPos = new byte [ 4 ] ;
23 for ( int i = 1 ; i < 5 ; i++) {
24 byteAngle [ i − 1 ] = polePackage [ i ] ;
25 byteYPos [ i − 1 ] = polePackage [ i + 4 ] ;
26 }
27
28 f loat de l taAngle = ( u t i l . Convert . byteArrayToFloat ( byteAngle ) − 180) −
t ab l e . getPo le ( ( int ) polePackage [ 0 ] ) . getAngle ( ) ;
29 f loat deltaYpos = ( u t i l . Convert . byteArrayToFloat ( byteYPos ) − 500) −
t ab l e . getPo le ( ( int ) polePackage [ 0 ] ) . g e tyPos i t i on ( ) ;
30 t ab l e . getPo le ( ( int ) polePackage [ 0 ] ) . poleMoved (new Vector ( deltaAngle ,
deltaYpos ) ) ;
31 }
32
33 private model . TableModel t ab l e ;
34 }
StandingPackage.java
1 package network . s e r v e r ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5 public class StandingPackage implements S e r i a l i z a b l e {
6 public StandingPackage ( int bluePoint , int redPoint ) {
7 this . b luePoint = bluePoint ;
8 this . redPoint = redPoint ;
9 }
10
11 public int getBluePoint ( ) {
12 return bluePoint ;
13 }
14
15 public int getRedPoint ( ) {
16 return redPoint ;
17 }
18
19 public St r ing toS t r i ng ( ) {
20 return bluePoint + ”−” + redPoint ;
21 }
22
23 private int bluePoint , redPoint ;
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24
25 }
StartPackage.java
1 package network . s e r v e r ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5 public class StartPackage implements S e r i a l i z a b l e {
6
7 public StartPackage ( S t r ing sm) {
8 startMsg = sm ;
9 }
10
11 public St r ing toS t r i ng ( ) {
12 return startMsg ;
13 }
14
15 private St r ing startMsg ;
16 }
StartServer.java
1 package network . s e r v e r ;
2
3 import model . TableModel ;
4
5 public class Sta r tSe rve r {
6 public Sta r tSe rve r ( TableModel t ab l e ) {
7 ClientManager cm = ClientManager . g e t In s tance ( ) ;
8 cm. writeTCP(new StartPackage ( ”Welcome to the game . ”) ) ;
9
10 new PackageTransmitter ( t ab l e ) ;
11 }
12
13 }
E.1.2 client
ConnectionHandler.java
1 package network . c l i e n t ;
2
3 import java . i o . ∗ ;
4 import java . net . DatagramPacket ;
5 import java . net . DatagramSocket ;
6 import java . net . Socket ;
7
8 public class ConnectionHandler {
9 public stat ic ConnectionHandler g e t In s tance ( ) {
10 i f ( thisConnHandler == null ) {
11 thisConnHandler = new ConnectionHandler ( ) ;
12 }
13 return thisConnHandler ;
14 }
15
16 private ConnectionHandler ( ) {
17 try {
18
19 socket = new Socket ( i n i t . S ta r t . hostName , i n i t . S ta r t . portNr ) ;
20 UDPsocket = new DatagramSocket ( i n i t . S ta r t . portNr ) ;
21 in = new ObjectInputStream ( socke t . getInputStream ( ) ) ;
22 out = new ObjectOutputStream ( socke t . getOutputStream ( ) ) ;
23
24 } catch ( IOException e ) {
25 e . pr intStackTrace ( ) ;
26 }
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27 }
28
29 public void writeTCP( Object o ) throws IOException {
30 out . wr i teObject ( o ) ;
31 }
32
33 public Object readTCP ( ) throws IOException , ClassNotFoundException {
34 return in . readObject ( ) ;
35 }
36
37 public byte [ ] readUDP( ) throws IOException , ClassNotFoundException {
38 dataBuf fe r = new byte [ 8 8 ] ;
39 dP = new DatagramPacket ( dataBuf fer , dataBuf fe r . l ength ) ;
40 UDPsocket . r e c e i v e (dP) ;
41
42 return dP . getData ( ) ;
43 }
44
45 public void writeUDP(byte [ ] b ) throws IOException {
46 UDPsocket . send (new DatagramPacket (b , b . length , socke t . get InetAddress ( ) ,
i n i t . S ta r t . portNr ) ) ;
47 }
48
49 public void writeUDP( Object o ) throws IOException {
50 ByteArrayOutputStream byteStream = new ByteArrayOutputStream (1024) ;
51 try {
52 ObjectOutputStream os = new ObjectOutputStream (new
BufferedOutputStream ( byteStream ) ) ;
53
54 os . f l u s h ( ) ;
55 os . wr i teObject ( o ) ;
56 os . f l u s h ( ) ;
57
58 byte [ ] sendBuf = byteStream . toByteArray ( ) ;
59
60 UDPsocket . send (new DatagramPacket ( sendBuf , sendBuf . length , socket .
get InetAddress ( ) , i n i t . S ta r t . portNr ) ) ;
61 os . c l o s e ( ) ;
62 } catch ( IOException e ) {
63 e . pr intStackTrace ( ) ;
64 }
65 }
66
67 public Socket getSocket ( ) {
68 return socke t ;
69
70 }
71
72 private stat ic ConnectionHandler thisConnHandler ;
73 ObjectInputStream ob j e c t In ;
74 private DatagramSocket UDPsocket ;
75 private DatagramPacket dP ;
76 private byte [ ] dataBuf fe r ;
77 private Socket socke t ;
78 private ObjectInputStream in ;
79 private ObjectOutputStream out ;
80 }
ModelPackageReciever.java
1 package network . c l i e n t ;
2
3 import u t i l . Convert ;
4 import u t i l . Vector ;
5
6 import java . i o . IOException ;
7 import java . net . SocketExcept ion ;
8
9 public class ModelPackageReciever {
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10
11 public ModelPackageReciever (model . TableModel t ab l e ) {
12 this . t ab l e = tab l e ;
13 cH = ConnectionHandler . g e t In s tance ( ) ;
14 input ( ) ;
15 }
16
17 private void input ( ) {
18 byte [ ] b ;
19 while ( true ) {
20 try {
21 b = cH . readUDP( ) ;
22 t rans la tePackage (b) ;
23
24 } catch ( SocketExcept ion e ) {
25 e . pr intStackTrace ( ) ;
26 break ;
27 } catch ( ClassNotFoundException e ) {
28 e . pr intStackTrace ( ) ;
29 } catch ( IOException e ) {
30 e . pr intStackTrace ( ) ;
31 }
32 }
33 }
34
35 private void t rans la tePackage (byte [ ] b ) {
36 byte [ ] xCenterByte = new byte [ 4 ] , yCenterByte = new byte [ 4 ] , xVelByte =
new byte [ 4 ] , yVelByte = new byte [ 4 ] ;
37
38 xCenterByte = Convert . getSubArray (b , 0 , 4) ;
39 yCenterByte = Convert . getSubArray (b , 4 , 8) ;
40 xVelByte = Convert . getSubArray (b , 8 , 12) ;
41 yVelByte = Convert . getSubArray (b , 12 , 16) ;
42
43 model . BallModel . g e t In s tance ( ) . s e tCenter (new Vector ( Convert .
byteArrayToFloat ( xCenterByte ) , Convert . byteArrayToFloat ( yCenterByte ) )
) ;
44 model . BallModel . g e t In s tance ( ) . s e tVe l o c i t y (new Vector ( Convert .
byteArrayToFloat ( xVelByte ) , Convert . byteArrayToFloat ( yVelByte ) ) ) ;
45
46 model . PoleModel pm;
47 for ( int i = 0 , t = 17 ; i < 8 ; i++) {
48 pm = tab l e . getPo le ( i ) ;
49 i f ( !pm. i s InUse ( ) ) {
50 pm. s e tPo l ePo s i t i on ( Convert . byteArrayToFloat ( Convert .
getSubArray (b , t + 4 , t + 8) ) ,
51 Convert . byteArrayToFloat ( Convert . getSubArray (b , t , t +
4) ) ) ;
52
53 }
54 t = t + 9 ;
55 }
56 }
57
58 private ConnectionHandler cH ;
59 private model . TableModel t ab l e ;
60 }
PoleTransmitter.java
1 package network . c l i e n t ;
2
3 import model . PoleModel ;
4 import u t i l . Convert ;
5
6 import java . i o . IOException ;
7 import java . u t i l . Observable ;
8 import java . u t i l . Observer ;
9
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10 public class PoleTransmitter implements Observer {
11 public PoleTransmitter (model . PoleModel [ ] pM) {
12 this .pM = pM;
13 cH = ConnectionHandler . g e t In s tance ( ) ;
14 for ( int i = 0 ; i < pM. length ; i++) {
15 pM[ i ] . addObserver ( this ) ;
16 }
17 }
18
19 public void update ( Observable o , Object arg ) {
20 i f ( ( ( model . PoleModel ) o ) . i s InUse ( ) ) {
21 for (byte i = 0 ; i < pM. length ; i++) {
22 i f (pM[ i ] . equa l s ( ( model . PoleModel ) o ) ) {
23 send ( ( PoleModel ) o , i ) ;
24 }
25 }
26 }
27 }
28
29 public void send ( PoleModel pm, byte poleNr ) {
30 byte [ ] sendbyte = new byte [ 9 ] , ang le = new byte [ 4 ] , ypos = new byte [ 4 ] ;
31 sendbyte [ 0 ] = poleNr ;
32 ang le = Convert . f loatToByteArray (pm. getAngle ( ) + 180) ;
33 ypos = Convert . f loatToByteArray (pm. ge tyPos i t i on ( ) + 500) ;
34 for ( int i = 1 ; i < 5 ; i++) {
35 sendbyte [ i ] = ang le [ i − 1 ] ;
36 sendbyte [ 4 + i ] = ypos [ i − 1 ] ;
37 }
38
39 try {
40 cH . writeUDP( sendbyte ) ;
41 } catch ( IOException e ) {
42 e . pr intStackTrace ( ) ;
43 }
44
45 }
46
47 private PoleModel [ ] pM;
48 private ConnectionHandler cH ;
49 }
StartClient.java
1 package network . c l i e n t ;
2
3 import model . PoleModel ;
4 import model . TableModel ;
5 import network . s e r v e r . StartPackage ;
6
7 import java . i o . IOException ;
8
9 public class S ta r tC l i en t {
10 public S ta r tC l i en t ( TableModel t ab l e ) {
11 PoleModel [ ] pm = new PoleModel [ 8 ] ;
12 for ( int i = 0 ; i < pm. l ength ; i++) {
13 pm[ i ] = tab l e . getPo le ( i ) ;
14 }
15 ConnectionHandler ch = ConnectionHandler . g e t In s tance ( ) ;
16 try {
17 Object o = null ;
18 while ( ! ( ( o = ch . readTCP ( ) ) instanceof StartPackage ) ) ;
19 System . out . p r i n t l n ( o ) ;
20 } catch ( IOException e ) {
21 e . pr intStackTrace ( ) ;
22 } catch ( ClassNotFoundException e ) {
23 e . pr intStackTrace ( ) ;
24 }
25
26 new network . c l i e n t . PoleTransmitter (pm) ;
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27 new TCPReciever ( t ab l e ) ;
28 }
29 }
TCPReciever.java
1 package network . c l i e n t ;
2
3 import model . TableModel ;
4 import network . s e r v e r . StandingPackage ;
5
6 import java . i o . IOException ;
7
8 public class TCPReciever extends Thread {
9 public TCPReciever ( TableModel t ab l e ) {
10 this . t ab l e = tab l e ;
11 ch = ConnectionHandler . g e t In s tance ( ) ;
12 s t a r t ( ) ;
13 }
14
15 public void run ( ) {
16 Object o ;
17 while ( true ) {
18 try {
19 i f ( ( o = ch . readTCP ( ) ) instanceof StandingPackage ) {
20
21 tab l e . getRedGoal ( ) . s e tGoa l sScored ( ( ( StandingPackage ) o ) .
getRedPoint ( ) ) ;
22 tab l e . getBlueGoal ( ) . s e tGoa l sScored ( ( ( StandingPackage ) o ) .
getBluePoint ( ) ) ;
23 System . out . p r i n t l n ( o ) ;
24 s l e e p (20) ;
25 }
26
27
28 } catch ( IOException e ) {
29 e . pr intStackTrace ( ) ; //To change body o f catch statement use
F i l e | Se t t i n g s | Fi l e Templates .
30 } catch ( Inter ruptedExcept ion e ) {
31 e . pr intStackTrace ( ) ;
32 } catch ( ClassNotFoundException e ) {
33 e . pr intStackTrace ( ) ; //To change body o f catch statement use
F i l e | Se t t i n g s | Fi l e Templates .
34 }
35 }
36 }
37
38
39 private TableModel t ab l e ;
40 ConnectionHandler ch ;
41
42 }
E.1.3 control
PoleControl.java
E.1.4 model
BallModel.java
1 package model ;
2
3 import u t i l . Vector ;
4
5 import java . i o . S e r i a l i z a b l e ;
6 import java . u t i l . Observable ;
7
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8 public class BallModel extends Observable implements S e r i a l i z a b l e {
9
10 public stat ic BallModel g e t In s tance ( ) {
11 i f ( t h i sB a l l == null ) {
12 t h i sB a l l = new BallModel ( ) ;
13 }
14 return t h i sB a l l ;
15 }
16
17 private BallModel ( ) {
18 rad iu s = 12 ;
19 b a l l F r i c t i o n = 0.999 f ;
20 MAXVELOCITY = 7 ;
21 }
22
23 /∗∗
24 ∗ Moves the b a l l v e l o c i t y /v p i x e l s
25 ∗
26 ∗ @param v number o f p i x e l s to move
27 ∗/
28 public void move( int v ) {
29 cente r . add (new Vector ( ( f loat ) ( v e l o c i t y . getX ( ) / v ) , ( f loat ) ( v e l o c i t y .
getY ( ) / v ) ) ) ;
30 setChanged ( ) ;
31 not i f yObse rve r s ( ”moved”) ;
32 }
33
34 /∗∗
35 ∗ Moves the b a l l xSquares , ySquares in p i x e l s
36 ∗
37 ∗ @param xSquares the number o f squares in x−d i r e c t i on
38 ∗ @param ySquares the number o f squares in y−d i r e c t i on
39 ∗/
40 public void jump( f loat xSquares , f loat ySquares ) {
41 cente r . add (new Vector ( xSquares , ySquares ) ) ;
42 }
43
44 public void jump( Vector v ) {
45 cente r . add (v ) ;
46 }
47
48 /∗∗
49 ∗ Inve r t the v e l o c i t y o f the b a l l i f i t h i t s something
50 ∗
51 ∗ @param i i=1 means i n v e r t y d i r ec t i on , i=2 means i n v e r t x d i r ec t i on , i=3
means i n v e r t both
52 ∗/
53 public void i n v e r tVe l o c i t y ( int i ) {
54 switch ( i ) {
55 case (1 ) :
56 v e l o c i t y . invertY ( ) ;
57 break ;
58 case (2 ) :
59 v e l o c i t y . invertX ( ) ;
60 break ;
61 case (3 ) :
62 v e l o c i t y . invertX ( ) ;
63 v e l o c i t y . invertY ( ) ;
64 break ;
65 }
66 }
67
68 public void t r a n s f e rV e l o c i t y ( Vector v ) {
69 v e l o c i t y . add (v ) ;
70 i f ( v e l o c i t y . l ength ( ) > MAXVELOCITY) {
71 v e l o c i t y . tr im (MAXVELOCITY) ;
72 }
73 }
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74
75 public void f r i c t i o n ( ) {
76 s e tVe l o c i t y (new Vector ( ( f loat ) v e l o c i t y . getX ( ) ∗ ba l l F r i c t i o n , ( f loat )
v e l o c i t y . getY ( ) ∗ b a l l F r i c t i o n ) ) ;
77 }
78
79 public void dec r ea s eVe l o c i t y ( f loat m) {
80 v e l o c i t y . d i v id e (m) ;
81 }
82
83 public void s e tVe l o c i t y ( Vector v e l o c i t y ) {
84 this . v e l o c i t y = v e l o c i t y ;
85 }
86
87 public void se tCenter ( Vector c ent e r ) {
88 this . c en t e r = cente r ;
89 }
90
91 public f loat getX ( ) {
92 return ( f loat ) c en t e r . getX ( ) ;
93 }
94
95 public f loat getY ( ) {
96 return ( f loat ) c en t e r . getY ( ) ;
97 }
98
99 public Vector getCenter ( ) {
100 return cent e r ;
101 }
102
103 public Vector g e tVe l o c i t y ( ) {
104 return v e l o c i t y ;
105 }
106
107 public St r ing toS t r i ng ( ) {
108 return ”Center : ” + cente r + ”\ nVe loc i ty : ” + v e l o c i t y ;
109 }
110
111 public int getRadius ( ) {
112 return rad iu s ;
113 }
114
115 private stat ic BallModel t h i sB a l l ;
116 private f ina l f loat MAXVELOCITY;
117 private int rad iu s ;
118 private f loat b a l l F r i c t i o n ;
119 private Vector center , v e l o c i t y ;
120 }
GoalModel.java
1 package model ;
2
3 import java . awt . ∗ ;
4
5 public class GoalModel {
6
7 public GoalModel ( Point l o ca t i on , int s i z e , S t r ing team , boolean d i r e c t i o n ) {
8 this . d i r e c t i o n = d i r e c t i o n ;
9 this . team = team ;
10 this . s i z e = s i z e ;
11 this . l o c a t i o n = l o c a t i o n ;
12 goa l sScored = 0 ;
13 }
14
15 public St r ing getTeam ( ) {
16 return team ;
17 }
18
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19 public int goa lHi t ( ) {
20 i f ( theBa l l . getCenter ( ) . getY ( ) > l o c a t i o n . getY ( ) − s i z e / 2 &&
21 theBa l l . getCenter ( ) . getY ( ) < l o c a t i o n . getY ( ) + s i z e / 2) {
22 i f ( ( l o c a t i o n . getX ( ) + theBa l l . getCenter ( ) . getX ( ) < theBa l l .
getRadius ( ) && d i r e c t i o n == LEFT) | | ( l o c a t i o n . getX ( ) − theBa l l .
getCenter ( ) . getX ( ) < theBa l l . getRadius ( ) && d i r e c t i o n == RIGHT) )
{
23 goa l sScored++;
24 return 2 ;
25 }
26 return 1 ;
27 }
28 return 0 ;
29 }
30
31 public void se tGoa l sScored ( int goa l sScored ) {
32 this . goa l sScored = goa l sScored ;
33 }
34
35 public int getGoalsScored ( ) {
36 return goa l sScored ;
37 }
38
39 public St r ing toS t r i ng ( ) {
40 return ”” + goa l sScored ;
41 }
42
43 private boolean d i r e c t i o n ;
44 public stat ic f ina l boolean LEFT = false , RIGHT = true ;
45 private BallModel theBa l l = BallModel . g e t In s tance ( ) ;
46 private int s i z e , goa l sScored ;
47 private Point l o c a t i o n ;
48 private St r ing team ;
49
50 }
ManModel.java
1 package model ;
2
3 import u t i l . Vector ;
4
5 import java . i o . S e r i a l i z a b l e ;
6
7 public class ManModel implements S e r i a l i z a b l e {
8 public ManModel ( f loat xPos i t ion , int yPos i t i on ) {
9 this ( xPos i t ion , yPos i t ion , 20 , 30) ;
10 }
11
12 public ManModel ( f loat xPos i t ion , f loat yPos i t ion , int xWidth , int yWidth ) {
13 this . xWidth = xWidth ;
14 this . yWidth = yWidth ;
15 this . yPos i t i on = yPos i t i on ;
16 this . xPos i t i on = xPos i t i on ;
17 bounce = 0.50 f ;
18 }
19
20 /∗∗
21 ∗ Method tha t checks i f the b a l l h i t t h i s man.
22 ∗
23 ∗ @return 0 i f the b a l l didn ’ t h i t anything , 1 i f the b a l l h i t a man from
the top , 2 i f the b a l l h i t a man from
24 ∗ the s ide , and 3 i f the b a l l h i t a man i a corner
25 ∗/
26
27 public int i sH i t ( ) {
28 i f ( theBa l l . getCenter ( ) . getX ( ) >= xPos i t i on − getxWidth ( ) / 2 &&
29 theBa l l . getCenter ( ) . getX ( ) <= xPos i t i on + getxWidth ( ) / 2) {
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30 i f (Math . abs ( theBa l l . getY ( ) − yPos i t i on + yWidth / 2) <= theBa l l .
getRadius ( ) | |
31 Math . abs ( theBa l l . getY ( ) − yPos i t i on − yWidth / 2) <= theBa l l
. getRadius ( ) ) {
32 return 1 ;
33 }
34 } else i f ( theBa l l . getCenter ( ) . getX ( ) + theBa l l . getRadius ( ) >= xPos i t i on
− getxWidth ( ) / 2 &&
35 theBa l l . getCenter ( ) . getX ( ) − theBa l l . getRadius ( ) <= xPos i t i on +
getxWidth ( ) / 2) {
36 i f ( theBa l l . getY ( ) >= yPos i t i on − yWidth / 2 && theBa l l . getY ( ) <=
yPos i t i on + yWidth / 2) {
37 return 2 ;
38 } else i f ( theBa l l . getCenter ( ) . d i s t anc e (new Vector ( xPos i t ion ,
yPos i t i on ) ) <=
39 Math . s q r t (Math . pow(xWidth , 2) + Math . pow(yWidth , 2) ) / 2 +
theBa l l . getRadius ( ) ) {
40 i f ( theBa l l . getY ( ) < yPos i t i on ) {
41 i f ( theBa l l . getX ( ) < xPos i t i on ) {
42 i f ( theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
43 return 2 ;
44 i f ( theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
45 return 1 ;
46 } else {
47 i f ( theBa l l . g e tVe l o c i t y ( ) . getY ( ) < 0)
48 return 2 ;
49 i f ( theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
50 return 1 ;
51 }
52 } else {
53 i f ( theBa l l . getX ( ) < xPos i t i on ) {
54 i f ( theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
55 return 2 ;
56 i f ( theBa l l . g e tVe l o c i t y ( ) . getX ( ) < 0)
57 return 1 ;
58 } else {
59 i f ( theBa l l . g e tVe l o c i t y ( ) . getY ( ) > 0)
60 return 2 ;
61 i f ( theBa l l . g e tVe l o c i t y ( ) . getX ( ) > 0)
62 return 1 ;
63 }
64 }
65 return 3 ;
66 }
67 }
68 return 0 ;
69
70 }
71
72 private int calcB ( u t i l . Vector v ) {
73 return ( v . s i gn ( fa l se ) / v . s i gn ( true ) ) ;
74 }
75
76
77 public f loat ge tyPos i t i on ( ) {
78 return yPos i t i on ;
79 }
80
81 public void moveyPosit ion ( f loat yPos i t i on ) {
82 this . yPos i t i on += yPos i t i on ;
83 }
84
85 public f loat ge txPos i t i on ( ) {
86 return xPos i t i on ;
87 }
88
89 public void movexPosit ion ( f loat xPos i t i on ) {
90 this . xPos i t i on += xPos i t i on ;
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91 }
92
93 public int getxWidth ( ) {
94 return xWidth ;
95 }
96
97 public int getyWidth ( ) {
98 return yWidth ;
99 }
100
101 public f loat getBounce ( ) {
102 return bounce ;
103 }
104
105 public void s e t yPo s i t i on ( f loat yPos i t i on ) {
106 this . yPos i t i on = yPos i t i on ;
107 }
108
109 public void s e t xPo s i t i on ( f loat xPos i t i on ) {
110 this . xPos i t i on = xPos i t i on ;
111 }
112
113 private BallModel theBa l l = BallModel . g e t In s tance ( ) ;
114 private int xWidth , yWidth ;
115 private f loat xPos i t ion , bounce , yPos i t i on ;
116
117 }
PoleModel.java
1 package model ;
2
3 import u t i l . Vector ;
4
5 import java . i o . S e r i a l i z a b l e ;
6 import java . u t i l . Observable ;
7
8 public class PoleModel extends Observable implements S e r i a l i z a b l e {
9 public PoleModel ( int menCount , int poleLength , int xPos i t i on ) {
10 this . poleLength = poleLength ;
11 XPOSITION = xPos i t i on ;
12
13 inUse = fa l se ;
14 men = new ManModel [ menCount ] ;
15 ang le = 0 .0 f ;
16 i sH i t a b l e = true ;
17 sp e ed f r a c t i on = 0.15 f ;
18
19 v e l o c i t y = new Vector (0 , 0) ;
20
21 manXWidth = 20 ;
22 manYWidth = 25 ;
23
24 manHeight = 40 ;
25
26 i n i t ( ) ;
27 }
28
29 private void i n i t ( ) {
30 for ( int i = 0 ; i < men . l ength ; i++) {
31 menSpace = poleLength / (men . l ength + 1) ;
32 men [ i ] = new ManModel (XPOSITION, menSpace ∗ ( i + 1) , manXWidth ,
manYWidth) ;
33 }
34 }
35
36 /∗∗
37 ∗ Checks i f t h eBa l l h i t s a man on the PoleModel .
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38 ∗ t i s 0 i f the b a l l didn ’ t h i t anything , 1 i f the b a l l h i t a man from the
top , 2 i f the b a l l h i t a man from
39 ∗ the s ide , and 3 i f the b a l l h i t a man i a corner
40 ∗/
41 public void hitMen ( ) {
42 i f ( i sH i t a b l e && theBa l l . getCenter ( ) . getX ( ) + theBa l l . getRadius ( ) >= men
[ 0 ] . g e txPos i t i on ( ) − manXWidth / 2 &&
43 theBa l l . getCenter ( ) . getX ( ) − theBa l l . getRadius ( ) <= men [ 0 ] .
g e txPos i t i on ( ) + manXWidth / 2) {
44
45 for ( int i = 0 ; i < men . l ength ; i++) {
46 int t = men [ i ] . i sH i t ( ) ;
47 i f ( t != 0) {
48
49
50 jump ( ) ;
51
52 i f ( t == 1 && theBa l l . g e tVe l o c i t y ( ) . s i gn ( fa l se ) != v e l o c i t y .
s i gn ( fa l se ) ) {
53
54 theBa l l . i n v e r tVe l o c i t y (1 ) ;
55 t r an s f e rVe l ( ) ;
56 break ;
57 } else i f ( t == 2 && theBa l l . g e tVe l o c i t y ( ) . s i gn ( true ) !=
v e l o c i t y . s i gn ( true ) ) {
58
59 theBa l l . i n v e r tVe l o c i t y (2 ) ;
60 t r an s f e rVe l ( ) ;
61 break ;
62 } else i f ( t == 3) {
63
64 theBa l l . i n v e r tVe l o c i t y (3 ) ;
65 t r an s f e rVe l ( ) ;
66 break ;
67 } else i f ( t == 1 | | t == 2) {
68
69 t r an s f e rVe l ( ) ;
70 break ;
71 }
72 }
73 }
74 v e l o c i t y = new Vector (0 , 0) ;
75 }
76 }
77
78 private void t r an s f e rVe l ( ) {
79 theBa l l . t r a n s f e rV e l o c i t y ( v e l o c i t y . mul t ip ly ( s p e ed f r a c t i on ) ) ;
80 decreaseSpeed ( ) ;
81 }
82
83 private void decreaseSpeed ( ) {
84 f loat dec rea s e = 1 .1 f ;
85 i f ( v e l o c i t y . l ength ( ) == 0)
86 dec r ea s e += Math . abs ( ang le ) ∗ 0 .013 f ;
87 theBa l l . d e c r ea s eVe l o c i t y ( dec r ea se ) ;
88 }
89
90 private void jump ( ) {
91 i f ( v e l o c i t y . getX ( ) != 0)
92 theBa l l . jump(3 ∗ ( f loat ) (Math . abs ( v e l o c i t y . getX ( ) ) / v e l o c i t y . getX
( ) ) , 0 f ) ;
93 i f ( v e l o c i t y . getY ( ) != 0)
94 theBa l l . jump(0 f , 3 ∗ ( f loat ) (Math . abs ( v e l o c i t y . getY ( ) ) / v e l o c i t y .
getY ( ) ) ) ;
95 }
96
97 // vec tor v : x=[ d e l t a ] angle , y=[ d e l t a ] ypos
98 public void poleMoved ( Vector v ) {
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99 v e l o c i t y = v ;
100 double y = v . getY ( ) ;
101 double x = v . getX ( ) ;
102 f loat g r e a t e s t = v . g r e a t e s t ( ) ;
103 maxAngle = calcMaxAngle ( ) ;
104 maxReach = calcMaxReach ( ) ;
105 for ( int k = 0 ; k < g r e a t e s t ; k++) {
106
107 i f ( yPos i t i on + y < menSpace − manYWidth && yPos i t i on + y > −
menSpace + manYWidth) {
108 yPos i t i on += y / g r e a t e s t ;
109 for ( int j = 0 ; j < men . l ength ; j++) {
110 men [ j ] . moveyPosition ( ( f loat ) y / g r e a t e s t ) ;
111 }
112 }
113
114 this . ang le += x / g r e a t e s t ;
115 i f ( ang le > 180) {
116 ang le = −179;
117 for ( int i = 0 ; i < men . l ength ; i++) {
118 men [ i ] . movexPosition(−2 ∗ maxReach) ;
119 }
120 }
121 i f ( ang le < −179) {
122 for ( int i = 0 ; i < men . l ength ; i++) {
123 men [ i ] . movexPosition (2 ∗ maxReach) ;
124 }
125 ang le = 180 ;
126 }
127
128 i f ( ang le <= maxAngle && angle >= −maxAngle ) {
129 i sH i t a b l e = true ;
130
131 for ( int i = 0 ; i < men . l ength ; i++) {
132 men [ i ] . movexPosition ( ( f loat ) ( x / g r e a t e s t ) ∗ (maxReach /
maxAngle ) ) ;
133 }
134 } else
135 i sH i t a b l e = fa l se ;
136 hitMen ( ) ;
137 }
138 setChanged ( ) ;
139 not i f yObse rve r s ( ”polemoved ”) ;
140 }
141
142 private f loat calcMaxAngle ( ) {
143 return ( f loat ) (Math . acos ( ( manHeight − theBa l l . getRadius ( ) ∗ 2) /
manHeight ) ∗ (180 / Math . PI ) ) ;
144 }
145
146 // hat ten er b l a˚
147 private f loat calcMaxReach ( ) {
148 return ( f loat ) Math . s q r t (Math . pow(manHeight , 2) − Math . pow(manHeight −
theBa l l . getRadius ( ) ∗ 2 , 2) ) ;
149 }
150
151 public St r ing toS t r i ng ( ) {
152 return ”Ypos : ” + yPos i t i on + ” | Angle : ” + angle ;
153 }
154
155 public int ge txPos i t i on ( ) {
156 return XPOSITION;
157 }
158
159 public f loat ge tyPos i t i on ( ) {
160 return yPos i t i on ;
161 }
162
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163 public int getPoleLength ( ) {
164 return poleLength ;
165 }
166
167 public f loat getAngle ( ) {
168 return ang le ;
169 }
170
171 public ManModel [ ] getMen ( ) {
172 return men ;
173 }
174
175 public void s e tPo l ePo s i t i on ( f loat yPos i t ion , f loat ang le ) {
176 this . yPos i t i on = yPos i t i on ;
177 this . ang le = angle ;
178 for ( int i = 0 ; i < men . l ength ; i++) {
179 menSpace = poleLength / (men . l ength + 1) ;
180 men [ i ] . s e t yPo s i t i on (menSpace ∗ ( i + 1) + yPos i t i on ) ;
181 men [ i ] . s e t xPo s i t i on ( ( f loat ) (manHeight ∗ Math . s i n ( ang le ) ) +
XPOSITION) ;
182 poleMoved (new Vector (0 , 0) ) ;
183 }
184 }
185
186 public boolean i s InUse ( ) {
187 return inUse ;
188 }
189
190 public void set InUse (boolean inUse ) {
191 this . inUse = inUse ;
192 }
193
194 private boolean inUse ;
195 private BallModel theBa l l = BallModel . g e t In s tance ( ) ;
196 private Vector v e l o c i t y ;
197 private int manYWidth , manXWidth , manHeight ;
198 private boolean i sH i t a b l e ;
199 private f loat angle , maxAngle , maxReach , yPos i t ion , s p e ed f r a c t i on ;
200 private int poleLength , menSpace ;
201 private ManModel [ ] men ;
202 private f ina l int XPOSITION;
203 }
TableModel.java
1 package model ;
2
3 import javax . swing . ∗ ;
4 import java . awt . ∗ ;
5 import java . awt . event . ActionEvent ;
6 import java . awt . event . Act i onL i s t ene r ;
7 import java . u t i l . Observable ;
8
9 public class TableModel extends Observable {
10 public TableModel ( Dimension dim) {
11 this . dim = dim ;
12
13 GOALSIZE = ( int ) (dim . getHeight ( ) ∗ ( 0 . 3 ) ) ;
14 KEEPERDISTANCE = 60 ;
15 NUMBEROFPOLES = 8 ;
16 STARTVELOCITY = 1 f ;
17
18 b luePo le s = new PoleModel [NUMBEROFPOLES / 2 ] ;
19 redPo le s = new PoleModel [NUMBEROFPOLES / 2 ] ;
20 bluePoleSetup = new int [ ] { 1 , 2 , 5 , 3} ;
21 redPoleSetup = new int [ ] { 1 , 2 , 5 , 3} ;
22
23 blueGoal =
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24 new GoalModel (new Point (0 , ( int ) (dim . getHeight ( ) / 2) ) ,
GOALSIZE, ”Blue ” ,
25 GoalModel .LEFT) ;
26 redGoal = new GoalModel (new Point ( ( int ) dim . getWidth ( ) , ( int ) (dim .
getHeight ( ) / 2) ) ,
27 GOALSIZE, ”Red” , GoalModel .RIGHT) ;
28
29 p o l e I n i t ( ) ;
30
31 }
32
33 public void s t a r tBa l l ( ) {
34 bal lTimer = new Timer (5 , new Act ionL i s t ene r ( ) {
35 public void act ionPerformed ( ActionEvent e ) {
36 f loat v = theBa l l . g e tVe l o c i t y ( ) . g r e a t e s t ( ) ;
37 /∗∗
38 ∗ Chops the movement o f the b a l l i n to b i t s , so t ha t we can
check s e v e r a l t imes f o r c o l l i s i o n
39 ∗ each time move i invoked
40 ∗/
41 for ( int j = 0 ; j < v ; j++) {
42 theBa l l . move ( ( int ) v + 1) ;
43 c o l l i s i o nChe ck ( ) ;
44 }
45 theBa l l . f r i c t i o n ( ) ;
46 ca l lNot i f yObs ( ) ;
47 }
48
49 }) ;
50 addBall ( ) ;
51 bal lTimer . s t a r t ( ) ;
52 }
53
54 private void ca l lNot i f yObs ( ) {
55 setChanged ( ) ;
56 not i f yObse rve r s ( ””) ;
57 }
58
59 /∗∗
60 ∗ I n i t i a l i s e s the po l e s in two arrays : b l uePo l e s and redPoles .
61 ∗ Blue po l e s are the l e f tmo s t − red the r i g h t .
62 ∗/
63 private void p o l e I n i t ( ) {
64
65 int poleLength = ( int ) dim . getHeight ( ) ;
66 int spac ing = ( ( ( int ) dim . getWidth ( ) ) − KEEPERDISTANCE ∗ 2) / (
NUMBEROFPOLES − 1) ;
67 // For−l oop tha t i n i t i a l i z e s the men on each po l e
68 for ( int i = 0 ; i < NUMBEROFPOLES / 2 ; i++) {
69 i f ( i < 2) {
70 b luePo le s [ i ] = new PoleModel ( bluePoleSetup [ i ] , poleLength ,
KEEPERDISTANCE + spac ing ∗ i ) ;
71 redPo le s [ i ] = new PoleModel ( redPoleSetup [ i ] , poleLength ,
72 ( ( int ) dim . getWidth ( ) ) − (KEEPERDISTANCE + spac ing ∗ i ) )
;
73 } else {
74 b luePo le s [ i ] =
75 new PoleModel ( bluePoleSetup [ i ] , poleLength , b luePo le s [ i
− 1 ] . g e txPos i t i on ( ) + 2 ∗ spac ing ) ;
76 redPo le s [ i ] = new PoleModel ( redPoleSetup [ i ] , poleLength ,
redPo le s [ i − 1 ] . g e txPos i t i on ( ) − 2 ∗ spac ing ) ;
77 }
78 }
79 }
80
81 /∗∗
82 ∗ The method tha t checks i f the b a l l h i t s anything
83 ∗/
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84 public void c o l l i s i o nChe ck ( ) {
85 wal lCol ( ) ;
86 manCol ( ) ;
87 }
88
89 /∗∗
90 ∗ Checking f o r c o l l i s i o n s between the men and the Bal lModel
91 ∗/
92 private void manCol ( ) {
93 for ( int i = 0 ; i < b luePo le s . l ength ; i++) {
94 b luePo le s [ i ] . hitMen ( ) ;
95
96 }
97 for ( int i = 0 ; i < redPo le s . l ength ; i++) {
98 redPole s [ i ] . hitMen ( ) ;
99
100 }
101 }
102
103 /∗∗
104 ∗ Checks f o r c o l l i s i o n s between the wa l l ’ s and the b a l l , and checks i f
t he re ’ s goa l .
105 ∗/
106 private void wal lCol ( ) {
107 i f (0 >= theBa l l . getCenter ( ) . getX ( ) − theBa l l . getRadius ( ) | |
108 theBa l l . getCenter ( ) . getX ( ) + theBa l l . getRadius ( ) >= dim . getWidth
( ) ) {
109 i f ( ! checkForGoal ( ) ) {
110 theBa l l . i n v e r tVe l o c i t y (2 ) ;
111
112 }
113 }
114 i f (0 >= theBa l l . getCenter ( ) . getY ( ) − theBa l l . getRadius ( ) | |
115 theBa l l . getCenter ( ) . getY ( ) + theBa l l . getRadius ( ) >= dim .
getHeight ( ) ) {
116 theBa l l . i n v e r tVe l o c i t y (1 ) ;
117 }
118 }
119
120 /∗∗
121 ∗ Checks f o r goa l s
122 ∗
123 ∗ @return true i f t h e r e s a goal , or the b a l l i s in the goal , but t h e r e s not
ye t a goa l .
124 ∗/
125 private boolean checkForGoal ( ) {
126 i f ( blueGoal . goa lHi t ( ) == 2 | | redGoal . goa lHi t ( ) == 2) {
127 setChanged ( ) ;
128 not i f yObse rve r s ( ”goa l scored ”) ;
129 addBall ( ) ;
130 return true ;
131 }
132 i f ( blueGoal . goa lHi t ( ) == 1 | | redGoal . goa lHi t ( ) == 1)
133 return true ;
134 return fa l se ;
135 }
136
137 /∗∗
138 ∗ Creates new b a l l wi th s t a r t p o s i t i o n and s t a r t v e l o c i t y
139 ∗/
140 public void addBall ( ) {
141 try {
142 Thread . s l e e p (1000) ;
143 } catch ( Inter ruptedExcept ion e ) {
144 e . pr intStackTrace ( ) ;
145 }
146 theBa l l = BallModel . g e t In s tance ( ) ;
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147 theBa l l . s e tCenter (new u t i l . Vector ( ( f loat ) dim . getWidth ( ) / 2 ,
KEEPERDISTANCE) ) ;
148 theBa l l . s e tVe l o c i t y (new u t i l . Vector ( ( f loat ) Math . random ( ) − 0 .5 f ,
STARTVELOCITY) ) ;
149 }
150
151 /∗∗
152 ∗ Readds the b a l l in the middle
153 ∗/
154 public Dimension getDim ( ) {
155 return dim ;
156 }
157
158 public BallModel getTheBal l ( ) {
159 return theBa l l ;
160 }
161
162 public PoleModel [ ] getBluePoles ( ) {
163 return b luePo le s ;
164 }
165
166 public PoleModel [ ] getRedPoles ( ) {
167 return redPo le s ;
168 }
169
170 public int getNUMBEROFPOLES( ) {
171 return NUMBEROFPOLES;
172 }
173
174 public void s e tB luePo l e s ( PoleModel [ ] b luePo le s ) {
175 this . b luePo le s = bluePo le s ;
176 }
177
178 public void setRedPoles ( PoleModel [ ] r edPo le s ) {
179 this . r edPo le s = redPo le s ;
180 }
181
182 public void setTheBal l ( BallModel theBa l l ) {
183 this . theBa l l = theBa l l ;
184 }
185
186 public GoalModel getBlueGoal ( ) {
187 return blueGoal ;
188 }
189
190 public GoalModel getRedGoal ( ) {
191 return redGoal ;
192 }
193
194 public PoleModel getPo le ( int i ) {
195 //0−3: b lue , 4−7: red
196 i f ( i < 4)
197 return b luePo le s [ i ] ;
198 else
199 return redPo le s [ i % 4 ] ;
200 }
201
202 private Timer bal lTimer ;
203 public BallModel theBa l l ;
204 private int [ ] b luePoleSetup , redPoleSetup ;
205 private f ina l int NUMBEROFPOLES, KEEPERDISTANCE, GOALSIZE;
206 private GoalModel blueGoal , redGoal ;
207 private f ina l f loat STARTVELOCITY;
208 private PoleModel [ ] b luePoles , r edPo le s ;
209 private Dimension dim ;
210
211 }
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E.1.5 util
Convert.java
1 package u t i l ;
2
3 public class Convert {
4
5 private Convert ( ) {
6 }
7
8 public stat ic byte [ ] f loatToByteArray ( f loat f ) {
9 byte [ ] ba = new byte [ 4 ] ;
10 int i = Float . f l o a tTo In tB i t s ( f ) ;
11 for ( int u = 0 , b i t s = 24 ; u < 4 ; u++) {
12 ba [ u ] = (byte ) (0 x f f & ( i >> b i t s ) ) ;
13 b i t s −= 8 ;
14 }
15 return ba ;
16 }
17
18 public stat ic byte [ ] mergeArrays (byte [ ] main , byte [ ] toAdd , int o f f s e t ) {
19
20 for ( int i = 0 ; i < toAdd . l ength ; i++) {
21 main [ o f f s e t + i ] = toAdd [ i ] ;
22 }
23 return main ;
24
25 }
26
27 public stat ic byte [ ] getSubArray (byte [ ] main , int o f f s e t , int end ) {
28 i f ( o f f s e t > end )
29 return null ;
30 byte [ ] b = new byte [ end − o f f s e t ] ;
31 for ( int i = 0 ; o f f s e t < end ; o f f s e t++) {
32 b [ i ] = main [ o f f s e t ] ;
33 i++;
34 }
35 return b ;
36 }
37
38 public stat ic f loat byteArrayToFloat (byte [ ] ba ) {
39 int i t = 0 ;
40
41
42
43 for ( int i = 0 , powerResult = 16777216; i < 4 ; i++) {
44 i t += ( ( int ) (0 x f f & ba [ i ] ) ) ∗ powerResult ;
45 powerResult /= 256 ;
46 }
47 return Float . in tBi t sToFloat ( i t ) ;
48 }
49
50 }
Vector.java
1 package u t i l ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5 public class Vector implements S e r i a l i z a b l e {
6
7 public Vector ( f loat x , f loat y ) {
8 this . x = x ;
9 this . y = y ;
10 }
11
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12 public void invertY ( ) {
13 y = −y ;
14 }
15
16 public void invertX ( ) {
17 x = −x ;
18 }
19
20 public int s i gn (boolean returnX ) {
21 i f ( returnX ) return ( int ) (Math . abs ( x ) / x ) ;
22 return ( int ) (Math . abs ( y ) / y ) ;
23 }
24
25 /∗∗
26 ∗ This method shou ld be used to trim a vec tor i f i t ’ s l eng t h i s b i g g e r than
wanted , t shou ld be sma l l e r than
27 ∗ the l eng t h o f the vec tor
28 ∗
29 ∗ @param t the v a r i a b l e used to trim with
30 ∗/
31 public void tr im ( f loat t ) {
32 x = x ∗ ( t / l ength ( ) ) ;
33 y = y ∗ ( t / l ength ( ) ) ;
34 }
35
36 public void setY ( f loat y ) {
37 this . y = y ;
38 }
39
40 public void setX ( f loat x ) {
41 this . x = x ;
42 }
43
44 public f loat getX ( ) {
45 return x ;
46 }
47
48 public f loat getY ( ) {
49 return y ;
50 }
51
52 /∗∗
53 ∗ Ca l cu l a t e s the l eng t h o f the vec tor
54 ∗
55 ∗ @return the l eng t h o f the vec tor
56 ∗/
57 public f loat l ength ( ) {
58 return ( f loat ) Math . s q r t (Math . pow(x , 2) + Math . pow(y , 2) ) ;
59 }
60
61 public Vector d iv id e ( f loat t ) {
62 i f ( t != 0) {
63 x /= t ;
64 y /= t ;
65 return this ;
66 }
67 return null ;
68 }
69
70 public Vector mult ip ly ( int t ) {
71 x ∗= t ;
72 y ∗= t ;
73 return this ;
74 }
75
76 public Vector mult ip ly ( f loat t ) {
77 x ∗= t ;
78 y ∗= t ;
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79 return this ;
80 }
81
82 /∗∗
83 ∗ @return the g r e a t e s t a b s o l u t e va lue o f x or y
84 ∗/
85 public f loat g r e a t e s t ( ) {
86 return Math . abs (x ) > Math . abs (y ) ? Math . abs ( x ) : Math . abs ( y ) ;
87 }
88
89 public f loat d i s t ance ( u t i l . Vector v ) {
90 return ( f loat ) Math . s q r t (Math . pow(x − v . getX ( ) , 2) + Math . pow(y − v . getY
( ) , 2) ) ;
91 }
92
93 public St r ing toS t r i ng ( ) {
94 return ”( ” + x + ” , ” + y + ”) ” ;
95 }
96
97 /∗∗
98 ∗ @param other the po in t u want to add to t h i s po in t
99 ∗ @return t h i s po in t a f t e r add i t i on
100 ∗/
101 public Vector add ( Vector other ) {
102 x += other . x ;
103 y += other . y ;
104 return this ;
105 }
106
107 /∗∗
108 ∗ @return Returns a by te array , whi te the f i r s t 4 by te be ing the x f l o a t ,
and the l a s t 4 by te be ing y f l o a t .
109 ∗ Length o f the array i 8 . In the conver t ing us ing Float .
f l o a tTo In tB i t s . There i s only to s i g n i f i c a n t d i g i t s where us ing t h i s
method .
110 ∗/
111 public byte [ ] getByteArray ( ) {
112 // s i z e o f the array i s : 2∗4 by te (4 by te = 32 b i t = in t e g e r )
113 byte [ ] ba = new byte [ 8 ] ;
114 //Returns a rep re s en ta t i on o f the s p e c i f i e d f l o a t i n g−po in t va lue
115 // according to the IEEE 754 f l o a t i n g−po in t ” s i n g l e format ” b i t l ayou t .
116 int i x = Float . f l o a tTo In tB i t s ( x ) ;
117 int i y = Float . f l o a tTo In tB i t s ( y ) ;
118
119 //push by te by by te in to the by te array
120 int [ ] b i t s = {24 , 16 , 8 , 0} ;
121 for ( int i = 0 ; i < 4 ; i++) {
122 ba [ i ] = (byte ) (0 x f f & ( ix >> b i t s [ i ] ) ) ;
123 ba [ 4 + i ] = (byte ) (0 x f f & ( iy >> b i t s [ i ] ) ) ;
124 }
125 return ba ;
126 }
127
128 /∗∗
129 ∗ @param ba s e t the vector , us ing the by te array made by <CODE>getByteArray
</CODE>
130 ∗/
131 public void s e t (byte [ ] ba ) {
132 int i x = 0 , iy = 0 , t ;
133 int [ ] powerResult = {0 , 256 , 65536 , 16777216} ;
134 for ( int i = 0 , u = 3 ; i < 4 ; i++) {
135 ix += ( ( int ) (0 x f f & ba [ i ] ) ) ∗ powerResult [ u ] ;
136 iy += ( ( int ) (0 x f f & ba [ 4 + i ] ) ) ∗ powerResult [ u ] ;
137 u−−;
138 }
139 x = Float . in tBi t sToFloat ( i x ) ;
140 y = Float . in tBi t sToFloat ( i y ) ;
141 }
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142
143 private f loat x , y ;
144 }
E.1.6 view
BallView.java
1 package view ;
2
3
4 import javax . swing . ∗ ;
5 import java . u t i l . Observable ;
6 import java . u t i l . Observer ;
7
8 public class BallView extends JPanel implements Observer {
9
10 public BallView (model . BallModel bal lModel ) {
11 this . bModel = bal lModel ;
12 bModel . addObserver ( this ) ;
13 setLayout ( null ) ;
14 // I n i t background
15 backIcon = new ImageIcon ( ” g r a f i k / b a l l . png ”) ;
16 background = new JLabel ( backIcon ) ;
17 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
18 setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon . get IconHeight ( ) ) ;
19 add ( background ) ;
20 setOpaque ( fa l se ) ;
21 }
22
23 public void update ( Observable o , Object arg ) {
24 i f ( ( ( S t r ing ) arg ) . equa l s ( ”moved”) ) {
25 int r = bModel . getRadius ( ) ;
26 s e tLoca t i on ( ( int ) ( bModel . getCenter ( ) . getX ( ) − r ) + tx , ( int ) (
bModel . getCenter ( ) . getY ( ) − r ) + ty ) ;
27 }
28 }
29
30 private f ina l int tx = 28 ; //move model
31 private f ina l int ty = 35 ; //move model
32 private f ina l ImageIcon backIcon ;
33 private JLabel background ;
34 private model . BallModel bModel ;
35 }
MainFrame.java
1 package view ;
2
3 import javax . swing . ∗ ;
4 import java . awt . ∗ ;
5
6 public class MainFrame extends JFrame {
7
8 public MainFrame(model . TableModel model ) {
9 tableView = new TableView (model ) ;
10 getContentPane ( ) . setLayout (new BorderLayout ( ) ) ;
11 //removes the courser from view
12 this . s e tCursor ( ge tToo lk i t ( ) . createCustomCursor ( Too lk i t . g e tDe fau l tToo lk i t
( ) . getImage ( ”noimage ”) , new Point (0 , 0) , ”Den gemte cu r s e r ”) ) ;
13
14 i f ( i n i t . S ta r t . fu l lScreenMode && i n i t . S ta r t . withUI ) {
15 System . out . p r i n t l n ( ” f u l l s c r e e n mode”) ;
16
17 GraphicsDevice gDevice ;
18 DisplayMode dMode ;
19 GraphicsEnvironment ge = GraphicsEnvironment .
getLocalGraphicsEnvironment ( ) ;
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20 gDevice = ge . ge tDe fau l tScreenDev ice ( ) ;
21 setUndecorated ( true ) ;
22 s e tRe s i z ab l e ( fa l se ) ;
23 gDevice . setFullScreenWindow ( this ) ;
24 dMode = new DisplayMode (1024 , 768 , 24 , DisplayMode .
REFRESHRATEUNKNOWN) ;
25 try {
26 gDevice . setDisplayMode (dMode) ;
27 } catch ( I l l ega lArgumentExcept ion e ) {
28 }
29 s e t S i z e ( Too lk i t . g e tDe fau l tToo lk i t ( ) . g e tSc r e enS i z e ( ) ) ;
30 s c r e e n s i z e = Too lk i t . g e tDe fau l tToo lk i t ( ) . g e tSc r e enS i z e ( ) ;
31 // s e t s tab leView center on the screen
32 tableView . setBounds ( s c r e e n s i z e . width / 2 − tableView .
g e tP r e f e r r e dS i z e ( ) . width / 2 ,
33 s c r e e n s i z e . he ight / 2 − tableView . g e tP r e f e r r e dS i z e ( ) . he ight
/ 2 , tableView . g e tP r e f e r r e dS i z e ( ) . width ,
34 tableView . g e tP r e f e r r e dS i z e ( ) . he ight ) ;
35
36 } else {
37 s e t S i z e (900 , 550) ;
38 tableView . setBounds (0 , 0 , 900 , 550) ;
39 }
40
41 getContentPane ( ) . setLayout ( null ) ;
42 getContentPane ( ) . setBackground ( Color .WHITE) ;
43 getContentPane ( ) . add ( tableView ) ;
44
45 se tDe fau l tC lo seOperat ion (EXIT ON CLOSE) ;
46 s e tRe s i z ab l e ( fa l se ) ;
47 s e tV i s i b l e ( true ) ;
48 i f ( i n i t . S ta r t . i s S e r v e r )
49 s e tT i t l e ( ”Running in network . s e r v e r mode”) ;
50 else
51 s e tT i t l e ( ”PoleSoccer the game”) ;
52 }
53
54 private TableView tableView ;
55 private java . awt . Dimension s c r e e n s i z e ;
56 }
ManView.java
1 package view ;
2
3 import javax . swing . ∗ ;
4 import java . u t i l . ArrayList ;
5
6 public class ManView extends JPanel {
7
8 /∗∗
9 ∗ Creates a new ins tance o f ManView
10 ∗/
11 public ManView(model .ManModel manModel , S t r ing path , boolean diagnost icMode )
{
12 mm = manModel ;
13 this . path = path ;
14 this . d iagnost icMode = diagnost icMode ;
15
16 setOpaque ( fa l se ) ;
17 setLayout ( null ) ;
18
19 backIcon = new ImageIcon ( path + ”p0000 . png ”) ;
20 background = new JLabel ( backIcon ) ;
21
22 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
23 s e t S i z e ( background . g e tS i z e ( ) ) ;
24 add ( background ) ;
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25 loadImage ( ) ;
26 i f ( diagnost icMode )
27 background . s e tV i s i b l e ( fa l se ) ;
28 }
29
30 public void setImage ( int numberOfImage ) {
31 backIcon = ( ImageIcon ) imageList . get ( numberOfImage ) ;
32 background . s e t I c on ( backIcon ) ;
33 }
34
35 public void updateLocation ( ) {
36 se tLoca t i on ( getLocat ion ( ) . x , ( int ) mm. ge tyPos i t i on ( ) − (mm. getyWidth ( ) /
2) + ty ) ;
37 }
38
39 private void loadImage ( ) {
40 for ( int i = 0 ; i < 90 ; i += 1) {
41 i f ( i < 10) {
42 imageList . add (new ImageIcon ( path + ”p000 ” + i + ” . png ”) ) ;
43 } else i f ( i >= 10 && i < 100) {
44 imageList . add (new ImageIcon ( path + ”p00 ” + i + ” . png ”) ) ;
45 } else {
46 imageList . add (new ImageIcon ( path + ”p0 ” + i + ” . png ”) ) ;
47 }
48 }
49 }
50
51 private St r ing path ;
52 private ArrayList imageList = new ArrayList ( ) ;
53 private f ina l int tx = 28 ; //move model
54 private f ina l int ty = 35 ; //move model
55
56 private model .ManModel mm;
57 private ImageIcon backIcon ;
58 private JLabel background ;
59 private boolean diagnost icMode = fa l se ;
60 }
PoleView.java
1 package view ;
2
3 import model .ManModel ;
4
5 import javax . swing . ∗ ;
6 import java . u t i l . Observable ;
7 import java . u t i l . Observer ;
8
9 public class PoleView extends JPanel implements Observer {
10
11 public PoleView (model . PoleModel poleModel , S t r ing ImagePath , boolean
diagnost icMode ) {
12 model = poleModel ;
13 manViewArray = new ManView [ model . getMen ( ) . l ength ] ;
14 model . addObserver ( this ) ;
15 setOpaque ( fa l se ) ;
16 setLayout ( null ) ;
17
18 for ( int j = 0 ; j < model . getMen ( ) . l ength ; j++) {
19 ManModel mm = model . getMen ( ) [ j ] ;
20 ManView mw = new ManView(mm, ImagePath , diagnost icMode ) ;
21 manViewArray [ j ] = mw;
22 mw. se tLoca t i on ( ( int ) mm. ge txPos i t i on ( ) − (mm. getxWidth ( ) / 2) − (mw.
g e tS i z e ( ) . width / 2 − 7) + tx ,
23 ( int ) mm. ge tyPos i t i on ( ) − (mm. getyWidth ( ) / 2) + ty ) ;
24 add (mw) ;
25 }
26 }
27
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28 public void update ( Observable o , Object arg ) {
29 i f ( ( ( S t r ing ) arg ) . equa l s ( ”polemoved ”) ) {
30 for ( int i = 0 ; i < manViewArray . l ength ; i++) {
31 manViewArray [ i ] . updateLocation ( ) ;
32 }
33
34 int a = ( int ) model . getAngle ( ) ;
35 i f ( a % 4 == 0) {
36 i f ( a < 0)
37 a += 360 ;
38 for ( int i = 0 ; i < manViewArray . l ength ; i++) {
39 manViewArray [ i ] . setImage ( a / 4) ;
40 }
41 }
42 }
43 }
44
45 private f ina l int tx = 28 ; //move model
46 private f ina l int ty = 35 ; //move model
47 private model . PoleModel model ;
48 private ManView [ ] manViewArray ;
49
50 }
TableView.java
1 package view ;
2
3 import model .ManModel ;
4 import model . PoleModel ;
5
6 import javax . swing . ∗ ;
7 import java . awt . ∗ ;
8 import java . u t i l . Observable ;
9 import java . u t i l . Observer ;
10
11 public class TableView extends JPanel implements Observer {
12
13 public TableView (model . TableModel model ) {
14 this . model = model ;
15 in i tGraph i c s ( ) ;
16 model . addObserver ( this ) ;
17 }
18
19 public void i n i tGraph i c s ( ) {
20 setLayout ( null ) ;
21 model . addBall ( ) ;
22 backIcon = new ImageIcon ( ” g r a f i k /background . png ”) ;
23 f r on t I c on = new ImageIcon ( ” g r a f i k / foreground . png ”) ;
24 background = new JLabel ( backIcon ) ;
25 foreground = new JLabel ( f r on t I c on ) ;
26 background . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
27 foreground . setBounds (0 , 0 , backIcon . getIconWidth ( ) , backIcon .
get IconHeight ( ) ) ;
28 for ( int i = 0 ; i < model .getNUMBEROFPOLES( ) / 2 ; i++) {
29 PoleView pB = new PoleView (model . getBluePoles ( ) [ i ] , ” g r a f i k /manBlue/
” , diagnost icMode ) ;
30 PoleView pR = new PoleView (model . getRedPoles ( ) [ i ] , ” g r a f i k /manRed/ ” ,
diagnost icMode ) ;
31 pB . setBounds ( foreground . getBounds ( ) ) ;
32 pR. setBounds ( foreground . getBounds ( ) ) ;
33 add (pB) ;
34 add (pR) ;
35 }
36 setOpaque ( fa l se ) ;
37 s e tP r e f e r r e dS i z e ( background . g e tP r e f e r r e dS i z e ( ) ) ;
38 b a l l = new BallView (model . getTheBal l ( ) ) ;
39 b a l l . s e tLoca t i on (0 , 0) ;
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40
41 add ( foreground ) ;
42 add ( b a l l ) ;
43 add ( background ) ;
44 i f ( i n i t . S ta r t . i s InDiagnost icMode ) {
45 background . s e tV i s i b l e ( fa l se ) ;
46 foreground . s e tV i s i b l e ( fa l se ) ;
47 }
48 }
49
50 public void paint ( Graphics g ) {
51 super . pa int ( g ) ;
52
53 // g . drawString ( ”! ! ” , ( i n t ) ( g e t S i z e () . getWidth () /2) ,105) ;
54 i f ( diagnost icMode ) {
55 for ( int i = 0 ; i < model .getNUMBEROFPOLES( ) / 2 ; i++) {
56 g . s e tCo lo r ( Color .BLACK) ;
57 PoleModel tempBlue = (model . getBluePo les ( ) [ i ] ) ;
58 PoleModel tempRed = (model . getRedPoles ( ) [ i ] ) ;
59 g . drawLine ( tempRed . g e txPos i t i on ( ) + tx , 0 + ty , tempRed .
g e txPos i t i on ( ) + tx , tempRed . getPoleLength ( ) + ty ) ;
60 g . drawLine ( tempBlue . g e txPos i t i on ( ) + tx , 0 + ty , tempBlue .
g e txPos i t i on ( ) + tx , tempBlue . getPoleLength ( ) + ty ) ;
61
62 for ( int j = 0 ; j < tempRed . getMen ( ) . l ength ; j++) {
63 g . s e tCo lo r ( Color .RED) ;
64 ManModel m = tempRed . getMen ( ) [ j ] ;
65 g . f i l l R e c t ( ( int ) m. ge txPos i t i on ( ) − (m. getxWidth ( ) / 2) + tx
, ( int ) m. ge tyPos i t i on ( ) − (m. getyWidth ( ) / 2) + ty , m.
getxWidth ( ) , m. getyWidth ( ) ) ;
66 }
67 for ( int j = 0 ; j < tempBlue . getMen ( ) . l ength ; j++) {
68 g . s e tCo lo r ( Color .BLUE) ;
69 ManModel m = tempBlue . getMen ( ) [ j ] ;
70 g . f i l l R e c t ( ( int ) m. ge txPos i t i on ( ) − (m. getxWidth ( ) / 2) + tx
, ( int ) m. ge tyPos i t i on ( ) − (m. getyWidth ( ) / 2) + ty , m.
getxWidth ( ) , m. getyWidth ( ) ) ;
71 }
72 }
73 }
74 }
75
76 public void update ( Observable o , Object arg ) {
77 i f ( ( ( S t r ing ) arg ) . equa l s ( ”goa l scored ”) ) {
78 Graphics g = getGraphics ( ) ;
79 St r ing standing = model . getRedGoal ( ) . getGoalsScored ( ) + ”−” + model .
getBlueGoal ( ) . getGoalsScored ( ) ;
80 g . setFont (new Font ( ”Cour ier New” , Font .BOLD, 84) ) ;
81 int i = 0 ;
82 while ( true ) {
83 i f ( i >10)
84 break ;
85 g . drawString ( standing , ( int ) g e tS i z e ( ) . getWidth ( ) /2−75 ,( int )
g e tS i z e ( ) . getHeight ( ) /2) ;
86 g . s e tCo lo r ( Color .RED) ;
87 g . drawString ( standing , ( int ) g e tS i z e ( ) . getWidth ( ) /2−77 ,( int )
g e tS i z e ( ) . getHeight ( ) /2−2) ;
88 g . s e tCo lo r ( Color .BLACK) ;
89 i++;
90 try {
91 Thread . s l e e p (200) ;
92 } catch ( Inter ruptedExcept ion e ) {
93 e . pr intStackTrace ( ) ;
94 }
95 }
96 r epa in t ( ) ;
97 }
98 }
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99
100 private f ina l int tx = 28 ; //move model
101 private f ina l int ty = 35 ; //move model
102 private BallView ba l l ;
103 private ImageIcon backIcon , f r on t I c on ;
104 private JLabel background , foreground ;
105 private boolean diagnost icMode = i n i t . S ta r t . i s InDiagnost icMode ;
106 protected model . TableModel model ;
107
108
109 }
E.2 Spiketest: Echoserver
Main.java
1 package t e s t s e r v e r ;
2
3 import java . i o . ∗ ;
4 import java . net . ∗ ;
5 public class Main extends Thread{
6
7 public Main( Socket in ) {
8 incoming = in ;
9 }
10
11 public void run ( ) {
12 try{
13 while ( true ) {
14 BufferedReader in =
15 new BufferedReader (new InputStreamReader ( incoming .
getInputStream ( ) ) ) ;
16 Pr intWriter out =
17 new PrintWriter (new OutputStreamWriter ( incoming .
getOutputStream ( ) ) ) ;
18 out . p r i n t l n ( ”Hep ! det her er vores t e s t s e r v e r ”) ;
19 out . p r i n t l n ( ”du kan ikke komme ud”) ;
20 out . f l u s h ( ) ;
21
22 while ( true ) {
23 St r ing s t r = in . readLine ( ) ;
24
25 i f ( s t r == null ) {
26 break ;
27 } else {
28 out . p r i n t l n ( ”Du skrev : ”+ s t r ) ;
29 System . out . p r i n t l n ( ”Han skrev : ”+ s t r ) ;
30 out . f l u s h ( ) ;
31 i f ( s t r . tr im ( ) . equa l s ( ” e x i t ”) ) {
32 break ;
33 }
34 }
35 }
36 }
37 } catch ( Exception e ) {
38 e . pr intStackTrace ( ) ;
39 }
40 }
41
42 /∗∗
43 ∗ @param args the command l i n e arguments
44 ∗/
45 public stat ic void main ( St r ing [ ] a rgs ) {
46 try{
47 ServerSocket s = new ServerSocket (7544) ;
48 while ( true ) {
49 Socket in = s . accept ( ) ;
50 System . out . p r i n t l n ( ”hep hep ”) ;
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51 new Main( in ) . s t a r t ( ) ;
52
53
54 }
55 }
56 catch ( Exception e ) {
57 e . pr intStackTrace ( ) ;
58 }
59 }
60
61 Socket incoming ;
62 }
Simpel.java
1 package t e s t s e r v e r ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5
6 public class Simpel implements S e r i a l i z a b l e {
7 public Simpel ( int number ) {
8 this . number = number ;
9 }
10
11 public int getNumber ( ) {
12 return number ;
13 }
14
15 public void setNumber ( int number ) {
16 this . number = number ;
17 }
18
19 public St r ing toS t r i ng ( ) {
20 return number + ”” ;
21 }
22
23 private int number ;
24 }
Simpel2.java
1 package t e s t s e r v e r ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5 public class Simpel2 implements S e r i a l i z a b l e {
6
7 public Simpel2 ( int et , int to ) {
8 this . e t = new Simpel ( e t ) ;
9 this . to = new Simpel ( to ) ;
10 }
11
12 public St r ing toS t r i ng ( ) {
13 return et + ”−//−” + to ;
14 }
15
16 private t e s t s e r v e r . Simpel et , to ;
17
18 }
Simpel3.java
1 package t e s t s e r v e r ;
2
3 import java . i o . S e r i a l i z a b l e ;
4
5 public class Simpel3 implements S e r i a l i z a b l e {
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6
7 public Simpel3 ( int et ) {
8 hattenRdin = new u t i l . Vector ( et , 0) ;
9 }
10
11 public St r ing toS t r i ng ( ) {
12 return hattenRdin . t oS t r i ng ( ) ;
13 }
14
15 private u t i l . Vector hattenRdin ;
16 }
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