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L' objectif de ce mémoire consiste à développer un projet sur un 
ordinateur de type "IBM-PC compatible" permettant d'accrottre 1 · autonomie 
de personnes qui ont perdu 1 'usage de leurs mains ou qui sont atteintes de 
tét r aplégie. Ce projet nommé "AIDAMI" met à leur disposition un ensemble de 
services qui leur permettent d'allumer une lampe, de rédiger du courrier, 
d'effectuer une communication téléphonique ••• à l ' aide de 1 'ordinateur, 
tout en sachant qu'elles n'ont pas la capacité physique de se servir du 
clavier de 1 'ordinateur. Il a donc été nécessaire de mettre à la 
disposition de ces personnes un interface composé par exemple d'un contact 
ou bouton poussoir qui leur permet d ' entrer en communication avec 
1 'ordinateur. Toutes les ressources offertes par 1 'ordinateur doivent être 
accessibles par le handicapé uniquement en manipulant ce contact, le 
clavier de la machine n'étant pas utilisé. Le handicapé doit également 
avoir la possibilité d'exécuter des logiciels "standards" vendus dans le 
commerce. Dans ce cas, nous avons été contraints de réaliser de la 
multiprogram~ation. En effet, pendant que le logiciel "standard " s'exécute, 
il faut que le handicapé puisse toujours accéder aux services du projet 
"AIDAMI" car il peut par exemple éprouver le besoin d'allumer une lampe. 
Signalons enfin que le projet utilise la technique du multi-fenêtrage et 
qu'il peut être utilisé sur un micro-ordinateur équipé de deux écrans 
simultanément: un écran monochrome et un écran couleur, afin d'allouer un 
premier écran au projet "AIDAMI" et le second écran au logiciel "standard" 
susceptible d'être exécuté sur la machine. 
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Toute personne recherche, durant son existence, une certaine autonomie 
et ressent le besoin d'accomplir un grand nombre d'actions et de travaux 
sans devoir dépendre d'un autre être humain, Citons par exemple la 
fermeture d'une porte, 1 ·ouverture des rideaux, 1 'allumage d'une lampe.,, 
Or certains individus de notre entourage sont atteints d'un handicap 
physique et voient leur autonomie s'amoindrir, Bien évidemment, plusieurs 
types de handicaps physiques coexistent, mais 1 'étude réalisée dans le 
cadre de ce mémoire vise essentiellement à venir en aide aux personnes dont 
les possibilités de mouvements sont très limitées, Nous pensons plus 
particulièrement ici aux personnes qui ont perdu 1 ' usage de leurs mains ou 
qui sont atteintes de tétraplégie, 
Le meilleur moyen de savoir ce dont a besoin un tel handicapé consiste 
â dialoguer avec lui, Une équipe de chercheurs a travaillé dans ce domaine 
durant un an. Cette même équipe a développé â partir de cette analyse un 
système "prototype" permettant d'accrottre l'autonomie du handicapé. Ce 
système nommé "AIDAMI" (Alde A partir de Microprocesseur) a déjà 
abouti à la réalisation d'un grand nombre d'objectifs, Nous nous 
baserons au cours de notre étude sur cette réalisation en y apportant des 
améliorations utiles, 
La structure du système "prototype" réalisé par cette équipe est en 
effet parfois quelque peu confuse en raison de son développement 
progressif, Nous avons également remarqué que toutes les richesses offertes 
par le matériel supportant le système "AIDAMI" n ' ont pas été totalement 
exploitées, ce qui réduit dans certains cas considérablement les s1rvices 
offerts au handicapé, En effet, ce "prototype" présente parfois des 
situations où un nombre très réduit de services peuvent être utilisés par 
la handicapé, les autres services n'étant plus accessibles pour des raisons 
de cohérence et de fiabilité du système. Enfin, le système "prototype• mis 
au point par 1 'équipe de chercheurs ne met à la disposition du handicapé 
qu'un seul des services offerts par le système à un moment donné; c'est-à-
dire que lorsqu'un service est utilisé, celui-ci doit être exécuté jusqu'à 
son terme avant de pouvoir disposer d'un autre service. 
Ainsi, l'objectif de ce mémoire consiste à structurer efficacement le 
projet •AIDAMI" en vue de faciliter des modifications futures éventuelles, 
de même qu ' à étudier en détail le support matériel du système pour 
permettre au handicapé de disposer constamment de 1 'entièreté des services 
mis à sa disposition. Nous entendons par là le fait que 1 'utilisateur peut 
accéder à un service du système, interrompre momentanément ce service afin 
d'en exécuter un autre, et finallement revenir au premier service qui a été 
interrompu afin de poursuivre son utilisation. Le handicapé n'est donc pas 
obligé de terminer un service pour en disposer d'un autre. Nous disons dans 
ce cas que les services sont accessibles "simultanément". Tous les services 
sont ainsi disponibles quel que soit 1 'état du système, mises à part 
quelques situations de force majeure pour maintenir le système dans un état 
cohérent. Nous désirons également implémenter dans ce système des services 
supplémentaires utilisables par le handicapé, Citons notamment la 
possibilité de réaliser des dessins ou des graphiques. 
INTRODUCTION 2 
Notons encore que le "prototype" du projet "AIDAMI" est un programme 
codé à l'aide des langages "assembleur" et "Pascal". Le langage 
"assembleur" est un langage de bas niveau qui ne se prête pas à la 
réalisation d'un programme structuré. C'est pourquoi nous souhaitons 
implémenter la nouvelle version de ce projet à l ' aide d ' un seul et unique 
langage de haut niveau tel que "Pascal" ou •c•. 
Nous présentons ci-dessous un résumé du contenu de chaque chapitre de 
ce 111émoi re. 
Le début du chapitre 1 expose en détail le système "AIDAMI" réalisé 
par 1 'équipe de chercheurs. Nous y avons effectué quelques modifications 
afin de tenir compte des améliorations apportées par ce mémoire. Nous 
verrons que ce systèae est en fait implémenté sur un ordinateur: ceci nous 
permet d'analyser les objectifs visés par l'utilisation d ' une telle 
machine. Quelques principes généraux de réalisation du projet sont ensuite 
présentés. 
Le chapitre 2 contient la procédure suivie 
efficacement le système. Cette structure repose 
hiérarchique de 1 'application "AIDAMI". Les objectifs et 
découpe font 1 'objet de ce chapitre. 
pour 1tructurer 
sur une découpe 
l 'analyse de cet te 
La mise à la disposition du handicapé de plusieurs services 
simultanément pose un certain nombre de problè1es bien spécifiques. En 
effet, le systèae d'exploitation del 'ordinateur doit posséder certaines 
fonctionnalités indispensables pour mener à bien cette exigence. Le 
chapitre 3 présente le système d'exploitation dont le projet uAIDAMI" a 
besoin pour fonctionner correctement. Nous analysons briève■ent ce système 
d ' exploitation et en présentons une découpe hiérarchique afin d ' identifier 
plus aisément les fonctionnalités exigées par le système "AIDAMI", qui ne 
sont pas offertes par le système d'exploitation dont nous disposons. Nous 
analysons ensuite les problèmes posés par 1 'implémentation des services 
exécutés de manière simultanée. 
Le chapitre 4 expose quelques principes de fonctionnement de 
1 'ordinateur utilisé pour implémenter le projet "AIDAMI". Ceux-ci 
facilitent la compréhension de 1 'étude faite au chapitre S. 
Le chapitre 5 présente 1 'implémentation du système "AIDAMI" sur 
l ' ordinateur en tenant compte des améliorations apportées par ce •••oire. 
Nous développons en détail 1 'analyse effectuée pour mettre à la disposition 
du handicapé plusieurs services simultanéaent. Nous présentons les 
différentes solutions possibles pour réaliser cette exigence, ainsi que 
1 ' implémentation de la solution qui a été choisie. Divers aspects plus 





nous signalons au lecteur que le texte du programme réalisé 
étude est exclusivement disponible auprès de Monsieur Jean 
directeur de l'Institut d ' Informatique, pour des raisons de 
CHAPITRE 1 
PRESENTATION DU SYSTEME 
CHAPITRE 1 PRESENTATION DU SYSTEME 
•••••••••••••••••••••••••••••••••••• 
1. 1 Introduction 
•••••••••••••••• 
Ce chapitre a pour but de familiariser le lecteur avec 
"AIDAMI". Nous présentons dans le paragraphe 1.2 les grands 
système "AIDAMI". Ceux-ci reflètent les résultats obtenus par 
chercheurs qui a déjà travaillé sur le projet pendant 
modifications ont cependant été apportées pour tenir 





un an. Des 
compte des 
Nous exposons au paragraphe 1.4 quelques objectifs liés au mode de 
réalisation de ce projet. Enfin, une brève présentation de quelques 
principes de réalisation du système "AIDAHI" clôture ce premier chapitre. 
1.2 Analyse des besoins 
••••••••••••••••••••••• 
1, 2, 1. Le besoin fondamental: 1 ·autonomie 
========================================= 
Un des besoins fondamentaux de tout être humain et à fortiori d'un 
handicapé physique est l'autonomie. Accrottre l'autonomie d'une personne 
ayant perdu l'usage de ses mains n'est pas chose facile. Ce problème 
pourrait être résolu par exemple en "bricolant" l'un ou 1 'autre objet 
facilitant la fermeture d'une porte, ou bien en utilisant un petit 
robot. Cependant, puisque l'informatique permet actuellement de résoudre 
beaucoup de problèmes dans notre société, pourquoi ne pas venir en aide à 
un handicapé physique en ayant recours à un micro-ordinateur. Ainsi, nous 
avons jugé bon d'assister le handicapé dans ses actions avec un micro-
ordinateur, d'autant plus que le coQt de ces machines devient très 
abordable. 
Un problème majeur subsiste cependant: co1ment une personne ayant 
perdu 1 'usage de ses mains pourrait-elle se servir d'une telle machine, 
sachant que la manière classique de dialoguer avec un ordinateur est 
généralement réalisée via un clavier? Il a donc fallu imaginer un moyen 
pour que ces personnes puissent com1uniquer avec le micro-
ordinateur. Une solution relativement facile à implémenter et peu coQteuse 
consiste à réaliser cette interface à l'aide d'un simple contact. Les 
personnes désireuses de se servir du système doivent avoir la capacité de 
manipuler ce contact avec un de leurs membres, assurant ainsi 
1 'établissement ou la coupure d'un courant électrique. Ce contact 
constitue en fait 1 'interface la plus élémentaire qui soit. En effet, il 
existe actuellement plusieurs catégories d'interfaces qui ont chacune été 
étudiées pour faire face à un type de handicap donné. Citons par exemple 
une combinaison de plusieurs contacts, un joystick (manche à balai>, etc ••• 
Lorsqu'un tel interface entre le micro-ordinateur et le handicapé est 
choisi, il n'est pas toujours aisé de le connecter à la machine. Il est 
souvent nécessaire de réaliser un circuit électronique qui établit la 
connexion entre l'interface et le micro-ordinateur. La figure 1,1 présente 
une telle configuration. 




Figure 1. 1 Connexion de 1 ·interface à 1 ·ordinateur, 
Ordinateur 
1.2.2. Présentation et réponse aux besoins assurant l'autonomie 
=======================================-======================= 
4 
Le besoin d'autono1ie ressenti par tout être humain n'est satisfait 
que si d'autres besoins plus spécifiques le sont également. En effet, 
l'autonomie n'est assurée que si la personne peut com•uniquer avec d'autres 
individus, prendre connaissance de certaines informations, rédiger son 
courrier, etc ••• sans l'aide d'une personne extérieure. L'ordinateur mis à 
la disposition du handicapé peut satisfaire dans une certaine mesure 
1 'ensemble de ces besoins. Il faut donc avant toute chose assurer le 
dialogue entre le handicapé et l'ordinateur uniquement à 1 'aide de 
1 'interface utilisateur. En effet, nous avons signalé que 1 'utilisateur n'a 
pas la capacité d'utiliser le clavier associé à la machine. Une manipula-
tion adéquate de 1 'interface doit dans ce cas peraettre à 1 'utilisateur de 
dialoguer avec la 1achine exactement co1me s'il se servait du clavier. 
L'implémentation d'un programme siaulant le clavier de la aachine sur 
1 'écran facilite ce dialogue. La figure 1.2 illustre un exemple de clavier 
simulé à 1 'écran. 
Lorsque ce dessin est affiché sur 1 'écran, 
concevoir un mécanisme permettant de sélectionner 
clavier. Diverses méthodes sont envisageables: nous 
particulièrement: * le principe du balayage 
* le principe du pointage direct 
/ Ecran 
il est nécessaire 
une touche précise 
citons plus 
C 1 avi er simulé 
---~ L-'r 
1 1 ..... A z. a Il T y • --
y Une touche du cl1vi1r 
Figure 1.2 Simulation d'un clavier à l'écran. 
de 
du 
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al Le principe du balayage 
Ce principe repose sur le fait que chacune des touches du clavier 
affichées à l'écran est représentée à 1 'aide de deux couleurs différentes: 
une couleur est attribuée au caractère représentatif de la touche; par 
exemple le caractère "a" et une seconde couleur caractérise la "toile de 
fond" sur laquelle ce caractère est affiché. La figure 1.3 illustre ces 
concepts. 
Une touche du clavier 
"Toile de fond" 
Caractère représentatif de la touche 
Figure 1.3 Représentation d'une touche du clavier à 1 'écran, 
Le choix de ces deux coloris déter1ine le contraste entre le caractère 
affiché et la "toile de fond". Ces deux couleurs doivent bien évidemment 
être différentes car dans le cas contraire, le caractère serait confondu 
avec la toile de fond et ne serait plus visible. 
La technique du balayage consiste à échanger la couleur du caractère 
avec la couleur de la toile de fond. Cet échange est réalisé pour une 
touche bien précise à un moment donné, pour une autre touche un instant 
plus tard, et le processus continue indéfiniment pour chacune des touches 
du clavier (figure 1,4). Nous appelons "contrastée" une touche dont les 
couleurs sont échangées. 
Touche contrastée Touche contrastée Touche contrastée 
Al -f\ -~ I ~ / ~ I 
I I I 
Cl avi {r simulé / Cl;ier Clavier 
111r1111111111 llitl·l 111111111 1 z 
~ -
Ecran Ecran Ecran 
Tl T2 T3 Temps 
Figure 1,4 Balayage des touches du clavier. 
. , 
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Pour sélectionner une touche particulière du clavier simulé à l'écran, 
il suffit d'agir adéquatement sur l'interface 1is à la disposition du 
handicapé lorsque la touche désirée est contrastée. Une telle action sur 





I Appui I 
I Contact I l l ltHtl·l 111111111 
1 1 
1 Lettre "E" sélectionnée 
L _______ J 
Figure 1.5 Sélection d'une touche du clavier par balayage. 
b) Le principe du pointage direct 
Dans le cas du pointage direct, il est nécessaire de disposer d ' un 
curseur mobile à l'écran. Ce curseur est généralement représenté sous la 
forme d'une flèche qui peut pointer vers un endroit quelconque del 'écran. 
(voir figure 1.6> 
~ Ecran ~ 
Clavier simulé 
m - f; IR. TIY 
➔ Cur seur 
Figure 1,6 Représentation du curseur mobile à 1 ' écran. 
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La sélection d'une touche du clavier consiste à pointer celle-ci avec 
le curseur. L' utilisation d'un interface de type "souris" ou "joystick" 
(manche à balai) se prête très bien à ce genre de manipulation. Il suffit 
enfin de signaler à la machine que la touche ainsi pointée est bien celle 
que 1 ' utilisateur désire. Une seconde action sur 1 'interface telle qu'une 
pression sur un contact permet de réaliser cela. (figure 1.7) 
Ecran 
,----------7 
1 Appui 1 
1 Contact ,l, 1 
Clavier simulé 







Sélection de la touche "R " 
1 .....__ _ ___..,..... 1 
L __________ _J 
Interface 
Figure 1.7 Sélection d ' une touche au clavier par pointage direct. 
On remarque que dans ce type de sélection des touches, 1 'interface entre le 
handicapé et l'ordinateur est composé de deux parties. Par exemple: une 
souris ou un joystick accompagné d'un contact. Cependant, la manipulation 
d'un tel interface est plus complexe et de1ande davantage de mobilité de la 
part du handicapé. 
L' élaboration du système AIDAMI a déjà permis d'identifier les besoins 
assurant l'autonomie, en collaboration avec une personne atteinte de 
tétraplégie. Nous les exposons ci-après ainsi que les moyens mis en oeuvre 
pour les satisfaire, Dans le cadre de cette étude, ces moyens sont 
représentés par des "ttches". 
Lorsque l ·utilisateur entre en communication avec l'ordinateur à 
1 'aide de son interface, il peut accéder aux ressources offertes par la 
machine. Celle-ci met notamment à sa disposition un ensemble d'outils qui 
permettent de satisfaire les besoins accroissant son autonomie. Ces outils 
constituent en réalité un programme exécuté par 1 ' ordinateur et qui fait 
1 'objet de cette étude. 
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Nous exposons à présent 1 'ensemble des taches mises à la disposition 
du handicapé. 
1) La tache "courrier" 
L'édition d'un texte ou la création d'un document à 1 'aide de la tache 
"courrier" constitue un outil de grande valeur pour le handicapé. Cette 
tache ne nécessite aucune ressource particulière si ce n'est une petite 
partie du programme faisant 1 'objet de cette étude. Cependant, les services 
offerts par cette tache ne sont pas très élaborés comme nous le verrons 
dans la suite de ce paragraphe; il est en effet possible d'utiliser des 
logiciels ou programmes vendus dans le co1merce qui mettent à la 
disposition de 1 'utilisateur des outils beaucoup plus puissants. Cette 
tache permet de manipuler des documents ou des textes en utilisant le 
clavier simulé à 1 'écran. Une impression de ceux-ci à 1 'aide d'une 
imprimante peut également être effectuée. 
2) La tache "téléphone" 
L'objectif poursuivi par la tache "téléphone" est de permettre à une 
personne ne sachant plus 1attriser l'usage de ses mains, d'entrer en 
communication avec un autre être humain à l'aide d'un téléphone. Ceci 
semble relativement difficile si ce handicapé ne dispose que d'un appareil 
téléphonique classique, auquel cas il faut pouvoir manipuler les touches du 
clavier numérique ainsi que le cornet. Une solution consiste à mettre à la 
disposition de 1 'utilisateur un "mains-libres". Cet appareil fournit les 
mêmes services qu'un combiné téléphonique normal, si ce n'est que le cornet 
est remplacé par un haut-parleur et un micro qui permettent de dialoguer 
avec le correspondant tout en restant à une certaine distance de 
1 'apparei 1. 
Le "mains-libres" est un appareil disponible dans le commerce, mais 
celui-ci n'est pas spécialement conçu pour être sollicité par 
1 'intermédiaire d'un micro-ordinateur. Sa connexion à la machine doit dans 
ce cas être réalisée grace à un circuit électronique spécial. La figure 1,8 
illustre le raccorde1ent d'un "mains-libres" à 1 'ordinateur. 
Ordinateur 
Carte 
électronique 0 0 Micro 
Haut-parleur 
Mains-libres 
Figure 1,8 Raccordement d'un "mains-libres" à l ' ordinateur. 
L 
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Une telle configuration doit permettre au handicapé de commander le 
"mains-libres" à partir du programme prévu à cet effet afin de mettre à sa 
disposition les mêmes fonctionnalités qu'un combiné téléphonique classique. 
Les principales fonctionnalités offertes par cette tache sont le 
"décrochage" et le "raccrochage" du téléphone par 1 'ordinateur, et la 
composition d'un numéro de téléphone. Nous constatons ici que seule 
1 'implémentation d'un programme sur 1 'ordinateur ne peut satisfaire les 
besoins pressentis par 1 ·utilisateur. D'autres appareils ou circuits 
électroniques sont également nécessaires pour satisfaire ces besoins. 
3) La tache "interphone" 
La communication avec un autre être humain à partir d'un interphone 
est relativement fort semblable à celle réalisée par le téléphone. 
L' utilisateur doit disposer d'un interphone grace auquel il peut converser 
avec cette personne. L'appareil dispose égale•ent d'un micro et d'un haut-
parleur, cependant il ne permet d'entrer en communication qu'avec un 
individu se trouvant dans le voisinage immédiat du handicapé; par exemple 
dans une pièce voisine del 'habitation. Ceci permet de limiter les 
déplacements effectués par le handicapé. 
4) La tache "commande d'un modem" 
La réalisation de la tache "com ■ ande d'un modem" nécessite 
1 ·acquisition par le handicapé d'un modem (modulateur/démodulateur>. Cet 
appareil permet de connecter 1 'ordinateur au réseau téléphonique dans le 
but d'échanger des informations avec un autre ordinateur; citons notamment 
1 ' accès aux bases de données publiques. Cette seconde machine doit elle 
aussi être raccordée à ce réseau. Un schéma global de cette configuration 
est présenté à la figure 1,9. 
Réseau 




Figure 1,9 Raccordement d'un ordinateur au réseau téléphonique 
via un modem. 
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S) La tache "commande" 
La tache "commande" doit fournir à l'utilisateur la possibilité de 
déconnecter ou de connecter des appareils électriques (lampes, 
ventilateurs, •• ) au réseau électrique 220 volts. Chacun de ces appareils 
doit donc être relié à ce réseau via un interrupteur. Celui-ci est 
susceptible d'être actionné grace à un signal issu de l · ordinateur. En 
pratique, nous disposons d'un circuit électronique sur lequel sont 
implémentés plusieurs interrupteurs assurant la commande des appareils 
électriques à partir de la machine. Cette tache permet ainsi au handicapé 




Figure 1.10 Commande d'un appareil électrique 
à l ·aide d · un interrupteur. 





L'accès aux boutons de réglage d'une télévision ou d'un magnétoscope 
présente beaucoup de difficultés pour un handicapé tel que ceux envisagés 
dans cette étude. La possibilité de commander ces appareils à partir d'une 
télécommande à distance a déjà fortement facilité cet accès. Néanmoins, une 
solution plus élégante à ce problème consiste à simuler l'appui sur une 
touche de la télécomaande à 1 'aide del 'ordinateur. 
-------7 
La première étape consiste à représenter à 1 'écran tous les boutons 
disponibles sur la télécommande. La sélection d'un de ces boutons peut être 
réalisée de la même manière que lorsque l'on effectuait la sélection d'une 
touche du clavier simulé: soit par le principe du balayage, soit par le· 
principe du pointage direct (voir ci-dessus). Le raccordement de la 
télécommande à l'ordinateur constitue la seconde étape. La figure 1.11 
présente une telle configuration. 
~---~------ --- -- ·-------- - ----------------------------, 






Télecommande ~-r-----+c( ~} 10 0 0 0 0 
~=========~ 
Figure 1.11 Raccordement d ' une télécommande à 1 'ordinateur. 
Le système présenté 1c1 offre au handicapé 1 ' accès à toutes les 
fonctions disponibles sur la télécommande. 
7) La tache "outils" 
Le handicapé peut disposer d'accessoires de bureau et d'autres 
utilitaires par 1 'intermédiaire de la ttche "outils". Parmis ces 
accessoires figurent notamment une horloge, une calculatrice, un bloc-
notes; ceux-ci dispensent 1 'utilisateur de déplacements et de manipulations 
d'objets épuisants. 
8) La tache "logiciel" 
D'autres types de services sont offerts par un ordinateur. En effet, 
non seulement il peut permettre au handicapé d'agir sur son environnement, 
mais aussi rendre des services tels que exécuter des logiciels "standards" 
vendus sur le marché ou aider 1 'utilisateur à créer ses propres programmes. 
Il est en général utile d'équiper 1 'ordinateur de deux écrans pour assurer 
le bon déroulement de cette têche (voir figure 1.12). Nous expliquons au 
paragraphe 3.4.2 du chapitre 3 les raisons d'une telle exigence. 
Ordinateur 
Ecran "1" Ecran "2" 
Figure 1.12 Raccordement de deux écrans à 1 ' ordinateur. 
PRESENTATION DU SYSTEME 12 
9) La tache "alarme" 
La commande d'une alarme à partir du micro-ordinateur peut être 
réalisée en utilisant le principe del ' interrupteur déjà exposé dans la 
tache "commande" (voir point "5" ci-dessus). Grace à cette alarme, le 
handicapé peut déclencher un signal sonore de manière à demander 
l'intervention rapide d'un tiers dans les cas urgents. 
En général, ces différentes ttches ne sont pas accessibles directement 
dans 1 'ordinateur car elles sont réparties dans des services. Un service 
est composé d'une ou de plusieurs taches et est directement accessible par 
l'utilisateur, Nous avons identifié les services suivants: "courrier", 
"téléphone", "relais", "télécommande", "outils", "logiciels" et "sortie". 
Une description des fonctions disponibles pour chaque ttche ainsi que 
des services est présentée en annexe "A". 
1.3. Représentation globale du système 
•••••••••••••••••••••••••••••••••••••• 
Une représentation globale du systè■e est présentée à la figure 1.13. 
Nous avons repris dans ce schéma 1 'ensemble des interfaces et appareils 
électroniques dont nous avons parlé dans les paragraphes 1.2.1 et 1.2,2, 
L'ordinateur, coeur du système, est représenté au centre de la figure, 
Sur cet élément central viennent s'interconnecter les appareils 
électroniques et interfaces suivants: 
* les deux écrans permettant de visualiser les messages et autres 
objets visibles par 1 'utilisateur. 
* les appareils électriques raccordés au réseau électrique 220 
volts et alimentés via un interrupteur. 
* le "mains-libres" muni de son circuit électronique spécial. 
* les appareils électroniques commandables par une téléco■mande à 
distance. 
* le clavier. Celui-ci est présent dans la configuration car il est 
toujours fonctionnel et peut permettre à une personne valide de 
l ' utiliser afin d'aider le handicapé pour l 'accomplisseaent d'une 
tache quelconque. 
*l'interface utilisateur (joystick, contact, ••• ) et · son circuit 
électronique spécial. 
* le modem permettant une liaison avec le réseau téléphonique. 
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_,,,,,/ Ecran "1" ~ 
" 
~ Ecran "2" ~ 
Clavier simulé ru 11 r1trltl 111111111 \ 




Il 1 220 Volts 
R~seau \ Ordinateur 
' téléphonique ((" 
1 
0--"' 
1 1 Interrupteur 
1 ) 
~ ..., ..., 
Appareil 
électrique 




.... z e; ,. T y 
~ 
Télécouande 
Clavier - Appuei 1 
électronique 
Figure 1.13 Représentation globale du système, 
On consultera le manuel intitulé "Le Systè■ e Aidami 11ons-Na ■ ur" [ll 
pour une description plus détaillée del 'architecture matérielle réalisée, 
) 
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1.4. Objectifs liés à la réalisation sur ordinateur 
••••••••••••••••••••••••••••••••••••••••••••••••••• 
1.4.1. Maintenance du systèae 
==================•=s======== 
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L' architecture du système présentée au paragraphe 1,3 fournit au 
handicapé des services très divers. Cependant, chaque personne vit dans un 
environnement différent et il se peut que les services offerts par ce 
système soient insuffisants ou inadaptés pour une personne particulière, 
Citons par exemple la nécessité de changer 1 'interface entre le handicapé 
et la machine, ou le besoin d'adapter diverses commandes de télévision sur 
un même et unique système (car 1 'aspect d'une télécommande varie d'une 
marque d'appareil à l'autre), etc,,, On remarque donc quel 'architecture du 
système ainsi que le programme assurant son fonctionnement sont 
susceptibles de subir de fortes modifications. Le but poursu1v1 est de 
pouvoir réaliser efficacement et rapideaent ces changements au sein du 
système, c'est-à-dire d'assurer une maintenance facile du système, Pour 
effectuer cela, nous procédons de la manière suivante: 
a) au niveau del 'architecture matérielle du système: 
définir des catégories d'objets de 1 'environnement sur lequel 
1 'utilisateur peut agir. 
Par exemple: - une première catégorie est composée de tous les 
appareils électriques qui peuvent être connectés ou 
déconnectés du réseau électrique 220 volts, à 1 'aide 
d'un interrupteur. 
- une seconde catégorie comprend tous les appareils 
commandables à distance avec une télécommande sans 
fi 1. 
Un circuit éléctronique distinct est réalisé pour chacune de ces 
catégories, ce qui permet de localiser les modifications électroniques 
à apporter lors du changement d'un appareil extérieur ou de tout autre 
composant relié à l'ordinateur tel qu'un interface, un modem, etc ••• 
La figure 1.14 illustre ces concepts, 
Ordinateur 
.--------,Interrupteurs 
Catégorie 11 1 11 
Télécouande 





Figure 1,14 Catégories d'objets del 'environnement. 
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bl au niveau du programme qui offre les services relatifs à cette 
application: 
décomposer le programme en plusieurs petits programmes, c'est-à-dire 
en plusieurs "modules". Chacun de ceux-ci doit effectuer un 
traiteaent spécifique. Le changement d'un ou d'une partie d'un 
service ne doit entrainer de modifications que dans un nombre 
minimum de modules. La figure 1.15 montre un programme composé de 
"n" modules. La décomposition d'un programme en modules est 
fortement facilitée lors de l'utilisation de langages de program-
mation de haut niveau tels que "Pascalu, "C", C'est pourquoi nous 
nous efforçons de développer ce programme en utilisant au maximum 





Figure 1.15 Décomposition d'un programme en modules. 
1.4.2, Utilisation de logiciels "standards" 
=----=--=-----------===--=--=-----=-=--=-== 
Etant donné l'importance croissante de l'informatique dans notre 
société, de no1breuses entreprises développent des logiciels •standards" 
qui offrent divers services aux utilisateurs. A titre d'exemple, citonst 
- des logiciels de traitement de texte permettant de rédiger du 
courrier, de créer des documents, etc,,, 
- des logiciels d'aide à la décision qui fa_cilitent les Uches 
administratives et comptables dans une entreprise. 
- des logiciels de graphis1e permettant à 1 'utilisateur de créer 
ses propres dessins. 
- etc,,. 
Le programme développé dans cette étude doit permettre au handicapé 
d'utiliser de tels logiciels à 1 'aide de son seul interface. 
Mais une restriction subsiste cependant. 
plus particuli*rement intéressés aux logiciels 
1 ' utilisateur peut laisser libre cours à son 
propres graphiques et dessins. En général, 
En effet, nous nous so1mes 
de graphisme grtce auxquels 
imagination pour créer ses 
ce type de logiciel fait 
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apparattre un curseur mobile en forme de flèche à l'écran. L'utilisateur 
doit être capable de déplacer ce curseur à un endroit quelconque de 
l'écran. On conçoit difficilement une manipulation de ce curseur à l'aide 
d'un interface utilisateur composé d'un seul et unique contact. Afin 
d'assurer un minimum d'efficacité pour déplacer le curseur, il est 
nécessaire de recourir à un interface plus élaboré tel qu'un joystick 
accompagné d'un contact (ou tout autre interface permettant de réaliser 
efficacement cette manipulation), Mais encore faut-il que le handicapé 
soit capable de manipuler un tel interface! Ce genre de service n'est 
par conséquent utilisable que par un nombre restreint de personnes 
handicapées. 
1.4.3. Action sur l ·environnement à tout moment 
=-----=-------=---==--===•=--==--------=-=-----
Lorsque le handicapé allume son ordinateur, il lance avant toute chose 
1 'exécution d'un programme (faisant 1 'objet de ce mémoire) qui lui 
permettra de communiquer avec son environnement. (En pratique, le programme 
est lancé et exécuté automatiquement par 1 'ordinateur d~s sa mise sous 
tension). A partir de cet instant, ce programme lui offre des services tels 
que "allumer une lampe", "éteindre la télévision", Or quel que soit le 
type d'utilisation de 1 ·ordinateur, le handicapé doit pouvoir agir sur son 
environnement dans un bref délai car par exemple le téléphone peut sonner à 
tout moment, ou 1 'utilisateur peut éprouver le besoin d'allumer une lampe. 
Il est donc pri10rdial que ce programme soit consta1ment accessible afin de 
rendre les services adéquats au handicapé, sans pour autant perdre ou 
arrêter le travail éventuellement en cours sur le micro-ordinateur, 
1.4.4. Portabilité du programme réalisé dans cette étude 
------------=-==•---=-----------=-=-----===---===---===-
Le programme réalisé dans cette étude permet au handicapé d'agir sur 
son environnement, d'exécuter des logiciels standards, etc ••• Mais ce 
programme ne peut pas être exécuté sur n'importe quel ordinateur vendu dans 
le commerce. En effet, il existe un très grand nombre de types différents 
d'ordinateurs et tout programme ne peut être exécuté que sur un type unique 
d'ordinateurs (sauf dans le cas où 1 'entièreté du programme est réécrite 
sur un autre type d'ordinateur. Cette dernière solution nécessite en toute 
généralité une modification d'une partie assez importante du programme et 
représente une lourde ttche. Nous rejetons donc cette hypothèse). A notre 
avis, un des meilleurs choix qui peut être fait consiste à sélectionner un 
des types les plus répandus dans les entreprises et chez les utilisateurs 
particuliers, C'est pourquoi nous avons décidé de développer ce program■e 
sur un micro-ordinateur du type "IBM-PC compatible". Néanmoins, mê1e si 
deux ordinateurs sont de type identique, il est possible qu'un programme 
donné puisse s'exécuter sur le premier ordinateur et pas sur le second 
car ceux-ci peuvent être fabriqués par des constructeurs différents et 
présenter quelques petites différences. Toutefois, il est possible d'éviter 
cet inconvénient si on respecte la régle suivante: "contraindre le 
programme à n'utiliser que des objets communs à tous les ordinateurs du 
même type " . On peut en conclure que le développement de ce programme ne 
pourra se faire qu'en prenant beaucoup de précautions afin d'assurer une 
portabilité maximale, c ' est-à - dire qu'il puisse être exécuté sur le plus 
grand nombre possible d'ordinateurs du 1ême type. 
1 
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1.5. Principes généraux de réalisation du système 
••••••••••••••••••••••••••••••••••••••••••••••••• 
1.5.1. L'interface utilisateur 
----=-=-------=----=--=---==--
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Nous avons signalé au paragraphe 1.4.2. qu'un des objectifs de cette 
étude consiste à fournir au handicapé les outils nécessaires lui permettant 
de réaliser du graphisme à l'aide de logiciels "standards". Nous en avons 
déduit quel 'interface mise à la disposition del ·utilisateur devait être 
constituée d'un ensemble adéquat de composants afin de lui donner la 
possibilité de mouvoir de manière efficace le curseur visible à l'écran. 
Après avoir demandé conseil à une personne atteinte de tétraplégie, 
l'interface utilisateur qui à notre avis semble le mieux adapté à ce genre 
d'application consiste en un joystick (manche à balais) accompagné d'un 
contact. Chacun de ces deux composants joue un rôle très spécifique: 
* le joystick permet de déplacer le curseur à un endroit quelconque 
de l'écran. 
* le contact per1et de sélectionner l ' objet désiré à l'écran, 
pointé par le curseur. 
1.5.2. Accès aux services offerts par l'ordinateur 
-=•-------------=------=--------=-=-====•=s=------
L'utilisateur doit pouvoir accéder rapidement et à tout instant à 
chacun des services offerts par l ' ordinateur, à savoir les services 
"courrier", "téléphone", "commande", "télécommande", "outils", "logiciels" 
et "sortie". 
Une manière de réaliser cela consiste à afficher ces services à 
l'écran sous la forme de menus. Un exemple de menu est présenté à la figure 
1. 1 ô. 
jc.ourri~r 1 j-ntlepl.one Il relais Il .sortie l J-+ Menu 
Figure 1. 16 Exemple de menu affiché à l'écran. 
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Remarquons qu'en toute généralité, un service est décomposé en une 
série d'actions relativement élémentaires qui permettent à l'utilisateur 
d'accomplir des opérations plus spécifiques (voir annexe "A"). Ainsi, un 
système de menus hiérarchisés a été réalisé; le nombre de niveaux de cette 
hiérarchie étant fonction du degré de décomposition de chacun des services 
offerts. La figure 1.17 illustre le concept de menu hiérarchisé. Nous 






Figure 1.17 Exemple de menus hiérarchisés. 
1,5,3. Sélection d'un objet dessiné à 1 'écran 
===========================================~= 
La sélection d'un objet dessiné à 1 'écran peut être effectuée de deux 
manières différentes: 
*parla technique du balayage, 
*parle principe du pointage direct. 
Ces deux techniques de sélection ont déjà été présentées au paragraphe 
1,2.2. Ces objets peuvent être de nature très diverse et dans un souci de 
clareté, nous les avons classés dans 3 catégories: 
- les composants des menus. 
- les touches du clavier si1ulé, 
- les boutons. 
a) Les COfflDOSants des menus 
Puisque nous disposons d'un interface composé d'un joystick et d'un 
contact, nous avons décidé d'utiliser la technique du pointage direct 
pour sélectionner les composants des menus. La prise en considération 
d ' un composant repose sur les faits suivants: l'utilisateur positionne le 
curseur sur le composant désiré à 1 'aide du joystick, Une pression sur le 
L_ 
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contact contraste temporairement cet objet afin de montrer à 
1 'utilisateur que celui-là vient d ' être sélectionné. L'exécution du 
service ou de 1 'opération correspondante est ensuite prise en compte. 
Cependant, pour des raisons de cohérence au sein de 1 'application, 
certains composants de menus peuvent être désactivés, c'est-à-dire que 
1 'utilisateur se trouve dans 1 'impossibilité de les sélectionner. Citons 
par exemple le cas où l'utilisateur vient de sélectionner le service 
"téléphone": si on a sélectionné le composant "décrocher le combiné", ce 
dernier sera désactivé tant que le handicapé n'aura pas sélectionné le 
composant "raccrocher le combiné". 
b) Les touches du clavier simulé 
Le principe de sélection d'une touche du clavier simulé a déjà été 
exposé au paragraphe 1,2.2. Nous avons également jugé efficace de 
sélectionner les touches par la technique du pointage direct. 
Cependant, le clivier est très souvent utilisé par le handicapé, 
surtout lorsqu'il s'agit de réaliser du traitement de texte. 
L'utilisateur doit donc manipuler constamment le bras de levier du 
joystick: ceci nécessite des efforts considérables de la part du 
handicapé. Nous avons décidé de laisser à l'utilisateur le choix du type 
de sélection des touches du clavier: soit le pointage direct, soit le 
balayage. En effet, la sélection d'une touche par la technique du 
balayage ne nécessite que l'appui sur le contact de l'interface 
utilisateur; ce mouvement est beaucoup 1oins éprouvant. 
c) Les boutons 
Les boutons sont représentés à l'écran sous forme de cercle ou de 
rectangle dont la taille n'est limitée que par la taille de 1 'écran 
disponible. Al 'intérieur ou dans 1 'environnement immédiat de ce bouton 
figure générilement une chatne de caractères signalant à 1 'utilisateur 
1 'action déclenchée par la sélection de ce bouton. La figure 1.18 
présente deux boutons affichés à 1 'écran: le sélection du pre1ier 
provoque l'action "raccrocher le téléphone"; celle du second a pour effet 
d'allumer une lampe. 
~ Ecran 
Bouton "1" 




.___ _____ / 
Figure 1.18 Représentation de deux boutons à l ' écran. 
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En réalité, le clavier simulé et les menus dont nous avons parlé ci-
dessus sont entièrement composés de boutons, Chaque touche du clavier 
simulé est un bouton ainsi que chaque composant d'un menu, La sélection 
d'un bouton peut donc également être réalisée par la technique du 
balayage ou par la technique du pointage direct, 
1,5,4, Les affichages sur écran 
======================•======== 
Les affichages de messages et de graphiques sur l'écran sont réalisés 
en utilisant la technique du multi-fenêtrage. Cette technique est basée sur 
le principe suivant: 1 'écran mis à notre disposition peut être divisé en 
plusieurs zones de forme rectangulaire appelées "fenêtres", Une fenêtre 
représente un espace de 1 'écran dans lequel l'utilisateur peut afficher des 
caractères ou des graphiques, La figure 1,19 représente l'affichage de deux 
fenêtres à l'écran, 
/' Ecran 
Fenêtre "1" Fenêtre "2" 
□ 
Figure 1.19 Représentation de deux fenêtres à l'écran. 
Plusieurs fenêtres présentes à l'écran simultanément peuvent se 
recouvrir plus ou moins fortement sans pour autant perdre 1 'information 
contenue dans la fenêtre partiellement recouverte, Il est égale1ent 
possible de modifier la position d'une fenêtre affichée à l'écran. 
La figure 1.20 présente deux fenêtres au temps Tl dont l'une est 
partiellement recouverte, Une modification de la position de celles-ci 
permet de les visualiser entièrement. La représentation de 1 'écran au te■ps 
T2 différent de Tl, illustre les deux fenêtres totalement visibles. 
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T1111ps T 1 
Tl .,& T2 
Tups T2 
Figure 1,20 Modification de la position d'une fenêtre, 
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Les spécifications des besoins exposées au chapitre 1 nous permettent 
de réaliser une architecture logique de l'application d'aide aux 
handicapés, Effectuer une architecture logique consiste à décomposer 
1 'application en plusieurs niveaux. Chacun de ces niveaux présente un 
certain degré d'abstraction del 'application, le niveau le plus élevé 
réalisant 1 'abstraction la plus forte. Nous commençons par exposer 
1 'utilité d'une telle découpe dans le cadre de cette application, ensuite 
nous la présentons et expliquons en détail les raisons de ce choix de 
décomposition. 
2.2 Découpe hiérarchique logique 
•••••••••••••••••••••••••••••••• 
2.2.1 Objectifs d'une découpe en niveaux 
========================•=====•========= 
Les objectifs poursu1v1s par une découpe hiérarchique en niveaux 
dépendent de 1 'application à développer et des intentions du programmeur. 
En effet, le développement d'une application s'effectue selon un certain 
compromis: plus la découpe en niveaux de 1 'application est rigoureuse 
et efficace quant à la maintenance du programme, plus les performances 
en temps lors de 1 'exécution auront tendance à di ai nuer. 
Il existe plusieurs types de hiérarchies présentant chacune des 
propriétés particulières et permettant d'atteindre un certain nombre 
d'objectifs, Une hiérarchie est représentée par un graphe composé de noeuds 
et d'arcs orientés qui relient ces noeuds. 
L'application à développer peut être décoaposée en un ense1ble de 
composants qui réalisent chacun une partie des opérations que 1 'application 
doit effectuer. Par exemple, un composant offre les fonctionnalités: 
"afficher un objet quelconque à 1 'écran", Chaque noeud du graphe de la 
hiérarchie représente un composant et toutes les relations pouvant exister 
entre ces composants sont représentées par des arcs orientés, La figure 2,1 
illustre une hiérarchie. 
Sur cette figure, 1 'arc "1" part du composant "A" et aboutit au 
composant "B" nous disons dans ce cas qu'une relation existe entre le 
composant origine "A" et le composant destinataire "B", 
Une hiérarchie est caractérisée par le fait que chaque noeud du graphe 
appartient à un certain niveau "i" et qu'il ne peut exister de relation 
qu'entre un noeud origine de niveau "i" et un noeud destinataire de niveau 
inférieur ou égal à "i", Par exemple, une relation du composant "B" vers 
le composant "A" sur la figure 2,1 est invalide. 
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Noeud 
Composant "A" Niveau Ili Il 
Relation f l invalide Arc Il 1 Il 
Composant "B" Niveau Ili -1" 
1 Arc "2" 
Composant "C" Niveau Ili -2 Il 
Figure 2.1 Représentation d ' une hiérarchie. 
Les composants identifiés dans une hiérarchie peuvent se décomposer en 
un ensemble de modules qui réalisent chacun un traitement plus spécifique. 
Nous avons défini précédemment un composant offrant les fonctionnalités: 
"afficher un objet quelconque à l'écran". Un module de ce composant assure 
par exemple la fonctionnalité "afficher un bouton à l'écran" ou "afficher 
le curseur à l'écran", etc ••• Nous disons également qu'un tel module 
constitue une primitive du programme. Chaque noeud du graphe de la 
hiérarchie peut donc être décomposé en un ensemble de "sous-noeuds" 
correspondant chacun à un module et entre lesquels peut égale1ent exister 
une relation. 
Nous nous intéressons plus particulièrement ici à une hiérarchie de 
type "utilise" car celui-ci permet d'atteindre un grand nombre d'objectifs 
assurant une importante efficacité du produit logiciel développé. Un 
exemple de hiérarchie de type "utilise" est présenté à la figure 2.2. Sur 
cette figure, nous distinguons une relation du type "utilise" du composant 
"A" vers le composant "B". Nous pouvons dire que le composant "A" utilise 
le composant "B", Mais pui1que chaque composant est constitué d'un ensemble 
de modules, nous pouvons dire qu'un module "a" du composant "A" utilise un 
ou plusieurs modules "b" du composant "B", 
Composant "A" 
Modules "a" 1 
l Utilise 
Composant "B" 
1 Modules "b" 1 
Figure 2.2 Exemple de hiérarchie de type "utilise". 
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Une relation de type "utilise" a pour signification: "un module "a" 
utilise un module "b" si et seulement si le fonctionnement correct du 
module "a" dépend de la disponibilité d ' une version correcte du module "b", 
Nous entendons par "version correcte" d'un module, un module dont les 
spécifications et la conception sont corrects, 
Nous présentons 1c1 les principaux objectifs d'une structure 
hiérarchique de type "utilise": 
* grande fiabilité du logiciel: l es modules résultant de la 
découpe sont facilement testables i ndividuellement, 
* maintenabilité aisée: lorsque le l ogiciel est terminé, il est 
primordial de pouvoir le modifier rapidement, c'est-à-dire que 
le programmeur doit avoir la possibilité de contracter ou 
d'étendre facilement le logiciel sans trop de difficultés, 
* élimination des redondances fonctionnelles: la structure 
distincts hiérarchique permet d'éviter de créer deux modules 
qui effectuent un traitement identique, 
* réemploi de modules 
certaines parties du 
d'autres applications 
possibles, 
dans d'autres contextes 
programme peuvent être 




* portabilité: une indépendance maximale est assurée par rapport 
au hardware et au software (par exemple par rapport au système 
d'exploitation>, en localisant cette dépendance dans des 
modules spécifiques du programme, 
* factorisation du travail: l'application peut être décomposée en 
un ensemble de modules qui réalisent chacun une partie des 
opérations que 1 'application doit effectuer, 
Pratiquer une découpe hiérarchique de type "utilise" de notre 
application est par conséquent indispensable pour les raisons suivantes: 
** le projet AIDAMI est susceptible de subir de fortes modifications en 
raison des nombreux types différents d'interfaces utilisateur 
connectables sur l'ordinateur, Les appareils électriques à co1mander 
par 1 'intermédiaire de la machine peuvent également être très 
diversifiés. 
** la portabilité est une qualité essentielle que ce program1e doit 
posséder car celui-ci est destiné à être co1mercialisé et donc à 
être exécuté sur un grand nombre d'ordinateurs de type •IBN-PC 
compatible", Si des aspects particuliers dans le progra11e ne sont 
pas portables, il est indispensable de les localiser dans quelques 
modules du progra1me afin de pouvoir facilement apporter les 
modifications qui s'imposent. 
** les autres avantages offerts par une hiérarchie de type "utilise" ne 
peuvent qu'améliorer les qualités du produit développé. 
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2,2.2 Présentation du schéma de la hiérarchie del 'application 
============================================================== 
Le schéma de 1 a 
figure 2.3. Chaque 
localisés sur une 







découpe en niveaux de l'application est présenté à la 
niveau est composé d'un ou de plusieurs composants 
mt■ e latitude, Les flèches reliant les différents 


















Figure 2,3 Découpe hiérarchique de 1 ' application. 
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Nous distinguons trois types de relations sur cette figure: 
a) la relation "importe": cette relation a pour signification: 
un module "a" référence un module "b", Chaque module "b" ainsi référencé 
renvoie vers le module "a" des données et des informations qui sont 
utilisées par le module "a" (voir figure 2,4), 
Données 
Informations 
Module "a" 1 
'1'-
1 l Importe 
Module "b" 
Figure 2,4 Signification de la relation "importe", 
b) la relation "exporte"1 la signification de cette relation est: 
un module "a" référence un module "b", Chaque fois qu'un module •a• 
effectue · une tel le référence, il het en ■he teaps des données et des 




Module "a" 1 
-~· l _ Exporte 
Module "b" 
Figure 2.5 Signification de la relation "exporte", 
c) la relation "utilise": la signification de cette relation a déjl été 
donnée au paragraphe 2,2,1, 
Remarquons que le graphe de la figure 2,3 ne constitue pas entièrement 
une hiérarchie de type "utilise" en raison des relations "importe" et 
"exporte", 
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2,2,3 Analyse des composants du graphe de la hiérarchie 
======================================================= 
Nous décrivons brièvement les fonctionnalités offertes par chacun des 
composants du graphe de la hiérarchie présenté à la figure 2,3 et 
justifions leur emplacement et les relations qui y sont associées. 
* Coordinateur 
* Les entrées 
ce composant assure le séquencement des actions 
décrites dans le(sl processus en cours d'exécution, 
Il réalise ainsi dans un certain ordre des "appels" 
vers les modules des niveaux inférieurs et assure le 
transfert d ' informations entre certains modules du 
graphe, lorsque cela est nécessaire. Le coordinateur 
pourra être aisément modifié et permettre la 
réalisation de multiples scénarios au sein du même 
programme. 
les entrées lisent des données ou des états relatifs 
aux différents périphériques de la machine tels que 
l'écran, le clavier, l'interface utilisateur. Ces 
états ou données sont mémorisés dans des variables du 
programme, et mis à la disposition des autres 
primitives du projet. 
* Les sorties écran ces modules permettent essentiellement de 
réaliser une présentation "agréable" del 'application 
à l'écran, Les services offerts par ce composant 
permettent de réaliser du multi-fenêtrage à 1 'écran. 
* Formatage signaux ces primitives formatent les codes binaires 
destinés à la commande des appareils électriques 
extérieurs. Un fichier contient les types d'appareils 
et leurs codes propres, de même quel 'ordre et la 
vitesse dans lesquels ces codes doivent être émis, La 
modification des codes d ' un appareil électrique est 
donc réalisée par un simple accès à ce fichier. 
Ces trois composants "entrée/sortie" ont été réalisés pour assurer un 
maximum d'indépendance de l'application vis-à-vis des organes 
d ' entrée/sortie de la machine. 
* Gestion écran : ce composant contient un grand nombre de primitives 
indispensables au bon fonctionnement du multi-
fenêtrage. La liste de ses actions élémentaires n ' est 
pas exhaustive et il est possible de la compléter à 
souhait en fonction du degré de souplesse désiré pour 
la présentation de l'application à l'écran. Ces 
modules assurent une exécution correcte des 
primitives d'entrée/sortie relatives aux affichages à 
l'écran. 
* Sorties auxil-imprimante les primitives de ce composant envoient 
des codes binaires vers certains circuits 
électroniques réalisés par 1 'équipe "AIDAMI", en vue 
de commander les appareils électriques extérieurs, Le 
second rôle de ce composant est d'assurer l'envoi des 
signaux de contrôle vers une imprimante afin 
1 -
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d ' effectuer une impression de fichier. 
* Manip-fichiers ce composant réalise des accès élaborés dans les 
* Formatage 
fichiers de caractères et dans les fichiers 
d'enregistrements accessibles. Les primitives 
offertes utilisent directement les services du 
système d'exploitation car, comme nous le verrons par 
la suite, des opérations sur les fichiers y sont déjà 
implémentées. 
les primitives de ce composant assurent une 
transformation du format de l'heure, des nombres 
arithmétiques et des dates en fonction de la 
nationalité de l'utilisateur. Un fichier préala-
blement créé permet de choisir ces différents 
formats. Pour fonctionner correctement, les 
primitives de ce composant doivent disposer d'une 
valeur à transformer générée par le composant 
"outils". 
* Outils ce composant offre des services généraux couramment 
utilisés tels que la recherche de l'heure, des 
calculs à effectuer, etc •.. Il est extensible selon 
les besoins de 1 'utilisateur. Les valeurs des dates, 
calculs et autres sont générées dans ce composant 
selon un format unique défini par le programmeur. Ces 
primitives utilisent directement les fonctions du 
système d'exploitation. 
* Système d'exploitation sa fonction principale consiste à offrir 
* Les fichiers 
aux primitives des niveaux supérieurs un accès à 
toutes les ressources du système. Le système 
d ' exploitation offre donc ses services à toutes les 
fonctions des niveaux supérieurs de 1 'application. 
ceux-ci sont des ensembles de ressources mis à la 
di~position de 1 'application par 1 'intermédiaire du 
système d'exploitation. Parmis ces fichiers, on 
trouve notam1ent: 
* Des fichiers de programme source. 
* Des fichiers exécutables. 
* Des fichiers de données. 
L'ensemble des primitives et des fichiers relatifs à chacun de ces 
composants est présenté à 1 'annexe "B". 
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Pour commencer ce chapitre, nous déterminons un système d'exploitation 
"idéal" nécessaire pour assurer le bon fonctionnement de notre application. 
Pour implémenter aisément ce système d'exploitation, nous en effectuons 
une découpe hiérarchique. En effet, le composant "système d'exploitation" 
défini dans la découpe hiérarchique de 1 'application au chapitre 2 peut 
lui-même être décomposé en plusieurs niveaux comprenant chacun un certain 
nombre de primitives. Le système d'exploitation ainsi défini possède 
certaines particularités qui posent quelques problèmes pour implémenter ce 
projet. Une analyse détaillée de ceux-ci est présentée, Enfin, étant donné 
1 'ampleur del 'application à mettre en oeuvre, nous définissons un sous-
système utile qui sera implémenté sur micro-ordinateur. 
3.2 Présentation 
application 
du système d'exploitation "idéal" relatif à cette 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous présentons dans ce paragraphe un système d'exploitation "idéal", 
c'est-à-dire un système d'exploitation répondant aux besoins de notre 
projet afin d'assurer son bon fonctionement sur l'ordinateur. Rappelons que 
l'objectif primordial d'un système d'exploitation est de permettre à une 
application d'accéder à toutes les ressources de 1 'ordinateur tout en lui 
"cachantN les méthodes d'accès à ces données, 
Nous avons vu au chapitre 1 quel 'ordinateur met à la disposition du 
handicapé un ensemble de services qui permettent d'accrottre son autonomie, 
Chacun de ceux-ci est composé d'une ou de plusieurs taches réalisant un 
traitement bien particulier. Parmi ces taches figure notamment la tache 
"logiciel" qui offre à 1 'utilisateur la possibilité d'exécuter des 
logiciels "standards" vendus sur le marché, ainsi que ses propres 
programmes. Le bon déroulement de cette tache sur 1 'ordinateur nécessite un 
système d'exploitation offrant un minimum de fonctionnalités. 
L'exécution de la tache "logicielu sur la machine présente la 
p~rticularité suivante: d'une part le handicapé communique avec 
1 'ordinateur à 1 'aide de son interface; le programme développé dans cette 
étude doit assurer cette communication. Ce programme est donc à priori 
constamment exécuté par la machine car le handicapé doit pouvoir accéder 
aux services offerts par le système à tout moment. Si l ·utilisateur désire 
lancer l'exécution d'un logiciel "standard" à l'aide de la Uche "logiciel" 
par une simple manipulation de son interface, il est pri1ordial que cette 
exécution soit lancée par notre programme. D'autre part, lorsque le 
logiciel "standard" s'exécute, il est très probable qu'il demande à un 
certain moment à l ·utilisateur d'entrer une donnée dans 1 'ordinateur, Dans 
le cas normal, cette donnée est introduite à l'aide du clavier, Mais 
puisque le handicapé ne sait pas se servir du clavier, il ne peut 
introduire une donnée dans la machine que par 1 'intermédiaire de son 
interface. Or nous savons que la communication entre le handicapé et 
1 'ordinateur à 1 'aide del 'interface utilisateur ne peut être assurée que 
par notre programme. Il faut alors interrompre momentanément le logiciel 
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"standard" afin de permettre au handicapé d'introduire ses données, La 
figure 3.1 illustre ces concepts. Nous constatons que deux programmes sont 
susceptibles d'être exécutés par la machine chacun à leur tour. Ceci nous 










Exécution du ~ 
projet -------~~~===~=====i;~------------~) "AIDAHI" Introduction des Temps 
données par le handicapé 
Figure 3,1 Interruption du logiciel "standard" lors de 
1 'introduction d'une donnée par le handicapé. 
On entend par multiprogrammation le fait que plusieurs prograames 
résidant en aême teaps en méaoire centrale sont exécutés de façon imbriquée 
dans le temps par un seul processeur (ou par plusieurs processeurs dans les 
gros ordinateurs), 
Un cas particulier de multiprogrammation peut également être 
identifié dans cette application. En effet, le système doit aettre à la 
disposition de 1 'utilisateur diverses taches accessibles à tout moment. Le 
développement d'un logiciel simulant un systè1e multi-taches semble une 
solution adéquate pour résoudre ce problème. Un système multi-taches est 
caractérisé par le fait que plusieurs taches peuvent être effectuées 
simultanément par 1 'utilisateur, A titre d'exemple, considérons la 
situation suivante: le handicapé est en train de rédiger une lettre à 
l'aide de la ttche "courrier". Subitement, le téléphone sonne: si 1 'on 
désire prendre la communication, 1 'exécution de la tache "téléphone" doit 
être effectuée. Ceci aura pour effet d'interrompre momentanément la tache 
"courrier", mais cette dernière pourra être reprise là o~ elle avait été 
interrompue dès que la communication téléphonique sera terminée, 
Nous pouvons donc dire qu'un système multi-taches est un cas 
particulier de la multiprogrammation en ce sens que plusieurs taches 
peuvent être exécutées simultanément. La seule différence réside dans le 
fait que la multiprogrammation permet une exécution simultanée de 
plusieurs taches appartenant chacune à des programmes différents alors que 
dans le cas d'un système aulti-taches, toutes les taches font partie d ' un 
seul et unique programme. 
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Chaque fois qu'une tache est utilisée par le handicapé, un nouveau 
processus est créé dans le système et se charge de la . mener à bien. En 
conséquence, puisque plusieurs taches peuvent être utilisées en même temps, 
plusieurs processus peuvent exister à un moment donné et il est indispen-
sable que le système d'exploitation en assure une gestion adéquate, 
En conclusion, le système d'exploitation "idéal" doit permettre la 
multiprogrammation. D'autres fonctionnalités doivent également être 
disponibles dans ce système d'exploitation. 
Nous présentons à présent les fonctionnalités 
d'exploitation "idéal" indispensables à notre application: 
Remarque: 
********* 
* gérer les processus 
* permettre la multiprogrammation 
* gérer les interruptions 
* gérer les entrées/sorties 
* gérer les fichiers 
* gérer la mémoire centrale 
* gérer les noms 
* gérer les travaux 
du système 
Une manière de rendre le système d'exploitation "idéal" tout à fait 
indépendant de 1 'application consiste à n'y autoriser des appels qu'en 
générant une interruption logicielle. Ceci présente 1 'avantage que le 
système d'exploitation forme ainsi un segment de code susceptible d'être 
utilisé par tout type d'application. Par contre, il est indispensable de se 
définir des zones de communication communes à 1 'application et au système 
d'exploitation afin de pouvoir transmettre les paramètres nécessaires au 
bon déroulement des primitives utilisées. De plus, une gestion 1inimale 
de ces zones doit être implémentée pour assurer la concordance entre les 
paramètres. 
3.3 Présentation de la structure hiérarchique du système d'exploitation • 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
3;3.1 But d'une découpe hiérarchique du niveau "systè1e d'exploitation" 
======================================================================= 
Nous avons déjà signalé que nous désirons implémenter cette 
application sur un micro-ordinateur du type " IBM-PC compatible". Or le 
système d'exploitation d'une telle machine constitue en général un logiciel 
"standard" disponible sur le marché. Il existe donc plusieurs systèmes 
d'exploitation susceptibies d'être exécutés par l'ordinateur et présentant 
des fonctionnalités qui leur sont propres. 
Le but de la découpe hiérarchique du système d'exploitation consiste à 
fournir au programmeur la possibilité d'identifier rapidement les aodules 
définis dans cette découpe, qui doivent être modifiés si 1 'on change de 
système d'exploitation. Pour ce faire, nous nous basons sur le système 
d'exploitation "idéal" défini au paragraphe 3.2 qui offre toutes les 
fonctionnalités indispensables pour assurer le bon fonctionnement de notre 
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application. Il suffit ensuite d ' identifier les composants et 
déjà implémentés par le système d'exploitation choisi, et de 











Afin de ne pas allourdir cet exposé, nous 
composants du graphe hiérarchique du système 
3.4 Problèmes liés à la multiprogrammation 
•••••••••••••••••••••••••••••••••••••••••• 
présentons et analysons 
d'exploitation en annexe 
3,4,1 Définition d'outils pour implémenter la multiprogrammation 
================================================================ 
Nous avons vu au paragraphe 3,2 que la tache "logiciel" nécessite un 
système d'exploitation capable de supporter la multiprogrammation. Nous 
présentons dans ce paragraphe quelques outils permettant de 1 ' implémenter, 
Nous disposons d'un système dans lequel plusieurs processus peuvent 
coexister. Ceux-ci sont caractérisés par un des trois états suivants: 
actif, prêt ou bloqué. Un processus actif est un processus auquel un 
processeur est alloué; un processus prêt est en attente d'un processeur et 
dispose de toutes les ressources dont il a besoin pour s'exécuter; enfin, 
un processus bloqué est un processus en attente de ressources. Or puisque 
nous disposons d'une machine ne possédant qu'un seul processeur, il ne peut 
y avoir qu'un seul processus actif à un instant donné, les autres processus 
étant soit prêts, soit bloqués. (nous ne prenons pas en compte ici les 
éventuels processeurs de périphériques), Par conséquent, si plusieurs 
processus sont créés dans le système, il est indispensable de sauvegarder 
les données et résultats propres à chacun des processus interrompus; le 
gérant des interruptions s'en charge. 
Par ailleurs, si un processus actif "A" est interrompu et si un 
nouveau processus "B" est activé et utilise le méae segment de code que le 
processus "A", on dira que ce segment de code possède la propriété de 
réentrance. Un même et unique segment de code pourra donc à un instant 
donné assurer le bon déroulement de plusieurs processus. En pratique, il 
existe deux méthodes permettant d'allouer les instructions d'un segment de 
code à plusieurs processus: 
a) interdire toute réentrance dans le segment de code en dupliquant 
ses instructions pour chacun des processus qui désire l'utiliser. 
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b) autoriser la réentrance, mais encore faut-il déterminer les 
segments de code du programme qui ne sont pas réentrants. En 
effet, certains segments de code du programme ne peuvent pas être 
réentrants afin d'éviter des incohérences dans le système. Ces 
segments sont dans ce cas appelés "section critique". 
Il serait illusoire de choisir la solution interdisant toute réentrance car 
cela nous obligerait à dupliquer inutilement des segments de codes du 
programme. En effet, un segment de code devrait être recopié en mémoire 
centrale en autant d'exemplaires que de processus désireux de 1 'utiliser au 
même moment. La seconde solution autorisant la réentrance semble nettement 
mieux adaptée à condition de n'autoriser au maximum qu'un seul processus 
dans une section critique à un certain moment. 
Une question se pose donc: comment limiter à un seul le nombre de 
processus dans une section critique? 
* Soit en utilisant des pri1itives d ' exclusion mutuelle. Ces 
primitives sont composées d'un ensemble d'instructions dont 
l ' exécution ne peut être interrompue par un autre processus. On 
distingue deux types de primitives d'exclusion mutuelle qui 
réalisent essentiellement les opérations suivantes: 
- une primitive du premier type précède une section critique et 
a pour effet de positionner un verrou. 
- une primitive du deuxième type dépositionne un verrou et est 
localisée à la sortie d'une section critique. 
L'observation de la valeur du verrou permet de savoir si un 
processus utilise déjà une section critique particulière. 
* Soit en groupant dans un ou plusieurs modules les différentes 
sections critiques. Ces modules sont appelés "moniteur" et ne sont 
accessibles que par un seul processus à la fois. L' exclusion 
mutuelle est ainsi assurée. 
Avant de poursuivre 1 'exposé, nous donnons ici une brève définition: 
deux processus sont "concurrents" s'ils désirent accéder au aéme moment à 
une ressource commune du systèae. 
Critique de ces deux méthodes: 
* La méthode utilisant les moniteurs résoud les problèmes de la 
concurrence entre les processus qui désirent entrer dans une section 
critique. En effet, il faut assurer qu'un seul de ces processus entre 
dans une section critique à un moment donné et que les autres 
processus qui désirent également y entrer soient mis en attente 
jusqu'à ce que la section critique soit libérée. Les processus 
pénètrent donc chacun à leur tour dans la section critique. De plus, 
les moniteurs permettent de garder les avantages d ' une construction de 
programme structurée, 
ETUDE . DU NIVEAU "SYSTEME d ' EXPLOITATION " 34 
* La méthode utilisant les primitives d ' exclusion mutuelle est plus 
générale en ce sens que ces primitives peuvent être insérées partout 
dans le programme. Néanmoins, cette solution est plus dangereuse car 
1 ' oubli d'une primitive d'exclusion mutuelle dans le programme serait 
fatal. 
Dans le cadre de ce projet, nous avons opté pour 1 'utilisation des 
primitives d ' exclusion mutuelle. En effet, malgré que les moniteurs offrent 
1 ' énorme avantage de garder le programme structuré, nous constatons que, 
dans le cadre de cette application, les primitives d ' exclusion mutuelle, 
plus simples à réaliser, permettent aussi de conserver cet avantage. 
L'explication de cette affirmation est présentée au paragraphe 5.5. 
En résumé, les opérations à effectuer pour assurer la multi-
programmation dans le cadre de notre application sont les suivantes: 
* déterminer les sections critiques du programme. 
* Insérer les primitives d ' exclusion mutuelle dans le programme 
afin de garantir 1 'exclusion mutuelle. 
* permettre la réentrance dans les modules susceptibles d'être 
utilisés par plusieurs processus au aêae moment. 
3.4.2 Perturbations provoquées par un logiciel "standard" sur la multi-
programmation 
======================================================================-==== 
Rappelons que le programme développé dans cette étude doit permettre 
au handicapé d'utiliser les différents services qui lui sont offerts. Parmi 
ceux-ci figurent plus particulièrement 1 'utilisation d'un logiciel 
"standard". L'utilisateur est ainsi à même de disposer des outils du 
logiciel "standard" par une simple manipulation de son interface, sans 
introduire de commandes dans la machine via le clavier. Pour cela , toutes 
les actions provoquées par la pression d ' une touche du clavier doivent être 
simulées par une manipulation adéquate de 1 ' interface et par notre 
application de telle manière que le logiciel "standard" ne s ' aperçoive pas 
de ce subterfuge, 
Nous avons identifié trois perturbations majeures provoquées par le 
logiciel "standard" sur notre progra•me: 
a) suspension del ' exécution de notre programme 
b) utilisation simultanée de 1 ' écran par notre progra11e et par le 
logiciel "standard" 
cl accès simultané au système d ' exploitation par notre programme et 
par le logiciel "standard" 
Nous analysons ci-après ces différentes perturbations. 
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a) Suspension del 'exécution de notre progra1me 
La première perturbation provoquée par le logiciel "standard" est 
caractérisée par le fait que son exécution suspend le déroulement de notre 
programme. Le retour à notre application ne peut se faire que lorsque le 
logiciel "standard" se termine, c'est-à-dire lorsqu'il a accompli toutes 
ses opérations. Or nous savons que ce logiciel ne peut généralement 
effectuer toutes ses opérations sans quel 'utilisateur ne doive lui fournir 
certaines données. L'utilisateur étant ici le handicapé, l'introduction 
d'une telle donnée ne peut être réalisée que par l'intermédiaire de 
1 'interface. Or la communication entre 1 'interface et la machine nécessite 
1 'exécution de notre programme; il faut donc interrompre un bref instant le 
logiciel "standard" afin de permettre 1 'introduction de cette donnée dans 
la machine, 
Le principe utilisé pour envoyer un caractère vers le logiciel 
"standard" est le suivant: 
* interrompre le logiciel "standard". 
* manipuler l'interface pour sélectionner le caractère à envoyer. 
* exécuter notre application pour réaliser la simulation de la 
pression d'une touche au clavier et rendre ce caractère 
disponible pour le programme "standard", 
* poursuivre 1 'exécution du logiciel "standard" après avoir 
restauré son environnement. 
Mais si on interrompt le logiciel "standard" pour exécuter une partie 
de notre projet, pourquoi ne pas envisager par la même occasion de mettre 
à la disposition du handicapé tous les autres services implémentés dans 
dans notre programme? 
Ainsi, lors d'une interruption du logiciel "standard", 1 'utilisateur 
aurait la possibilité de répondre à un appel téléphonique, d'allumer une 
lampe, etc ••• Nous allons dans le cadre de cette étude essayer de répondre 
à une telle exigence, mais cela nous crée un nouveau problème que nous 
décrivons ci-après. 
b) Utilisation simultanée de 1 'écran par notre programme et par le 
logiciel "standard" 
Le handicapé peut utiliser alternativement les services offerts par 
notre programme et les outils mis à sa disposition par le logiciel 
"standard", La sélection d'un service disponible dans notre projet est 
possible grêce à 1 'affichage à 1 'écran d'un menu. Hais le logiciel 
"standard" utilise lui aussi 1 'écran afin d'y afficher ses 1essages, 
graphiques ou résultats. Il est donc très probable que les affichages du 
logiciel "standard" effacent tout ou une partie des menus affichés par 
notre programme, et vice-versa, 1 'affichage d'un menu à 1 'écran peut 
effacer des données utiles générées par le logiciel "standardN, Ceci 
constitue la seconde perturbation. Deux solutions peuvent être envisagées 
pour pallier à cet inconvénient: 
* utiliser la technique du "multi-fenêtrage" 
* utiliser deux écrans simultanément 
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1) La technique du multifenêtrage 
La technique du multi-fenêtrage a déjà été exposée au paragraphe 
1.S.4. Elle consiste à afficher à 1 'écran des fenêtres qui 
représentent un espace de 1 'écran dans lequel 1 'utilisateur peut 
afficher des caractères ou des graphiques. Ces fenêtres peuvent se 
recouvrir plus ou moins fortement sans perdre 1 'information contenue 
dans chacune d'elles. L'affichage des messages et dessins peut alors 
s ' effectuer sans interférence si on attribue un certain nombre de 
fenêtres à notre application et d'autres fenêtres au logiciel 
"standard". 
2) Utilisation simultanée de deux écrans 
,/ 
La seconde méthode permettant de séparer les objets affichés par 
notre programme de ceux du logiciel "standard" consiste à attribuer 
un écran à chacun d'eux. Cette solution est plus attrayante car elle 
permet d ' attribuer 1 'entièreté d ' un écran au programme et au logiciel 
"standard" (voir figure 3.2). 
Ecran "1" Ecran "2" 
/ ~ 




Figure 3.2 Utilisation simultanée de deux écrans . 
Cependant, la solution idéale consiste à combiner ces deux 
méthodes: notre programme et le logiciel "standard" disposent chacun 
de leur écran respectif et peuvent le diviser en plusieurs zones ou 
fenêtres. Ceci se prête très bien pour un système de type multi-taches 
car à chaque tache est attribuée une fenêtre particulière. 
c) Accès simultané au système d'exploitation par notre progra•me et par le 
logiciel "standard" 
Nous souhaitons dans la mesure du possible implémenter cette 
application en utilisant un langage de programmation de haut niveau tel 
que "Pascal" ou "C". Or lorsque le compilateur d'un langage évolué traduit 
un code source en code objet, certaines instructions du langage évolué sont 
exécutées en effectuant des appels au système d'exploitation. Citons par 
exemple les instructions d'entrée/sortie du programme. Nous pouvons en 
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conclure que notre programme effectue de temps en temps des appels au 
système d'exploitation lorsqu'il en a besoin. Or les logiciels "standards" 
sont en principe eux aussi soumis à la même règle et utilisent également 
les services offerts par le système d'exploitation. 
Le problème à résoudre est le suivant: lorsque l'exécution du logiciel 
"standard" est lancée, celui-ci effectue des appels au système 
d ' exploitation dès qu'il en a besoin; nous pouvons dire que ces appels 
sont générés aléatoirement dans le temps. Or il se peut que le logiciel 
"standard" soit en train d'utiliser le système d'exploitation et que 
subitement, le téléphone se mette à sonner. Le handicapé doit, pour 
décrocher le téléphone, interrompre le logiciel "standard" et exécuter 
notre application. Mais la réalisation du service "décrocher le téléphone" 
a également pour effet de générer un appel au système d'exploitation pour 
assurer 1 'envoi d'un signal vers le "mains-libres". Nous pouvons conclure 
que dans ce cas, deux processus utilisent au même moment le système 
d'exploitation. Une telle situation serait tout à fait acceptable si tous 
les modules du système d'exploitation étaient réentrants, Or nous allons 
voir dans le paragraphe 3,4,3, que cette condition n'est pas satisfaite, Il 
est donc indispensable de trouver une solution permettant de limiter le 
nombre d'accès par des processus dans les sections critiques du système 
d'exploitation, tout en sachant que ce a dernier est également un logiciel 
"standard" et qu'il ne peut par conséquent pas être modifié, 
Remarque: 
********* 
Nous faisons 1 'hypothèse que des instructions telles que les 
instructions d'entrée/sortie utilisent les services offerts par le système 
d'exploitation. Par conséquent, on suppose qu'elles ne font aucun accès 
direct aux périphériques ou à d'autres ressources gérées en temps normal 
par le système d'exploitation. En effet, les programmes compilés et les 
logiciels "standards" doivent posséder la propriété de portabilité car ils 
sont susceptibles d'être exécutés sur un grand nombre d'ordinateurs du même 
type. Il serait donc peu probable que de tels produits accèdent directement 
aux organes d'entrée/sortie ou à d'autres ressources particulières car 
ceux-ci peuvent nécessiter une gestion différente au sein d'ordinateurs du 
même type. 
3,4,3 Le problème de 1 ·accés au système d'exploitation 
=================================~==================== 
L'accès par un processus aux services du système d'exploitation 
s'effectue par 1 'intermédiaire des interruptions. Lors d'un tel accès, ce 
processus exécute divers modules du système d'exploitation, Ceux-ci peuvent 
être séparés en deux classes: les modules formant des sections critiques et 
les modules réentrants, Nous donnons ci-après un bref aperçu des modules 
figurant dans 1 'une ou 1 ·autre classe, Mais pour simplifier notre étude, 
nous nous sommes davantage orientés vers le cas plus particulier du système 
d'exploitation d'un micro-ordinateur d ' autant plus que notre application 
est destinée à être implémentée sur une telle machine, 
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a) Les modules du type "section critique" 
Le système d'exploitation permet d ' accéder plus facilement à des 
ressources telles quel 'écran, les disques, le clavier, etc ••• et 
n ' oblige pas le programmeur à réécrire dans chacun de ses programmes 
ces différents modules d'accès. Mais une telle ressource n'est 
accessible que par un seul processus à un moment donné. En effet, le 
non respect de cette règle créerait des incohérences dans le système 
qui, en conséquence, réagirait de manière imprévisible. Considérons le 
cas d'une écriture sur disque: si le lecteur de disques écrit un 
caractère sur une piste du disque, il faut empêcher qu'un autre 
programme désireux lui aussi d'écrire des données sur le disque ne 
vienne interrompre brutalement cette écriture. Si cela se produisait, 
il serait très difficile, voire impossible de déterminer exactement 
1 'état dans lequel était le lecteur de disques avant 1 'interruption, 
de même que la partie du caractère qui a déjà été mémorisée sur le 
disque avant 1 'interruption. Il est donc primordial dans ce cas 
d'attendre que le caractère soit entièrement mémorisé sur le disque 
et que le lecteur de disques soit revenu à un état cohérent et connu. 
Nous pourrions encore donner de tels exemples pour chacun des 
périphériques ou pour des ressources partagées accessibles par 
plusieurs processus au même ■oaent en écriture et en lecture. Nous 
pouvons en conclure que les modules permettant 1 'accès à ces 
ressources constituent des sections critiques et qu'ils ne peuvent 
dans ce cas être accessibles que par un et un seul processus à un 
certain moment; de tels processus sont donc concurrents. Une étude du 
système d'exploitation mis à notre disposition est capitale afin de 
déterminer les modules soumis à de telles exigences. 
b) Les modules réentrants 
Il parait évident que tous les modules du système d'exploitation ne 
constituent pas des sections critiques. Dans ce cas, ces segments de 
code peuvent être élaborés de telle manière que plusieurs processus 
puissent simultanément exécuter leurs instructions. Comme nous 
l'avons déjà signalé, nous pouvons de cette manière éviter de devoir 
dupliquer le code de ces modules pour chacun des processus qui 
désirent les utiliser. Ces modules sont qualifiés de "réentrants". 
Cependant, en toute généralité, un tel module effectue des 
opérations sur des données et fournit des résultats spécifiques à 
chaque processus qui 1 'utilise. Il faut donc s'assurer que tel 
résultat appartient bien à tel processus et qu'aucun résultat ainsi 
obtenu ne sera effacé avant que le processus auquel il est destiné 
en ait pris connaissance. Ceci peut ttre réalisé en associant à 
chacun des processus une zone mémoire dans laquelle tous les résultats 
relatifs à ce processus sont mémorisés. L' obtention des valeurs 
désirées nécessite un simple accès à cette zone. 
En bref, on distingue deux types d'accès au systè1e d ' exploitation: 
* un accès "concurrent" aux modules qui gèrent les périphériques 
et les ressources partageables accessibles en écriture et en 
lecture. 
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* un accès par plusieurs processus simultanément aux autres 
modules du système d'exploitation s'ils sont réentrants ou s'ils 
peuvent être rendus réentrants. 
3.S Définition d'un sous-système utile 
•••••••••••••••••••••••••••••••••••••• 
Le programme que nous désirons implémenter dans le cadre de cette 
étude offre au handicapé un certain nombre de services, Mais le 
développement de ce programme dans son intégralité nécessite une quantité 
importante de travail, C'est pourquoi nous avons décidé de définir un sous-
système utile, Nous entendons par "sous-système utile" une réalisation 
partielle de 1 'application, en ce sens que nous ne développons et 
n'implémentons qu'un sous-ensemble des services et taches décrits dans 
1 'annexe "A", Nous énumérons ci-après les services réalisés dans cette 
étude, 
* Le service "téléphone" dont les actions sui vantes sont 
développées: 
- sélectionner un numéro. 
- décrocher le téléphone. 
- raccrocher le téléphone. 
* Le service "logiciel" avec les actions: 
- afficher le clavier. 
- afficher les logiciels exécutables sur IBM-PC. 
* Le service "outils" avec les actions: 
- afficher l'horloge, 
* Le service "sortie". 
La sélection d'un de ces services est réalisée par 1 'intermédiaire 
d'un menu principal dans lequel figure chaque nom de service. 
Pour des raisons de facilité de développement de 1 ' application, tous 
les déplacements du curseur à 1 'écran sont générés par les touches fléchées 
du clavier et le bouton du joystick ou de la "souris" est remplacé par les 
touches de fonction "F9" et "FlO". En effet, les micro-ordinateurs des 
facultés ne sont pas équipés en permanence d'une "souris" ou d'un Joystick, 
Ceci ne présente pas d'inconvénients majeurs car il suffit de modifier 
quelques modules du programme pour assurer le fonctionnement correct de la 
la usouris" ou du Joystick qui constituent 1 'interface utilisateur réel du 
handicapé. 
De plus, nous avons décidé de ne pas 
simple raison que cela demande énormément 
justification de cela est exposée dans le 
1 'objectif poursuivi par cette étude. 
minimalisée pour la •ême raison. 
utiliser le second écran pour la 
de travail de progra•mation (la 
chapitre S>, ce qui n'est pas 
La gestion des fenêtres est 
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Le système d'exploitation que nous avons décidé d'utiliser dans le 
cadre de cette étude s'intitule "DOS" (Disk Operating System). Le choix de 
ce systèie d'exploitation se justifie par le fait qu'il est utilisé à 
grande échelle dans les micro-ordinateurs du type "IBM-PC compatible". 
Enfin, 1 'implémentation de ce programme est réalisée en utilisant le 
langage "Turbo-Pascal" accompagné de l'utilitaire "Turbo-Graphix" qui 
facilite la gestion des fenêtres del 'application. 
CHAPITRE 4 
PRINCIPES DE FONCTIONNEMENT DE L'IBM-PC 





Nous présentons dans ce chapitre quelques principes de fonctionnement 
d'un ordinateur du type "IBM-PC compatible". Ces explications permettront 
de comprendre plus aisément les décisions prises pour réaliser ce projet. 
Nous supposons que le lecteur a déjà acquis quelques notions de base sur 
les micro-ordinateurs. Il se peut d'ailleurs qu'il connaisse déjà les 
informations que nous donnons ici; dans ce cas, nous lui proposons de 
passer directement au chapitre 5. 
4,2 Les registres de 1 'IBM-PC 
••••••••••••••••••••••••••••• 
Les registres de 1 'IBM-PC sont des zones mémoires auxquelles le 
processeur peut accéder très rapidement. Ceux-ci peuvent être répartis en 
quatre groupes: 
1) les registres généraux: AX, BX, CX et DX. 
Ces quatre registres sont utilisés pour des stockages te■poraires 
de résultats intermédiaires fréquem■ ent utilisés. 
2) Les principaux registres d'index et de pointeur: SP, BP et IP. 
Fonctionnalité de ces registres: 
SP: pointeur de pile: registre contenant un pointeur vers l'élément 
figurant au sommet de la pile du système. Une 
pile est une zone de la mémoire qui permet de 
mémoriser les valeurs contenues dans les 
registres de l 'IBM-PC et les variables 
déclarées dans les procédures d ' un programme. 
BP: pointeur de base: registre permettant d'accéder aux paramètres de 
la pile. 
IP: pointeur d'instruction1 registre contenant l'adresse relative de 
la prochaine instruction à exécuter. 
3) Les registres de segment; es, DS, SS et ES, 
Un segment est une zone qe la ■émoire centrale attribuée à un 
programme pour y stocker des informations. 
Fonctionnalité de ces registres: 
CS: segment de code: registre contenant 1 'adresse du début du segment 
dans lequel figure le code des instructions du 
programme à exécuter. 
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DS: segment de données: registre contenant l ' adresse du début du 
segment dans lequel figurent les variables, 
données et tampons du programme à exécuter. 
SS: segment de pile: registre mémorisant 1 'adresse de début de la 
pile utilisée par le programme. 
ES: extra segment: registre contenant 1 'adresse du début du segment 
utilisé pour des opérations spéciales. 
La taille de chacun des segments identifiés de la sorte ne peut 
excéder 64 Kbytes. 
Dans un tel segment, une cellule mémoire particulière peut être 
adressée de la manière suivante: connaissant la valeur du registre de 
segment dans lequel se trouve la cellule de la mémoire désirée et la 
valeur du déplacement (adresse relative> de cette cellule par rapport 
au début du segment, 1 'adresse absolue de la cellule est donnée par 
1 'expression suivante: 
adresse absolue= "(valeur du registre de segment * lb) + valeur du 
déplacement de la cellule dans ce segment• 
La figure 4,1 présente quatre segments localisés dans la mémoire 
centrale. Le segment numéro 4 est pointé par un registre de segment et 
contient la cellule mémoire désirée. 
Mémoire centrale 
segment Il 1 Il 
segment "2" 
e segment "3" Valeur du registr 
de segment ' Déplacement! --~ segment "4 " 
- - - --------aml 
:: t::; 
~ , Cellule mémoire 
::...-
Figure 4.1 Adressage absolu d ' une cellule de mémoire. 
Considérons l 'exuple suivant: 
soit: *CS= OC38h ( 11 h 11 signifie que le nombre est représenté en 
base lb) 
*déplacement= 2411h 
Le calcul suivant permet d ' obtenir 1 'adresse absolue en mémoire 
centrale de cette cellule: 
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l ' adresse absolue= (OC38h * 10h) + 2411h 
= C380h + 2411h 
= E791h 
4> Le registre des indicateurs: FR 
43 
Ce registre est quelque peu spécial en ce sens que chaque bit qui le 
constitue est interprété individuellement, Un bit représente l ' état 
d'un indicateur à deux positions ("1" ou "0") utilisé par le système. 
Nous citons plus particulièrement: 
le bit d'autorisation d'interruption 








La mémoire centrale d'un IBM-PC est divisée en plusieurs zones, 
chacune jouant un rôle bien spécifique dans l'ordinateur. Celles-ci sont 
présentées à la figure 4,2(a). 
L'espace d'adressage de la mémoire s'étend de l'adresse 00000h à 
1 'adresse FFFFFh; ceci permet de disposer d'une mémoire centrale dont la 
taille maximale atteind 1 M bytes. En pratique, celle-ci est inférieure à 
ce maximum et est souvent limitée à 256 Kbytes ou à 640 Kbytes. 
La première zone de la mémoire centrale est dénommée "mémoire 
standard". Celle-ci comprend plusieurs parties: (voir figure 4,2(b)) 
* les vecteurs d'interruption du système d'exploitation. 
* les vecteurs d'interruption utilisables par le programmeur. 
* les zones de communication du système d ' exploitation. 
* les fichiers comprenant le code du système d'exploitation. 
* des zones réservées, 
La zone "user memory" est disponible pour 1 'utilisateur. Celui-ci peut 
y mémoriser ses fichiers, ses programmes, etc ••• 
Une zone contient le buffer des écrans vidéo permettant de mé1oriser 
les caractères affichés à l'écran. Cette zone est communément appelée "RAM 
vidéo" et débute à 1 'adresse BOOOOh. 
La zone "ROM" située entre les adresses F4000h et FFFFFh n'est 
accessible qu'en mode lecture. Cette portion de mémoire comprend en 
particulier le segment non effaçable du système d'exploitation débutant 
à l'adresse FEOOOh. 
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Enfin, d'autres zones de la mémoire sont réservées pour assurer le bon 








1 Mémoire centrale 
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Mémoire centrale 
Vecteurs d ' interruption 







Zones de communication du 
système d'exploitation 
Fichiers comprenant le 
code du système d'exploi-
tation 
Figure 4.2 (al Figure 4.2 (bl 
Zones de la mémoire centrale Contenu de la "mémoire standard", 
4,4 Segmentation d'un programme chargé en mémoire centrale 
•••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Lorsque 1 'utilisateur désire exécuter un programme, un certain no11bre 
d'opérations doivent être effectuées. Nous supposons que ce programme 
exécutable est initialement mémorisé sur un support magnétique et qu'il 
n ' est pas déjà chargé en mémoire centrale. Dans ce cas, les opérations 
suivantes sont effectuées: 
* réservation d'un espace libre de la 111é11oire centrale destiné à 
contenir le programme à exécuter. 
* chargement du programme dans cet espace libre. 
* initialisation de paramètres de la machine et plus particulièrement 
des registres de segment CS,DS,ES et SS dont nous avons parlé au 
paragraphe 4,2, Chaque registre de segaent identifie le début d'un 
segment particulier de la mémoire et les seg•ents pointés par les 
registres CS, DS et SS sont inclus dans 1 'espace réservé avant le 
chargement du programme (voir figure 4,3). 
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Mémoire centrale 
1//III/II/III/ ////1 
Segment de code (CS) 
Segment de données tDS) Espace libre 
Segment de pile (SS) 
J /I/I/II/I////; 1////Î 
Figure 4.3 Segmentation d'un espace libre 
de la mémoire centrale. 
4S 
Rappelons que les segments définis de la sorte ne peuvent excéder 64 
Kbytes. Lorsque la zone occupée par le code ou par les données est 
inférieure à ce maximum, ils peuvent se chevaucher partiellement sans pour 
autant nuire au bon fonctionnement du système (voir figure 4.4). 
Segment de 







d e) ~on n é es ( 6 4 K b y t es ) 
1 Inoccupé > 
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~ Segment de pile (64 Kbytes) 
Espace libre ( "x" Kbytes) 






Enfin, signalons que les 256 premiers bytes du segment de code du 
programme chargé en mémoire centrale sont occupés par le préfixe de seg1ent 
de programme (PSP) qui est créé lors du chargement du programme. Ce préfixe 
contient des informations nécessaires au système d'exploitation DOS. 
4.S Le système d'exploitation DOS 
••••••••••••••••••••••••••••••••• 
Nous avons décidé d'utiliser le système d'exploitation DOS pour 
implémenter le projet "AIDAMI". Nous présentons dans ce paragraphe quelques 
informations utiles le concernant. 
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4.5.1 Organisation du système d'exploitation DOS en mémoire centrale 
===================================== ============================== 
Plusieurs segments de code constituent le système d ' exploitation DOS: 
- le segment IBMBIO.COH. 
- le segment IBMDOS.COM. 
- le segment COMMAND.COM. 
- le segment ROM BIOS. 
Chacun de ceux-ci occupe une zone particulière en mémoire centrale; 
leurs emplacements sont représentés à la figure 4.5. Chaque zone est 
caractérisée par une adresse de début et une adresse de fin. Lorsqu'une 
adresse est représentée par "xxxxxh", cela signifie que sa valeur est 
susceptible de changer en fonction de la version du DOS utilisée. Notons 
que le segment ROM BIOS n'est pas à proprement parler un segment du système 
d ' exploitation DOS car il réside en permanence dans la mémoire morte de 
1 'ordinateur et peut par conséquent être utilisé par d'autres systèmes 
d'exploitation. Cependant, nous le considérons comme tel dans cette étude 
puisqu ' il est utilisé par DOS. La figure présente la répartition suivante: 
* les vecteurs d'interruption du système d'exploitation s'étendent de 
1 'adresse OOOOOh à 1 ' adresse OO1OOh. 
* les zones de communication du système d'exploitation figurent entre les 
adresses OO4OOh et OO6OOh. 
* les fichiers du système d'exploitation dont l ' adresse initiale est 
OO6OOh, ont une adresse terminale indéterminée car elle varie en 
fonction de la version du DOS utilisée. 
D' autres emplacements en mémoire sont également alloués au système 
d'exploitation afin d'assurer son bon fonctionnement. Nous explicitons ci-
après ces zones. 
* vecteurs d'interruption du BIOS: cette partie de la mémoire contient 
des vecteurs d'interruption dont la plupart permettent d ' exécuter les 
primitives et les fonctions contenues dans le segment ROM BIOS. 
* vecteurs d'interruption du DOS: cette zone comprend les vecteurs 
d ' interruption permettant d'exécuter les primitives et les fonctions 
contenues dans les modules IBMBIO.COM, IBHDOS,COH et COHHAND.COH. 
* Zone de communication BIOS: ce segment de mémoire per1et de 
mémoriser les valeurs des variables d'état des différents 
périphériques du système et certaines données nécessaires pour assurer 
le bon fonctionnement du système. Cette zone est utilisée par le 
segment ROH BIOS. 
* Zone de communication DOS: cette zone est utilisée par les fichiers 
IBHBIO.COH, IBHDOS.COH et COHHAND.COM pour mémoriser les valeurs de 
leurs variables intermédiaires. 
* Les fichiers IBHBIO.COM, IBHDOS.COH et COHHAND.COM (1ère et deuxième 
partiel constituent le système d ' exploitation DOS proprement dit. 
Ceux-ci sont chargés en mémoire centrale lors de la mise sous tension 
de 1 ' ordinateur et restent résidants en mémoire centrale, sauf la 
seconde partie du fichier COHHAND.COH qui peut être rechargée pendant 
le fonctionnement de la machine. Ces modules offrent des services tels 
que: 
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- gestion des fichiers 
- accès simplifi,s aux périphériques 
- exécution de programmes exécutables 
En général, les instructions d'entrée/sortie des programmes utilisent 
les primitives offertes par ces modules, 
* Buffers et 
contient les 
zones de contrôle du DOS: cette zone de la 
buffers d'entrée/sortie vers les périphériques 
variables de contrôle nécessaires au DOS. 
mélloi re 
et des 
* Le segment ROM BIOS: cette partie de la mémoire contient les modules 
les plus primitifs du système d'exploitation et est localisée dans la 

















Vecteurs d'interruption du BIOS 
Vecteurs d'interruption du DOS 
Zone de communication BIOS 
Zone de communication DOS 
IBMBIO.COM 
IBMDOS.COM 
Buffers et zones de contrôle du DOS 
COl11'1AND.COl1 (1ère partie) 
COl111AND.COl1 (2ème partie) 
ROM BIOS 
Figure 4.5 Emplacement des modules du système d'exploitation 
en m~moire centrale. 
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Fonctionnalité des segments de code du système d'exploitation 
Nous avons identifié 
d ' exploitation DOS. Nous 
chacun d'eux. 
quatre segments de 
présentons brièvement 
code dans le système 
les fonctionnalités de 
* le segment ROM BIOS: ce segment assure l ' initialisation de la machine 
lors de son démarrage ainsi que 1 ' accès et la gestion des périphériques 
d'entrée/sortie. 
* le segment IBHBIO.COM constitue une interface de bas niveau avec le 
segment ROM BIOS. Il gére les entrées/sorties des périphériques. 
* le segment IBMDOS.COM constitue une interface de haut niveau vis-a-vis 
des programmes d'application. Il s'occupe notamment de la gestion des 
fichiers. Ce segment utilise les fonctions offertes par le module 
IBMBIO. COM. 
* le segment COHHAND.COM traite les différentes commandes introduites 
dans 1 'ordinateur par l'utilisateur. 
On peut remarque~ que les segments du système d ' exploitation ainsi 
définis forment une hijrarchie de type "utilise". La figure 4.6 présente 
cette hiérarchie. 
Le programme d'application utilise les pri1itives du seg1ent 
IBMDOS,COM lorsque par exemple il désire faire des entrées/sorties. Le 
segment IBHDOS.COM utilise ensuite le composant IBMBIO.COM qui lui-même 
utilise le segment ROH BIOS. Notons cependant qu'un programme d'application 
peut également faire appel aux composants du système d'exploitation autres 
que le segment IBMDOS.COM selon ses besoins. 
Programme d'application 
1 utilise 





Figure 4.6 Hiérarchisation du système d'exploitation DOS. 
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4.5.2 Les interruptions du système d'exploitation 
==============-================================== 
Le système d'exploitation est composé d'un ensemble de primitives 
qu'un programme peut utiliser au cours de son exécution. Il met à la 
disposition du programmeur des vecteurs d'interruption qui contiennent les 
adresses de début de ses routines de gestion des interruptions. La 
référence à l'un de ces vecteurs par un programme exécutable permet donc 
d'accéder à la routine correspondante du système d'exploitation. Nous 
présentons dans ce paragraphe le principe de fonctionnement des 
interruptions, ainsi que les fonctionnalités de quelques routines de 
gestion d'interruptions du système d'exploitation auxquelles nous faisons 
appel dans ce projet. 
a) Principe de fonctionnement des interruptions 
Tous les vecteurs d'interruption del 'ordinateur sont localisés dans 
la partie la plus basse de la mémoire centrale. On dénombre ainsi 25b 
vecteurs numérotés de O à 255 occupant chacun deux mots de lb bits dans la 
mémoire. La figure 4.7 présente la table des vecteurs d'interruption de 
1 'ordinateur. Les deux mots de chaque vecteur contiennent 1 'adresse de la 
routine de gestion d'interruptions à exécuter. Le premier mot représente le 
déplacement de la routine dans son segment de code <IP> et le second mot 
mémorise l'adresse de début du segment de code de cette routine (CSl. 
L'entrée de la procédure gérant 1 'interruption est donc entièrement 
localisée par ces deux valeurs et se situe à l'adresse "(CS* lb) + IP". 
Puisque chaque vecteur d'interruption occupe deux mots de lb bits, le 














- - - - - --
CS 
IP 
- - - - - --
CS 
IP 
- - - - - - -
CS 
, 
} Vecteur numéro O 
} Vecteur nuoéro 1 
} Vecteur numéro 2SS 
Figure 4.7 Table des vecteurs d'interruption. 
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Lors d'une interruption, l'adresse de retour et l'environnement du 
programme interrompu doivent être sauvegardés. La création d'une 
interruption par un événement quelconque a pour effet de sauver 
automatiquement dans la pile les registres d'indicateurs FR, de code CS et 
d'instructions IP, ainsi que de pos i tionner à zéro le bit d'autorisation 
d'interruptions. La sauvegarde d'autres informations relatives au program1e 
interrompu doit être prise en charge par la routine de gestion 
d'interruptions. L'état de la pile avant et après la création d'une 
interruption est représenté aux figures 4.8(a) et 4.8(b) respectivement. 
Avant la prise en charge d'une interruption, la pile peut déjà 
contenir un certain nombre d'éléments. Le registre SP (Stack Pointer) 
pointe vers le dernier élément figurant au sommet de la pile, Après la 
création d'une interruption, les registres FR, CS et IP sont sauvés dans la 
pile dans cet ordre bien précis, Remarquons que le remplissage de la pile 
s'effectue par ordre décroissant des adresses en mémoire. Le registre SP 




,, 11111111 , 1 
SP~ ,1 Zone occupée'/ 
1///////I/I/// 
0000h 
Figure 4.8 (a) Etat de la pile 








Figure 4,8 (b) Etat de la pile 
après la prise en charge d'une 
interruption. 
Deux types d'interruptions sont présents dans cet ordinateur, 
1) Les interruptions externes 
Nous distinguons trois catégories d'interruptions externes: 
- l'interruption NMI. 
- les interruptions INTR. 
- l'interruption RESET. 
* L'interruption NMI est toujours prise en compte par le processeur dès 
la fin del 'instruction en cours. Il n'est donc pas possible de l'inhiber 
temporairement. Une telle interruption est activée par exemple lors d'une 
chute de tension dans la machine, c'est-à-dire lors de la survenance de 
problèmes très graves, 
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* Les interruptions INTR (INterrupt Request) sont activées par divers 
circu i ts et périphériques tels que le clavier, le lecteur de disquettes, 
l ' horloge, La prise en compte de telles interruptions est gérée par un 
circuit interne à la machine (circuit électronique numéro 8259) qui dispose 
de 8 entrées numérotées de O à 7, La figure 4,9 représente schématiquement 
le circuit électronique (8259) équipé de ses 8 entrées. A chacune de ces 
entrées est associé un périphérique ou un circuit qui émet un signal sur 
son entrée respective lorsqu'il désire interrompre le processeur. 
Périphériques ou circuits Entrées 
Horloge 0 
Clavier 1 
Non utilisé 2 
Communications asynchrones 3 
Adaptateur de communication asynchrone 4 















Figure 4.9 Présentation du c i rcuit gérant les interruptions 
de type "INTR". 
Par ailleurs, on peut se demander ce qu'il se passe si deux signaux 
arrivent en même temps sur deux entrées différentes du circuit. Lorsque 
cela se produit, il est nécessaire de ne prendre en considération qu'un des 
deux événements, le second étant mis "en attente". Pour résoudre ce 
problème, une priorité est associée à chaque entrée du circuit: 1 ·entrée 0 
correspond à la priorité , la plus élevée et l'entrée 7 à la priorité la plus 
faible. Ainsi par exemple, lorsque deux signaux arrivent simultanément sur 
les entrées 1 et 3, la demande d'interruption 1 est prise en charge tandis 
que la demande d'interruption 3 est mise en attente jusqu ' à ce que le 
traitement del 'interruption 1 soit terminé. (Nous avons ici fait l ' hypo-
thèse qu'il n'y avait pas d ' autres interruptions de type INTR en cours de 
traitement). Si, lorsqu'un signal est envoyé sur une entrée, le traitement 
d ' une interruption "A" de type INTR est en cours, le circuit électronique 
doit analyser si la nouvelle demande d'interruption "B" est plus priori-
taire par rapport à 1 'interruption •A" , Si l'interruption "8" est plus 
prioritaire, elle est prise en compte immédiatement; dans le cas contraire, 
elle est mise en attente. 
Lorsqu'une interruption de type INTR est prise en compte, le 
processeur exécute les instructions de la routine de gestion des 
interruptions correspondante, La fin de 1 ·exécution de cette routine doit 
être signalée au circuit controleur des interruptions par un signal 
particulier appelé "End Of Interrupt (EOI)", L'émission de ce signal permet 
au circuit (8259) de prendre en compte une interruption de type INTR de 
niveau inférieur. Ainsi par exemple, l ' oubli du signal EOI à la fin de la 
routine de gestion de l'horloge bloquerait tout le système puisque 
1 'interruption d'horloge a la priorité la plus élevée. 
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Les interruptions de type INTR peuvent être autorisées ou interdites 
en fonction del 'état du bit indicateur d'interruptions "IF", Si IF est 
positionné à zéro, toute interruption de type INTR est interdite; s'il est 
positionné à un, ces interruptions sont autorisées. Deux instructions en 
assembleur permettent de modifier l'état de ce bit: 
- l'instruction STI positionne IF à 1, 
- 1 ' instruction CLI positionne IF à O. 
* L'interruption RESET permet de relancer le 
abandonné toute opération matérielle et logicielle, 
interruption au sens propre du terme car il n'y 
programme interrompu. 
2) Les interruptions internes 
système après avoir 
Ce n'est donc pas une 
a pas de retour au 
Il existe deux catégories d'interruptions internes: 
- les interruptions logiques. 
- les interruptions activées par une instruction. 
* Les interruptions logiques sont activées par le micro-processeur lors 
de situations telles que la division par zéro, le dépassement de capacité. 
* Les interruptions activées par une instruction produisent le même 
effet que 1 'appel d'une procédure ou d'un sous-programme. L'adresse de la 
routine de gestion d'interruptions doit être mé■ orisée dans le vecteur 
d'interruption correspondant, L'instruction assembleur "INT" su1v1e du 
numéro de vecteur d'interruption permet d'accéder à cette routine, Par 
exemple, si le vecteur numéro 60h contient l'adresse de la routine, 
1 'instruction INT 60h permet d'y accéder, Les registres FR, CS et IP sont 
toujours sauvés automatiquement dans la pile comme pour toutes les autres 
interruptions, Ce type d'interruption étant généré par une instruction en 
assembleur micro-programmée dans le processeur, il n'est pas possible de 
1 'inhiber (sauf en cas d'erreur grève dans la machine>. 
b) Présentation des principales routines de gestion d'interruptions du 
système d'exploitation 
Le système d'exploitation DOS met à la disposition du progr1mmeur de 
nombreuses primitives accessibles à 1 'aide des interruptions. Nous 
présentons brièvement dans ce paragraphe les interruptions quelque peu 
spéciales auxquelles nous faisons appel dans cette application. Le lecteur 
trouvera une description dét1illée de toutes ces interruptions dans le 
manuel de référence du DOS [6]. 
* L'interruption lCh: cette interruption est activée en faisant 
référence au vecteur d'interruption nu ■éro lCh de 1 'ordinateur. La 
particularité de cette interruption réside dans le fait qu'elle est 
automatiquement appelée environ 20 fois par seconde par 
l'ordinateur. Le programmeur n'est donc pas obligé d'y faire 
référence explicitement dans son programme. En pratique, ce vecteur 
est appelé par la routine de gestion des interruptions associée au 
vecteur numéro 08h de 1 'ordinateur, Ce vecteur numéro 08h est appelé 
20 fois par seconde par l'horloge du système, par 1 'intermédiaire du 
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circuit controleur des interruptions et constitue une interruption 
externe type "INTR", Le ·vecteur numéro 1Ch est donc lui aussi appelé 
20 fois par seconde. Il est possible d'interdire temporairement 
1 'interruption 1Ch en positionnant le bit indicateur d ' interruptions 
IF à zéro. 
* L'interruption 21h: une référence à 1 'interruption 21h est réalisée 
par 1 ' intermédiaire du vecteur numéro 21h. Cette interruption 
présente une particularité en ce sens que plusieurs primitives du 
système d'exploitation sont accessibles à partir de cette unique 
interruption. La sélection d'une primitive particulière est réalisée 
en mémorisant dans un registre du processeur le numéro de la 
fonction désirée, Parmi ces fonctions, nous avons retenu 
principalement: 
- La fonction 25h: 
d'une routine 
d'interruption. 
cette fonction per1et d'affecter 
de gestion d ' interruptions à un 
1 'adresse 
vecteur 
- La fonction 31h: la fonction 31h per1et de terminer un program■e 
et de rendre le contrôle au système d'exploitation DOS tout en 
gardant le programme en mode résidant. Notons cependant que 
cette primitive ne peut être utilisée que pour mettre en ■ ode 
résidant un type particulier de programmes exécutables. En 
effet, deux types de fichiers exécutables par le système 
d'exploitation DOS existent: les fichiers dont 1 'extension est 
donnée par ".COM" et ceux ayant " ,EXE" co1me extension. Seuls 
les fichiers du type ".COM• peuvent être ais en mode résidant. 
- La fonction 35h: cette fonction permet de lire 1 'adresse 
contenue dans un vecteur d ' interruption donné. 
4,6 Méthodes d'accès aux périphériques 
•••••••••••••••••••••••••••••••••••••• 
Les périphériques peuvent échanger des informations avec l'ordinateur. 
Mais cet échange de données ne peut se faire directement: un circuit situé 
entre le périphérique et la machine permet 1 'établissement d'une telle 
liaison. Ce circuit co■porte un ou plusieurs ports d'entrée/sortie. Chaque 
port constitue un espace mémoire dans lequel des données peuvent être lues 
ou écrites. Cet espace mémoire ne fait pas partie de la mé1oire centrale et 
est accessible à 1 'aide de 1 ' adresse qui lui est associée. Nous pouvons 
donc dire qu'un port constitue un ta ■pon entre 1 'ordinateur et le 
périphérique et permet 1 'échange de données entre ces deux entités, La 
figure 4.10 donne les adresses de quelques ports d'entrée/sortie de 
1 'I BM-PC. 
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Adresse des ports Périphériques ou circuits 
020h ~ 021h Controleur d'interruptions (8259), 
060h --½ 063h L' interface de périphériques, 
200h --t 20Fh Les manettes de jeu, 
3B0h ~ 3BFh L'écran monochrome, 
3DOh ~ 3DFh Le moniteur couleur et graphique, 
Figure 4,10 Adresses des principaux ports d'entrèe/sortie. 
4,7 Le clavier 
•••••••••••••• 
54 
Le clavier est un périphérique permettant à l'utilisateur d'entrer en 
communication interactive avec la machine. Dans le cadre de ce projet, on 
pourrait se demander pourquoi il est nécessaire de savoir comment le 
clavier fonctionne puisque le handicapé ne 1 'utilise pas, En fait, nous 
avons déjà signalé qu'il doit être simulé à l'écran afin que le handicapé 
dispose des fonctionnalités offertes par le clavier réel, tout en 
s'assurant que le logiciel "standard" susceptible de ,·exécuter ne 
s'aperçoive pas de cette simulation. Il est donc nécessaire de connattre le 
principe de fonctionnement du clavier afin de réaliser correctement cette 
simulation. Nous présentons ci-après son principe de fonctionnement. 
Le clavier del 'IBM-PC est géré de la manière suivante: chaque touche 
du clavier est identifiée par un "code de recherche", Lorsqu'une touche est 
enfoncée, le "code de recherche" qui la représente est envoyé vers 
l'ordinateur. De plus, l'appui sur une touche génère un signal à l'entrée 
numéro 1 du circuit controleur des interruptions (8259). Ce signal 
constitue donc une demande ' d'interruption, Lorsque cette interruption est 
prise en charge, le processeur exécute la routine de gestion d'interruption 
du clavier en référençant le vecteur d'interruption numéro 9. 
Les opérations réalisées par la routine de gestion du clavier sont: 
1) Lecture dans le port 60h du "code de recherche" correspondant à la 
touche enfoncée, 
2) Libération de 1 'interruption du clavier pour permettre de prendre 
en compte la touche suivante enfoncée ou relêchée. 
3) Détermination du code ASCII correspondant au "code de recherche". 
4) Mémorisation du code ASCII et du "code de recherche" de la touche 
dans le buffer du clavier. En effet, le clavier est caractérisé par 
deux types de touches: les touches correspondant à un caractère 
affichable à l'écran et les touches de fonction telles que les 
touches "Ctrl", "Alternate", "home", ••• Le programme d ' application 
utilise les deux codes simultanément pour déterminer s ' il s ' agit 
d'une touche de fonction ou d'une touche correspondant à un 
caractère, qui a été enfoncée au clavier. 
5) Signalisation de fin de la routine de gestion du clavier au circuit 
controleur des interruptions (signal EOI). 
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Nous pouvons déduire de cette analyse que seules les opérations 3 et 4 
consistant à mémoriser les codes ASCII et de recherche de la touche dans le 
buffer du clavier sont importantes dans le cadre de cette étude. En effet, 
d 'un e part le handicapé n'utilise pas le clavier et par conséquent 
l ' interruption du clavier n'est pas activée. D'autre part, la prise en 
considération d'une touche du clavier par un programme d'application 
consiste uniquement en une lecture du contenu du buffer du clavier. Si le 
code d'une touche y est mémorisé, celui-ci est analysé par le programme en 
cours d'exécution. Nous allons par conséquent analyser plus en détail la 
mémorisation des codes d'une touche dans le buffer du clavier. 
Mémorisation des codes d'une touche dans le buffer du clavier: 
Lorsqu'une touche du clavier est enfoncée, son "code de recherche" est 
disponible dans le port ôOh de 1 ' ordinateur. La routine de gestion du 
clavier lit ce code, calcule le code ASCII correspondant et mémorise cette 
paire de codes dans le buffer du clavier. Ce buffer s ' étend de 1 'adresse 
OO41Eh à 1 'adresse OO43Dh de la mémoire centrale et peut mémoriser jusqu'à 
15 paires de codes. Deux pointeurs gèrent ce buffer: le premier appelé 
BUFFER_HEAD est localisé à 1 'adresse OO41Ah et contient 1 'adresse du 
premier caractère disponible dans le buffer. Le second pointeur BUFFER_TAIL 
se situe à 1 'adresse OO41Ch et mémorise 1 'adresse du dernier caractère 
introduit. Si ces deux pointeurs ont même valeur, cela signifie qu'il n'y a 
pas de caractère disponible dans le buffer. Le tampon du clavier est géré 
de manière circulaire et chaque paire de codes y occupe deux bytes. 
D'autres variables déterminent 1 'état du clavier: 
* Les octets KB_FLAG et KB_FLAG1, situés aux adresses OO417h et OO418h 
respectivement, dont les bits représentent 1 'état des touches de 
changement de mode et de verrouillage du clavier. La signification 
des bits de ces deux octets est présentée en annexe "G". 
Les codes de recherche et ASCII représentatifs des touches du clavier 
sont donnés à 1 'annexe "H". 
4.8 Les adaptateurs vidéo 
••••••••••••••••••••••••• 
L'affichage de messages et de résultats produits par un programme est 
réalisé gràce à un adaptateur vidéo qui constitue le circuit d'interfaçage 
entre 1 ' ordinateur et 1 'écran proprement dit. Un ordinateur du type "IBM-PC 
compatible" peut supporter deux adaptateurs d'écran différents: un 
adaptateur d'écran monochrome et un adaptateur de moniteur couleur et 
graphique. Deux adaptateurs peuvent fonctionner simultanément moyennant 
cependant quelques restrictions que nous verrons au paragraphe 4.8.3. Nous 
exposons ci-après le principe de fonctionnement des deux adaptateurs. 
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4.8.1 L'adaptateur d'écran monochrome 
-----=-------------=-----==----===-== 
L'adaptateur d'écran monochrome ne permet qu'un affichage monochrome à 
1 'écran et ne peut travailler qu'en mode texte. L'affichage de caractères à 
1 'écran est effectué en divisant 1 'écran en 25 lignes de 80 colonnes. 
Chaque caractère affiché à 1 'écran occupe deux octets en mémoire 
centrale. La zone mémoire nécessaire pour représenter tous les caractères à 
1 ' écran est appelée RAM vidéo et est située à 1 'adresse BOOOOh dans la 
mémoire centrale, 
4.8.2 L'adaptateur d'écran couleur 
================================== 
L'adaptateur d'écran couleur peut fonctionner en plusieurs modes: le 
mode texte et le mode graphique. 
a) Le mode texte: 
Deux configurations sont possibles en mode texte: 
- un affichage de caractères à 1 'écran sur 25 lignes de 80 
colonnes. 
- un affichage de caractères sur 25 lignes de 40 colonnes. 
b) Le mode graphique: 
En mode graphique, deux types de résolution sont également permis: 
le mode graphique couleur, moyenne résolution, qui fournit une 
décomposition de 1 'écran en 200 lignes de 320 points. 
- le mode graphique haute résolution décompose 1 ' écran en 200 lignes 
de 640 points. 
Pour chacun de ces modes, la RAM vidéo est localisée à l'adresse 
B8000h. 
4.8.3 L'utilisation simultanée de deux adaptateurs 
-------------==-==---------=----=-=-----------=---
Un programme peut, au cours de son exécution, utiliser deux 
adaptateurs afin de réaliser des affichages sur deux écrans différents. 
Mais il est indispensable que ces deux adaptateurs ne soient pas 
identiques: le premier doit être un adaptateur monochrome et le second un 
adaptateur couleur. En effet, nous savons que la RAM vidéo del 'adaptateur 
monochrome se situe à l'adresse BOOOOh de la mémoire centrale, tandis que 
celle de l'adaptateur couleur est localisée à 1 'adresse B8000h. Il est 
alors possible de modifier chacune de ces zones de mémoire séparé1ent selon 
que 1 'on désire effectuer un affichage sur 1 ' un ou 1 · autre écran. D'autre 
part, il n'est possible à un moment donné de travailler que sur un seul des 
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deux écrans à la fois. Un octet de configuration du systàme appelé 
EQUIP_FLAG et situé à 1 'adresse OO41Oh permet de sélectionner 1 'un ou 
1 ' autre écran vers lequel le programme envoie ses données. Les bits 4 et S 
de cet octet indiquent le type de moniteur utilisé. La figure 4,11 illustre 
les configurations d'écran possibles en fonction del ' état de ces deux 
bits. 
(EQUIP_FLAGl 






Type de moniteur utilisé 
Pas de moniteur 
Moniteur couleur graphique moyenne résolution 
Moniteur couleur graphique haute résolution 
Moniteur monochrome 
Figure 4.11 Indicateur du type de moniteur utilisé, 
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5, 1 Introduction 
•••••••••••••••• 
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Nous présentons dans ce chapitre les principales techniques utilisées 
pour implémenter 1 'application d'aide aux handicapés sur un ordinateur de 
type "IBM-PC compatible", Nous commençons par exposer diverses techniques 
d'implémentation de la multiprogrammation en tenant compte du système 
d'exploitation choisi, Une critique de ces techniques nous conduit à 
choisir et implémenter 1 'une d'entre elles. Nous explicitons ensuite les 
méthodes utilisées pour rendre le programme résidant en mémoire centrale et 
pour exécuter plusieurs programmes de façon imbriquée dans le temps. Enfin, 
deux aspects fondamentaux sont analysés: 1 'installation de 1 'interface 





techniques d'implémentation du logiciel exposées dans ce 
compréhensibles que si le lecteur a déjà acquis quelques 
ordinateurs de type "IBM-PC compatible", Le lecteur non 




5,2 Réalisation de la multiprogrammation avec le système d'exploitation DOS 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Comme nous 1 ·avons déjà mentionné au chapitre 3, le systè1e 
d'exploitation utilisé dans le cadre de cette étude est le système 
d'exploitation DOS (Disk Operating System), 
Nous savons que 1 'implantation de notre projet nécessite un système 
d'exploitation capable de supporter la multiprogrammation. Or le DOS n'est 
à priori pas conçu pour répondre à cette exigence, C'est pourquoi nous 
analysons et critiquons dans ce paragraphe diverses techniques de 
réalisation de la multiprogrammation à 1 'aide du système d'exploitation 
DOS, 
Les critères de choix d'une solution permettant de réaliser la multi-
programmation à 1 'aide du système d'exploitation DOS sont les suivants: 
- assurer une portabilité maximale du logiciel développé. 
garantir une fiabilité élevée du logiciel en minimisant le risque 
d'erreurs. 
- permettre une maintenance facile et rapide. 
- minimiser le travail pour assurer la multiprogrammation. 
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5,2,1 Analyse et critique des diverses solutions pour implémenter la 
multiprogrammation à 1 'aide du DOS 
===============-===== ==========:========================================== 
A. Identifier une 
d ' exploitation, 
1 ' une d ' elles 
variable commune à toutes les primitives du système 
dont la valeur est modifiée lorsqu ' un processus utilise 
L' accès au système d'exploitation DOS est réalisé par 1 'intermédiaire 
des interruptions, Nous pouvons donc, en scrutant les adresses contenues 
dans les vecteurs d ' interruption, connattre le point d ' entrée de chaque 
routine de gestion d'interruptions du système d'exploitation. Nous nous 
sommes posés la question suivante: n'y a t-il pas, au début et à la fin de 
ces routines, une ou plusieurs instructions modifiant la valeur d'une 
variable du système qui serait alors utilisée de la même aanière qu'un 
verrou? Si une telle variable existe, nous pouvons examiner sa valeur et 
savoir si un processus utilise les primitives du système d'exploitation. 
Cette solution est très simple à implémenter car il suffit 
d'identifier cette variable et de vérifier sa valeur pour savoir si un 
processus utilise déjà le système d ' exploitation. 
Cependant, cette solution n'est pas acceptable pour deux raisons: 
1) Le logiciel constituant le système d'exploitation DOS est un logiciel 
"standard" vendu dans le commerce, Hais ce programme n ' a pas été conçu 
une fois pour toutes, En effet, il subit des modifications au cours des 
années dans le but de corriger certaines erreurs et d'y apporter des 
améliorations. Plusieurs versions sont donc disponibles et rien ne dit 
que si aujourd'hui les routines de gestion d'interruptions modifient la 
valeur d'une variable, les versions futures du DOS effectueront encore 
cette modification, 
2) Il faut s'assurer que toutes les primitives non réentrantes du systèae 
d'exploitation modifient la valeur d'une ou de plusieurs variables 
communes, mais que celles-ci ne sont en aucun cas modifiées à un moment 
inopportun par le système d ' exploitation. Ceci nécessite une 
vérification de toutes les routines dans toutes les versions disponibles 
du DOS. 
Nous pouvons conclure que cette solution ne respecte pas du tout le 
critère de portabilité. De plus, l ' implémentation de la multiprogrammation 
à 1 'aide de cette méthode recquiert un travail énorme car il faut examiner 
toutes les routines du système d'exploitation DOS. Cette solution n'est par 
conséquent pas acceptable, 
B. Assurer la réentrance dans le système d ' exploitation DOS 
Nous avons vu au chapitre 3 que tout système d'exploitation comprend 
un ensemble de modules qui sont répartis dans deux classes: 
- les modules constituant des sections critiques. 
- les modules permettant la réentrance (moyennant une adaptation 
éventuelle). 
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Pour réaliser la multiprogrammation à 1 'aide du système d'exploitation 
DOS, nous devons identifier 1 'ensemble des modules qui constituent des 
sections critiques ainsi que ceux qui acceptent la réentrance. 
Cette seconde méthode pour implémenter le multiprogrammation consiste 
à effectuer les opérations nécessaires pour assurer la réentrance dans les 
modules qui ne sont pas des sections critiques. 
** La première étape consiste donc à identifier et répartir les modules 
du système d'exploitation DOS dans les deux classes de modules citées ci-
dessus. 
1) Les sections critiques du système d'exploitation DOS 
L' identification des sections critiques dans le système d'exploitation 
DOS repose sur 1 'étude faite au paragraphe 3.4 concernant les problèmes 
liés à la multiprogrammation. En effet, nous savons que tout périphérique 
tel qu'un disque, une bande magnétique ainsi que toute ressource partagée 
ne peut être accédé simultanément par plusieurs processus. Nous pouvons en 
déduire que toutes les primitives du système d'exploitation assurant 
1 ·accès direct et la gestion de ces périphériques, ainsi que 1 ' accès à 
certaines ressources partagées constituent des sections critiques. Dans le 
cas du DOS, ces primitives sont réparties dans tous les segments du 
système d ' exploitation de la manière suivante: 
* le segment ROH BIOS: - primitives d'accès aux périphériques. 
- primitives d ' accès à certaines ressources 
partagées (heure, initialisation des 
périphériques>. 
* les segments IBMBIO,COH, IBHDOS.COH et COHHAND,COH contiennent des 
primitives d'accès en écriture et en lecture à des ressources 
partagées (date, tables, variables de contrôle ••• ). 
Il faut rechercher dans chacun de ces modules 
constituant des sections critiques afin de créer un 
autorisant l'accès que par un seul processus à la fois. 
2) Les modules réentrants du système d'exploitation DOS 
les primitives 
méca~isme n'y 
Le système d'exploitation DOS ne possède à priori aucun module 
réentrant. Comment identifier des modules réentrants dans un tel logiciel? 
Nous savons, en toute généralité, qu'un 1odule qui ne fait pas d'accès 
direct à un périphérique et qui ne manipule pas de ressources partagées 
accessibles en écriture peut, s'il n ' est pas déjà réentrant, être 
transformé en un aodule réentrant. Cela peut être réalisé en sauvant les 
résultats obtenus pour chaque processus qui utilise le module. Nous pouvons 
en conclure que toutes les primitives du système d'exploitation qui ne sont 
pas des sections critiques peuvent être rendues réentrantes à la condition 
que la sauvegarde des résultats propres à chaque processus puisse être 
assurée. Dans ce cas, de telles primitives font partie de la classe des 
modules réentrants. 
IMPLEMENTATION DU LOGICIEL 61 
** Assurer la réentrance dans les modules qui ne constituent pas une 
section critique et 1 'exclusion mutuelle dans les autres modules représente 
la deuxième étape. 
Nous pouvons en conclure que dès que la classe de chaque module est 
identifiée, la limitation du nombre de processus dans les sections 
critiques et la réalisation de quelques opérations sur les modules 
réentrants assure la multiprogrammation avec le système d'exploitation DOS. 
Mais ces objectifs ne sont pas simples à réaliser pour les raisons 
suivantes. 
D'une part, les sections critiques sont réparties dans tous les 
segments du système d'exploitation. Certaines d'entr'elles sont donc 
directement accessibles à 1 'aide d'une interruption. Par exemple, les 
sections critiques du segment IBMDOS.COM présentent cette caractéristique. 
Nous ne pouvons assurer 1 'exclusion mutuelle de ces modules sans avoir 
recours à un traitement spécial que nous présentons au point "c" ci-après. 
D'autre part, les modules du DOS qui ne constituent pas des sections 
critiques ne sont à priori pas réentrants. Il serait possible de les rendre 
réentrants si les hypothèses qui suivent étaient toutes deux satisfaites: 
* il ne peut y avoir plus d'un processus actif dans le système à un 
moment donné. En effet, si deux processus étaient actifs en méae teaps 
dans un module réentrant du DOS, certains résultats interaédiaires 
pourraient être perdus. Cette hypothèse est satisfaite dans un 
ordinateur du type "IBM-PC compatible" car celui-ci ne possède qu'une 
seule unité centrale et par conséquent il ne peut y avoir qu'un seul 
processus actif à un certain moment. (Nous ne considérons pas 1c1 les 
processeurs périphériques car ils assurent seulement les échanges de 
données entre les périphériques et la mémoire centrale, ni le coproces-
seur (8087) qui permet d'accélérer les opérations arithmétiques et 
n'effectue aucun appel au système d'exploitation>. 
* il est indispensable de connattre exactement les zones de la aémoire 
dans lesquelles les modules mémorisent les résultats de leurs 
opérations. Or le DOS étant un logiciel "standard" susceptible de subir 
des modifications perpétuelles dans les années à venir, ces zones de 
mémoire peuvent très bien changer d'emplaceaent d'une version à 1 'autre 
du logiciel. De plus, le DOS est un logiciel "standard" pour lequel 
nous n'avons trouvé aucune description suffisamment détaillée des zones 
de communication. Cela signifie qu'il faut analyser dans les moindres 
détails les instructions des pri1itives du DOS afin de localiser les 
zones de mémoire dans lesquelles les résultats intermédiaires sont 
mémorisés; cette recherche doit être faite pour toutes les versions du 
DOS. La portabilité du logiciel que 1 'on développerait de cette manière 
serait compromise. 
Réaliser la multiprogrammation par cette méthode demande égale■ent un 
travail colossal pour identifier les zones de communication de chaque 
primitive du DOS. Nous rejetons aussi cette méthode. 
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C. Modifier les adresses contenues dans les vecteurs d'interruption du 
système d'exploitation DOS 
Les primitives du système d'exploitation sont accessibles par un 
programme à 1 'aide des interruptions. Une autre solution envisageable pour 
assurer l'exclusion mutuelle consiste à modifier tous les vecteurs 
d'interruption du système d'exploitation en y mémorisant l ' adresse d'une 
routine unique. Nous pouvons insérer une primitive d'exclusion mutuelle 
dans cette routine, qui modifie la valeur d ' un verrou. Ainsi, lorsqu'un 
processus entre dans le système d'exploitation, il exécute cette routine 
qui affecte au verrou une certaine valeur pour signaler que le système 
d ' exploitation est utilisé. La valeur de ce verrou est réaffectée à sa 
valeur initiale dès que le processus sort du système d'exploitation. Une 
simple vérification de la valeur du verrou per1et de savoir si un processus 
utilise les primitives du système d'exploitation, Toute requête au systèae 
d'exploitation par un programme quelconque a donc pour effet d'exécuter 
cette routine qui doit assurer les fonctions suivantes: 
- exécuter une primitive d ' exclusion 1utuelle pour signaler qu'un 
processus entre dans le système d'exploitation qui constitue une 
section critique. 
- générer une interruption afin que le processus puisse accéder à la 
primitive du système d'exploitation dont il a besoin, 
- exécuter une primitive d'exclusion mutuelle pour signaler que le 
processus qui utilisait le système d'exploitation vient de sortir de la 
section critique, 
Cette solution est attrayante car l'exclusion mutuelle 
relativement aisément: il suffit de modifier les adresses 





Cependant, la 1odification des vecteurs d'interruption du systèae 
d'exploitation réduit considérablement la portabilité du logiciel obtenu. 
En effet, rien ne dit que dans les années à venir, d'autres vecteurs ne 
seront pas eux aussi réservés pour le systè■ e d'exploitation. Néanmoins, 
cette hypothèse est peu probable, 
Par ailleurs, nous sommes confrontés à un problè1e qui porte davantage 
atteinte à la portabilité. En effet, considérons le cas suivant: soit un 
logiciel "standard" en train de s'exécuter sur l'ordinateur. Supposons que 
ce logiciel ait besoin d'une information en provenance de l'utilisateur, 
c'est-à-dire du clavier, pour pouvoir poursuivre son exécution. Dans une 
telle situation, le logiciel effectue une entrée/sortie; ceci a pour 
conséquence de faire appel à une primitive du système d'exploitation. Cette 
primitive effectue les opérations suivantes: 
* attendre qu'un caractère soit introduit au clavier 
* dès qu'un caractère est disponible, le 1ettre à la disposition du 
programme d'application 
Nous remarquons quel ·attente de 1 'introduction d'un caractère au 
clavier par 1 ·utilisateur est réalisée à 1 'aide d'une boucle localisée dans 
le segaent ROM BIOS du système d'exploitation. Nous pouvons en déduire 
1 'affirmation suivante: un processus réside dans la section critique 
constituée par le système d'exploitation chaque fois que le logiciel 
"standard" attend l'introduction d'un caractère au clavier de la part de 
1 ·utilisateur. Or dans le cadre de cette application, l ' utilisateur est en 
fait le handicapé qui ne peut introduire de caractère dans la machine qu'à 
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1 ' a i de de son interface. De plus, nous savons que la communication entre 
1 'interface et 1 'ordinateur n'est possible que par 1 ' intermédiaire de notre 
programme. 
Les opérations à effectuer pour introduire à 1 ' aide de 1 ' interface 
utilisateur, un caractère dans le buffer du clavier sont: 
- faire apparattre le clavier simulé à 1 ' écran s'il n ' est pas 
visible. 
- sélectionner, à 1 'aide du pointeur de 1 'écran, le caractère 
désiré dans le clavier simulé à l ' écran. 
- lire le caractère sélectionné. 
- mémoriser ce caractère dans le buffer du clavier. 
Il est évident que certaines de ces opérations nécessitent des appels 
aux primitives du système d'exploitation. En effet, l'introduction d'un 
caractère à l'aide del 'interface utilisateur nécessite plusieurs accès à 
l ' écran. L' utilisation d ' un langage de programmation de haut niveau réalise 
ces accès en utilisant les routines d ' entrée/sortie du systè1e 
d'exploitation. Nous sommes donc ici en présence d ' un interblocage car un 
processus réside déjà dans le système d ' exploitation en attente de 
1 'introduction d'un caractère, et un processus de notre programme doit lui 
aussi y accéder pour introduire un caractère dans le buffer du clavier. 
Pour résoudre ce problème, nous envisageons les solutions suivantes: 
1) La première solution consiste à identifier les vecteurs d ' interruptions 
qui permettent d'accéder aux routines du système d'exploitation 
susceptibles d'attendre un message en provenance de 1 ' utilisateur. Dès 
qu'un processus du logiciel "standard" désire accéder à 1 ' une de ces 
primitives, nous devons 1 'empêcher de pénétrer dans la section critique 
formée par le système d'exploitation et exécuter notre programme. En effet, 
nous savons que dans ce cas, le logiciel "standard" attendra un aessage de 
la part del 'utilisateur. Nous constatons que la portabilité n'est plus 
aussi étendue en raison de 1 ' identification de certains vecteurs 
d'interruption. Il faut égale1ent être certain d'identifier toutes les 
routines susceptibles de présenter cette particularité sous peine de créer 
un interblocage. Les versions futures du DOS peuvent aussi comprendre de 
nouvelles routines se ■ blables. 
2) Empêcher toute utilisation du systè1e d'exploitation lorsque 
l'utilisateur doit introduire une donnée nécessaire au logiciel "standard". 
Cette seconde solution nécessite la réécriture de nombreuses primitives du 
système d'exploitation et très probablement 1 ' utilisation d'un langage de 
programmation de bas niveau, ce qui contredit les objectifs poursuivis par 
cette étude. De plus, la portabilité du programme ainsi développé est 
relativement difficile à assurer. 
Nous constatons que cette troisième solution permettant d'iaplémenter 
la multiprogra11ation pose quelques problèmes de portabilité car il est 
indispensable d'identifier les routines susceptibles de créer un 
interblocage dans toutes les versions du DOS. Cependant, cette "non-
portabilité11 peut être localisée dans un module de notre programme. Nous ne 
re j etons par conséquent pas cette solution car les modifications à apporter 
au programme pour assurer son bon fonctionnement sur divers ordinateurs de 
type "IBM-PC compatible" peuvent être rapidement effectuées. 
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D. Vérifier la valeur du compteur d ' instructions donnée par 1 ' expression 
11 (CS * 10h) + IP" 
Les segments de code du système d'exploitation DOS sont localisés dans 
des zones particulières de la mémoire centrale et contiennent les 
primitives mises à la disposition du programme de 1 ·utilisateur. Ainsi, 
lorsque ce programme génère une interruption, celui-ci est interrompu et le 
contrôle est passé à la routine de gestion des interruptions appelée. A 
partir de cet instant, le processeur exécute des instructions constituant 
cette routine. Or celle-ci est une pri•itive du système d'exploitation et 
figure certainement dans un des segments du DOS. Le compteur d'instructions 
référence donc 1 'instruction en train d'être exécutée qui figure dans un de 
ces segments. Pour assurer 1 'exclusion mutuelle du système d'exploitation, 
il faut que le logiciel développé dans cette étude examine la valeur du 
compteur d'instructions. Pour examiner cette valeur, notre programme doit 
interrompre 1 ' exécution de la primitive du système d ' exploitation. Nous 
savons en effet que les registres FR, CS et IP sont automatiquement sauvés 
dans la pile lors d'une interruption. Il suffit donc de vérifier la valeur 
des registres CS et IP sauvés dans la pile pour savoir si un processus 
utilise déjà le système d'exploitation. Si cette valeur référence une 
cellule figurant dans une des zones de la mémoire contenant un segment de 
code du DOS, cela signifie qu'un processus utilise déjà une des 
primitives du système d'exploitation. Le processus désireux d'accéder 
au système d'exploitation est alors mis en attente. La réalisation de cette 
solution nécessite la connaissance exacte de chaque zone mémoire occupée 
par les segments de code du système d'exploitation. 
Cette solution est également facile à implémenter et assure 
1 'exclusion mutuelle du système d'exploitation DOS. 
Cependant, nous sommes toujours confrontés au problème des versions 
multiples du logiciel DOS. En effet, nous avons déjà signalé au chapitre 4 
que les zones de la mémoire occupées par le système d'exploitation varient 
en fonction de la version du DOS utilisée. De plus, les zones de la mémoire 
occupées par les segments de code du système d'exploitation ne sont pas 
fixes; la localisation des segments de code varie également en fonction de 
la taille de la mémoire centrale. Bref, il est très difficile de déterminer 
exactement les emplacements de tous les segments de code du système 
d ' exploitation. Remarquons également que la méthode du compteur 
d ' instructions présente le m@■ e inconvénient que celui mentionné au point 
"c" ci-dessus: la demande d'introduction d'une donnée en provenance du 
handicapé par le logiciel "standard" crée un interblocage si 1 'on ne prend 
pas de précautions spéciales. 
En conclusion, la portabilité et la fiabilité du système ne sont pas 
assurées et nous rejetons cette solution. 
E. Ecrire des routines personnelles en assembleur 
Le système d'exploitation est composé d'un ensemble de primitives que 
tout programme peut utiliser. Il parait cependant évident qu ' un programme 
susceptible d'être exécuté sur un ordinateur tel que ceux envisagés dans 
cette étude n'est pas obligé d'utiliser ces primitives. Dans ce cas, si ce 
programme désire effectuer des entrées/sorties ou d ' autres opérations 
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spécifiques, le programmeur doit y inclure un ensemble de procédures 
écrites en langage assembleur afin d'éviter toute requête au système 
d ' exploitation. L'exclusion mutuelle de ce dernier est assurée 
puisqu'aucune de ses primitives n'est utilisée. 
Cependant, il ne faut pas perdre de vue que les périphériques 
constituent des sections critiques. Il est donc indispensable de savoir si 
un autre processus utilise déjà le périphérique auquel notre programme 
désire accéder. Or cette condition n'est pas toujours vérifiée. De plus, 
nous pourrions créer des incohérences dans le système car en général, des 
variables définissent 1 'état des périphériques connectés à 1 'ordinateur. 
Celles-ci constituent des ressources partagées accessibles à la fois par 
les processus du logiciel "standard" et par les processus de notre 
programme d'application. Mais il n'est pas toujours possible d'isoler dans 
une section critique les groupes d'instructions accédant à ces variables. 
En effet, un examen rapide du code assembleur mémorisé dans la mé1oire ROM 
de la machine montre clairement que la plupart de ces groupes 
d'instructions sont interruptibles. Des incohéreftces sont donc à craindre. 
Par ailleurs, 1 ·utilisation d'un langage de bas niveau contredit nos 
hypothèses concernant cette application. 
Nous ne pouvons pas non plus accepter cette solution. 
Remarque: 
********* 
Il est toutefois possible de limiter le nombre de périphériques 
accessibles par un programme développé à 1 'aide de cette dernière solution. 
En effet, 1 'équipe AIDAMI a réalisé des circuits électroniques 
supplémentaires permettant de commander le téléphone, les appareils 
électriques extérieurs, etc ••• à partir de 1 'ordinateur <voir chapitre 1). 
Ceux-ci constituent en réalité des périphériques d'entrée/sortie. Les 
logiciels "standards" ignorent la présence de ces circuits et n'y accèdent 
pas. Les routines écrites dans un langage de bas niveau peuvent alors 
accéder en toute sécurité à ces périphériques. Malheureusement, cette 
méthode réduit énormément les possibilités offertes par le programme. 
<Cette solution a d'ailleurs déjà été exploitée par 1 'équipe AIDAMI lors de 
la réalisation du prototype de 1 'application d'aide aux handicapés). 
5.2.2 Choix d'une solution pour réaliser la multiprogrammation 
=======================================================•=•==== 
Nous constatons qu'aucune des solutions ébauchées au paragraphe 5.2.1 
ne satisfait les quatre critères énoncés au paragraphe 5.2 si ■ultanément. 
Nous choisissons dans ce cas la solution qui à notre avis les respecte de 
manière optimale, Nous avons décidé de réaliser la multiprogrammation en 
modifiant les vecteurs d'interruption du système d'exploitation. Nous 
donnons ci-après une justification de ce choix: 
- le critère de portabilité n'est en toute évidence pas respecté. 
Cependant, nous pouvons localiser cette défaillance dans un nombre 
limité de modules de notre programme. De cette manière, toute 
modification à réaliser pour assurer le bon fonctionnement du logiciel 
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- Le critère de fiabilité est lui aussi quelque peu défaillant en raison 
des interblocages susceptibles de survenir dans le système. Mais 
1 'identification des routines du système d'exploitation pouvant créer 
un interblocage est relativement aisée, En effet, puisque le système 
se bloque lorsque le logiciel "standard" attend 1 'introduction d'un 
caractère au clavier par le handicapé, nous pouvons en déduire que 
toutes les primitives d'accès au clavier peuvent créer un 
interblocage, Une observation des fonctionnalités des routines du DOS 
permet d'identifier facilement et rapidement de telles primitives. 
- le critère de maintenance est respecté car les modifications 
éventuelles sont localisées dans un nombre limité de modules. 
- Enfin, le travail nécessaire à la réalisation de cette méthode n'est 
pas excessif, 




Deux solutions se présentent encore pour résoudre notre problèae: 
a) Ecrire notre propre système d'exploitation, 
Cette solution consiste à écrire notre propre système d'exploitation 
qui serait accessible par le logiciel •standard" et par notre programme 
d'application. Nous pouvons dans ce cas assurer 1 ·exclusion mutuelle vis-à-
vis des sections critiques à 1 'aide de primitives d'exclusion mutuelle, 
Cependant, le travail recquis serait énorme. De plus, notre hypothèse 
consistant à utiliser un minimum d'instructions en assembleur n'est pas 
respectée, 
b) Utiliser un système d'exploitation réalisant la multiprogrammation 
L'utilisation d'un système d'exploitation autorisant la concurrence 
entre les processus permet de résoudre notre problème sans trop de 
difficultés, L'unique objectif non réalisé dans ce cas réside dans le fait 
que nous devons abandonner le systè ■ e d'exploitation DOS au profit d'un 
autre système d'exploitation beaucoup moins répandu tel que "concurrent PC-
DOS", Cette solution nous semble être la aeilleure dans le cadre de cette 
application, mais encore faut-il s'assurer que tous les logiciels 
"standards" pouvant être exécutés sur le système d'exploitation DOS peuvent 
l'être également sur le système d'exploitation "concurrent" choisi, Nous 
n'avons pas choisi cette solution pour i1plémenter notre progra11e car il 
n'existe pas de système d'exploitation "concurrent" aux facultés 
suffisamment abordable vis-à-vis du te•ps imparti pour la réalisation de ce 
mémoire, 
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5,2,3 Technique d'implémentation de la solution assurant la multiprogram-
mation 
=========================================================================== 
La solution choisie pour implémenter la multiprogrammation dans notre 
programme consiste à modifier tous les vecteurs d'interruption du système 
d ' exploitation. Nous pouvons de cette manière exécuter des primitives 
d'exclusion mutuelle afin de limiter le nombre de processus dans la section 
critique formée par le système d'exploitation. Nous présentons dans ce 
paragraphe la technique choisie pour implémenter cette solution. 
5,2,3,1 Principe général d'implémentation de la solution assurant la 
multiprogrammation 
Le principe général d'implémentation de la solution assurant la 
multiprogrammation consiste à effectuer les opérations qui suivent, 
1) Mémoriser dans des variables du programme les adresses contenues 
dans tous les vecteurs d'interruption du système d'exploitation 
avant leur modification. 
2) Modifier les adresses des vecteurs d ' interruption du systè1e 
d ' exploitation en y mémorisant l 'adresse d'une routine de notre 
programme, Chaque vecteur d'interruption référence sa propre 
routine, Nous devons donc créer autant de routines que de vecteurs 
modifiés, Nous appelons "inter i" la routine référencée par le 
vecteur numéro "i". De cette manière, lorsqu'un programme 
utilisateur référence un vecteur d'interruption du systèae 
d'exploitation, un nouveau processus est créé et exécute la routine 
"inter i" pointée par ce vecteur. 
3) Chaque routine "inter i" effectue les traitements suivants: 
** sauver les registres du processeur dans la pile du système, 
** mémoriser dans une variable de notre programme le numéro du 
vecteur d ' interruption appelé. 





commune pour tous 
Soit "entrée" le 
les vecteurs 
nom de cette 
La figure 5,1 schématise l 'enseable des opérations à réaliser avant 
l ' exécution de la routine "entrée•, 
4) Lorsqu'un processus ayant exécuté la procédure "inter i", entre dans 
la procédure "entrée" commune à tous les vecteurs modifiés, les 
opérations suivantes sont exécutées. 
** Rechercher dans la pile la valeur del 'adresse de retour au 
progra1me utilisateur interrompu et mé1oriser cette adresse dans 
une variable de notre programme. L'adresse de retour au 
progra11e interrompu a en effet été 1é1orisée dans la pile lors 
del 'appel del 'interruption par ce prograaae. 
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du processeur 
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du vecteur appelé 
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des vecteurs d'interruption 
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Routine "inter 1" 
du vecteur 11 111 
\ 
~ 
Sauvetage des registres 
du processeur 
Mémorisation du numéro 







Routine "entrée" commune 




Routine "inter N" 
du vecteur "N 11 
Sauvetage des registres 
du processeur 
Mémorisation du numéro 
du vecteur appelé 
Figure 5,1 Opérations à réaliser avant 1 'exécution de la routine 
"entrée " pour implémenter la multiprogrammation. 
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** Positionner un verrou à l'aide d'une primitive d'exclusion 
mutuelle pour signaler qu'un processus entre dans une section 
critique. 
** Modifier dans la pile 1 'adresse de retour au program1e 
interrompu. La valeur de cette adresse est remplacée par 
l'adresse d'entrée dans une procédure définie dans notre 
programme. Soit "sortie" le nom de cette procédure. Celle-ci est 
également commune à tous les vecteurs d ' interruption modifiés 
par le programme. 
** Restaurer les registres du processeur qui ont été préalable1ent 
sauvés dans la pile par la routine "inter i". 
** Effectuer l'appel de la routine de gestion des interruptions du 
système d'exploitation. 
5) Dès que l'exécution de la routine du système d ' exploitation est 
terminée, celle-ci rend le contrôle du système à la procédure 
"sortie" qui réalise les traitements suivants: 




un verrou en utilisant une primitive d'exclusion 
signaler qu'un processus sort d'une section 
** restaurer les registres du processeur sauvés dans la pile au 
début de cette routine. 
** retourner au programme utilisateur interrompu. 
La figure 5.2 donne une représentation globale de la technique 
d'implémentation de la multiprogrammation. 
Nous analysons à présent en détail le contenu de ces différentes 
routines car le systè1e d ' exploitation DOS présente quelques particularités 
qui nous obligent à exécuter certaines opérations supplémentaires. 
5.2.3.2 Analyse détaillée des routines permettant d'implémenter la 
1ultiprogra11ation 
Nous passons en revue chaque routine permettant d ' implé1enter la 
multiprogra11ation. Une analyse détaillée de leur contenu permet de mieux 
percevoir 1 'utilité de certaines opérations effectuées. 
++ Routine de mémorisation des adresses contenues dans les vecteurs 
d'interruption à 1odifier: 
cette routine 1émorise les adresses des vecteurs dans un tableau de 
nombres entiers. La lecture de ces adresses est réalisée en utilisant la 
fonction 35h de 1 'interruption 21h du système d'exploitation, ce qui 
accroit la portabilité du logiciel. 
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Retour au programme 
de l'utilisateur 
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Routine "inter N" 
du vecteur "N " 
Mémorisation du numéro 
du vecteur appelé 
Figure 5.2 Représentation globale de la technique d'implémentation 
de la multiprogrammation. 
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++ Routine de modification des adresses des vecteurs d'interruption: 
cette routine utilise la fonction 25h de 1 'interruption 21h du système 
d'exploitation pour modifier les valeurs des vecteurs d'interruption. La 
portabilité est dans ce cas également meilleure. Les nouvelles adresses 
à mémoriser dans les vecteurs d'interruption sont les adresses de début 
des routines "inter i", 
++ Routines "inter i" associées à leur vecteur d'interruption respectif: 
ces routines commencent par sauver dans la pile du système tous les 
registres du processeur excepté le registre de segment de pile SS qui 
pointe vers le segment contenant la pile. 
La seconde opération consiste à mémoriser dans une variable de notre 
programme le numéro du vecteur d'interruption appelé par le programme de 
1 ' utilisateur. Mais nous avons mentionné au chapitre 4 que les variables 
déclarées dans un programme sont en toute généralité localisées dans le 
segment de données associé à ce programme. Ces variables sont donc 
accessibles à 1 'aide du registre de segment de données DS. Or ce 
registre peut contenir une valeur quelconque lorsque 1 'interruption est 
générée par le programme de 1 'utilisateur. Il faut dans ce cas restaurer 
la valeur de ce registre avant de réaliser une opération quelconque sur 
une variable de notre programme. Cette valeur doit être mémorisée 
pendant la phase d'initialisation de notre progra1me. 
La dernière opération réalisée par les routines "inter i" consiste à 
appeler la procédure "entrée" commune à tous les vecteurs d'interruption 
modifiés. Nous devons 1c1 respecter une particularité du système 
d'exploitation DOS. En effet, lors de la génération d'une interruption, 
les registres d'indicateurs FR, de segment de code CS et d'instruction 
IP sont sauvés automatiquement dans la pile. Or certaines primitives du 
système d'exploitation modifient des bits du registre d'indicateurs FR 
mémorisé dans la pile. Lors du retour au programme interrompu, ce 
dernier analyse 1 ' état des bits de ce registre et réagit en fonction des 
nouvelles valeurs qui y sont mémorisées. Nous pouvons en conclure que la 
pile du système est utilisée pour passer des paramètres entre le 
programme de 1 'utilisateur et les primitives du système d'exploitation. 
Il est donc primordial de restaurer ces para ■ètres dans la pile s'ils 
sont modifiés par nos routines, avant d'effectuer 1 'appel au système 
d ' exploitation et avant de retourner au programme utilisateur 
interrompu. Mais nous avons remarqué que 1 'appel d'une procédure en 
"Pascal" est toujours précédé d'un appel à une routine figurant dans les 
librairies associées à ce langage. Cet appel est généré automatiquement 
par le compilateur du "Turbo-Pascal". Malheureusement, cette routine 
modifie le contenu de la pile. En effet, 1 'appel d'une procédure en 
"Pascal" implique la mémorisation dans la pile des variables locales de 
la procédure appelante et des paramètres de la procédure appelée. Nous 
avons par conséquent été contraints d'utiliser une instruction en 
assembleur permettant d'effectuer un saut inconditionnel indirect vers 
la procédure "entrée", 
Les opérations effectuées par les procédures "inter 
schématisées à la figure 5.3. 
i " sont 
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Procédure "inter i " 
Sauvetage des registres 
du processeur 
Restauration du registre DS 
-- -- -- -- -- --
Mèmorisation du numéro de 
vecteur appelé 
-- -- -- -- -- ---- -- -- -- -- --
Saut inconditionnel indirect 
vers la procédure "entrée" 
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Figure 5.3 Opérations effectuées par les procédures "inter i". 
++ Procédure "entrée": 
la pre1ière opération effectuée par cette routine consiste à 
rechercher dans la pile les registres CS et IP mémorisés lors de la 
génération de l ' interruption par le programme de l ' utilisateur. Les 
valeurs de ces deux registres sont sauvées dans des variables de notre 
programme, Le contenu de ces registres représente l ' adresse de retour au 
programme utilisateur interrompu. 
L'exécution d'une primitive d ' exclusion mutuelle constitue la seconde 
opération. Nous sommes cependant de nouveau sollicités par les 
restrictions imposées par le système d ' exploitation. En effet, celui-ci 
possède sa propre pile; celle-ci est utilisée par la majorité de ses 
primitives. Ainsi, lorsqu'un programme utilisateur appelle une primitive 
du système d'exploitation, le registre de segment de pile SS est très 
souvent modifié et pointe dans ce cas vers le segment de pile propre au 
système d'exploitation. (Nous pouvons reaarquer que plusieurs piles 
peuvent coexister dans l'ordinateur>. Mais la taille de la pile associée 
au système d'exploitation est très réduite et ne permet en principe 
aucune utilisation spéciale de la part del 'utilisateur si ce n'est le 
sauvetage des registres du processeur lors d'une interruption. 
Considérons l'exemple suivant: 
le programme utilisateur génère une interruption dans le but 
d'utiliser une primitive du système d'exploitation. Le registre de 
segment de pile SS pointe vers la pile associée à ce programme. Un 
vecteur d'interruption réservé au système d'exploitation est alors 
référencé, ce qui a pour conséquence de passer le contrôle à la 
routine "inter i" associée à ce vecteur. Le contrôle est ensuite 
passé à la procédure "entrée" qui positionne un verrou à l'aide 
d ' une primitive d'exclusion mutuelle, En effet, le processus 
figurant dans cette procédure désire pénétrer dans la section 
critique for1ée par le systè1e d'exploitation. Ces deux 
routines "inter i" et "entrée" précédant la section critique ne 
modifient pas le registre SS; elles utilisent donc également la pile 
associée au programme del ·utilisateur. 
Supposons à présent quel 'interruption générée par le 
l ' utilisateur désire accéder à une primitive 
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d ' exploitation, Nous savons que ce seg1ent utilise généralement les 
primitives contenues dans le segment IBMBIO,COM du système 
d'exploitation, accessibles elles aussi à l ' aide des interruptions. 
Dans ce cas, la primitive située dans le segment IBMDOS.COM modifie 
le registre de segment de pile SS car la pile associée au système 
d ' exploitation est utilisée. Ainsi lorsque cette primitive génère 
une interruption pour donner le contrôle à une routine située dans 
le segment IBMBIO.COM, le registre SS référence la pile du système 
d ' exploitation. Or nous avons modifié tous les vecteurs 
d ' interruption du système d'exploitation afin d ' exécuter une 
primitive d'exclusion mutuelle. Nous en concluons que cette fois, la 
primitive d'exclusion mutuelle située dans la routine "entrée" sera 
exécutée en utilisant la pile associée au système d'exploitation. Un 
dépassement de capacité de cette pile est à craindre. 
Il faut donc modifier la valeur du registre SS chaque fois qu ' une 
instruction figurant dans les procédures "inter i", "entrée" ou "sortie " 
est susceptible de créer un dépassement de capacité de la pile associée 
au système d ' exploitation. C'est pourquoi nous avons modifié le registre 
de segment de pile SS, le pointeur de base BP et le pointeur de pile SP 
avant d ' exécuter la primitive d'exclusion mutuelle. Celle-ci dispose de 
cette manière de sa propre pile pour s'exécuter. La restaur~tion des 
anciennes valeurs de ces trois registres est réalisée aussitôt après 
l ' exécution de la primitive d'exclusion mutuelle. 
La troisième opération consiste à mémoriser dans la pile l ' adresse 
d ' entrée de l a procédure "sortie", Cette adresse est mémorisée dans les 
registres de segment de code CS et d'instructions IP qui ont été sauvés 
dans la pile lors de la génération del 'interruption par le programme de 
l'utilisateur. Ces deux registres contenaient initialement l ' adresse de 
retour au program1e utilisateur interrompu. Si l ' on y mémorise 1 'adresse 
de début de la routine "sortie", le contrôle pourra être passé à cette 
routine dès la fin de l ' exécution de la primitive du système 
d'exploitation. Ceci nous permet de dépositionner le verrou associé à 
cette section critique avant de rendre le contrôle au program1e 
utilisateur interrompu. Rappelons qu'il est indispensable de veiller à 
ne pas modifier le contenu du registre des indicateurs FR figurant dans 
la pile. 
11 s ' agit ensuite de restaurer les registres du 
préalable1ent dans la pile par la routine "inter i", 
quatriè1e opération. 
processeur sauvés 
Ceci représente la 
Enfin, la cinquième opération a pour effet d ' appeler la primitive du 
système d'exploitation désirée par le progra11e del ·utilisateur. Cette 
opération est tout à fait particulière car il faut de nouveau répondre 
aux exigences du système d'exploitation DOS. En effet, nous devons ici 
respecter deux contraintes: 
* d ' une part, nous ne pouvons modifier le contenu du registre des 
indicateurs FR mémorisé dans la pile puisqu'il est utilisé comme 
paramètre entre le programae de 1 ' utilisateur et le systè ■ e 
d ' exploitation. 
* d ' autre part, quelques pri1itives du système d ' exploitation 
permettant de terminer l ' exécution d'un programme et de rendre le 
contrôle au système d'exploitation présentent la particularité 
suivante: avant d'effectuer un appel à l'une de ces primitives, 
1 1 
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le registre de segment de code CS doit pointer vers le segment de 
code dans lequel est mémorisé le programme qui désire se 
terminer, En effet, ces primitives restaurent les adresses de 
certains vecteurs d'interruption mémorisés dans le préfixe de 
segment de programme (PSP) associé au programme qui se termine, 
Or nous savons que ce PSP occupe les 256 premiers octets du 
segment de code d'un programme, 
Nous en déduisons que nous ne pouvons pas effectuer un appel à une 
primitive du système d'exploitation en utilisant une instruction en 
assembleur "INT" permettant de référencer un vecteur d ' interruption. En 
effet, cette instruction serait référencée par les registres CS et IP 
lorsqu'elle serait exécutée, Or les registres FR, CS et IP sont sauvés 
automatiquement dans la pile lors de 1 'exécution de cette instruction, 
Le registre CS ainsi sauvé ne pointe certainement pas vers le segment de 
code du programme qui désire se terminer. 
Nous ne pouvons pas non plus utiliser une instruction de saut 
inconditionnel indirect car une telle instruction nécessite que 
1 ' adresse vers laquelle le saut doit être réalisé soit mémorisée dans 
une constante ou dans un registre du processeur. 
** La mémorisation de cette adresse dans une constante est absurde 
car cela ne permettrait de référencer qu ' une seule primitive du 
système d'exploitation, De plus, il est fort probable que cette 
adresse change en fonction de la version du DOS utilisée si 
cette adresse référence une routine du DOS, 
** Par ailleurs, l ·utilisation d ' un registre pour mémoriser 
1 'adresse vers laquelle doit s'effectuer le saut est 
inadmissible car nous perdrions la valeur contenue dans ce 
registre avant de faire le saut vers la routine du système 
d'exploitation. 
Il ne nous reste plus qu'une seule solution: effectuer de la 
programmation dynamique, 
Dans ce cas, 1 'appel d'une primitive du système d'exploitation est 
réalisé grace à une instruction de saut inconditionnel absolu. Cette 
instruction a pour effet de modifier les registres de segment de code CS 
et d'instructions IP, Ces deux registres ainsi modifiés représentent 
1 'adresse de la prochaine instruction à exécuter. Or puisque 1 'adresse 
associée à 1 'instruction de saut doit être connue lors de la 
compilation, nous devons lui donn êr une valeur initiale, Celle-ci ne 
peut être qu'insignifiante avant 1 'exécution du programme, c'est 
pourquoi nous lui attribuons la valeur nulle, Au cours de 1 ' exécution du 
programme, nous devons accéder directement aux cellules de la mémoire 
centrale dans lesquelles 1 'adresse associée à 1 'instruction de saut est 
mémorisée, En effet, lors de la compilation du programme, celles-ci 
contiennent la valeur nulle tout à fait insignifiante. Lorsque nous 
avons déterminé 1 ' adresse vers laquelle le saut doit être effectué, nous 
pouvons la mémoriser dans les cellules de la mémoire centrale associées 
à 1 'instruction de saut, Dès que cette adresse est aémorisée, 
1 ' instruction de saut peut être exécutée, 
Cependant, cette solution présente le désavantage suivant: il est 
nécessaire de connattre 1 'adresse de la cellule mémoire contenant 
1 ' instruction de saut inconditionnel, Pour connattre cette adresse, nous 
avons créé une procédure en "Pascal" dont le corps est constitué 
uniquement par 1 'instruction de saut absolu, Puisque le "Turbo-Pascal" 
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met à notre disposition une primitive permettant de connattre 1 'adresse 
d ' entrée d'une procédure, il est aisé de déterminer 1 'adresse de 
1 ' instruction de saut absolu. 
La figure 5,4 présente les opérations effectuées par la procédure 
"entrée", 
Procédure "entrée " 
Mémorisation des registres CS et IP 
du programme interrompu -- -- -- -- -- -- ---- -- -- -- -- -- --
Changement de pile 
-- -- -- -- -- ----
Exécution d ' une primitive 
d'exclusion mutuelle 
Restauration de l ' ancienne pile 
-- -- -- -- -- -- ---- -- -- --- -- -- --
Mémorisation de 1 ' adresse de 
la procédure "sortie" dans la pile 
-- -- -- -- -- -- ---- -- - ---
Modification de l ' adresse 
de l ' instruction de saut 
-- -- -- -- -- ------ -- -- -- --
Restauration des registres 
du processeur 
Saut à la routine du système 
d ' exploitation 
Figure 5.4 Opérations effectuées par la procédure "entrée", 
++ Routine "sortie": 
cette routine effectue également des opérations particulières pour 
tenir compte des exigences imposées par le système d'exploitation DOS. 
Ces contraintes sont identiques à celles mentionnées ci-dessus pour la 
procédure "entrée". Nous énumérons ci-apr~s les opérations réalisées 
par la routine Nsortie", 
** Sauvetage des registres du processeur dans la pile . 
** Modification du registre de segment de données DS. 
** Changement de pile. 
** Exécution d'une primitive d'exclusion mutuelle. 
** Restauration de 1 'ancienne pile. 
** Mémorisation de 1 ' adresse de retour au programme de 1 'utilisateur 
dans les registres CS et IP localisés dans la pile. 
** Restauration des registres du processeur. 
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** Exécution de 1 'instruction assembleur "IRET" permettant de rendre 
le contrôle au programme de l ' utilisateur à l'issue de la 
procédure "sortie". 
Signalons que l'implémentation de ces routines est réalisée en 
"Pascal" de très bas niveau. Nous entendons par là le fait que le "Turbo-
Pascal" permet d'incorporer des instructions en assembleur dans les 
instructions du "Pascal". Nous sommes forcés d ' utiliser de tels procédés 
pour effectuer des manipulations fiables sur les registres du processeur 
pendant le traitement des interruptions. Néanmoins, la structure du 
programme n'est pas perturbée car ces instructions de bas niveau peuvent 
être insérées dans des procédures du langage de haut niveau. 
5.2.3.3 Principe de résolution . de problèmes divers créés par le système 
d'exploitation DOS 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous exposons dans ce paragraphe d ' autres particularités et 
contraintes du système d'exploitation DOS. Celles-ci créent divers 
problèmes pour implémenter la multiprogrammation. Nous présentons également 
les techniques mises en oeuvre pour résoudre ces problèmes. 
La première contrainte imposée par le système d'exploitation DOS a 
déjà été exposée au paragraphe 5,2,3.2. Nous avons signalé que certaines 
primitives du DOS permettent de terminer un programme et de rendre le 
contrôle au système d'exploitation. Ces primitives nécessitent que le 
registre de segment de code CS pointe vers le segment de code du programme 
qui se termine. Or nous avons signalé que la procédure "entrée" modifie la 
valeur de 1 'adresse de retour au programme utilisateur interrompu avant 
d'effectuer l'appel d'une primitive du système d'exploitation. Ceci permet 
de donner le contrôle à la procédure "sortie" à l'issue de l'exécution de 
cette primitive. Cette modification d'adresse ne peut plus être réalisée 
avant l ' exécution d'une routine de terminaison de programme car le registre 
de segment de code CS ne pointrait plus vers le segment de code du 
programme qui désire se terminer. Nous devons par conséquent identifier les 
interruptions générées par le programme utilisateur afin d'effectuer un 
traitement spécial lorsque de telles routines doivent être exécutées. 
Nous exposons ci-dessous le traitement spécial à effectuer lorsqu ' une 
routine permettant de terminer un programme doit être exécutée. Nous avons 
associé aux routines de terminaison de programme du système d'exploitation 
un verrou particulier qui leur est réservé. Ce verrou est positionné dans 
la routine "entrée" puisque le processus désireux d'accéder au système 
d'exploitation exécute toujours cette routine. Mais puisque la routine 
"sortie" n ' est plus exécutée, la seconde primitive d'exclusion mutuelle 
qui s'y trouve ne 1 'est plus non plus. Nous devons par conséquent placer 
cette primitive d ' exclusion mutuelle dans une autre procédure de notre 
programme. Nous avons fait l'hypothèse suivante: nous avons supposé que les 
routines du système d ' exploitation qui permettent de terminer un programme 
et de rendre le contrôle au système d ' exploitation, n'utilisent pas les 
routines du système d'exploitation permettant d'afficher des caractères à 
l'écran. Dans ce cas, nous pouvons dire que dès qu'une routine du système 
d ' exploitation permettant d'afficher un caractère à 1 'écran est appelée, 
la routine du système d'exploitation permettant de terminer un programme 
est certainement terminée. Nous avons alors placé la seconde primitive 
d'exclusion mutuelle associée aux routines de terminaison de programme 
dans la procédure "inter 10h" de notre programme, qui est pointée par le 
vecteur d'interruption numéro 10h. Ce dernier est en effet référencé 
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lorsqu ' un affichage à l'écran doit être effectué. Nous sommes ainsi 
certains que cette seconde primitive d'exclusion mutuelle sera exécutée car 
toute terminaison de programme est suivie de l'affichage du "prompt" à 
1 ' écran, qui nécessite l'utilisation de l'interruption numéro 10h du 
système d'exploitation. ( Nous supposons également que l'utilisateur 
n ' a pas modifié des paramètres dans le système d ' exploitation afin 
d ' inhiber l'af fichage de ce "prompt"). Nous avons effectué la même 
opération pour les routines du système d'exploitation qui permettent de 
charger un programme en mémoire centrale et de lancer son exécution 
aussitôt après. La figure 5.5 illustre la méthode permettant d'assurer 
1 ' exclusion mutuelle pour les primitives qui permettent de terminer ou de 
lancer un programme. 







Routine "inter 10h" 
verrou= 1 
Figure 5.5 Technique d'implémentation del · exclusion mutuelle 




Lorsqu ' un programme se termine, il rend le contrôle au système 
d'exploitation que nous avons défini comme étant une section critique. 
Nous faisons ici exception à cette règle pour un segment particulier du 
système d'exploitation; il s'agit du segment "COMMAND.COM". En effet, 
lorsqu ' un programme se termine, le contrôle de la machine est rendu à 
l'interpréteur des commandes du système d ' exploitation, qui est localisé 
dans le segment "COMMAND.COM". Par conséquent, il ne s'agit pas d'une 
routine d'interruption du système d'exploitation, mais d'un segment de code 
qui permet d ' introduire des commandes dans 1 'ordinateur. Nous ne pouvons 
dès lors pas détecter si un processus réside dans ce segment de code avec 
les primitives d'exclusion mutuelle que nous avons créées, puisque 
celles-ci détectent la présence d'un processus dans une routine de gestion 
des interruptions du système d'exploitation. Ceci ne présente pas 
d'inconvénient pour la raison suivante: ce segment constitue en réalité 
la deuxième partie du segment de code "COMMAND.COM", qui est une partie non 
résidante du système d'exploitation. Nous pouvons donc dire que les 
routines d ' interruption du système d ' exploitation n'utilisent pas ce 
segment puisqu'il peut être effacé de la mémoire centrale pendant 
1 ' exécution d'un programme. Nous pouvons ignorer la présence d'un processus 
dans ce segment à condition de ne pas l e soumettre à de la réentrance . 
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Cette exigence est en fait toujours réalisée dans notre application. En 
effet, si le programme "AIDAMI" désire utiliser des commandes de 
1 ' interpréteur des commandes, nous devons dupliquer la deuxième partie 
du segment "COMMAND.COM" et mettre cette seconde copie du segment à la 
disposition de notre programme. En effet, ce segment n ' est pas résidant en 
mémoire centrale et nous devons alors le dupliquer et mettre la seconde 
copie en mode résidant afin de la rendre constamment disponible pour notre 
programme. Il ne peut donc y avoir qu'un seul processus dans le segment 
"COMMAND.COM" du système d'exploitation proprement di t. 
La seconde contrainte que nous analysons ici a déjà été mentionnée au 
paragraphe 3.4.2. Lorsque le handicapé utilise un logiciel "standard", ce 
dernier demande en général des informations ou des données à 1 'utilisateur. 
Le logiciel analyse ces données introduites et réagit en fonction de leur 
contenu. Nous avons déjà signalé que dans pareille situation, un processus 
associé au logiciel "standard" figure dans la section critique du système 
d ' exploitation et boucle en attente d'une donnée en provenance de 
1 ' utilisateur. Le handicapé ne peut plus utiliser notre application pour 
introduire ses données puisque la section critique est déjà occupée par un 
processus. Un interblocage est de nouveau à craindre. Nous expliquons ci-
dessous la solution utilisée pour résoudre ce problème. 
La première étape consiste à identifier toutes les primitives du 
système d'exploitation qui permettent de lire un caractère introduit 
au clavier. En effet, ces primitives attendent qu ' un caractère soit 
introduit au clavier avant de retourner au programme utilisateur 
interrompu. Nous devons ensuite insérer un test supplémentaire dans 
la procédure "entrée", qui permet de vérifier si 1 'interruption 
générée par le programme de 1 ' utilisateur référence une des 
primitives d'accès au clavier. Si c'est le cas, nous devons 
interrompre momentanément le processus figurant dans la procédure 
"entrée" et exécuter notre application. En effet, nous savons dans 
ce cas, que des caractères doivent être introduits par le handicapé 
dans le buffer du clavier, à 1 ' aide de son interface. Lorsque le 
handicapé a introduit les données nécessaires à l'aide de notre 
programme, nous pouvons poursuivre 1 ' exécution du processus 
qui a été interrompu dans la procédure "entrée". La primitive du 
système d'exploitation permettant de lire un caractère au clavier ne 
boucle plus puisque des caractères sont disponibles dans le buffer 
du clavier. 
Mais cette solution nous crée un autre problème. En effet, pendant • que le processus du programme de 1 'utilisateur est interrompu dans 
la procédure "entrée", le handicapé introduit des données dans le 
buffer du clavier en utilisant les services offerts par notre 
application. Or notre programme utilise lui aussi les primitives du 
système d'exploitation. Par conséquent, dès la génération d ' une 
interruption par notre programme, un nouveau processus est créé et 
exécute les procédures "inter i" et "entrée" précédant la section 
critique du systè1e d'exploitation. La procédure "entrée" est dans 
· ce cas soumise à de la réentrance car un processus du programme 
utilisateur y figure déjà en attente de la fin de 1 'introduction des 
données par le handicapé. Nous avons préféré éviter toute réentrance 
dans cette procédure pour ne pas devoir sauver les résulats 
intermédiaires qu ' elle produit. Cela ~eut être réalisé en modifiant 
temporairement 1 'adresse associée aux instructions de saut 
inconditionnel indirect figurant dans les procédures "inter i". 
L' exécu t ion de la procédure "entrée" n ' est dans ce cas plus 
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effectuée. La nouvelle adresse référence une quatrième procédure 
nommée "sortie-directe" qui ef f ectue les opérations suivantes: 
** mémoriser dans les cellules de la mémoire centrale, associées à 
une instruction de saut inconditionnel absolu, l'adresse de la 
primitive du système d'exploitation à exécuter. 
** restaurer les registres du processeur initialement sauvés dans 
la pile par une procédure "inter i". 
** appeler la primitive dµ système d'exploitation. 
Une illustration de cette méthode est donnée à la figure 5.6. 
Celle-ci présente schématiquement les opérations effectuées par les 
procédures "inter i" et "sortie-directe". Ces procédures ne 
réalisent plus que des opérations permettant d'appeler la primitive 
du système d'exploitation nécessaire. Le nombre d'opérations 
réalisées est beaucoup moins élevé que lorsqu'on passe par les 
procédures "inter i", "entrée" et "sortie"; les performances du 
système sont d'autant meilleures. 
Procédure "inter i" 
Sauvetage des registres du processeur 
Restauration du registre DS 
Mémorisation du numéro de vecteur appelé 
Saut inconditionnel indirect vers la 
procédure "sortie directe" 
Procédure "sortie directe" 
Mémorisation de l'adresse de la routine 
du système d'exploitation à appeler 
- -- -- -- -- -- -- -
Restauration des registres du processeur 
--- Appel de la primitive du 
système d'exploitation 
-- -
Figure 5.6 Méthode permettant d'éliminer la récursivité 
dans la procédure "entrée". 
1 l 
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Remarquons que les primitives d ' exclusion mutuelle localisées dans 
les procédures "entrée" et "sortie" ne sont plus exécutées. Ceci ne 
présente pas d'inconvénient car le logiciel "standard" est 
interrompu et n'utilise pas la section critique formée par le 
système d'exploitation, Notre programme peut donc y accéder 
librement. 
Signalons également que pour éviter la réentrance, les procédures 
"inter i", "entrée", "sortie" et "sortie directe" doivent être 
ininterruptibles. En effet, toute interruption provoque l'exécution 
d'un certain nombre de ces procédures. Il est donc nécessaire 
d'inhiber les interruptions externes de type "INTR" pendant 
l'exécution de chacune de ces procédures, 
Nous analysons à présent la troisième contrainte imposée par le 
système d'exploitation DOS. Nous avons mentionné au chapitre 4 que le DOS 
est structuré de manière hiérarchique, Les composants de cette hiérarchie 
sont appelés "IBHDOS.COH", "IBHBIO,COH" et "ROM BIOS", Nous savons que par 
exemple les primitives du composant "IBMDOS.COH" utilisent les primitives 
des composants "IBHBIO,COM" et "ROM BIOS", Considérons le cas suivant: le 
programme de 1 ' utilisateur désire exécuter une primitive du système 
d'exploitation localisée dans le composant "IBHDOS.COH". Ce programme 
effectue dans ce cas une interruption, Les routines "inter i" et "entrée" 
sont en toute généralité exécutées avant de donner le contrôle à la 
primitive du système d'exploitation. Or cette primitive appelée par la 
pro~édure "entrée" exécutera très probablement une seconde primitive du 
système d ' exploitation située dans les composants "IBHBIO.COH" ou "ROH 
BIOS", Par conséquent, cette seconde primitive sera appelée à 1 'aide d'une 
interruption qui aura également pour effet d'exécuter les procédures 
"inter i" et "entrée", Nous sommes à nouveau en présence de réentrance dans 
la procédure "entrée". Nous avons appliqué la technique suivante pour 
éviter cette réentrance: dès qu'un processus pénètre dans la procédure 
"entrée", nous modifions temporairement 1 'adresse associée aux instructions 
de saut inconditionnel indirect figurant dans les procédures "inter i". La 
nouvelle adresse associée à ces instructions de saut indirect référence 
alors la procédure "sortie directe". De cette manière, toutes les 
primitives du système d'exploitation appelées par la primitive qui se situe 
dans le composant "IBMDOS.COM" du système d'exploitation, n'exécutent pas 
la procédure "entrée", L'adresse associée aux instructions de saut 
inconditionnel indirect des procédures "inter i" est restaurée à sa valeur 
initiale dans la procédure "sortie", juste avant de rendre le contrôle au 
programme del ' utilisateur qui a été interrompu. La prochaine interruption 
générée par le programme de 1 'utilisateur provoquera alors à nouveau 
1 'exécution de la procédure "entrée" afin d'exécuter la primitive 
d'exclusion mutuelle qui s'y trouve. 
Nous présentons 1c1 la quatrième particularité du système 
d'exploitation DOS. Les vecteurs d'interruption utilisés par le système 
d ' exploitation contiennent en général l ' adresse de la routine de gestion 
des interruptions correspondante. Nous avons cependant remarqué que trois 
de ces vecteurs (vecteurs numéro 1Dh, 1Eh et 1Fh) référencent non pas une 
routine, mais une table de données mémorisée en mémoire centrale, Ces 
tables contiennent des informations utilisées exclusivement par le système 
d'exploitation. Nous ne pouvons dès lors pas modifier 1 'adresse de ces 
vecteurs car le système d'exploitation accède directement aux données 
figurant dans ces tables à partir de leur adresse d'entrée en mémoire 
centrale, Ceci ne présente pas de danger pour notre application car seul le 
système d ' exploitation a le droit d ' accéder à ces tables, Nous supposons 
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par conséquent que le programme del ' utilisateur n'y accède pas. 
Signalons également que nous avons jugé bon de ne pas modifier les 
adresses des vecteurs d'interruption numéro 22h, 23h et 24h. En effet, 
ceux-ci sont exclusivement référencés par le système d'exploitation. De 
plus, si les adresses mémorisées dans ces vecteurs sont modifiées pendant 
l ' exécution d ' un programme, celles-ci sont restaurées à leur valeur 
initiale dès que le programme se termine et rend le contrôle au systè1e 
d ' exploitation. Nous évitons ainsi de devoir constamment mettre à jour le 
contenu de ces vecteurs chaque fois que 1 ' exécution d'un programme se 
termine. 
Remarque: Il est indispensable de vérifier si des adresses de vecteurs 
******** d'interruption du système d ' exploitation sont modifiées soit par 
le système d'exploitation, soit par 1 'exécution d'un logiciel 
"standard". En effet, si c'était le cas, les routines "inter i", 
"entrée" et "sortie" ne seraient plus exécutées lors de l'appel 
à un de ces vecteurs et l'exclusion mutuelle du système 
d'exploitation ne serait plus assurée. Nous avons fait 
1 'hypothèse que toute adresse de vecteur d'interruption ne peut 
être modifiée que par l'intermédiaire de la fonction 25h de 
l'interruption 21h du système d'exploitation. En effet, cette 
fonction est spécialement prévue à cet effet dans le but 
d'assurer une plus grande portabilité des logiciels qui 
effectuent des modifications d ' adresse de vecteurs d'inter-
ruption. Dans ce cas, il suffit de vérifier si le vecteur 
modifié par cette fonction est un vecteur d'interruption du 
système d ' exploitation. Lorsqu ' il s'agit d ' un vecteur du système 
d'exploitation, nous devons de nouveau mémoriser dans ce vecteur 
l ' adresse de la procédure "inter i" de notre programme qui y est 
associée. 
5.3 Réalisation du gérant des processus 
••••••••••••••••••••••••••••••••••••••• 
La réalisation du gérant des processus dans le cadre de notre projet 
est très simplifiée. Nous profitons de quelques possibilités offertes par 
1 ' ordinateur de type "IBM-PC compatible" pour le développer. 
Nous avons vu au chapitre 4 que l ' ordinateur met à la libre 
disposition du programmeur quelques uns de ses vecteurs d'interruption. 
Parmi ceux-ci, nous avons retenu le vecteur d'interruption numéro 1Ch. Ce 
vecteur est référencé automatiquement par l'horloge de 1 'ordinateur environ 
20 fois par seconde. 
Rappelons que le handicapé doit pouvoir accéder à tout moment aux 
services et taches offerts par notre programme. D'autre par t , il doit avoir 
la possibilité d ' exécuter un logiciel ustandard" et d ' échanger des 
informations avec ce logiciel en utilisant son interface ut i lisateur. Ce 
logiciel s ' exécute jusqu'à ce qu'il ait besoin d'une information de la part 
del ' utilisateur, ou qu'il soit interrompu par le handicapé si ce dernier 
désire utiliser un service offert par le projet AIDAMI. 
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Nous avons imaginé la solution suivante: nous supposons que le 
logiciel "standard" est déjà chargé en mémoire centrale et qu ' il est en 
train de s'exécuter, Pendant ce temps, le vecteur d'interruption numéro 1Ch 
est appelé 20 fois par seconde par 1 'horloge de 1 'ordinateur. L'appel de ce 
vecteur a pour conséquence d'interrompre brièvement le logiciel "standard", 
Nous concluons que si nous mémorisons dans le vecteur numéro 1Ch l'adresse 
de début d'une routine, celle-ci est appelée 20 fois par seconde, Cette 
routine peut par exemple lire l'état du contact de l'interface utilisateur 
et effectuer 1 'un ou 1 'autre traitement en fonction de cet état. Nous 
pouvons de cette manière interrompre quasi instantanément le logiciel 




Nous avons pleinement exploité cette solution car nous avons mémorisé 
le vecteur numéro 1Ch 1 'adresse d'une routine qui permet d ' exécuter 
les services et toutes les taches implémentées dans notre programme, 
routine effectue globalement les opérations suivantes: 
** tester l'état du contact del 'interface utilisateur. 
** si ce contact est ou a été enfoncé, le contrôle est passé à notre 
programme. 
** rendre le contrôle au logiciel "standard" interrompu. 
De cette manière, dès que le handicapé enfonce le contact de son 
interface, il peut disposer des services offerts par le projet AIDAMI. 
Analyse détaillée du gérant des processus 
En pratique, 1 'implémentation du gérant des processus est plus 
complexe. D'autres opérations doivent être effectuées par la routine 
référencée par le vecteur d'interruption numéro 1Ch avant de pouvoir donner 
le contrôle à notre application. Nous passons ci-après en revue chacune de 
ces opérations et justifions la présence de celles qui sont les plus 
inattendues. 
1) Sauver les registres du processeur dans la pile associée au logiciel 
"standard" interrompu. 
2) Restaurer le registre de segment de données DS car nous utilisons dans 
cette routine des variables déclarées dans notre programme. 
3) Envoyer au circuit controleur des interruptions (8259) un signal de 
fin d'interruption "EOI", 
En effet, nous savons que, en réalité, le vecteur numéro 1Ch est 
appelé 20 fois par seconde par la routine de gestion des interruptions 
correspondant au vecteur d'interruption numéro 08h de 1 ' ordinateur, 
L'interruption numéro 08h constitue une interruption externe de type 
"INTR". Or toute routine de gestion d'interruptions externes de type 
"INTR" doit envoyer un signal de fin d'interruption EOI au circuit 
controleur des interruptions, Ceci permet de prendre en considération 
des interruptions de type "INTR" de priorité moins élevée, Le schéma 
global des traitements effectués par la routine de gestion 
d ' interruptions associée au vecteur numéro 08h est donné à la figure 
5,7. Nous remarquons sur cette figure que le premier traitement 
effectué par cette routine consiste à sauver les registres du 
• 
• 
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processeur. Ensuite, elle réalise ses propres traitements et lorsque 
ceux-ci sont terminés, elle référence le vecteur d'interruption numéro 
1Ch. Au retour de 1 'interruption 1Ch, le signal EOI est enfin envoyé 
au circuit controleur des interruptions et les registres du processeur 
sont restaurés. 
Routine du vecteur numéro O8h 
Sauvetage des registres du processeur 
Traitement propre à cette routine 
- -------- - -
-- --- --
Envoi du signal EOI 
Restauration des registres du processeur 
Figure 5.7 Représentation schématique des opérations réalisées 
par la routine associée au vecteur d'interruption O8h. 
Cependant, · notre programme est exécuté à partir d'une routine 
activée par 1 'interruption 1Ch. Par conséquent, le signal EOI n ' a pas 
encore été envoyé et il est de notre devoir d'émettre ce signal dès le 
début de 1 'exécution de notre programme afin de réactiver les 
interruptions de type "INTR" de priQrité inférieure. En effet, 1 'oubli 
de ce signal au début de notre application bloquerait tout le système 
car le vecteur numéro O8h correspond à l'interruption de type "INTR" 
de priorité la plus élevée. 
4) Tester l'état du contact de l ' interface utilisateur. 
5) Tester si un processus figure déjà dans la section critique 
constituée par le système d'exploitation. 
On pou r rait dire que ce test est mal placé car le processus 
s'exécutant dans cette routine ne désire pas ou à tout le moins ne 
désire pas encore utiliser le système d ' exploitation. Nous avons placé 
ce test au début de la routine car quelle que soit la tache choisie 
par le handicapé, le processus en train de s'exécuter utilisera au 
moins une fois les primitives du système d'exploitation. En effet, 
l'entrée dans notre programme s'accompagne de 1 'affichage d'une 
fenêtre à 1 'écran dans laquelle les services disponibles sont 
présentés à l ·utilisateur. De plus, pour sortir du programme, il faut 
au minimum effectuer une pression sur le contact de 1 'interface 
utilisateur. Or la prise en considération d'une pression sur ce 
contact est réalisée par une primitive figurant dans la section 
critique. On pourrait se demander pourquoi nous n'avons pas scindé le 
système d'exploitation en plusieurs sections critiques capables 
d'effectuer un type de traitement bien spécifique. Nous aurions par 
exemple une section critique comportant toutes les primitives d ' accès 
à 1 'écran, une autre réalisant les accès sur disque ou sur disquette, 
Nous n ' avons pas réalisé cette solution pour la raison suivante: nous 
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ne disposons pas d'informations suffisamment détaillées au sujet des 
zones de communication du système d'exploitation. Nous craignons dans 
ce cas par exemple que certains résultats intermédiaires découlant de 
l'exécution des primitives d'accès à l ' écran occupent la même zone en 
mémoire centrale que les résultats issus del 'exécution des primitives 
d'accès sur disque. L'interruption des premières pour exécuter les 
secondes risque par conséquent d'effacer certains résultats 
intermédiaires associés aux primitives interrompues. 
6) Tester si un processus est déjà en train d ' utiliser notre programme. 
Rappelons que le vecteur d'interruption numéro 1Ch est référencé 
automatiquement 20 fois par seconde et qu ' il permet d ' interrompre le 
logiciel "standard" afin d'exécuter notre projet. Supposons que le 
logiciel "standard" soit en train de s'exécuter sur l'ordinateur. Tout 
à coup, le handicapé presse le contact de son interface utilisateur, 
Si aucun processus ne figure dans la section critique formée par le 
système d'exploitation, le contrôle de la machine est passé à notre 
application. Mais pendant que le handicapé utilise les services 
offerts pa r le projet AIDAMI, le vecteur d'interruption numéro 1Ch est 
toujours référencé 20 fois par seconde. Or le handicapé doit appuyer 
sur le contact de son interface s'il désire sélectionner un objet à 
l ' écran. Par conséquent, si aucun processus ne figure dans le système 
d ' exploitation et si 1 ·utilisateur presse le contact de l'interface, 
un nouvea u processus entre dans notre programme et perturbe le 
déroulement normal des opérations. Pour remédier à ce problème, nous 
considérons que notre projet constitue une seconde section critique. 
Celui-ci est isolé par deux primitives d'exclusion mutuelle: 1 'une à 
1 'entrée et 1 'autre à la sortie. Nous ne permettons de cette manière 
1 'utilisation de notre application que par un seul processus à un 
instant do nné. 
En résumé, le système dispose de deux sections critiques: la 
première est formée par les primitives du système d ' exploitation et la 
seconde est constituée par notre programme. Ces deux sections 
critiques possèdent leur verrou respectif; celui-ci est positionné ou 
déposition né par les primitives d ' exclusion mutuelle. 
7) Changer la pile avant de lancer 1 ' exécution de notre application. 
Le logi ciel "standard" s'exécute en utilisant la pile qui lui est 
associée. Lorsqu'il est interrompu en raison d'un appel au vecteur 
d'interruption numéro 1Ch, cette même pile est toujours utilisée. Si 
le contrôle est passé à notre programme et que celui-ci utilise 
également cette pile, nous risquons de créer un dépassement de 
capacité, c'est-à-dire que les 64 Kbytes disponibles dans la pile 
peuvent être insuffisants pour assurer le bon déroulement du logiciel 
"standard" et de notre application. Nous avons par conséquent jugé bon 
d'associer une nouvelle pile à notre programme. Cette solution 
présente néanmoins 1 'inconvénient de nécessiter 64 Kbytes 
supplémentaires en mémoire centrale. 
8) Exécuter notre application. 
9) Exécuter une primitive d'exclusion mutuelle pour signaler que l ' on 
sort de la section critique constituée par notre projet. 
10) Restaurer la pile du logiciel "standard". 
11) Restaurer les registres du processeur. 
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12) Rendre le contrôle au logiciel "standard" interrompu. 
Ce gérant des processus très simplifié s'exécute "en sens unique", 
Nous entendons par "sens unique" le fait que le logiciel "standard" peut 
être interrompu afin d'exécuter le projet "AIDAMI", mais notre programme ne 
peut pas être interrompu par le logiciel "standard", Cependant, un tel 
gérant des processus est suffisant. En effet, lorsque le handicapé utilise 
les services du projet "AIDAMI", il n'y a aucune raison que le logiciel 
"standard" vienne interrompre ces opérations. Le retour à ce logiciel est 
demandé par 1 'utilisateur dès qu'il n'utilise plus notre application. 
D'autre part, comment assurer la réalisation d'un système multi-taches 
au sein de notre programme à l'aide de ce gérant des processus? En réalité, 
nous n'avons pas besoin de ce gérant car le système multi-taches peut être 
réalisé uniquement en structurant de manière particulière notre programme, 
Nous avons en effet présenté au chapitre 2 une découpe hiérarchique de 
l'application. Les composants de cette hiérarchie comprennent un certain 
nombre de primitives disponibles dans notre programme. Chaque primitive 
réalise une opération bien spécifique et peut être utilisée par toutes les 
taches disponibles dans le projet "AIDAMI". Or puisque nous utilisons la 
technique du multi-fenêtrage, chaque fenêtre représentée à 1 'écran 
accompagnée de la structure de données qui la décrit, contient toutes les 
informations utiles au sujet del 'état d'avancement de la tache qu'elle 
représente. Le dialogue entre l'écran et l ' utilisateur est en effet réalisé 
uniquement à l ' aide de messages et de graphiques affichés à l'écran. Citons 
par exemple les boutons qui sont contrastés s ' ils sont activés, les 
caractères d'un document sont affichés dans la fenêtre respective. Chaque 
primitive du composant "gestion écran" de la hiérarchie permet de modifier 
un aspect très spécifique dans une fenêtre. Il suffit par conséquent de 
mémoriser la fenêtre représentée à 1 ' écran et de garder intacte la 
structure de données qui lui est associée pour conserver toutes les 
informations nécessaires pour reprendre cette tache interrompue . 
5.4 Mise en résidance du programme en mémoire centrale 
•••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous savons que le système mis à la disposition du handicapé doit lui 
permettre d'accéder rapidement et à tout moment aux services qui lui sont 
offerts par la machine. De plus, l ' utilisateur peut exécuter des logiciels 
"standards " tout en ayant encore accès aux services du projet "AIDAMI". 
Nous avons vu que la réalisation de ces concepts nécessite l ·utilisation de 
la multiprogrammation; c'est-à-dire que plusieurs programmes résident en 
même temps en mémoire centrale et sont exécutés de manière i mbriquée dans 
le temps par le processeur del 'ordinateur. Ainsi, dans le cadre de ce 
projet, notre programme et le logiciel "standard" doivent figurer dans la 
mémoire centrale en aê■e temps. Analysons davantage les facteurs à 
considérer pour réaliser efficacement cette mise en résidance des 
programmes en mémoire centrale. 
Le handicapé doit pouvoir accéder aux services offerts par la machine 
à tout moment et rapidement. Nous pouvons résoudre ce problème en 
mémorisant notre programme en mémoire centrale et en le plaçant en mode 
résidant. De cette manière, ce programme est constamment présent en mémoire 
centrale et est directement accessible dès que le handicapé presse le 
contact de son interface. La mise en mode résidant d'un programme présente 
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la particularité suivante: le programme est chargé en mémoire centrale et à 
la fin de ce chargement, une primitive spéciale du système d'exploitation 
est utilisée pour le mettre en mode résidant. Lorsqu'un programme est 
résidant, il est possible de charger un autre logiciel en mémoire centrale 
sans recouvrir l'espace de la mémoire occupé par le programme résidant. Les 
deux programmes ainsi chargés en mémoire centrale sont totalement 
indépendants l · un de l · autre. Nous devons donc ensui te charger le 
logiciel "standard" en mémoire. Les deux programmes sont ainsi disponibles 
dans la mémoire. Le gérant des processus peut donner le contrôle à l ·un ou 
l ' autre programme. 
Signalons que lorsqu'un programme est en mode résidant, il n ' est plus 
possible de récupérer la zone de la mémoire qu'il occupe tant que 
l'utilisateur n'a pas effectué un redémarrage complet de l'ordinateur. 
(Nous entendons par "redémarrage" un RESET ou une extinction suivie d'une 
remise sous tension de la machine). Il est par conséquent défavorable de 
mettre le logiciel "standard" en mode résidant car la taille de la mémoire 
centrale est très limitée. En effet, le handicapé pourrait envisager 
d ' utiliser plusieurs logiciels "standards" successivement: ceux-ci seraient 
tous mémorisés en mémoire centrale qui serait remplie très rapidement. 
Opérations à effectuer pour mettre un programme en mode résidant 
Un programme chargé en mémoire centrale occupe plusieurs zones dans 
cette mémoire. 
La première zone contient le code des instructions du programme et est 
appelée "segment de code". Le registre CS contient 1 'adresse de la première 
cellule mémoire de cette zone. 
Les variables, données et tampons associés au programme figurent dans 
la seconde zone de la mémoire centrale. Celle-ci est appelée "segment de 
données" et est localisée par l'adresse contenue dans le registre DS. 
Enfin, à tout programme est associée une pile qui permet notamment de 
mémoriser les valeurs contenues dans les registres du processeur et les 
variables déclarées dans les procédures du programme. Cette troisième zone 
est pointée par le registre de segment de pile SS. 
Nous avons signalé au chapitre 4 que la taille de ces zones ne peut 
excéder ô4 Kbytes et que celles-ci peuvent se chevaucher si la place 
occupée par le code ou par les données est inférieure à ce maximum. La 
figure 5.8 illustre les trois zones occupées par un programme. Ce dernier 
est chargé en mémoire centrale par le système d'exploitation dans le 
premier emplacement libre de la mémoire, en partant des adresses basses, 
capable de contenir tout le programme. Les segments de code et de données 
sont localisés au début de cet emplacement, tandis que la pile occupe les 
ô4 Kbytes à la fin de 1 ' emplacement. Signalons que ces zones sont 
localisées en mémoire centrale dans cet ordre bien précis: le segment de 
code suivi du segment de données, et enfin la pile. 
Remarque: Le chargement d ' un fichier exécutable dont l'extension est ".EXE" 
******** n'est pas toujours réalisé de cette manière. Par contre, cette 
technique est valable pour tous les fichiers ".COM". 
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Mémoire centrale 
1/////1///1/1////ll//l//l/4 
Segment de code 











cement libre de 
moire centrale 
Figure 5.8 Zones occupées par un programme chargé 
en mémoire centrale. 
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Le système d'exploitation met à la disposition du programmeur 
plusieurs primitives permettant de mettre un programme en mode résidant. 
Parmi celles-ci, nous avons décidé d'utiliser la fonction 31h de 1 'inter-
ruption 21h du système d'exploitation car elle permet de réserver un 
emplacement libre de taille quelconque en mémoire centrale. Cette 
fonction nécessite un paramètre en entrée dans lequel doit être mémorisé 
le nombre de paragraphes à réserver en mémoire centrale pour y placer le 
futur programme résidant. Un paragraphe occupe 16 bytes en mémoire 
centrale. Le nombre de paragraphes à déterminer à l ' entrée de la primitive 
du système d ' exploitation représente la place mémoire à réserver pour 
contenir les trois zones associées au programme à rendre résidant. Ce 
nombre est déterminé de la manière suivante: 
Nous pouvons déterminer le nombre de paragraphes nécessaires au 
segment de code en calculant la différence entre le registre de segment 
de code CS et le registre de segment de données DS. En effet, ceux-ci 
référencent respectivement le début du segment de code et le début du 
segment de données associés au programme. Le nombre de paragraphes 
occupés par le segment de code est donné par: 
nbre-para-code = DS - CS 
Le nombre de paragraphes occupés par le segment de données est 
déterminé de la manière suivante: les variables globales déclarées dans 
le programme sont mémorisées séquentiellement dans le segment de 
données, à la suite des tampons et données nécessaires aux librairies 
du langage "Pascal". Par conséquent, la dernière variable globale 
déclarée dans le programme est située au sommet de la zone occupée par 
les variables dans le segment de données. La valeur de l'adresse 
relative de la dernière variable globale déclarée dans le programme, 
augmentée de la place occupée par cette variable, représente 1 'adresse 
de la première cellule mémoire qui suit la zone occupée dans le segment 
de données. Cette adresse, divisée par la taille d'un paragraphe, donne 
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le nombre de paragraphes à réserver pour le segment de données, Ce 
nombre vaut donc: 




taille d'un paragraphe 
il faut veiller à ce que la variable globale déclarée dans 
le programme et util i sée pour déterminer la taille du 
segment de données à réserver, soit la dernière variable 
globale déclarée, 
Il n'est pas facile de déterminer la place occupée par le segment de 
pile car ce dernier n'est utilisé que lors del ' exécution du programme, 
Nous avons par conséquent envisagé l a solution suivante: réserver pour 
cette zone la taille maximale qu'el l e peut occuper, soit 64 Kbytes ou 
4096 paragraphes. 
Le nombre total de paragraphes à réserver pour rendre le programme 
résidant est donné par l'expression: 
nbre-total-para = nbre-para-code + nbre-para-données + 4096 
Il suffit enfin d'appeler la primitive du système d'exploitation à la 
fin du programme à rendre résidant. 
L'espace maximum que notre programme pourrait occuper en mémoire 
centrale vaut 3 * 64 Kbytes, soit 192 Kbytes. Les segments résidants du 
système d'exploitation nécessitent quant à eux environ 50 Kbytes de 
mémoire, D'où, la quantité maximale de mémoire nécessaire pour le DOS et le 
projet "AIDAMI" s'élève à 242 Kbytes. Si le handicapé désire en plus 
exécuter des logiciels "standards", il est indispensable de disposer d'une 
mémoire centrale plus importante. Dans ce cas, une mémoire centrale d ' au 
moins 512 Kbytes s'impose. 
5,5 Implémentation des primitives d ' exclusion mutuelle 
•••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Les primitives d'exclusion mutuelle sont indispensables pour empêcher 
la réentrance dans certaines parties d ' un programme, Nous présentons dans 
ce paragraphe ces primitives ainsi que la technique utilisée pour les 
implémenter dans notre progra■me, 
Deux primitives sont nécessaires pour assurer 1 'exclusion mutuelle 
dans une section critique d'un programme: 
** la première est située à 1 'entrée de la section critique: nous 
1 'appelons "attendre(sl", La variable "s" constitue le verrou 
associé à ces primitives et est initialisée à "l" dans la phase 
d'initialisation de notre application, Les fonctionnalités de cette 
primitive sont données ci-dessous. 
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"attendrelsl" * si s = l alors s := O; 
sinon placer le processus dans une file 
d ' attente; 
** la seconde primitive est localisée à la sortie de la section 
critique. Celle-ci est nommée "signaler(s)" et effectue les 
opérations suivantes: 
"signaler(s)" * s := l; 
* sélectionner un processus en attente dans la file 
et le faire entrer dans la section critique; 
Nous avons choisi une solution simplifiée de ces primitives. Cette 
solution ne donne en effet aucun renseignement sur la manière dont la file 
d'attente est gérée. Nous pouvons cependant 1 'utiliser dans le cadre de 
notre projet pour la raison suivante: deux programmes au plus sont pris en 
charge par notre gérant des processus: le projet AIDAMI et le logiciel 
"standard". Si nous considérons une vue macroscopique du système, nous 
pouvons dire que deux processus seulement peuvent être actifs à un moment 
donné. D'autre part, nous faisons 1 'hypothèse que tout processus figurant 
dans une file d'attente jusque la libération de la section critique 
correspondante, effectue une attente active. Nous entendons par "attente 
active" le fait que le processus en attente boucle sur quelques 
instructions et reste à l'état "actif" pendant toute son attente. Par 
conséquent, il n'y aura jamais plus d ' un seul processus dans les files 
associées aux sections critiques. Signalons enfin quel 'exécution de ces 
deux primitives doit présenter un certain degré d ' ininterruptibilité pour 
éviter que deux processus ne lisent ou ne modifient en même temps la valeur 
de la variable "s". 
Réalisation pratique des primitives d'exclusion mutuelle 
Les primitives d'exclusion mutuelle sont réalisées à l'aide de deux 
procédures: la première s'intitule "attendre(s)" et est appelée à l'entrée 
d'une section critique. La seconde, nommée »signaler(s)" est appelée dès 
qu'un processus sort d'une section critique. L'ininterruptibilité des 
instructions figurant dans ces procédures est réalisée en exécutant 
1 'instruction en assembleur "CLI" au début de la procédure. En effet, seule 
1 'interruption numéro 1Ch de 1 'ordinateur peut interrompre le logiciel 
"standard" pour exécuter notre application. Par contre, le logiciel 
"standard" ne dispose d'aucun moyen pour interrompre notre programme. Dr 
nous savons que 1 'interruption numéro 1Ch est appelée par la routine de 
gestion des interruptions associée au vecteur numéro 08h. Ce dernier est 
référencé par 1 'horloge de 1 'ordinateur et constitue donc une interruption 
externe de type "INTR". Interdire les interruptions externes au début de la 
primitive d'exclusion mutuelle garantit donc bien qu ' un processus peut 
exécuter cette primitive sans être interrompu. (Nous ne considérons pas ici 
les interruptions générées lors d'une chute de tension du réseau, etc ••• 
car les processus activés dans de telles circonstances n'exécutent pas les 
primitives d'exclusion mutuelle que nous avons créées), 
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Cependant, nous n'avons pas pu réaliser la primitive "attendre(s)" 
exactement comme elle a été définie ci-dessus. En effet, nous avons 
signalé au paragraphe 5.3 que le contrôle de la machine est donné au projet 
"AIDAMI" par l ' intermédiaire de 1 'interruption numéro 1Ch. Cette dernière 
interrompt le logiciel "standard" environ 20 fois par seconde. L' entrée 
d ' un processus dans le programme "AIDAMI" ne peut être autorisée que si 
aucun processus ne figure dans les sections critiques formées par le 
système d'exploitation ou par le programme "AIDAMI" lui-même. Les verrous 
associés à ces deux sections critiques sont positionnés et dépositionnés 
respectivement avant et après leur section critique respective. Mais la 
vérification de 1 ' état de ces verrous est réalisée dans l ' interruption 
numéro 1Ch pour voir si un processus peut entrer dans le programme 
"AIDAMI". (Nous pouvons dire que le logiciel "standard" possède une 
priorité d'accès aux sections critiques supérieure au programme "AIDAMI"). 
Nous savons en effet que ce dernier utilise le système d'exploitation 
dès que un processus y pénètre. Par conséquent, la primitive "attendre(s)" 
doit être scindée en deux parties. La première partie précède une section 
critique et effectue 1 'opération: 
attendre(s): si s = 1 alors s := O; 
La seconde partie est localisée dans l ' interruption 1Ch 
point d'entrée dans le programme "AIDAMI", et réalise 
suivant: 
juste avant le 
le traitement 
si s = 1 alors donner le contrôle au programme "AIDAMI" 
sinon ne rien faire et retourner au logiciel "standard" 
En effet, si s = 0 avant le point d'entrée du programme "AIDAMI", cela 
signifie qu ' un processus figure déjà dans une des sections critiques et le 
contrôle doit ètre rendu au logiciel "standard" puisque celui-ci a été 
interrompu par l'interruption numéro 1Ch. Ce dernier a en effet une 
priorité d'accès aux sections critiques plus grande que le programme 
"AIDAMI". Pour réaliser cela, il suffit de terminer au plus vite la routine 
de gestion del 'interruption numéro 1Ch. La figure 5.9 illustre la méthode 
utilisée pour implémenter les primitives d'exclusion mutuelle. 
Interruption numéro lCh 
Attendre(s) 
Si s = 1 alors exécution du programme "AIDAMI" 
Section critique 
sinon retour au logiciel "standard " 
Signaler(s) 
Figure 5.9 Méthode utilisée pour implémenter les primitives 
d'exclusion mutuelle, 




Nous avons signalé au chapitre 1 que, dans le cadre de cette 
application, les primitives d'exclusion mutuelle permettent de garder un 
programme structuré tout comme les moniteurs. En effet, nous avons 
identifié deux sections critiques: la première est constituée par le 
système d ' exploitation et la seconde est formée par le projet "AIDAMI", Les 
primitives d'exclusion mutuelle sont localisées à l'entrée et à la sortie 
de ces deux sections critiques, Par conséquent, aucune de ces primitives ne 
figure dans le segment de programme qui réalise les services du projet 
"AIDAMI", Seules les quelques routines assurant la multiprogrammation 
contiennent ces primitives. 
5,6 Installation del 'interface utilisateur 
••••••••••••••••••••••••••••••••••••••••••• 
Le handicapé peut entrer en communication avec l'ordinateur grace à 
son interface utilisateur, Celui-ci est composé d'un contact, ou d ' un 
joystick (manche à balai) accompagné d'un contact, ou de tout autre objet 
que le handicapé peut manipuler plus ou moins adroitement et qui peut être 
utilisé pour envoyer des informations à l'ordinateur. Quel que soit le type 
d'interface utilisé, il faut que les signaux qu'il émet soient 
compréhensibles par l'ordinateur. Des conventions doivent être établies 
pour assurer cette compréhension, 
Nous avons mentionné au chapitre 1 quel 'utilisation de logiciels de 
graphisme par le handicapé nécessite un interface plus élaboré qu'un simple 
contact, Nous avons décidé d'utiliser un interface composé d ' un joystick 
accompagné d'un contact, Ce type d ' interface permet de mouvoir un curseur 
et de sélectionner un objet quelconque représenté à l'écran par une simple 
pression sur le contact (voir paragraphe 1,2,2), Nous présentons dans ce 
paragraphe les principes utilisés pour installer cet interface utilisateur, 
Nous analysons le logiciel nécessaire pour gérer cet interface et discutons 
des possibilités de raccordement d ' un tel type d'interface à l'ordinateur. 
5.6.1 Développement du logiciel del ' interface utilisateur 
===================================-====================== 
L'interface utilisateur est dans le cadre de cette étude, composé d'un 
joystick et d'un contact. Il permet de mouvoir un curseur à 1 'écran et 
d'exécuter des actions spécifiques en poussant sur le contact. En fait, le 
fonctionnement d'un tel interface est tout à fait identique à celui d'une 
"souris" que l'on trouve sur un grand nombre de micro-ordinateurs. Nous 
nous sommes informés au sujet de ces "souris" et avons appris qu ' il existe 
des logiciels spécifiques permettant d'assurer leur gestion, Nous avons 
alors jugé bon d'utiliser un de ces logiciels plutôt que de réécrire nos 
propres primitives pour gérer l'interface utilisateur. Le logiciel choisi 
s'appelle "MS-MOUSE" et met à la disposition del 'utilisateur un ensemble 
de primitives qui permettent de gérer efficacement la "souris" connectée à 
l'ordinateur. Ces primitives sont accessibles dans le cas du "Turbo-Pascal" 
en référençant le vecteur d'interruption numéro 33h de la machine, Nous 
disposons notamment des primitives suivantes: 
1 
1 
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** faire apparattre le curseur à l'écran. 
** faire disparattre le curseur del ' écran. 
** déplacer le curseur. 
** lire la position du curseur et 1 ' état du bouton de la "souris". 
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Nous suggérons au lecteur de consulter le manuel de référence de ce 
logiciel [7] pour disposer de plus amples détails à son sujet. 
Une utilisation judicieuse de ces primitives permet d'établir la 
communication entre la "souris" et l ·• or d i n a te u r , Puisque le principe de 
fonctionnement de l ·interface utilisateur est identique à celui de 1 a 
"souris 11 , le handicapé peut également dialoguer avec la machine en 
utilisant ce logiciel, 
Nous avons signalé au chapitre 3 que nous désirons remplacer 
temporairement l'interface utilisateur par des touches du clavier réel de 
la machine, pour des raisons de commodité, Dans ce cas, les touches 
fléchées du clavier permettent de modifier la position du curseur à 
l ' écran; les touches de fonction F9 et F10 offrent les mêmes fonction-
nalités que le bouton de la "souris", Le remplacement du bouton de la 
"souris" par les touches F9 et F10 du clavier a posé problème car le 
logiciel de la "souris" n'offre pas de primitive permettant de modifier le 
contenu de la variable qui représente l ' état du bouton de la souris, En 
effet, lorsque la "souris" est utilisée avec un micro-ordinateur, 
celle-ci est raccordée à une carte électronique spéciale qui met à jour les 
variables du logiciel dès que le bouton de la "souris" est manipulé. Nous 
avons par conséquent été obligés de réaliser cette mise à jour dans notre 
propre programme. Nous devons en effet simuler parfaitement le fonction-
nement de la "souris" en modifiant les variables de son logiciel car il ne 
faut pas oublier que notre application doit assurer le bon fonction-
nement des logiciels "standards" et que ceux-ci réagissent en fonction du 
contenu de ces variables, Pour résoudre ce problème, nous avons déterminé 
à l ' aide de l ' utilitaire "DEBUG" les adresses des variables contenant les 
informations au sujet du bouton de la "souris". Notre programme modifie le 
contenu de ces variables chaque fois que les touches F9 et F10 sont 
manipulées. Cette solution porte atteinte à la portabilité de notre 
application ca r différentes versions du logiciel de la "souris" existent 
actuellement sur le marché. Les adresses de ces variables peuvent donc 
changer. Cependant, la simulation de l ' interface utilisateur à l ' aide du 
clavier n ' est que temporaire. 
Signalons également que le logiciel de la souris constitue une section 
critique et qu'il ne peut par conséquent être utilisé que par un seul 
processus à la fois, Or lorsque l'utilisateur appuie sur les touches 
fléchées ou sur les touches F9 ou F10 du clavier, une ou plusieurs 
primitives du logiciel de la souris sont exécutées. Si l ' appui sur une de 
ces touches est réalisé lorsque le programme "AIDAMI" QU le logiciel 
"standard" utilise déjà le logiciel de la souris, le processus en train 
d'exécuter une primitive du logiciel de la souris est interrompu pour 
passer le contrôle à la routine de gestion du clavier, Dans ce cas, un 
second processus désire utiliser le logiciel de la souris, Nous avons donc 
été contraints de placer des primitives d'exclusion mutuelle à l ' entrée et 
à la sortie des primitives du logiciel de la souris afin d'éviter toute 
réentrance. Nous identifions de cette manière une troisième section 
critique dans le système. 
Remarque: nous avons intercepté l ' interruption numéro 09h du système 
******** d'exploitation, appelée lors del ' appui ou de la rel ache d'une 
touche du clavier, afin de modifier 1 ' effet produit par les 
touches fléchées et F9 et F10. 
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5.6.2 Raccordement de l'interface utilisateur à l'ordinateur 
=========================================================== . 
Rappelons que le raccordement de l'interface utilisateur à 
l'ordinateur nécessite un circuit électronique pour adapter les signaux 
émis par l'interface et les rendre compréhensibles par l'ordinateur. La 
"souris" raccordée sur la plupart des micro-ordinateurs présente la même 
particularité: elle dispose également d ' un circuit électronique qui envoie 
des informations vers le logiciel de la "souris ". Si nous désirons 
connecter un joystick muni d'un contact sur ce circuit à la place de la 
"souris", il faut s'assurer que les signaux émis par le joystick sont 
strictement équivalents à ceux émis par la "souris". Le lecteur trouvera 
dans le manuel "Inside Machintosh" (volume 3 page III-25) [2] le principe 
de fonctionnement hardware de la "souris". 
Il est par ailleurs possible d ' utiliser le joystick même si 
1 ·ordinateur n'est pas équipé du circuit électronique associé à la 
"souris", En effet, il existe des cartes électroniques vendues dans le 
commerce spécialement conçues pour assurer le raccordement d ' un joystick à 
1 ' ordinateur. Notre projet devrait dans ce cas mettre en forme les signaux 
émis par le joystick et reçus sur le port 201h de la machine afin de les 
rendre compréhensibles par le logiciel de la "souris". 
5,7 Simulation du clavier par 1 'ordinateur 
•••••••••••••••••••••••••••••••••••••••••• 
Le handicapé communique avec l ' ordinateur à 1 'aide de son interface 
utilisateur. Il doit ainsi avoir la possibilité de disposer de toutes les 
ressources de 1 'ordinateur sans util i ser le clavier réel de la machine. 
Pour cela, nous avons signalé au chapitre 1 que le clavier réel est simulé 
à l'écran; c'est-à-dire que les touches du clavier sont dessinées à 
1 ' écran. L'utilisateur a la possibilité de sélectionner ces différentes 
touches en manipulant adéquatement son interface. Lorsqu ' une de ces touches 
simulées est sélectionnée, notre application doit réaliser les mêmes 
opérations que si cette touche avait effectivement été enfoncée sur le 
clavier réel. La réalisation de ces opérations est indispensable pour que 
le logiciel "standard" réagisse convenablement aux demandes faites par le 
handicapé. Nous allons à présent examiner un peu plus en détail les 
opérations à effectuer pour simuler le comportement du clavier réel de 
l'ordinateur. 
Nous supposons que le handicapé vient de sélectionner une touche au 
clavier simulé à l'écran, à l'aide de son interface, Les opérations 
suivintes doivent ensuite être réalisées: 
1> identifier la touche sélectionnée par l ' utilisateur à l'écran. Cette 
touche appartient à 1 'un des deux types suivants: soit elle est de type 
"fonction" (par exemple les touches "Ctrl", "Alt", "Insert">, soit elle 
correspond à un caractère affichable à l'écran (par exemple les lettres 
de 1 · alphabet, 1 es symboles spéciaux), 
2) déterminer le "code de recherche" et le code ASCII associés à cette 
fonction ou à ce caractère. Ces codes sont identifiés à partir des 
tables situées en annexe "H". Par exemple, si le caractère "a" est 
sélectionné au clavier simulé, son "code de recherche" vaut 30 et son 
code ASCII a pour valeur le nombre 97, 
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Mais les touches correspondant à une fonction nécessitent en plus la 
mise à jour de quelques variables qui indiquent 1 'état actuel du 
clavier. Nous entendons par "état" par exemple le fait que la commande 
" Insert" soit active, que la touche "Ctrl" soit enfoncée. Ces variables 
d ' état sont appelées "KB_FLAG" et "KB_FLAG_1" dans la zone de 
communication du système d ' exploitation (paragraphe 4.7>. Nous devons 
par conséquent également mettre à jour ces variables pour assurer le 
bon fonctionnement des logiciels "standards". Mais aucune primitive du 
système d ' exploitation ne permet de modifier le contenu de ces 
variables. Nous devons dans ce cas y accéder directement dans la 
mémoire centrale, ce qui porte atteinte à la portabilité du programme. 
Cependant, les adresses de ces variables sont déclarées au début de 
notre programme: leur modification est donc très aisée. Bref, nous 
devons déterminer les codes permettant de modifier le contenu de ces 
variables lorsqu ' une touche de fonction est sélectionnée . 
3) mémoriser le "code de recherche" et le code ASCII dans le buffer du 
clavier. Pour les touches de fonction, il faut en plus envoyer le code 
permettant de modifier le contenu des variables d ' état du clavier. 
La mémorisation des codes ASCII et de recherche dans le buffer du 
clavier nécessite la réalisation préalable d'autres traitements plus 
spécifiques. 
** Le premier traitement consiste à incrémenter le pointeur "BUFFER_ 
TAIL" associé au buffer, de deux octets (ou à le faire pointer 
vers le début du buffer du clavier pour assurer sa gestion 
circulaire). Rappelons que ce pointeur mémorise le déplacement du 
dernier caractère introduit dans le clavier. 
** Nous devons ensuite vérifier si la nouvelle valeur de ce pointeur 
est égale à la valeur du pointeur "BUFFER_HEAD" qui contient le 
déplacement du premier caractère disponible dans le buffer. Si les 
valeurs de ces deux pointeurs sont identiques, cela signifie que 
le buffer du clavier est déjà rempli. Les codes ne peuvent pas 
être mémorisés et sont perdus. Par contre, si leurs valeurs ne 
sont pas égales, les codes sont mémorisés dans le buffer dans 
l ' ordre suivant: "code de recherche" suivi du code ASCII. 
L'envoi du code de modification des variables d ' état du clavier 
présente les caractéristiques suivantes: nous savons que deux octets 
caractérisent l'état du clavier. Chacun de leur bit indique 1 'état 
d'une touche particulière du clavier. Ces bits sont modifiables 
individuellement. 
Deux types de modification sont possibles sur les variables d'état: 
a) une mise à jour permettant d ' activer une touche de fonction 
du clavier: un bit particulier des variables d'état doit 
être positionné à "1" à 1 ' aide d'une fonction logique "OU". 
b) une modification permettant de désactiver une touche de 
fonction du clavier: un bit doit être positionné à "0" en 
effectuant une opération logique "ET". 
Nous sommes à nouveau obligés d ' accéder au~ variables et buffer du 
clavier par voie directe en mémoire centrale. Les exigences liées à la 








L'étude réalisée dans le cadre de ce mémoire a permis d'améliorer 
certains aspects du projet "prototype" réalisé par 1 ' équipe "AIDAMI". les 
grands objectifs poursu1v1s dans cette étude, tels que mettre à la 
disposition du handicapé l'entièreté des services de notre programme à tout 
moment, ainsi que lui permettre de réaliser des graphiques ou des dessins, 
ont été atteints. Cependant, de gros efforts sont encore à faire pour 
améliorer les performances du produit développé. En effet, nous avons 
essayé d ' optimaliser la structure de l'application "AIDAMI" en vue de 
faciliter au maximum toute modification future. Mais ceci a pour 
conséquence de ralentir fortement le temps de réponse du système, qui en 
devient parfois intolérable. Ce temps de réponse peut cependant être 
considériblement réduit en utilisant judicieusement les outils logiciels 
(en particutier le gestionnaire de fenêtres "Turbo-Graphix") mis à notre 
disposition pour développer ce projet. En effet, tout affichige de fenêtre 
à l'écran s'accompagne d'un sauvetage préalable du contenu de 1 'écran sur 
le disque, de même que 1 'affichage de la fenêtre proprement dit nécessite 
beaucoup de temps car la description de celle-ci est disponible dans un 
fichier mémorisé sur le disque. le logiciel permettant de gérer les 
fenêtres permet d'éviter un grand nombre de ces accès sur disque. Nous 





d ' instructions de 
langage. 
développé dans cette étude est entièrement écrit en 
langage de haut niveau permet de structurer adéquatement 
malgré 1 'utilisation à certains endroits critiques 
très bas niveau, mais qui font partie intégrante du 
Signalons également qu'un des objectifs de ce mémoire consiste à 
étudier en détail un micro-ordinateur de type "IBM-PC compatible" en vue 
d'y implémenter efficacement le projet "AIDAMI". C' est la raison pour 
laquelle toute notre attention a été portée sur la manière de réaliser la 
multiprogrammation à 1 'aide d'un système d'exploitat i on qui ne répond pas à 
cette exigence. Nous avons recherché une solution optimale pour implémenter 
la multiprogrammation en vue d'assurer une portabilité maximale du projet 
"AIDAMI". Nous n ' avons cependant pas trouvé de solution répondant 
parfaitement à cette exigence. Mais nous avons localisé cette déficience 
dans un nombre très limité de modules du programme afin d'effectuer 
rapidement les modifications qui s'imposent. D' autre part, nous avons 
consacré beaucoup de temps pour implémenter la multiprogrammation sur 
l'ordinateur car la liaison entre la théorie et la pratique n'est pas 
souvent bien établie. la programmation proprement dite de 1 'application est 
moins importante à nos yeux; c ' est pourquoi nous n ' avons réalisé et 
i ■ plémenté qu'une partie des services que le système "AIDAHI" est 
susceptible d'offrir au handicapé. la présentation des messages à 1 'écran 
est également très simple. La poursuite de ce projet devra notamment porter 
sur ces deux aspects. 
Enfin, nous tenons à mentionner que le développement de ce projet dans 
le cadre de ce mémoire était initialement prévu sur un micro-ordinateur de 
type "Machintosh". Hais au cours de notre étude, nous avons abouti à la 
conclusion que ce type d'ordinateur n'est pas suffisamment "ouvert" au 
monde extérieur, c'est-à-dire qu'il n'est pas aisé d'y connecter des 
périphériques et interfaces tels que ceux nécessités par le projet 
"AIDAHI". Nous entendons par là le fait qu'il est en général nécessaire de 
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"bricoler" une carte électronique pour assurer le raccordement des 
interfaces et périphériques du système "AIDAMI" à l'ordinateur, Or nous 
désirons, dans le cadre de ce projet, utiliser au maximum des circuits 
électroniques standardisés et vendus dans le commerce pour effectuer ces 
raccordements, puisque le projet "AIDAMI" est destiné à être commercialisé, 
Ce n'est qu'au mois de janvier, après que nous ayons confirmé notre 
int~ition, que nous avons décidé de changer de type de micro-ordinateur et 
d'implémenter ce projet sur un ordinateur de type "IBM-PC compatibleN, 
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ANNEXE A: Services et taches disponibles dans le système AIDAMI 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Les besoins exposés au paragraphe 1,2 peuvent étre satisfaits grtce à 
différents services qui se décomposent en actions ou taches et fonctions 
diverses. Un exposé détaillé de ces services est donné ci-après, 
Le service "courrier" 
=-------===-----=-==-
Le but du service "courrier" est de fournir 
possibilité d'éditer un texte à l'aide du clavier 
l'écran de la machine. 
à l ' utilisateur la 
simulé affiché sur 
Les diverses actions disponibles dans ce service sont: 
- L'action "répertoire": cette action est composée elle-méme de 
plusieurs fonctions: 
* Liste des fichiers: affichage des fichiers présents sur le 
disque ou sur la disquette. 
* Choix d'un fichier de travail: sélection d'un fichier qui 
fera l'objet d'une manipulation ultérieure. 
* Création d'un fichier de travail: création d'un nouveau 
fichier. 
* Destruction d'un fichier existant: supprime un fichier. 
* Archivage d'un fichier existant: duplication d'un fichier. 
* Vider le contenu d'un fichier: effacer les informations 
mémorisées dans un fichier. 
- Action "clavier": cette action permet de sélectionner différents 
types de claviers en fonction del 'usage qu'en fait 1 'utilisateur. 
Les types de claviers sont: 
- Dactylographie: pour 1 'édition de texte, 
- Mathématique: pour les calculs scientifiques. 
- Turbo-Pascal: pour la programaation en "turbo-pascal", 
- Basic: pour la programmation en basic. 
- Fortran: pour la programmation en fortran. 
- Jeux: clavier spécial si1plifié. 
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- Azerty: si l'utilisateur est habitué à travailler avec ce 
type de clavier. 
La sémantique et la disposition des touches des différents types de 
claviers maximisent la vitesse d'édition d'un texte à l'écran. Par exemple, 
le clavier du type "turbo-Pascal" comporte des touches dont l'appui sur 
l ' une d'elles contribue à afficher à l'écran tout un mot-clé utilisé 
fréquemment dans le langage de programmation "Pascal", 
- Action "écriture": active le balayage du clavier affiché à l'écran. 
- Action "r electure": relit un fichier page par page. 
- Action "impression": imprime le contenu d ' un fichier. 
Les fonctions disponibles sont: 
Défiler le papier: fait avancer le papier à 1 ' imprimante. 
- Imprimer le texte: imprime le fichier. 
- Action "cahier": ouverture et affichage du fichier "cahier". 
- Action "agenda": ouverture et affichage du fichier "agenda". 
- Action "annuaire": ouverture et affichage du fichier "annuaireu, 
- Action "lecture notes": lit et 1émorise une note dans un fichier. 
- Action • lecture fichier": affichage d ' un fichier sur le deuxième 
écran page par page. 
Le service "téléphone" 
--=-------===---------
- Action "sélection": cette action comprend les fonctions suivantes: 
* Composition d ' un nouveau nuaéro: per1et de créer un nouveau 
numéro de téléphone. 
* Sélection du dernier numéro composé: le dernier numéro de 
téléphone sélectionné devient le numéro d'appel courant, 
* Sélection d'un numéro dans l ' annuaire: permet de choisir un 
numéro de téléphone dans 1 ·annuaire. 
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- Action "décrocher": cette action réalise le décrochage du téléphone 
(mains-libres). 
- Action "raccrocher": cette action réalise le raccrochage du 
téléphone. 
- Action "discrétion": réduit l · intensité sonore du haut-parleur du 
"mains-libres" afin de rendre la communication plus intime. 
- Action "bloc-notes": permet de prendre des notes pendant 1 'exécution 
d'une autre tache. 
- Action "annuaire": permet de relire le fichier "annuaire". 
- Action "agenda": permet de relire le fichier "agenda". 
Le service "relais" 
---=------=---===== 
Ce service est divisé en plusieurs fonctions éléaentaires qui agissent 
comme des interrupteurs. Le choix d'une de ces fonctions ouvre ou ferme un 
des interrupteurs électroniques ou mécaniques auxquels sont connectés les 
appareils électriques extérieurs. 
Le service "télécommande" 
========================= 
Ce service met en fonctionne1ent les appareils munis d'une 
télécommande à distance. 
Les différentes fonctions disponibles sont: 
- La fonction "télévision": les touches de la télécommande réelle sont 
simulées à 1 ' écran. La sélection de 1 ·une de ces touches simulées 
provoque la aê■e réaction de la part du téléviseur que si une 
personne avait actionné la ■e1e touche sur la télécommande réelle, 
La fonction "magnétoscope": réalisation du aê■e principe que pour la 
télévision. 
La fonction "chatne hi-fi": réalisation du mê■e principe que pour la 
télévision, 
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- La fonction "persiennes": cette fonction doit permettre l'ouverture 
et la fermeture des persiennes, mais elle n'est pas encore 
implémentée, 
Le service "outils" 
---=-------==----=-
Une série d'accessoires de bureau sont disponibles dans le 
"outils" afin d'aider l'utilisateur lors de la réalisation de ses 
Ce service comprend les utilitaires suivants: 
- Horloge: affichage de 1 'heure générée par le système. 
Calculatrice: 
calculatrice. 




- Bloc-notes: permet de prendre des notes pendant 1 ' exécution d ' une 
seule tache, 
Mise à jour: manipulation des notes prises dans le bloc-notes à 
l'aide des fonctions suivantes: 
* "conserver la page de notes": sauver la page sur disque, 
* "jeter la page de notes": effacer la page. 
* "recopier la page dans le cahier": transférer la page dans 
le fichier "cahier•. 
* "imprimer la page de notes", 
* "page suivante": afficher la page de notes suivante , 
- Vitesse clavier: permet de choisir une vitesse de balayage du 
clavier. 
- Vitesse menu: permet de choisir une vitesse de balayage des menus 
affichés à l'écran. 
- Mode d'emploi: mode d'emploi de certaines fonctions du program1e, 
- Agenda: ouverture et affichage du fichier •agenda". 
Le service "Logiciels" 
==========•=========== 
Ce service peraet d'utiliser un logiciel "standard" compatible avec le 
micro-ordinateur. 
Les actions suivantes sont implémentées: 
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- Action "répertoire": Affiche à 1 ' écran les différents logiciels 
exécutables présents dans le système, 
- Action "clavier": 
type qui permet 
système. 
affiche à 1 ' écran un clavier simulé d'un certain 
la manipulation des logiciels présents dans le 
- Action "écran": permet d'échanger les contenus affichés sur les deux 
écrans de la machine, 
- Action "IBM-PC": affiche la liste des fichiers exécutables sur un 
ordinateur de type "IBM-PC compatible". 
- Action "Apple 2": affiche la liste des fichiers exécutables sur un 
ordinateur de type "Apple 2", 
Le service "sortie" 
---------=---==-=--
Le service "sortie" permet de sortir du système "AIDAMI", Le systè1e 
d'exploitation du micro-ordinateur reprend alors le contrôle des commandes, 
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ANNEXE B: Explicitation des primitives et des fichiers identifiés dans 
les composants de la hiérarchie de 1 ' application 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous énumérons ici les primitives et structures de données relatives à 
chaque composant du graphe hiérarchique de 1 ' application. Cette liste n'est 
certes pas exhaustive, mais nous avons repris les fonctions qui nous 
paraissent à priori fondamentales. 
* Entrées 
* Sorties 
- Lecture d'une chatne de caractères dans une fenêtre. 
- Lecture de 1 'état d'un bouton multiple sélectif (*), 
- Lecture de 1 'état d'un réglage continu (**). 
- Vérifications syntaxiques. 
- Lecture de l'état du bouton de la souris. 
- Lecture de la position du curseur de la souris. 
- Afficher les composants d ' une fenêtre et la fenêtre localisée 
à un endroit précis à 1 ' écran. 
- Effacer les composants d'une fenêtre et la fenêtre localisée 
à un endroit précis à l'écran. 
- Désactiver un composant d'un menu. 
- Activer un composant d'un menu. 
- Déplacer le curseur à un certain endroit à l'écran. 
- Faire apparattre le curseur. 
- Faire disparattre le curseur. 
- Changer 1 'aspect du curseur, 
- Activer le balayage du clavier. 
- Désactiver le balayage du clavier. 
* Formatage signaux 
- Imprimer un fichier. 
Faire défiler le papier 
Lire et préparer les 
électriques. 
* Gestion écran : 
à l ' imprimante. 
codes de sortie 
- Modifier 1 'état d'un bouton simple, 
- Afficher une fenêtre d ' un certain type. 
des appareils 
- Rechercher un emplacement d ' une chatne de caractères dans une 
fenêtre affichée à l'écran. 
- Afficher un bouton simple. 
- Afficher une chatne de caractères dans une fenêtre. 
- Sauver le contenu d ' une fenêtre. 
(*) Un bouton multiple sélectif est un bouton simple associé à d ' autres 
boutons simples. Ces boutons associés dépendent l'un de 1 'autre en ce 
sens que seul un bouton de ce groupe peut être actif à un moment donné. 
Ce bouton est caractérisé par deux états: "actif" ou "inactif ". 
(**> Un réglage continu est un bouton caractérisé par un nombre d'états 
supérieur à deux. Ces états sont représentés par des nombres entiers, 
Par exemple, un bouton peut prendre les états "1" ou "2" ou "3"; l'état 
"2" étant un état intermédiaire. 
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- Contraster un composant. 
- Désactiver le contraste d'un composant. 
- Echanger le contenu des écrans. 
- Dessiner une ligne à 1 'écran. 
Changer d'écran le curseur de la souris. 
- Déplacer une fenêtre. 
- Modifier la taille d ' une fenêtre. 
- Délimiter une zone maximale de mobilité du curseur. 
- Transformer les coordonnées globales du curseur (écran 
total) en coordonnées locales (écran partiel). 
- Mettre à jour la table de conversion "écran" / "action à 
prendre". 
- Table de conversion "écran" / "action à prendre". 
- Insérer un élément dans la table de conversion. 
- Supprimer tous les éléments d'une fenêtre de la table de 
conversion. 
- Déterminer l'action à effectuer en fonction de la position du 
curseur à l'écran. 
- Table d'ordonnancement des fenêtres. 
- Supprimer un élément de la table d'ordonnacement. 
- Ajouter un élément dans la table d ' ordonnacement. 
- Table des fenêtres présentes en mémoire centrale. 
- Mettre à jour la table des fenêtres. 
- Rechercher le numéro de la dernière fenêtre insérée dans la 
table d'ordonnancement. 
* Sortie auxil-imprimantes : 
- Imprimer une ligne d'un fichier. 
- Envoyer des signaux de sortie vers les appareils électriques 
extérieurs. 
* Manip-fichiers : 
- Accès par clé dans un fichier. 
- Accès séquentiel en lecture dans un fichier. 
- Accès séquentiel en écriture dans un fichier de texte. 
* Transformation for;ats: 
- Transformation du format del ' heure. 
- Transformation du format des calculs. 
- Transformation du format des dates. 
* Outils - Recherche del 'heure. 
- Lecture du répertoire des fichiers. 
- Change1ent de 1 ' unité à disques. 
- Réglage de la vitesse de balayage du clavier. 
- Opérations arithmétiques. 
- Recherche de la date. 
* Coordinateur: 
- Coordonner les processus. 
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* Système d'exploitation: 
* Fichiers 
- Rendre un fichier de données disponible pour le processus 
qui désire l'utiliser. 
Exécuter un processus inactif en interrompant le processus 
en cours d'exécution, 
Ce module contient également des primitives relatives à 
chaque "sous-niveau" du système d'exploitation. Celles-ci 
sont exposées à l'annexe "E". 
- Fichier contenant les codes de sortie pour différents types 
d'imprimantes. 
- Fichier comprenant les formats des codes binaires à envoyer 
aux appareils électriques extérieurs. 
- Fichier coaprenant les formats des codes binaires à envoyer 
au "mains-libresN, 
- Ensemble de fichiers décrivant le contenu des fenêtres à 
afficher à 1 'écran au cours del 'exécution du programme, 
- Fichier permettant de modifier la sémantique des touches du 
c 1 avi er réel. 
- Fichier contenant la description des transformations de 
format à effectuer sur les dates, les calculs et l'heure. 
- Fichier dans lequel sont mémorisées les erreurs pouvant 
survenir pendant 1 'exécution du programme, 
Remarque: chacun de ces fichiers de données est créé grêce à un 
******** programme spécial "creer_fich.COM" situé en annexe 
H J 11 
1 
Les spécifications externes des primitives et fichiers implémentés 
dans notre programme peuvent être consultées dans 1 'annexe "C", 
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ANNEXE C: Spécifications externes des primitives identifiées dans la 
découpe hiérarchique de 1 'application et implémentées dans notre 
programme 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Cette annexe présente les spécifications 




externes des primitives 
sont implémentées dans 
Lecture d'une chatne de caractères dans une fenêtre 
nom de la primitive: "lecture_string_fenetre". 
Cette primitive permet de lire une chitne de caractères dans un 
emplacement réservé dans une fenêtre. 
Cette primitive lit un caractère introduit au clavier simulé, réalise 
l'écho de ce caractère dans l'emplacement de la fenêtre qui a été réservé 
et enfin lit la chatne de caractères complète, affichée dans cet 
emplacement. Le caractère affiché en écho est placé derrière la chatne de 
caractères éventuellement déjà présente dans l 'emplace•ent. 
arguments: - la chatne de caractères à afficher à l'écran 
- le caractère à ajouter en fin de cette chatne et à afficher 
- la couleur des caractères à afficher 
- la hauteur des caractères 
- le numéro de la fenêtre dans laquelle la chatne de caractères 
est affichée 
- x, y : les coordonnées de la chatne de caractères 
préconditions: - la couleur des caractères est un nombte entier tel que 0 
<=couleur<= nb_couleurs 
et - la hauteur des caractères est un nombre entier >= 1 
et - le numéro de la fenêtre est un nombre entier tel que 1 <= 
numéro<= nb_max_fenetres 
et - x et y sont des nombres entiers qui représentent les 
coordonnées du premier caractère gauche de la chatne de 
caractères 
et - 0 (: X (: 79 
0 (= y (z 24 
résultats: - affichage de la chatne de caractères dans la fenêtre 
et - affichage du caractère à ajouter en fin de cette chatne 
et - mise à jour de la chatne de caractères: le caractère 
supplémentaire est ajouté en fin de cette chatne 
postconditions: - -----
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Lecture del 'état du bouton de la souris 
nom de la primitive: "lect_bout_souris" 
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Cette primitive permet de lire l'état du bouton de la souris ou du 
contact del 'interface utilisateur. 
arguments: 
préconditions: - -----
résultats: - booléen : "actif_bouton" 
postconditions: - "actif bouton"= true si le bouton est enfoncé 
= false sinon 
Lecture de la position du curseur la souris 
nom de la primitive: "lect_pos_souris" 
Cette primitive permet de déterminer les coordonnées actuelles du 
curseur de 1 'écran. 
arguments: - -----
préconditions: - -----
résultats: - coordonnées x et y de la position du curseur à 1 'écran 
postconditions: - x et y sont des nombres entiers tels que 
0 (= X (= 039 
0 <=y<= 199 
Composant "Sorties" 
+++++++++++++++++++ 
Afficher les composants d'une fenêtre et la fenêtre localisée à un endroit 
précis à 1 'écran 
no1 de la primitive: "affiche_fenetre• 
Cette primitive permet d'afficher une fenêtre à l'écran ainsi que tous 
les objets qui lui sont associés. 
arguments: - nom du fichier contenant la fenêtre sur le disque 
préconditions: -
résultats: - affichage de la fenêtre et de ses composants à 1 'écran; la 
fenêtre est activée et les tables décrivant cette fenêtre sont 
mises à jour 
ou - "erreur" 
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postconditions: - "erreur" inchangé et affichage de la fenêtre 
ou - "erreur"= 1 "fichier non existant" 
= 2 "nom de fichier n ' appartenant pas à la 
table des fichiers• 
= 3 "numéro d'enregistrement inexistant dans 
le fichier" 
= 4 "le fichier ne figure pas dans la table 
des fichiers" 
= 6 "le nombre maximum de fenêtres est déjà 
affiché à l ' écran ou numéro de fenêtre 
inconnu dans la table d ' ordonnance1ent" 
= 7 . "données . non mémorisées en mémoire 
centrale" 
= 10: "tous les numéros de fenêtre sont déjà 
utilisés" 
Effacer les co1posants d'une fenêtre et la fenêtre localisée à un endroit 
précis à 1 ' écran 
nom de la primi t ive: "efface_fenetre• 
Ce module permet d'effacer une fenêtre ainsi que tous les objets qui 
lui sont associés. 
arguments: - numéro de la fenêtre 
préconditions: - le numéro de la fenêtre est un nombre entier 
résultats: - [la fenêtre est effacée del ' écran 
et 
les tables d'ordonnancement, de fenêtre et de conversion sont 
mises à jour] 
ou - "erreur" 
postconditions: - "erreur" inchangé et la fenêtre est effacée 
ou - "erreur" = 1 : "fichier inexistant" 
= 11: "numéro de fenêtre invalide" 
= 16: "aucune fenêtre affichée à 1 'écran" 
= 18: "numéro de fenêtre ne référençant pas la 
dernière fenêtre affichée à 1 'écran " 
Déplacer le curseur à un certain endroit à l ' écran 
nom de la pri1itive: "deplacer_curseur" 
Cette primitive permet de déplacer le curseur à un endroit donné de 
1 'écran. 
arguments: - ><, y : coordonnées où 1 'on désire déplacer 1 e curseur 
préconditions: - x et y sont des nombres entiers tels que 
0 <= >< <= 639 
0 < = y < = 199 
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résultats: - déplacement du curseur à 1 'écran à 1 a position déterminée par 
X et y 
postcondi ti ons: -
Faire apparattre le curseur 
nom de la primitive: "montrer_curseur" 
Ce module permet de faire apparattre le curseur à l'écran. 
arguments: - -----
préconditions: le logiciel de la souris doit avoir été préalablement 
initialisé (fonction O de l'interruption 33h) 
et - il faut s'assurer du mê1e nombre d'appels aux fonctions 
du logiciel de la souris consistant à montrer et à cacher 
le curseur de l'écran 
résultats: - le curseur de l'écran est visible 
postconditions: - -----
Faire disparattre le curseur 
nom de la primitive: "cacher curseur" 
Cette primitive permet de rendre le curseur del 'écran invisible, 
arguments: 
précondi ti ons: - -----
résultats: - le curseur n · est pas ou n · est pl us vi si bl e à l · écran 
postconditions1 - s'assurer du ■êae nombre d'appels aux fonctions du 
logiciel de la souris consistant à montrer et à cacher le 
curseur del 'écran 
Coaposant "For ■atage signaux" 
+++++++++++++++++++++++++++++ 
Lire et préparer les codes de sortie des appareils électriques 
--------------------------------------------------------------
nom de la primitive: "preparer_code_appareils" 
Ce module permet de déterminer la séquence des signaux à envoyer vers 
les appareils électriques, 
arguments: - le code à envoyer 
- le numéro du pointeur de la structure du fichier comprenant 
les caractéristiques d'envoi du code 
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préconditions: - le code est représenté par un nombre entier 
et - le numéro du pointeur est un nombre entier 
résultats: - envoi du code vers 1 ' appareil électrique 
ou - "erreuru 
postconditions: - le code est bien envoyé et "erreur " est inchangé 
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ou - "erreur"= 4: "numéro de pointeur inexistant dans la 
table des fichiers" 
Composant "Gestion écran• 
+++++++++++++++++++++++++ 
= 22: "numéro de téléphone invalide" 
Afficher une fenêtre d'un certain type 
nom de la primitive: "affiche_fen" 
Ce module permet d'afficher une fenêtre sans les autres objets qui y 
sont associés. 
arguments: - le numéro de la fenêtre à afficher 
- xh, yh, xl, yl : une paire de coordonnées 
- le type de la fenêtre 
- la couleur de fond 
- la couleur des caractères 
- 1 'entête de 1 a fenêtre 
préconditions: - le numéro de la fenêtre est un nombre entier tel que <= 
N' fenêtre<= nb_max -fenetres et - xh, yh sont des nombres entiers représentant les 
coordonnées du coin supérieur gauche de la fenêtre et tels 
que 
0 <= xh < = 79 
0 <= yh <= 199 
et - X l ' yl sont des no•bres entiers représentant les 
coordonnées du coin inférieur droit de la fenêtre et tels 
que 
O <= xl <= 79 
O < = yl <= 199 
et - xh <= xl 
yh < = yl 
et - 1 e type de la fenêtre est connu et défini dans le 
progra11e 
et - 1 a couleur de fond est un no111bre entier tel 
couleur fond <= nb_couleurs 
et - la couleur des caractères est un nombre 
<= couleur caractère<= nb_couleurs 
résultats: - affichage de la fenêtre à l ' écran 
postconditions: - -----
entier 
que 1 <= 
tel que 1 
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Rechercher l ' emplacement d'une chatne de caractères dans une fenêtre 
affichée à 1 'écran 
nom de la primitive: "rech_emplace_string" 
Cette primitive permet de déterminer les coordonnées en x 




arguments: - le numéro del · e ■ placement de la chatne de carastères 
- le numéro de la fenêtre co■prenant cet emplacement 
- la table de conversion associée à cette fenêtre 
préconditions: - le numéro de l'emplacement est un nombre entier >= 1 
d'un 
de 
et - le nu1éro de la fenêtre est un nombre entier tel que 1 <= 
nu1éro <= nb_max_fenetres 
résultats: - [x, y : coordonnées de 1 ' emplacement. 
et 
la couleur des caractères à afficher dans cet emplacement 
et 
la hauteur des caractères à afficher] 
ou - 11 erreur" 
postconditions: - Cl 'emplacement est trouvé et "erreur" est inchangé 
et 
0 (= X (= 79 
0 <= y <= 24 
0 <=couleur<= nb_couleurs 
et 
les coordonnées x et y sont les coordonnées du premier 
caractère qui sera affiché dans cet emplace■ent 
et 
la hauteur des caractères est un nombre entier tel que 
1 <= hauteur] 
1 < hauteur 
ou - "erreur"= 19 11 pas d'e ■placement réservé pour une 
chatne de caractères dans cette fenêtre" 
Afficher un bouton si ■ple 
nom de la primitive: "affiche bouton" 
Cette primitive permet d'afficher un bouton si ■ple à l'écran. 
arguments: - le nuaéro du groupe du bouton 
- 1 'état du bouton 
- la couleur de fond 
- la couleur du caractère 
- les coordonnées xh, yh, xl, yl du bouton 
- le numéro de la fenêtre dans laquelle on affiche le bouton 
- le type del 'objet à afficher 
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préconditions: - le numéro du groupe est un nombre entier tel que O <= 
numéro du groupe<= N 
et 1 'état du bouton est un nombre entier tel que O <=état<= 
N 
et - la couleur de fond est un nombre entier tel que 1 <= 
couleur de fond<= "nb_couleurs" qui est le nombre maximum 
de couleurs permises à 1 ' écran 
et - la couleur du caractère est un nombre entier tel que 1 <= 
couleur caractère<= nb_couleurs 
et "xh, yh" sont les coordonnées du coin supérieur gauche si 
le bouton est un rectangle 
et - 0 <= "xh" <= "x 1ax world" = coordonnée maximale dans une 
fenêtre selon 1 'axe des "X" 
0 <= "yh" <= "y_max_world" 
coordonnée maximale dans une fenêtre selon 1 'axe des "Y" 
et - "xl, yl" sont les coordonnées du coin inférieur droit si 
le bouton est un rectangle 
et - 0 <= xl <= x_max_world 
0 <= yl <= y_max_world 
et - le numéro de fenêtre est un noabre entier tel que 1 <= N' 
fenêtre <= nb_max_fenetres: nombre maximum de fenêtres 
affichables en •ême temps à 1 'écran 
et - le type d'objet est un nombre entier identifiant un type 
d'objet déclaré dans le programme 
résultats: - affichage du bouton à 1 'écran dans la fenêtre 
postconditions: - -----
Afficher une chatne de caractères dans une fenêtre 
nom de la primitive: "affiche_carac" 
Cette primitive permet d'afficher une chatne de caractères à un 
endroit précis del 'écran. 
arguments: - x, y : coordonnées 
- couleur des caractères à afficher 
- facteur d'échelle de la grandeur des caractères 
- numéro de la fenêtre 
- valeur de la chatne de caractères 
préconditions: - x, y entiers représentant les coordonnées du point au 
début de la chatne de caractères 
et - 0 <= x <= x_max_world 
0 <=y<= y_aax_world 
et - la couleur du caractère est un nombre entier tel que 1 <• 
couleur caractère<= nb_couleurs 
et - le facteur d'échelle est un nombre entier tel que 1 <= 
facteur < = N 
et - le numéro de fenêtre est un nombre entier tel que 1 <= N' 
fenêtre<= nb_max_fenetres 
résultats: - affichage de la chatne de caractères dans la fenêtre 
postcondi tions: - -----
ANNEXE C 112 
Transformer les coordonnées globales du curseur en coordonnées locales 
nom de la primitive: "global_to_local" 
Ce module permet de transformer les coordonnées globales du curseur, 
relatives à tout 1 'écran, en coordonnées relatives à 1 'espace adressable 
d ' une fenêtre donnée. 
arguments: - x et y coordonnées globales du curseur à 1 ' écran 
- numéro de la fenêtre 
préconditions: - x et y sont des nombres entiers tels que O <= x <= 79 
0 <=y<= 199 
et - les coordonnées xh, yh du coin supérieur gauche et les 
coordonnées xl, yl du coin inférieur droit de la fenêtre 
désignée sont telles que xh <= x <= xl 
yh <=y<= yl 
et - le numéro de la fenêtre est un nombre entier tel que 1 <= 
N' fenêtre<= nb_max_fenetres 
résultats: - les coordonnées globales du curseur de l'écran sont 
transfor1ées en coordonnées X et Y définies dans 1 ' espace 
adressable de la fenêtre désignée 
ou - "erreur• 
postconditions: - CX et Y sont des no1bres entiers tels que 
0 <=X<= x_max_world 
0 <=Y<= y_max_world 
et 
"erreur" inchangé] 
ou - "erreur" = 13 : "le numéro de fenêtre correspond à une 
fenêtre non définie dans la table des 
fenêtres " 
Table de conversion "écran" / "action à prendre" 
La table de conversion "écran" / "action à prendre" contient les 
éléments suivants pour chacune des fenêtres affichées à 1 'écran: 
- un booléen "actif" permettant de savoir si la fenêtre est active. (Il 
ne peut y avoir qu'une seule fenêtre active à un moment donné). 
- une liste chainée contenant la description des objets de type 
"rectangle", ••• affichés à l ' écran dans la fenêtre. Chaque éléaent de 
la liste décrit un objet affiché et per1et de vérifier si le curseur 
del 'écran est à l'intérieur d'un de ces objets. Si c'est le cas et si 
le bouton de la "souris" ou le contact del 'interface est enfoncé, le 
numéro de 1 ' action à effectuer lors de la sélection d'un tel objet 
peut être lu dans 1 'élément de la liste qui décrit cet objet 
sélectionné. 
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Mettre à jour la table de conversion "écran" / "action à prendre" 
nom de la primitive: "MAJ_table_conv" 
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Cette primitive permet de désactiver une fenêtre active et d'activer 
une fenêtre de numéro donné. 
arguments: - numéro de la fenêtre 
préconditions: - le numéro de la fenêtre est un nombre entier tel que 1 <= 
N' fenêtre<= nb max_fenetres 
résultats: - activation de la fenêtre 
et - désactivation del 'éventuelle autre fenêtre déjà active 
postconditions: - -----
Insérer un élément dans la table de conversion 
nom de la primitive: "inserer_table_conv" 
Ce module permet d'ajouter un élé1ent décrivant 
fenêtre, à la liste d'éléments qui décrit les objets 
fenêtre. <NB: cette liste peut être initialement vide). 
arguments: - type de 1 'objet à insérer dans la table 
- coordonnées xh, yh, xl, yl de cet objet 
- numéro del 'action associée à cet objet 
- numéro du groupe du bouton 
- numéro de la fenêtre comprenant cet élément 
un objet 
associés à 
préconditions: - le type del 'objet est un nombre entier >= 0 
d'une 
cette 
et - xh, yh sont des nombres entiers correspondant aux 
coordonnées du coin supérieur gauche de l'objet si 
celui-ci est un rectangle 
et - xl,yl sont des noabres entiers correspondant aux 
coordonnées du coin inférieur droit del 'objet si celui-
ci est un rectangle 
et - 0 <= xh, xl <= x_max_world 
0 <= yh, yl <= y_max_world 
xh <= xl 
yh <= yl 
et - le numéro del 'action est un nombre entier >= 0 
et - le nuaéro de la fenêtre est un nombre entier tel que 1 <= 
N' fenêtre<= nb_max_fenetres 
résultats: - insertion de 1 'élément dans la table de conversion 
postconditions: - -----
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Supprimer tous les éléments d'une fenêtre de la table de conversion 
nom de la primitive: "supprim_table_conv" 
Cette primitive permet de suppri1er la liste chainée des objets 
associés à une fenêtre. 
arguments: - numéro de la fenêtre 
- la table de conversion 
préconditions: - le numéro de la fenêtre est un nombre entier tel que 1 <= 
N1 fenêtre<= nb_max_fenetres 
résultats: - 1 es éléments de la table de conversion sont supprimés et 
effacés de la 11hoire centrale 
et - 1 e pointeur de la table qui pointe vers cette fenêtre est 
positionné à ff ni 1 Il 
et - désactivation de cette fenêtre 
postconditions: - -----
Déter11iner 1 'action à effectuer en fonction de la position du curseur à 
1 ' écran 
nom de la primitive: "determiner_action• 
Ce module permet de déterminer le nu1éro de 1 'action associé à un 
objet pointé par le curseur de 1 'écran, à partir des coordonnées actuelles 
du curseur. 
arguments: - coordonnées x et y du curseur de 1 'écran 
préconditions: - x et y sont des nombres entiers tels que O <= x <= 79 
0 < = y < = 199 
résultats: - [numéro de la fenêtre dans laquelle se trouve le curseur de 
l'écran 
et 
type de 1 'objet pointé par le curseur de 1 'écran 
et 
numéro du groupe del 'objet pointé 
et 
numéro de 1 'action associée à 1 'objet pointé] 
ou - "erreur• 
postconditions: - [le nu1éro de le fenêtre est un nombre entier tel que 1 
<= N• fenêtre<= nb_aax_fenetres 
et 
11 erreur 11 inchangé] 
ou - "erreur" = s "pas de fenêtre référencée à l'écran par 
le curseur• 
= B "1 e curseur pointe vers une fenêtre 
inactive" 
= 12 1 "1 e curseur pointe dans une fenêtre 
active, mais ne pointe vers aucun objet" 
ANNEXE C 115 
Table d'ordonnancement des fenêtres 
La table d'ordonnancement des fenêtres est un tableau de nombres 
entiers dans lequel sont mémorisés les numéros des fenêtres affichées à 
1 'écran. Le nombre d'éléments de ce tableau correspond au nombre maximum 
de fenêtres que l'on peut afficher en mhe temps à 1 'écran. Cette table 
permet de mémoriser l'ordre dans lequel les fenêtres ont été affichées à 
l ' écran. Nous pouvons ainsi déterminer le numéro de la fenêtre qui a été 
affichée en dernier lieu et qui est la fenêtre active. (La première fenêtre 
affichée à 1 ' écran n'est pas nécessairement identifiée par le numéro "1"). 
De plus, dès que la dernière fenêtre affichée est effacée del ' écran, nous 
pouvons connattre le numéro de la fenêtre qui a été affichée juste avant 




Première fenêtre affichée à l'écran 
Dernière fenêtre affichée à l'écran 
Figure C.1 Table d'ordonnancement des fenêtres. 
Cette table est gérée selon une politique FIFO. 
Supprimer un élément de la table d'ordonnance111ent 
nom de la primitive: "supprim_fen_ordre" 
Ce module permet de supprimer un numéro de fenêtre de la table 
d'ordonnancement. Ce numéro correspond à la fenêtre actuellement active. 
arguments: - numéro de la fenêtre quel ' on désire supprimer de la table 
préconditions: - le nu ■éro de la fenêtre est un nombre entier 
résultats: - suppression du 
d ' ordonnance111ent 
ou - "erreur• 
numéro de la fenêtre de la table 
postconditions: - "erreur" inchangé et suppression du numéro de fenêtre 
ou - "erreur"= 6: "numéro de fenêtre inconnu dans la table 
d'ordonnanceMent• 
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Ajouter un élément dans la table d'ordonnancement 
nom de la primitive: "ajout_fen_ordre" 
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Ce module permet de mémoriser un numéro de fenêtre dans la table 
d ' ordonnancement. La fenêtre identifiée par ce numéro doit être activée. 
arguments: - numéro de la fenêtre à ajouter dans la table 
préconditions: - le numéro de la fenêtre est un nombre entier tel que 1 <= 
N' fenêtre<= nb max_fenetres 
résultats: - mémorisation du 
d'ordonnancement 
ou - "erreur" 
numéro de la fenêtre dans la table 
postconditions: - [mémorisation du numéro de la fenêtre dans la première 
entrée de la table dont le contenu est nul, en scrutant 
ces entrées de la gauche vers la droite 
et 
"erreur" inchangé] 
ou - "erreur"= 6 "nombre maximum de fenêtres déjà affiché à 
l'écran" 
= 9 "numéro de fenêtre existant déjà dans la 
table d'ordonnancement" 
Table des fenêtres présentes en mémoire centrale 
La table des fenêtres présentes en mémoire centrale contient autant 
d'éléments que de fenêtres que 1 'on peut mémoriser en mémoire centrale en 
même temps. Pour chaque fenêtre •é1orisée, cette table donne: 
- un pointeur vers une liste chainée qui contient la description de 
tous les objets définis dans cette fenêtre ainsi que de la fenêtre 
elle-même. 
- le nom du fichier sur disque contenant la description de tous les 
objets définis dans la fenêtre et de la fenêtre elle-même. 
Rechercher le numéro de la dernière fenêtre insérée dans la table 
d'ordonnancement 
001 de la primitive: "rech_der_table_ordre• 
Cette primitive permet de lire dans la table d'ordonnancement le 
numéro de la fenêtre active affichée à 1 'écran; 
arguments: -
préconditions: - -----
résultats: - le numéro de la fenêtre 
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postconditions: - [le numéro de la fenêtre correspond à la dernière fenêtre 
insérée dans la table d'ordonnancement et est un nombre 
entier tel que 1 <=numéro<= nb_max_fenetres 
et 
"erreur" est inchangé) 
ou - "erreur" = 16: "aucune fenêtre affichée à l'écran" 
Composant "Sorties auxil-imprimantes" 
+++++++++++++++++++++++++++++++++++++ 
Envoyer des signaux de sortie vers les appareils électriques extérieurs 
nom de la primitive: "envoyer_code_appareils" 
Cette primitive permet d'envoyer un signal binaire vers un appareil 
électrique, via un port de sortie. 
arguments: - numéro du bit sur lequel le signal doit être envoyé 
- adresse du port de sortie 
- délai d'attente pendant l'envoi du signal 
- état du signal à transmettre 
préconditions: - le numéro du bit est un nombre entier tel que O <= numéro 
<= 7 
et - 1 'adresse du port référence un port existant et est 
représentée par un nombre entier >= 0 
et - le délai est un nombre entier >= 0 
et - l'état du signal vaut "1" ou "0" (binaire> 




Accès séquentiel en lecture dans un fichier 
nom de la primitive: "acces_seq" 
Cette primitive permet de lire un ou plusieurs éléments d'un fichier. 
Ces éléments sont mé1orisés en mémoire centrale dans une liste chainée et 
sont accessibles séquentiellement à 1 'aide d'un pointeur. 
arguments: - no11 du fichier 
- nu1éro de 1 'enregistrement à partir duquel on commence la 
lecture 
- numéro de 1 'enregi struent final jusqu'où on effectue la 
lecture 
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préconditions: - les numéros d'enregistrement sont des nombres entiers 
et - [ N" enregistrement initial <= N° enregistrement final ET 
N' enregistrement initial >= 0 J 
ou 
r N' enregistrement initial >= O 
final < 0 J 
ET N' enregistrement 
et - le fichier est fermé 
résultats: - [mémorisation des enregistrements en mémoire centrale 
et 
un pointeur vers la liste des enregistrements mémorisés en 
mémoire centrale 
et 
le numéro de ce pointeur] 
ou - "erreur" 
postconditions: - (mémorisation en mémoire centrale des enregistrements de: 
r N' enregistrement initial à N' enregistrement final 
inclus si N' enregistrement final >= 0 l 
ou 
[ N' enregistrement initial à fin du fichier si N' 
enregistrement final < 0 l 
et 




ou - "erreur" 
inchangé) 
= 1 "fichier non existant" 
= 2 "nom de fichier n'appartenant pas à 
table des fichiers" 
= 3 "numéro d ' enregistrement inexistant 
le fichier" 
= 4 "nom de fichier ne correspondant pas 
nom d'enregistrement défini dans 
programme/ nom de fichier invalide" 
= 7: "les données ne sont pas mémorisées 
mémoire centrale" 
Accès séquentiel en écriture dans un fichier de texte 






Cette primitive permet d'écrire une ou plusieurs chatnes de 
dans un fichier de texte, Ces chatnes doivent ~tre préalablement 
dans une variable du programme. Chaque ligne du fichier de 
assimilée à un enregistre1ent et on mé1orise une et une seule 





arguments: - le nom du fichier 
- le fichier 
- le numéro de 1 ·enregistrement initial à écrire dans le fichier 
- le numéro de 1 'enregistrement final à écrire dans le fichier 
- la ou les chatnes de caractères à écrire dans le fichier 
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préconditions: - le numéro de 1 ' enregistrement initial est un nombre entier 
supérieur ou égal à 0 
et - le numéro del 'enregistrement final est un nombre entier 
>= au numéro del 'enregistrement initial 
et - les chatnes de caractères doivent être mémorisées dans le 
tableau "tampon" du programae 
résultats: - écriture des chatnes de caractères dans le fichier 
ou - "erreur" 
postconditions: - les chatnes de caractères sont écrites dans le fichier et 
"erreur" est inchangé 
et 
la différence entre le numéro d'enregistrement initial et 
le numéro d'enregistrement final représente le nombre de 
chatnes de caractères mémorisées dans le fichier; 
1 'ancien contenu des enregistrements "numéro initial" à 
"numéro final" est perdu 
ou - "erreur"= 1 "fichier inexistant" 
Composant "fichiers" 
++++++++++++++++++++ 
= 2 "nom de fichier n'appartenant pas à la 
table des fichiers" 
= 3 "numéro d'enregistrement initial 
inexistant dans le fichier ou supérieur 
au numéro d ' enregistrement final" 
= 4 "numéro de pointeur inexistant dans la 
table des fichiers" 
= 7 "données non mémorisées en mémoire 
centrale" 
Fichier comprenant les formats des codes binaires à envoyer au "mains-
libres" 
Le fichier comprenant les formats des codes binaires à envoyer au 
"mains-libres" est créé ou 1odifié à 1 'aide du fichier exécutable "créer_ 
fich.com". Le nom de ce fichier de codes binaires doit commencer par 
"telep". Ce fichier contient les informations suivantes: 
- le temps entre l'envoi de deux chiffres d'un mêae numéro de téléphone 
composé. Ce no1bre est un entier >= O. 
- le temps entre deux impulsions relatives à un 1êae chiffre, expri1é 
par un entier >= O. 
- la durée d ' une impulsion qui est un nombre entier >= O. 
- 1 'adresse du port de sortie sur lequel est raccordé le "mains-
libres". Cette adresse est représentée par un nombre entier >= O. 
- le numéro du bit du port sur lequel les signaux doivent être émis. Ce 
numéro est un no1bre entier tel que O <= nu ■ éro <= 7. 
Des détails supplémentaires au sujet de ces informations peuvent être 
consultés dans le manuel "Le Système AIDAMI Mons-Namur" Cll. 
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Ensemble de fichiers décrivant le contenu des fenêtres à afficher à l ' écran 
au cours del 'exécution du prograaae 
Chaque fenêtre nécessaire dans le projet "AIDAMI" 
décrite dans un fichier, ainsi que tous les objets qui 
représentés. Les fenêtres sont numérotées et le nom des 
décrivent doit com1encer par "FENET". Ces fichiers peuvent 
modifiés à l ' aide du programme "créer_fich.coa". 
est ent i èruent 
doivent y être 
fichiers qui les 
être créés ou 
Nous passons à présent en revue tous les types d'objets qui peuvent 
être représentés à l'écran, et indiquons les données qui les caractérisent. 
* 0bJet "fenêtre" - type de l'objet ("0" par définition) 
- chatne de caratères à afficher dans l'entête de la 
fenêtre (optionnel, 80 caractères maximum). 
- coordonnée xh du coin supérieur gauche de la fenêtre 
qui est un nombre entier tel que 0 <= xh <= 79 
- coordonnée yh du coin supérieur gauche de la fenêtre 
qui est un nombre entier tel que 0 <= yh <= 199 
- coordonnée xl du coin inférieur droit de la fenêtre 
qui est un nombre entier tel que 0 <= xl <= 79 
- coordonnée yl du coin inférieur droit de la fenêtre 
qui est un nombre entier tel que 0 <= yl <= 199 
Il faut également respecter les conditions suivantes: 
xh <= xl et yh <= yl 
- type de la fenêtre: "0" fenêtre sans bord et sans 
entête 
" 1 " fenêtre avec bord et sans 
entête 
"2 " fenêtre avec bord et avec 
entête 
couleur de fond de l'écran co,nprise entre 0 et 
nb_couleurs 
couleur des caractères affichés à l'écran 
entre O et nb_couleurs 
- numéro del ·action si on sélectionne cette 
à l'aide du curseur de l'écran. Ce nu1éro 




Remarques: - cet objet doit être le dernier élé1ent 11é1orisé dans le 
********* fichier de fenêtres. 
- le numéro del 'action doit être défini dans la table des 
actions du progra11e "AIDANI", sinon aucune action ne se 
produit, 
* 0bJet "rectangle": - type de l'objet ("1" par définition) 
- coordonnée xh du coin supérieur gauche du 
qui est un no1bre entier tel que 0 <= 
X_max_world 
- coordonnée yh du coin supérieur gauche du 






coordonnée xl du coin inférieur droit du bouton qui 
est un nombre entier tel que 0 <= xl <= X_max_world 
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coordonnée yl du coin inférieur droit du bouton qui 
est un nombre entier tel que O <= yl <= Y_max_world 
Il faut également respecter les conditions 
suivantes: 
xh <= xl et yh <= yl 
numéro du groupe du bouton qui est un nombre entier 
>= 0 et tel que: 
* s'il s'agit d'un bouton permettant d'exécuter un 
logiciel "standard", ce numéro vaut: 
4: pour sélectionner un logiciel "standard" non 
défini dans la table des logiciels "standards" 
du programme "AIDAHI" 
N (avec 1 <= N> : pour sélectionner un logiciel 
"standard" défini dans la table des logiciels 
"standards" du programme "AIDAMI" 
* s'il s'agit d'un bouton caractérisant un chiffre 
de numéro de téléphone, ce numéro vaut: 
0 à 9: pour les chiffres de téléphone O à 9 
respecti ve ■ent 
10: pour le "back space" permettant de corriger 
un numéro de téléphone erronné 
couleur de fond de l'écran co11prise entre O et 
nb_couleurs 
couleur des caractères affichés à 1 'écran comprise 
entre O et nb_couleurs 
numéro de l'action si on sélectionne ce 
à 1 'aide du curseur de 1 'écran. Ce numéro 
entier >= 0 
bouton 
est un 
* Objet "chatne de caractères": 
- type de l'objet ("2" par définition) 
- valeur de la chatne de caractères (80 caractères 
maxi 11um > 
coordonnée xh de la chatne qui localise 1 'empla-
cement du premier caractère de la chatne et qui est 
un nombre entier tel que 0 <= xh <= 79 
coordonnée yh de la chatne qui localise l 'empla-
cement du premier caractère de la chatne et qui est 
un nombre entier tel que 0 <= yh <= 24 
couleur de fond de l'écran co11prise entre O et 
nb_couleurs 
- couleur des caractères affichés à l'écran comprise 
entre O et nb_couleurs 
* Objet "emplacement de chatne de caractères": cet emplacement est réservé 
dans une fenêtre dans le but d'y afficher une chatne 
de caractères pendant l'exécution du programme 
"AIDAMI" et à la duande de l 'utilsateur 
- type de l'objet ("3" par définition) 
- coordonnée xh du premier caractère affichable 
1 'emplacement, et qui est un nombre entier tel 





coordonnée yh du premier caractère affichable dans 
l'emplacement, et qui est un nombre entier tel que 0 
<= yh <= 24 
couleur de fond de l • écran comprise entre O et 
nb_couleurs 
couleur des caractères affichés à l ' écran comprise 
entre O et nb_couleurs 
- numéro del 'emplacement à réserver dans la fenêtre. 
Ce numéro est un nombre entier >= 1. (Il peut y 
avoir plusieurs emplacements dans une même fenêtre). 




type de l'objet ( "5" par définition) 
coordonnée xh du coin supérieur gauche 
qui est un nombre entier tel que 
X llli>C world - -coordonnée yh du coin supérieur gauche 
qui est un nombre entier tel que 
y 11axworld -
coordonnée xl du coin inférieur droit du 
est un nombre entier tel que O <= xl <= 
coordonnée yl du coin inférieur droit du 
est un nombre entier tel que O <= yl <= 
I 1 faut également respecter les 
suivantes: 




<= xh <= 
du bouton 






couleur de fond de 1 'écran comprise entre O et 
nb_couleurs 
couleur des caractères affichés à 1 'écran comprise 
entre O et nb_couleurs 
- le code ASCII associé à la touche, augmenté de 1000, 
Ce code est représenté par un nombre entier >= O 
- le code de recherche associé à la touche, augmenté 
de 1000. Ce code est représenté par un nombre entier 
>= 0 
Fichier dans lequel sont mé111orisées les erreurs pouvant survenir pendant 
l'exécution du progra ■ae "AIDAMI• 
Le fichier dans lequel sont mémorisées les erreurs pouvant survenir 
pendant 1 'exécution du progra111me "AIDAMI" est un fichier de texte dans 
lequel les messages d'erreur sont mémorisés à 1 'aide d'un éditeur de 
textes. Le message d'erreur numéro "i" est 1é1orisé à la ligne numéro "i• 
et n'excède pas 80 caractères. 
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ANNEXE D: Pré~entation du schéma hiérarchique du composant "système 
d ' exploitation" de la hiérarchie de 1 'application 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous présentons dans cette annexe la découpe hiérarchique du composant 





D.1 représente le schéma hiérarchique issu 
système d'exploitation "idéal" relatif à 
Gérant des processus 
Utilise 




Gérant des fichiers 
Utilise 
Gérant des entrées/sorties 
Utilise 
Gérant des buffers d ' entrée/sortie 
Utilise 




Figure 0.1 Découpe hiérarchique du niveau "système d'exploitation" 
Ce schéma est composé des modules suivants: 
* gérant des processus. 
* gérant de la mémoire. 
* accès-fichiers. 
* gérant des fichiers. 
* gérant des entrées/sorties. 
* module spécialisé dans la gestion des buffers 
d'entrée/sortie. 
* gérant des interruptions et sémaphores . 
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Les modules ainsi identifiés sont reliés par une relation 
il s'agit d ' une hiérarchie de type "utilise", 




* Le gérant des processus est implémenté au niveau supérieur de 
l'architecture. En effet, celui-ci assure les créations, 
suppressions des processus, et alloue un des processus prêts au 
processeur. La création d'un processus s ' accompagne notamment de la 
mémorisation d'informations dans un descripteur de processus: ceci 
nécessite une réservation de place mémoire effectuée par le gérant 
de la mémoire. 
* Le gérant de la mémoire permet de créer del ' espace en mémoire 
centrale lors del 'allocation de nouvelles ressources. Lorsqu'une 
demande d'allocation en mémoire centrale est effectuée et que cette 
dernière est pleine, il est souvent utile de libérer des blocs de 
données de la mémoire soit en les effaçant, soit en les sauvant sur 
disque sous forme de fichiers. Une utilisation du module "accès-
fichiers" s'avère donc nécessaire. 
* Les accès fichiers ce module permet de lire et d'écrire des 
informations dans des fichiers. Les fonctions du gérant de la 
mémoire centrale ainsi que celles des niveaux supérieurs au système 
d'exploitation utilisent ce module. 
* Le gérant des fichiers assure entr'autres la création, la 
suppression, et la mise à jour des fichiers. Ces primitives sont 
donc utilisées par le module "accès-fichiers" et peuvent être 
exécutées correctement pour autant que le gérant des entrées/sorties 
leur fournisse les services dont elles ont besoin. 
* Le gérant des entrées/sorties assure les échanges de données entre 
la mémoire centrale et les périphériques, Ce module utilise les 
services offerts par un module spécialisé dans la gestion des 
buffers d'entrée/sortie. Ceci évite de devoir utiliser les services 
du gérant de la mémoire car dans ce cas, nous observerions un 
croisement de relations dans la hiérarchie. En effet, considérons le 
cas suivant: lors d'une demande de lecture sur disque, le gérant des 
entrées/sorties doit disposer d'un espace libre (buffer> en mémoire 
centrale pour y mémoriser les données lues sur le disque. La 
réservation de ces buffers est réalisée par le module spécialisé. 
* Le gérant des buffers d'entrée/sortie réserve des buffers 
d'entrée/sortie permettant d'effectuer des échanges de données avec 
les périphériques (lecteurs de disques, imprimante, ••• >. 
1 
r 
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* Le gérant des interruptions permet d ' analyser le type d ' événement 
qui génère une interruption. Il assure également un sauvetage de 
tout l'environnement du programme interrompu. 
Les primitives identifiées dans chaque module du système 
d ' exploitation sont présentées dans 1 ' annexe "E". 
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ANNEXE E : Explicitation des primitives relatives à chaque composant du 
niveau "système d'exploitation" 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
L'analyse des fonctionnalités d'un système d'exploitation nous a 
permis de définir un ensemble de primitives répondant aux besoins de notre 
application, Nous présentons ci-dessous les primitives relatives au 
composant "système d'exploitation" de la hiérarchie de 1 ' application. 
* Gérant des processus 
- Créer un processus, 
- Détruire un processus. 
- Allouer un processus au processeur. 
- Désallouer un processus du processeur. 
- Choisir un processus à allouer au processeur. 
* Gérant de la mémoire: 
- Allouer un espace mémoire, 
- Libérer un espace mémoire. 
- Echanger des données entre deux blocs de mémoire, 
*Accès-fichiers: 
- Ecrire dans un fichier, 
- Lire dans un fichier. 
- Vider le contenu d'un fichier. 
* Gérant des fichiers: 
- Créer un fichier. 
- Effacer un fichier. 
- Renommer un fichier, 
- Vérifier 1 'existence d'un fichier. 
- Ouvrir un fichier, 
- Fermer un fichier. 
* Gérant des entrées/sorties: 
- Toutes les primitives d'entrée/sortie implémentées dans les 
librairies du langage de programmation de haut niveau. 
- Toutes les primitives d'entrée/sortie offertes par le 
système d'exploitation. 
- Ecriture d'un caractère dans le buffer du clavier, 
Ces primitives assurent des accès à : 
- 1 'écran. 
- le clavier. 
- les lecteurs de disques. 
- les ports de sortie séries et parallèles. 
* Gérant des buffers d'entrée/sortie: 
- Allouer un buffer. 
- Désallouer un buffer, 
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* Gérant des interruptions: 
- Sauver les registres du processeur. 
Sauver les données propres au processus interrompu. 
Autoriser les interruptions externes. 
Interdire les interruptions externes. 
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Positionner le masque des interruptions et les registres 
associés. 
- Analyser le type d'événement qui interrompt. 
* Primitives d'exclusion mutuelle: 
- Attendre (un événement). 
- Signaler (un événement). 
La structure de données utilisée est: 
- Table des contenus de la mémoire centrale. 
Le lecteur peut se référer à l'annexe "F" pour obtenir une description 




ANNEXE F: Spécifications externes des primitives identifiées dans le 
composant "système d ' exploitation" et implémentées dans notre 
programme 
••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
Nous présentons dans cette annexe les spécifications externes des 
primitives identifiées dans le composant "système d ' exploitation" de la 




Lire dans un fichier 
nom de la primitive: "lire_fich" 
Cette primitive permet de lire un enregistrement donné dans un 
fichier. 
arguments: - nom du fichier 
- numéro de 1 'enregistrement à lire dans le fichier 
- numéro du pointeur de la structure du fichier 
préconditions: - le fichier est fermé 
et - le numéro de 1 'enregistrement à lire est un nombre entier 
>= 0 
et - le no• du type d'enregistrement composant le 
identifie une structure d ' enregistrement déclarée 
programme et figurant effectivement dans ce fichier 
et - le numéro du pointeur est un no1bre entier 
résultats: - lecture del 'enregistrement dans le fichier 
ou - "erreur" 
postconditions: - Cl 'enregistrement est lu dans le fichier si son 









= 2 "nom de type d'enregistrement invalide" 
= 3 "numéro d'enregistrement inexistant dans 
ce fichier• 
= 4 "numéro de pointeur n'appartenant pas à la 
table des fichiers" 
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Vider le contenu d'un fichier 
nom de la primitive: "vider_contenu_fich" 
Ce module permet d'effacer les informations contenues dans un fichier. 
arguments: - le nom du fichier à vider 
- le fichier 
préconditions: -
résultats: - les données du fichier sont effacées 
ou - "erreur" 
postconditions: - le fichier est vidé et "erreur" est inchangé 
ou - "erreur"= 1 : "fichier inexistant" 
Composant "Gérant des fichiers" 
+++++++++++++++++++++++++++++++ 
Vérifier l ·existence d'un fichier 
nom de la primitive: "exist_fich" 
Cette primitive permet de vérifier si un fichier de nom donné est 
présent sur l'unité de disques courante. 
arguments: - nom du fichier 
préconditions: -
résultats: - booléen : "exist" 
postcondition: - "exist" = true si un fichier localisé sur l'unité de 
disque courante est identifié par le nom du 
fichier. 
= false sinon. 
Ouvrir un fichier 
nom de la primitive: "ouvrir fich" 
Ce 1odule permet d'ouvrir un fichier de no1 donné. 
argu1ents: - nom du fichier 
- nu1éro du pointeur de la structure du fichier 
- type d'ouverture du fichier 
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préconditions: - si le fichier existe, il est fermé 
et le type d'ouverture vaut "1" si on effectue une 




le type d'ouverture vaut "0" si on effectue une ouverture 
pour faire une écriture 
et - le numéro de pointeur est un nombre entier 
résultats: - le fichier est ouvert 
ou - "erreur" 
postconditions: - [le fichier est ouvert si un fichier du même nom existe 
sur l'unité de disques courante 
et 
"erreur" inchangé] 
ou - "erreur"= 1 "fichier non existant" 
Fermer un fichier 
= 4: "numéro de pointeur n'appartenant pas à la 
table des fichiers" 
nom de la primitive: "fermer_fich" 
Cette primitive permet de fermer un fichier. 
arguments: - nom du fichier 
- le fichier 
- numéro du pointeur de la structure du fichier 
préconditions: - si le fichier existe, il est ouvert 
et - le numéro de pointeur est un nombre entier 
résultats: - fermeture du fichier 
ou - "erreur" 
postconditions: - [le fichier est fermé si un fichier du même nom existe 
sur 1 'unité de disques courante 
et 
"erreur" inchangé] 
ou - "erreur" = 1 "fichier non existant" 
= 4: "numéro de pointeur n'appartenant pas à la 
table des fichiers" 
Composant "Gérant des entrées/sorties" 
++++++++++++++++++++++++++++++++++++++ 
Ecriture d'un caractère dans le buffer du clavier 
nom de la primitive: "ecrire_carac_clavier" 
Ce module permet de mémoriser les codes caractérisant une touche du 
clavier dans le buffer du clavier. 
ANNEXE F 
arguments: - le code de recherche correspondant au caractère 
- le code ASCII correspondant au caractère 
préconditions: - le code de recherche est un nombre entier 
- le code ASCII est un nombre entier 
résultats: - le caractère est mémorisé dans le buffer du clavier 
ou - "erreur" 
postconditions: - [les pointeurs gérant le buffer sont mis à jour 
et 
"erreur" inchangé] 
ou - "erreur" = 14 "caractère inexistant" 
= 1S: "buffer déjà re1pli" 
Composant "Gérant des interruptions" 
++++++++++++++++++++++++++++++++++++ 
Autoriser les interruptions externes 
nom de la primitive: "autoriser_interrupt" 
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Cette primitive permet d'autoriser la prise en considération des 
interruptions externes de type INTR. 
arguments: - indicateur des interruptions 
préconditions: - -----
résultats: - positionnement à "1" de l'indicateur 
postconditions: - -----
Interdire les interruptions externes 
nom de la primitive: "interdire_interrupt" 
Cette primitive permet d'interdire la prise en considération des 
interruptions externes de type INTR. 
arguments: - indicateur des interruptions 
préconditions: - -----
résultats: - position nuent à "0" de 1 ·indicateur 
postconditions: - -----
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Attendre(s) 
nom de la primitive: "attendre" 
Cette pri1itive permet de positionner un verrou avant d'entrer dans 
une section critique. 
arguments: - le verrou 
préconditions: - le verrou est un nombre entier caractérisé par les valeurs 
"O" ou "1" 
résultats: - positionnement du verrou 
postconditions: - le verrou est positionné à "O" si sa valeur, lors de 
1 'entrée dans la primitive, vaut "1" 
- la valeur du verrou est inchangée sinon 
Signaler(s) 
nom de la primitive: "signaler" 
Cette primitive permet de dépositionner un verrou lors de la sortie 
d ' une section critique. 
arguments: - le verrou 
préconditions: - le verrou est un nombre entier caractérisé par les valeurs 
"O" ou "1" 
résultats: - dépositionnement du verrou 
postconditions: - le verrou prend la valeur "1" 
ANNEXE G 
ANNEXE G: Présentation du contenu des variables d ' état du clavier 
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Nous présentons dans cette annexe le contenu des variables d'état du 
clavier, appelées KB_FLAG et KB_FLAG_l. Rappelons que les bits de ces deux 
variables représentent l'état des touches de changement de mode et de 
verrouillage du clavier. La figure G.1 donne la signification des bits de 
ces deux octets. Chaque bit est identifié par un nom. La figure indique 
pour chaque bit l'état de la touche correspondante du clavier lorsque ce 
bit est positionné à "1". 
KB FLAG -
Numéro du bit Nom associé Sémantique si le bit est à Il 1 Il 
7 INS_STATE " lnsert" actif 
b CAPS_STATE "Caps Lock" actif 
5 NUM_STATE "Num Lock" actif 
4 SCROLL_STATE "Scroll Lo c k" actif 
3 ALT_SHIFT "Alternate" enfoncé 
2 CTL_SHIFT Il et r l " enfoncé 
1 LEFT_SHIFT "Chgt de mode" enfoncé 
0 RIGHT _SHIFT "Chgt de mode" enfoncé 
KB_FLAG -1 
7 INS_SHIFT "Insert " enfoncé 
6 CAPS_SHIFT "Caps Lock" enfoncé 
5 NUM_SHIFT "Num Lock" enfoncé 
4 SCROLL_SHIFT "Scroll Lock" enfoncé 




Figure G.1 Interprétation des octets KB_FLAG et KB_FLAG _l. 
ANNEXE H 
ANNEXE H: Les codes associés aux touches du clavier 
••••••••••••••••••••••••••••••••••••••••••••••••••• 
134 
A chaque touche du clavier est associé un code de recherche compris 
entre 1 et 83. Ce code est transmis vers l'ordinateur lorsqu'une touche est 
enfoncée ou reléchée. Pour indiquer l'appui d'une touche vis-à-vis de sa 
relêche, le code de recherche, augmenté de la valeur 128h, est envoyé vers 
la machine dès quel 'utilisateur relêche la touche. La figure H.1 présente 
les codes de recherche associés aux touches du clavier lorsqu ' elles sont 
enfoncées. Les nombres indiqués à côté des touches représentent leur code 
de recherche respectif. 
Figure H.1 Codes de recherche associés aux touches du clavier. 
Mais d'autres possibilités sont offertes par le clavier. En effet, les 
codes ci-dessus ne peuvent identifier des séquences d'appuis telles que 
"Ctrl K", "Alt G", les touches de fonction, les touches de type "home", 
"PgUp". Il est dans ce cas nécessaire de faire appel à un autre type de 
codage qui utilise les codes ASCII étendus. Ce codage est effectué sur 
deux octets: le premier est toujours nul tandis que le second contient 
généralement la valeur du code de recherche de la séquence entrée au 
clavier. La figure H.2 donne les valeurs du code ASCII étendu pour les 
séquences d'appuis possibles au clavier. Les valeurs indiquées sur la 
figure sont celles qu'il faut attribuer au second octet du code. 
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3 NUL Character 
F +-
10-19 ALT Q, W. E, R, T, Y, U, 1, 0 , P 
1 E-26 ALT A, S, D, F. C, H, J, K, L 
2C-32 ALT Z, X, C, V, lJ, N, M 
3lJ-44 F1 -F10 Function Keys (Base Case) 
47 Home 
48 t 





51 Page Dawn and Home Cursor 
52 INS 
53 DEL 
54-SD F11-F20 (Upper Case F1 -F10) 
5E-67 F21 -F30 (CTRL F1 -f-10) 
68-71 F31-F40 (ALT F1 -F10) 
72 CTRL PRTSC (Start/Stop Echo to Printer) 
73 CTRL +- (Reverse Ward) 
74 CTRL --+ (Advance Ward) 
75 CTRL END (Erase to End of Line) 
76 CTRL PC DN (Erase to End of Screen) 
77 CTRL HOME (Clear Screen and Home) 
78-83 ALT 1, 2, 3, 4, 5, 6, 7, 8, 9, 0, -, = (Top row) 
84 CTRL PC UP (Top 25 1.ines of Text and I tome Cursor) 
Figure H.2 Valeurs du code ASCII étendu pour les séquences 
d'appui possibles au clavier. 
Enfin, la figure H.3 présente les 256 caractères ASCII. Cette table 
établit la correspondance entre la représentation du caractère et la valeur 
numérique qui lui est associée. 
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HCUIIU • 0 16 32 48 64 80 96 112 128 144 160 176 192 208 224 240 Ullll 
ltflA • OICIWAI 0 "'.auu 1 2 3 4 5 6 7 8 9 A n C D E F 
0 0 
., .. ,.. 
► 
ll.U• 0 @ p ' p ç É , L UL (X -a -IIIIUlll ISU.CII -... 
1 1 Ç) ..... 1 1 A Q a q 
, 
m~~ /3 + u cE 1 1 
2 2 • l Il 2 B R b r , )E , Ill I' > e 0 1 Il -
3 3 • Il =Il= 3 C s " " , r IL ·rr < C s a 0 u -
4 4 ♦ TT $ 4 D T d t a 0 n e- - b :E r 
5 5 + § °lo 5 E u u ' ' N~ F (J J e a 0 --
6 6 • - & 6 F V f V 0 /\ a - ~ ~ y a u -
7 7 • l 1 7 G w g w ç ' 0 T ,..._, u 71 -- ,- ,..._, 
Il Il D l ( 8 H X h /\ y Q 0 X e (, = = =~ 
9 9 0 1 ) 9 I y l y e ô r I= rr= - 8 • 
10 A [t] --+ * J z J z ' ü 1 :::!b n • e 
~-~ l -11 B d - + ' K [ k l C ½ EJ]- --r 
12 C Q L < L "' l 
1 " J.. ¼ n ' 1 l -
1 J () Ji ---- - - M ] m } ' 'iJ UJ =~~ 2 l 1 ~ - - • • 14 E " > N /\ n '"\.., A fl (( d ~L E 1 - ~ Œ n 15 F ◊ ,, / ') 0 0 6 A f )) 7 ., .... " 
Figure H.3 Table des caractères ASCII. 
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ANNEXE I: Mode d'emploi du programme 
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Nous exposons dans cette annexe un mode d'emploi très succinct de 
l'application "AIDAMI" réalisée dans cette étude. 
La première opération à effectuer pour exécuter le programme 
consiste à mettre l'ordinateur sous tension. A partir de cet 
le programme "AIDAMI" est chargé automatiquement en mémoire 
( Celui-ci peut être chargé "manuellement" en introduisant la 





L'ordinateur affiche ensuite un menu à l ' écran ainsi qu'un curseur. 
Les touches fléchées du clavier réel de la machine peuvent être utilisées 
afin de mouvoir ce curseur. Pour sélectionner un menu, l'utilisateur doit 
le pointer à 1 ' aide du curseur et enfoncer la touche "F9" du clavier. Cette 
touche simule l 'ap~ui sur le bouton de la souris ou de l'interface 
utilisateur. La relêche du bouton de la souris est simulée en enfonçant la 
touche "F10" du clavier. 
Lorsqu'un menu est sélectionné, d ' autres menus ou fenêtres 
apparaissent à l ' écran. Nous ne décrivons pas ici en détail les opérations 
quel 'utilisateur doit effectuer pour assurer le bon déroulement du 
programme, car 1-e contenu de ces menus et fenêtres est suffisamment 
explicite. Notons simplement qu'ils contiennent des boutons et que 
1 ' utilisateur doit les sélectionner s ' il désire effectuer une opération 
particulière. 
Enfin, si l'ordinateur exécute un logiciel "standard " , l'utilisateur 
peut interrompre ce logiciel et exécuter le programme "AIDAMI" en appuyant 
trois fois consécutivement sur la touc he "F9" du clavier. La sélection du 
menu "sortie" permet de rendre le contrôle au logiciel "standard". 
ANNEXE J 
ANNEXE J: Texte du programme 
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Le texte du programme réalisé dans cette étude est exclusivement 
disponible auprès de Monsieur Jean Ramaekers, Directeur de 1 'Institut 
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Lire le nombre de fois quel 'on appuie sur le bouton de la souris 
nom de la primitive: "lect_nbre_appuis_bout" 
arguments: - -----
préconditions: - -----
résultats: - nombre de fois quel 'utilisateur a appuyé sur le bouton de la 
souris entre deux appels à cette primitive-ci 
postconditions: - le nombre d'appuis est un nombre entier >= 0 
Lire le nombre de fois que 1 'utilisateur rel ache le bouton de la souris 
nom de la primit i ve: "lect_nbre_relaches_bout" 
arguments: - -----
préconditions: - -----
résultats: - nombre de fois que 1 ' utilisateur a relaché le bouton de la 
sou r is entre deux appels à cette primitive-ci 
postconditions: - le nombre de relaches est un nombre entier >= 0 
Composant "sorties" 
+++++++++++++++++++ 
Transformer le curseur de 1 ' écran pour le rendre compatible avec le mode 
texte 
nom de la primitive: "texte_curseur " 
arguments: - -----
préconditions: - -----




Sauver le contenu del 'écran dans un fi chier sur disque 
nom de la primit i ve: "sauver_ecran_disque" 
arguments: - tab l e d'ordonnancement 
préconditions: - table d ' ordonnancement valide 
résultats: - mémorisation du contenu de l'écran dans un fichier sur le 
disque 
postconditions: - le nom du fichier est "window " + le numéro de la derniére 
fenêtre affichée à l'écran 
Composant "Manip-fichiers" 
++++++++++++++++++++++++++ 
Accès séquentiel en lecture dans un fic hi er 
nom de la primit i ve: "acces_seq" 
Cette primitive permet de lire un ou plusieurs éléments d ' un fichier. 
Ces éléments son t mémorisés en mémoire centrale dans une liste chainée et 
sont accessibles séquentiellement à l'aide d ' un pointeur. 
arguments: - nom du fichier 
- numéro de l ·enregistrement à partir duquel on commence 1 a 
lecture 
numéro de l ' enregistrement fin a 1 jusqu'où on effectue 1 a 
lec t ure 
préconditions: - les numéros d ' enregist r ement sont des nombres entiers 
et - [ N° enregistrement i ni tial <= N° enregistrement final ET 
N° enregistrement initial >= 0 J 
ou 
[ N° enregistrement i nitial >= 0 
final < 0 J 
et - le fichier est fermé 
ET N° enregistrement 
résultats: - [mémorisation des enregistrements en mémoire centrale 
et 
un pointeur vers la liste des enregistrements mémorisés en 
mémoire centrale 
et 
le numéro de ce pointeur) 
ou - "erreur" 
postconditions: - (mémorisation en mémoi r e centrale des enregistrements de: 
[ N' enregistrement initial à N' enregistrement final 
inclus si N' enregistrement final >= 0 J 
ou 
[ N' enregistrement initial à fin du fichier si N' 
enregistrement final < 0 J 
et 




ou - "erreur" 
inchangé) 
= 1 "fichier non existant" 
= 2 "nom de fichier n'appartenant pas à 
table des fichiers" 
= 3 "numéro d ' enregistrement inexistant 
le fichier" 
= 4 "nom de fichier ne correspondant pas 
nom d ' enregistrement défini dans 
programme / nom de fichier invalide" 
= 7 . . 11 les données ne sont pas mémorisées 
mémoire centrale" 
= 23: "numéro d'enregistrement inconnu dans 











Lire dans un fichier 
nom de la primitive: "lire_fich" 
Cette primitive permet de lire un enregistrement donné dans un 
fichier. 
arguments: - le fichier 
- numéro de 1 'enregistrement à lire dans le fichier 
- numéro du pointeur de la structure du fichier 
préconditions: - le fichier est ouvert 
et - le numéro de 1 'enregistrement à lire est un nombre entier 
>= 0 
et - le numéro du pointeur est un nombre entier 
résultats: - lecture de 1 'enregistrement dans le fichier 
ou - "erreur" 
postconditions: - Cl 'enregistrement est lu dans le fichier si son 






ou - "erreur" = 3 "numéro d ' enregistrement inexistant dans 
ce fichier" 
= 4 "numéro de pointeur n'appartenant pas à la 
Composant "Gérant des fichiers" 
+++++++++++++++++++++++++++++++ 
Créer un fichier 
table des fichiers" 
arguments: - nom du fichier à créer 
préconditions: -
résultats: - création du fichier 
ou - "erreur" 
postconditions: - le fichier est créé et "erreur" est inchangé 
ou - "erreur" = 27: "fichier existant déjà sur l'unité de 
disques courante " 
Composant "Gérant des entrées/sorties" 
++++++++++++++++++++++++++++++++++++++ 
Faire émettre un signal sonore par l'ordinateur 
nom de la primitive: "son" 
arguments: - la fréquence du signal (en Hz) 
- le temps pendant lequel ce signal est émis (en msecl 
préconditions: - la fréquence est un nombre entier >= 1 
et - le temps est un nombre entier >= 1 
résultats: - émission d'un signal sonore 
postconditions: - -----
Désactiver les touches de fonction non permanentes du clavier 
nom de la primitive: "reset_touch_special" 
Cette primitive permet de simuler la relàche d ' une touche de fonction 
du clavier réel telle que les touches "control", "alternate". 
arguments: - drapeaux "Ctrl, shift_gauche, shift_droit, alternate, 
caps_lock, num_lock, scroll_lock et insert" indiquant l ' état 
des touches 
préconditions: -
résultats: - désactivation des touches de fonction non permanentes 
postconditions: - "désactivation" signifie mettre les drapeaux à la valeur 
FALSE 
Activer une touche de fonction du clavier 
nom de la primitive: "flags" 
Cette primitive permet de simuler l'appui sur une touche de fonction 
du clavier réel telle que les touches "control " , "alternate", 
arguments: - "code" = code de recherche de la touche de fonction 
préconditions: - "code" = nombre entier tel que O <= "code" <= max code 
résultats: - activation de la touche identifiée par 
recherche identifie bien une touche de 
réel 
postconditions: -




Composant "Gérant des interruptions" 
++++++++++++++++++++++++++++++++++++ 
Lire le contenu d'un vecteur d'interruption 
nom de la primitive: "lire_vecteur_interr upt " 
arguments: - "numero_vecteur" : le numéro du vecteur à lire 
préconditions: - "numero_vecteur" identifie un vecteur d ' interruption de 
l'ordinateur et est un nombre entier 
résultats: - lecture du contenu du vecteur d'interruption 
et - "segment_code" = adresse du segment de code contenant la 
routine de gestion des interruptions pointée par ce vecteur 
et - "offset_code" = adresse relative de la routine de gestion des 
interruptions pointée par ce vecteur 
postconditions: - "segment_ code" est un nombre entier dont la valeur est 
comprise entre 0000h et FFFFh 
et - "offset_c ode" est un nombre entier dont la valeur est 
comprise entre 0000h et FFFFh 
Ecrire 1 ' adresse d'une routine dans un vecteur d ' interruption 
nom de la primitive: "ecrire_vecteur_interrupt " 
arguments: - "numero vecteur" : numéro du vecteur dans lequel on désire 
mémoriser une nouvelle adresse 
et - "segment_code" = adresse du segment de code contenant la 
routine de ges t ion des interruptions concernée 
et - "offset_code" = adresse relative de la routine de gestion des 
interruptions concernée 
préconditions: - "numero vecteur" est un nombre entier et identifie un -
vecteur d'interruption de l ' ordinateur 
et - "segment_code" est un nombre entier tel que 0000h <= 
"segment_code" <= FFFFh 
et - "offset code 11 est un nombre entier tel que 0000h <= -
"offset code" (= FFFFh -
résultats: - écriture del 'adresse de la routine de gestion des inter-
ruptions dans l e vecteur concerné 
postconditions: - -----
ANNEXE "J": TEXT E DU PROGRAMME 
const bs = "h; 
CR= "1; 
CONSTANT.PAS 
(1 back space 1) 
(1 carriage return 1) 
(t••··············••1•••1••·······································••1•••ttltttt) (t fenêtres •l 
nb_1ax_fenetres = 7; 
n_1ax_fen_1c = 10; 
x_1ax_world = 1000; 
y_1ax_world = 1000; 
(f no1bre 1axi1u1 de fenêtres affichables en 
1ê1e te1ps à l'écran f) 
(f no1bre 1axi1u1 de fenêtres 1é1orisables en 
1ê1e te1ps en 1é1oire centrale, sous for1e 
de liste chainée f) 
(f coordonnée 1axi1ale en •x• des rectangles 
affichables dans une fenêtre t) 
(f coordonnée aaxi1ale en •y• des rectangles 
affichables dans une fenêtre •l 
t••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••l 
(f couleurs t) 
nb_couleurs = 15; (t no1bre 1axi1u1 de couleurs affichables par 
1 'écran couleur • l 
couleur_string_affiche = 15; (f couleur dans laquelle les caractères sont 
affichés dans un e1place1ent réservé d'une 
fenêtre tl 
t•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••1••••••••••l 
(f ports de sortie •l 
nb_1ax_ports_sortie = 5; (f nombre 1axi1u1 de ports de sortie 
utilisables en 1ê1e te1ps •l 
(ffffflfffffffffftffffltfffffffffffffffffffftffffffffffttttttftffffffffffflffff) 
(f constantes relatives au clavier. Ces constantes 1é1orisent les adresses 
des variables du clavier réel de la tachine, contenues dans la zone de 
co11unication du systé1e d'exploitation •l 
buffer_start = $001E; (f adresse de début du buffer du clavier •l 
buffer_end = $003E; (t adresse de fin du buffer du clavier •J 
buffer_tail_1e1 = $001C; (t adresse du pointeur 1 buffer_tail" dans la 
zone de co11unication du clavier •l 
buffer_head_1e1 = $001A; (t adresse du pointeur "buffer_head" dans la 
zone de co11unication du clavier •l 
seg_buffer _clavier= $0040; (f adresse du segaent contenant la zone de 
co11unication du clavier •l 
kb_flag_1e1 = $0017; (t adresse del 'octet de configuration 
1 KB_FLA6 1 dans la zone de co11unication 
du clavier •l 
kb_flag_1_1e1 = $0018; (f adresse de 1 'octet de configuration 
111ax_code = 84; 
"KB_FLAS_1• dans la zone de co11unication 
du clavier •l 
(f valeur 1axi1ale des codes de recherche 
é1is par le clavier réel f) 
CONSTANT.PAS 
lffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffflffffffffffffff) 
If piles utilisées dans le progra11e 1 aida1i' 1) 
pile_OS = $FFFF; 
pile_sourisl = $FBFF; 
pile_clavier = $F7FF; 
pile_souris2 = $F3FF; 
pile_fct25 = $FOOO; 
pile_aida1i = $EAOO; 
(f pile associée aux routines ' entrée ' et ' sortie ' 1) 
(f pile associée à la routine 'entree_souris" •l 
(1 pile associée à la routine de détourne1ent 
du clavier •l 
(1 pile associée à la routine "sortie_souris ' +) 
(1 pile associée à la rout ine ' inter_21_25h ' +l 
(1 pile associée au progra11e ' AIDAN!' •l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(+ e1place1ent d'élé1ents en 1é1oire centrale •l 
taille_heap = $500; 
data_seg = $0186; 
(1 place réservée pour 1é1oriser les variables 
dynamiques du progra11e 1 aida1i 1 f) 
(1 adresse relative de la cellule 1é1oire 
contenant la valeur du seg1ent d~ données 
du progra11e 'AIDAN! ". La valeur du seg1ent 
de données associé est 0000h. 1) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f nu■éros de vecteurs d' interruption utilisés+) 
nu1_vecteur _souris= $33; (f nu■éro du vecteur d' interruption appelé 
par le logiciel de la souris 1) 
nu1_vecteur_clavier _detourne = $60; 11 nu1éro du vecteur d' interruption 
appelé par la routine de détourne1ent 
du clavier réel f) 
inter_lC_detournee = $70; (f nu■éro du vecteur d' interruption appelé par 
la routine de gestion des interruptions 
numéro !Ch 1) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(1 bouton de la souris+) 
tps_inter _clic= 5; (t temps 1axi1u1 d'attente entre deux appuis 
successifs sur le bouton de la souris. Ce 
te1ps est expri1é en 1ultiple de 50 1sec. 
Si le te1ps entre deux appuis est supérieur 
à 'tps_inter_clic • 50 1sec', 1 'ordinateur 
ne considère que le no■bre d'appuis succes-
sifs sur le bouton avant que ce temps ne 
soit supérieur •l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
VARIABLE. PAS 
type strWrk = string[BOl; 
str3 = string[3l; 
(f string de travail t) 
(f registres du processeur t) 
registre= record case integer of 
1 : (ax, bx, ex, dx, bp, si, di, es, flags : integerl; 
2: (al, ah, bl 1 bh, cl, ch, dl, dh bytel; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f table des fen@tres présentes en 1é1oire centrale t) 
(f record décrivant les objets affichables dans une fen@tre f) 
obj_fenetre = Aobjet_fen; 
objet_fen = record 
nu■_objet : integer; 
valeur_string : strWrk; 
(f type de 1 'objet tl 
(f chaine de caractères associée 
à l'objet t) 
coord : array[1 •• 4l of integer; 
couleur_caractere: integer; 
(f coordonnées de 1 'objet t) 
(f couleur des caractères associés 
couleur_fond : integer; 
etat_bouton : integer; 
nu■ _gr_bouton : integer; 
nu■_action : integer; 
next : obj_fenetre; 
end; 
(f records d'objets f) 
à 1 · objet t l 
(f couleur de fond del 'écran t) 
(t état du bouton f) 
(t N' du groupe de 1 'objet t) 
(t N' del 'action associée à 
1 · objet f) 
tab_fen_■c_ptr = array[1 •• n_1ax_fen_1cl of obj_fenetre; 
(f no■ des fichiers dans lesquels sont décrites les fen@tres f) 
tab_fen_1c_no1 = array[1 •• n_1ax_fen_1cl of strWrk; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(t record décrivant les objets d'une fen@tre, de type "rectangle" et 'chaine de 
caractères• f) 
obj_ecran = Aobjets_ecran; 
objets_ecran = record 
type_objet : integer; (t type de 1 'objet t) 
coord_objet : array[l •• 41 of integer; (t coordonnées de 
nu■_gr _objet : integer; 
nu■_action : integer; 
next : obj_ecran; 
end; 
l · objet t) 
(t N' du groupe del 'objet t) 
(t N' de 1 'action associée à 
1 · objet t l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f record contenant les infor1ations nécessaires pour envoyer des signaux vers 
le 11ains-libres 1 t) 
code_teleph = Ateleph_rec; 











tps_inter_chiffre: integer; (t te1ps entre 1 'envoi de deux 
chiffres d'un 1ê1e nu1éro de 
téléphone 1) 
tps_inter_i1puls : integer; (1 te1ps entre l 'envoi de deux 
iapulsions relatives à un 1ê1e 
chiffre de téléphone 1) 
tps_duree_i ■puls : integer; (1 te■ps de durée d'une iapulsion 
relative à un chiffre de 
téléphone 1) 
port_sortie: integer; (t port de sortie vers lequel les 
signaux de téléphone doivent 
être envoyés tl 
nu1_bit_i1p: integer; (1 nu■éro du bit du port de sortie 
sur lequel les signaux doivent 
être émis 1) 
next code_teleph; 
end; 
nbr_teleph = array[l,,nb_■ax_fenetres] of strWrk; (1 tables des nu■éros de 
téléphone t) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
tab_chaine_cla = array[l,,nb_■ax_fenetres] of strWrk; (f table des chaines de 
caractères introduites 
au clavier si1ulé 1) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f table de conversion t) 
etat_obj_ecran = record 
actif : boolean; (f état de la fenêtre 1) 
obj_ecran_ptr : obj_ecran; (f pointeur vers les objets 
affichés dans la fen~tre à 
l'écran tl 
end; 
table_conversion = array[l .• nb_nax_fenetres] of etat_obj_ecran; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f table des fen~tres, Cette table contient les coordonnées du coin supérieur 
gauche et du coin inférieur droit de chaque fenêtre affichée à l'écran 1) 
t~bleau_fenetre = array[l •. nb_nax_fenetres] of array[l,.4] of integer; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f table d'ordonnancement t) 
tableau_ordre_fen = array[l .. nb_aax_fenetres] of integer; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f table contenant l'adresse de chaque port de sortie utilisé ainsi que la 
valeur du code que 1 'ordinateur lui a envoyé en der nier lieu 1) 




(f pointeur vers un objet d'une fenêtre, 
situé en 1é1oire centrale et dessiné à 
l ' écran f) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(1 téléphone •J 
ptr_teleph : code_teleph; (1 pointeur vers le record contenant les 
infor ■ations nécessaires pour envoyer 
des signaux vers le 11ains-libres1 1) 
pteur_telephone: code_teleph; (f pointeur vers le record contenant les 
infor1ations nécessaires pour envoyer 
des signaux vers le 11ains-libres1 •l 
pteur _teleph code_teleph; (f pointeur vers le record contenant les 
teleph teleph_rec; 
nu1_telephone: nbr_teleph; 
der_nu ■_tel : strWrk; 
infor1ations nécessaires pour envoyer 
des signaux vers le 11ains-libres 1 •l 
(1 record contenant les infor ■ations 
nécessaires pour envoyer des signaux 
vers le 1 1ains-li bres 1 f) 
(1 table des nu ■éros de téléphone •l 
(f dernier N' de téléphone introduit par 
1 'utilisateur et 1é1orisé •l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f fichiers de texte •J 
ptr_text : fich_text_buf; (f pointeur vers un l igne de fichier de 
texte 1é1orisée en 1é1oire centrale f) 
pteur_text : fich_text_buf; (f pointeur vers un l igne de fichier de 
texte 1é1orisée en 1é1oire centrale •l 
prec_ptr _text : fich_text_buf; (1 pointeur vers un ligne de fichier de 
buffer_text buf_text; 
ta1pon : tab_ta1pon; 
nu1_ta1pon : integer; 
texte 1é1orisée en 1é1oire centrale f) 
(t record contenant une ligne de fichier de 
texte •l 
(1 table contenant les lignes de texte à 
1é1oriser dans un fichier de texte •l 
(f indice des élé■ents de la table contenant les 
lignes à 1é1oriser dans un fichier de texte •l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
table_fenetre: tableau_fenetre; (f table des fenêtres 1) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
table_ordre_fen tableau_ordre_fen; (f table d'ordonnance1ent f) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
table_fen_1c_no1 : tab_fen_1c_no1; 
table_fen_1c_ptr : tab_fen_■c_ptr; 
ptr_table_fen_1c : integer; 
(f table des fenêtres présentes en •l 
(f 1é1oire centrale 1) 
(f pointeur vers les élé■ents de la 
table des fenêtres présentes en 
1é1oire centrale 1) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffff ffffffffffffffffffff) 
VARIABLE.PAS 
table_port_sortie: tableau_port_sortie; (f table des ports de sortie f) 
(ffffffffffffffffffffffffffffffffffffftffffffffffffffffffffffffffffffffffffffff) 
table_convers: table_conversion; (f table de conversion •l 
(ffffffffffffffffffffffffffffftftftffffffffffffffffffffffffffffffffffffffffffff) 
erreur integer; (f nu■éro d'une erreur survenue dans le 
progra11e 1 aida1i • f) 
(ffffftfffffffttfffftffffftffffffffffffffftffffffffffffffffffffffftffffffffffff) 
sortie_aida boolean; (f flag de sortie du progra11e "aida1i 1 •l 
affiche_■enu : boolean; (f flag indiquant qu'un 1enu est affiché à 1 'écran f) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f clavier •l 
nbre_car_buffer integer; 
chaine_cla : tab_chaine_cla; 
taille_buffer : integer; 
(f no1bre de caractères 1é1orisés dans 
le buffer du clavier simulé f) 
(f table des chaines de caractères introduites 
au clavier si1ulé f) 
(f taille du buffer du clavier si1ulé t) 
logiciel_clavier boolean; (f flag indiquant que le clavier si1ulé est 
utilisé pour 1é1oriser et exécuter un 
logiciel •standard" f) 
carac_present_buffer boolean; (f flag indiquant qu'un caractère est 1é1orisé 
dans le buffer du clavier réel f) 
touche_active_souris: boolean; (f flag indiquant que les touches fléchées 
du clavier réel contrôlent le curseur 
de la souris f) 
reset_touche_active : boolean; (f flag activant ou désactivant les 
touches fléchées du clavier réel pour 
actionner le curseur de la souris f) 
clavier_fenetre_affichee : boolean; (f flag indiquant si le clavier si1ulé 
per1ettant de travailler en interactif 
avec un logiciel "standard" est affiché 
à 1 'écran •l 
buffer_tail integer; (f pointeur vers le pre1ier caractère à lire dans 
le buffer du clavier réel t) 
code_asci_clavier, (f codes de recherche et asci introduits au •l 
code_rech_clavier : integer; (f clavier si1ulé f) 
special : boolean; (f flag indiquant qu'une touche de fonction a été 
sélectionnée au clavier simulé •l 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f souris •l 
seg_souris integer; (f adresse du seg1ent contenant le logiciel 
de la souris f) 
clic_bouton, 
tps_bouton : integer; 
~ARIABLE, PAS 
(f noebre de fois que le bouton de la souris est 
enfoncé consécuti ve1ent •l 
(f te1ps écoulé entre deux appuis successifs 
sur le bouton de la souris t) 
co1pte_appuis_bout, (f no1bre de fois que le bouton de la souris 
est enfoncé entre deux appels de la procédure 
'lect_nbre_appuis_bout• •l 
co1pte_relaches_bout integer; (t no1bre de fois que le bouton de la souris 
est relaché entre deux appels de la procédure 
"lect_nbre_relaches_bout• •l 
actif_bouton_souris : boolean; (t flag indiquant si le bouton de la souris 
vient d'~tre enfoncé •l 
(ffffffftfffffffffffffffffffffftffftffffffffffffftfftftffffffffffffffffftffffff) 
logiciel : boolean; (f flag indiquant si on est en train d'exécuter 
la tache 'logiciels' du progra11e 
"aida1i 1 •l 
(fffftffffffffftftfffffffffffffffll*lffffffttffttftffft*tfttffffflttflffllltflf) 
(f para1ètres de gestion de la 1é1oire centrale 1) 
taille_·seg_donnees : integer; (1 taille du seg1ent de données nécessaire 
pour 1é1oriser les variables du progra11e 
1 aida11i • t) 
nbre_para_seg_donnees integer; (t no1bre de paragraphes occupés par les variables 
du progra11e 1 aida1i 1 1) 
(ffffffflf*fflfflfflffflf*flfllfftffftflftffltftffffffffltffftftfffffffffllllll) 





exclusion_ES: integer; (t verrous pour assurer 1 'exclusion 
1utuelle des diverses sections 
critiques du progra11e 1) 
(lltftffffffffffffffftffffffffffffffffffffflftltltflftffffffllftffflllflttflfff) 
(1 gestion du curseur 1) 
deplace_vertical_curseur, (t déplace1ent vertical du curseur de 
1 'écran en un "pas•, expri1é en no1bre 
de points de 1 'écran f) 
deplace_horizontal_curseur integer; (f déplace1ent vertical du curseur de 
1 'écran en un 'pas•, exprité en no1bre 
de points de 1 'écran f) 
curseur_non_present integer; (t flag per1ettant de vérifier si le curseur 
de la souris est affiché â 1 ' écran t) 
x_curseur, y_curseur integer; (t coordonnées du curseur de 1 'écran 
avant exécution du progra11e 1 aida1i 1 1) 
(flllllllllflllfflflllltltlllllllllffllttlfflfltflffflfflflfflllflflfflffffffll) 
(t interruptions tl 
retour charoe~ent boole1n: ( J l l>l'I i nrii ~11~nt 11 ll P 1" nrMn/'ll!IP 11ti l; e,~0 11 r 
VARIABLE.PAS 
vient de faire appel à une interruption 
du systè1e d'exploitation, per1ettant 
de lancer ou de ter1iner un progra11e f) 
change_1C, change1ent_1c boolean; (f flags indiquant qu 'un logiciel •standard" 
a 1odifié l 'adresse du vecteur d' inter-
ruption numéro 1Ch f) 
offset array[$00 •• $3F) of integer ; (f adresses relatives des routines de 
gestion d'i nterruptions du systè1e 
d'exploitation f) 
seg1ent array[$00 •• $3FJ of integer; (f adresses des seg1ents dans lesquels 
sont localisées les routines du 
systè1e d'exploitation f) 
int_offset array[$00 •• $3FJ of integer; (f adresses relatives des routines 
'inter i " du progra11e 'aida1i " f) 
nua_vecteur integer; (f nu1éro du vecteur d'interruption 
appelé par le progra11e utilisateur f) 
detourne_clavier boolean; (f flag indiquant si les routines de gestion 
d'interruptions du systè1e d'exploitation 
per1ettant de lire un caractère au clavier, 
doivent @tre détournées avant de passer le 
contrôle au systè1e d'exploitation, en vue 
d'exécuter le progra11e 'aida1i" 1) 
intro_data_clavier boolean; (f flag signalant qu'un processus vient d'@tre 
détourné avant d'accéder à une routine du 
systè1e d'exploitation per1ettant de lire 
un caractère au clavier 1) 
ofs_entree: integer; (f adresse d'entrée de la procédure •entree' 
ou de la procédure "sortie directe• f) 
css_sortie, ipp_sortie : integer; (f adresse d'entrée de la procédure "sortie ' f) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
fichier_inexistant : strWrk; (f no1 d'un fichier dont on désire lire le 
contenu, ■ais qui n'est pas présent sur le 
disque f) 




(f flag indiquant si le son est coupé dans le 
progra11e 1 aida1i' f ) 
(1 adresse relative du début du progra11e 
"aida■ i • 1) 
(f flag indiquant que le progra11e 'aida1i' est 
susceptible de faire des accès dans des 
fichiers f) 
(f iode de 1 'écran avant d'exécuter le 
progra11e 1 aida1i ' f) 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff ffffffffffffff ) 
INITIALI.PAS 
procedure init_verif_prog_aida1i (var erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Vérifie si le progra11e "aida1i' est déjà chargé en 1é1oire centrale •l 
begin 
ofs_prog_aidaai := ofs(prog_aidaail; 
if offset[$1CJ = ofs_prog_aidaai then erreur := 2b; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure init_sonlactif : booleanl; 
(ffffffffffffffffffffffffffffffffff) 
(f initialisation de la variable de son f) 
begin 
if actif= true then actif_son := true 
else actif_son := false; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure init_8255(var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffff) 
(f Initialisation du circuit électronique N' 8255 du systêae "aidaai' tl 
var port_s: integer; 
pteur_teleph code_teleph; 
(f adresse des ports de sortie initialisés f) 
(f pointeur vers les éléaents du fichier de 
téléphone •l 
n_type_pteur integer; (f N' du pointeur de la structure du fichier f) 
begin 
acces_seq('telepl · ,0,-1, n_type_pteur, erreur); 
pteur_teleph := ptr_teleph; 
if erreur= 0 
end; 
then begin 
port_s := ptr_telephA.port_sortie; 
interdire_interrupt; 
table_port_sortie[l,IJ := port_s; 
table_port_sortie[l,2J := $FF; 
table_port_sortie[2 1 1J := port_s + 1; 
table_port_sortie[2,2J := $FF; 
table_port_sortie[3,IJ := port_s + 2; 
table_port_sortie[3 12J := $FF; 
table_port_sortie[4,IJ := port_s + 3; 
table_port_sortie[4 12J := $81; 
envoyer_code_appareils(0, port_s + 31 50 1 11 erreur); 
envoyer_code_appareils(0, port_s , 50, 1, erreur); 





procedure init_souris(var erreur integerl; 
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(f Initialisation de la table des fen@tres présentes en 1é1oire centrale •l 
var i : integer; 
begin 
for i := 1 to n_1ax_fen_1c do 
begin 
end; 
table_fen_1c_no1til := ; 





(f Initialisation du pointeur vers les élé■ents de la table des fen@tres 
présentes en 1é1oire centrale •l 
begin 





(f Initialisation de la table de conversion •l 
var i : integer; 
begin 
for i := 1 to nb_1ax_fenetres do 
begin 
end; 
table_converstil.actif := false; 





(f Né1orisation des adresses d'entrée dans les procédures "inter i" f) 
begin 
int_offsettSOOJ := ofs(inter_OOhl; 
int_offsettSOIJ := ofs(inter_Olhl; 
int_offset[$02J := ofslinter_02hl; 
int_offset[$03J := ofslinter_03hl; 
int_offset[$04J := ofs(inter_04hl; 
int_offset[$05J := ofs(inter_05hl; 
int_offset[$06J := ofslinter_Obhl; 
int_offset[$07J := ofslinter _07hl; 
int_offset[$0AJ := ofs(inter _OAhl; 
int_offset[$0BJ := ofslinter_OBhl; 
int_offset[$0CJ := ofslinter_OChl 
int_offset[$0DJ := ofslinter_ODhl 
int_offset[$0EJ := ofs(inter_OEhl 
int_offset[$0FJ := ofs(inter _OFh) 
int_offset[$10J := ofs(inter_lOhl 
int_offset[$IIJ := ofs(inter _llhl 
int_offset[$12J := ofs(inter_12hl 
int_offset[$!3J := ofs(inter _13hl 
int_offset[$14J := ofs(inter_l4hl, 
int_offset[SISJ := ofs(inter_!Shl; 
int_offset[$!6J := ofs(inter_lbhl; 
int_offset[$17J := ofs(inter_l7hl; 
int_offset[SIBJ := ofs(inter_lBhl; 
int_offset[S19J := ofs(inter _19hl; 
int_offset[SlAJ := ofs(inter_!Ahl; 
int_offset[SIBJ := ofs(inter_lBhl; 
int_offset[$20J := ofs(inter _20hl; 
int_offset[$2IJ := ofs(inter_2lhl; 
int_offset[S25J := ofs(inter_25hl; 
int_offset[$26J := ofslinter_2bhl; 
int_offset[$27J := ofs(inter _27hl; 
int_offset[$28J := ofs(inter_2Bhl; 
int_offset[$29J := ofs(inter_29hl; 
int_offset[$2AJ := ofslinter _2Ahl; 
int_offset[$2BJ := ofs(inter_2Bhl; 
int_offset[$2CJ := ofs(inter _2Chl; 
int_offset[S2DJ := ofs(inter_2Dhl; 
int_offset[$2EJ := ofs(inter_2Ehl; 
int_offset[$2FJ := ofs(inter_2Fhl; 
int_offset[$30J := ofslinter_30hl; 
int_offset[$31J := ofslinter_31hl; 
int_offset[$32J := ofs(inter_32hl; 
int_offset[S33J := ofs(souris_entreel; 
int_offset[S34J := ofslinter_34hl; 
int_offset[$35J := ofs(inter_35h); 
int_offset[$36J := ofs(inter_3bhl; 
int_offset[$37J := ofslinter_37hl; 
int_offset[S38J := ofs(inter _3Bhl; 
int_offset[$39J := ofs(inter_39hl; 
int_offset[S3AJ := ofs(inter_3Ahl; 
int_offset[$3BJ := ofs(inter _3Bhl; 
int_offset[$3CJ := ofs(inter_3Ch); 
int_offset[$3DJ := ofs(inter_3Dhl; 
int_offset[$3EJ := ofs(inter _3Ehl; 







(f Initialisation des seg1ents de pile, pereettant de localiser les piles 
utilisées en 1é1oire centrale f) 
var debut_seg■ent_pile : integer; (f début du seg ■ent de pile associé aux 
différentes piles utilisées dans le 
progra11e 'aida1i 1 f) 
begin 
debut_seg1ent_pile := Dseg + nbre_para_seg_donnees + taille_heap; 
nss_entree := debut_seg ■ent_pile; 
nss_prog_aida■ i := debut_segeent_pile; 
nss_clavier := debut_seg1ent_pile; 
nss_sortie := debut_seg ■ent_pile; 
nss_sourisl := debut_seg■ent_pile; 
nss_souris2 := debut_seg1ent_pile; 
nss_fct25 := debut_seg ■ent_pile; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure init_pri ■_exclusion; 
(fff~ffffffffffffffffffffffff) 
(f Initialisation des verrous f) 
begin 
exclusion_souris := 1; 
exclusion_OS := 1; 
exclusion_aida■ i := 1; 
exclusion_clavier := 1; 





(f initialisation de variables de fen~tres •l 
begin 
affiche_■enu := false; 





(f initialisation de variables associées aux routines "inter_21_2Sh ' et ' inter_21h" 
pour gérer les vecteurs d'interruption dont l ' adresse est ■odifiée par un 
logiciel "standard" f) 
begin 
han er vec +e r := fa ~p• 
interdire_interrupt; 
change_lC := false; 







(f Initialisation des variables contenant 1 'adresse d'entrée dans les procédures 
utilisées pour réaliser la 1ulti-progra11ation •l 
begin 
retour_charge1ent := false; 
ipp_sortie := ofs(sortiel + 7; 
css_sortie := Cseg; 
ipp_souris := ofs(souris_sortiel + 7; 
css_souris := Cseg; 
ofs_entree := ofs(entreel + 4; 
interrupt_21_2Sh := ofs(inter_21_25hl + 4; 
ofs_saut_l := ofs(sautl + B; 
ofs_saut_2 := ofs(sautl + 10; 
ofs_saut_3 := ofs(saut_clal + 8; 
ofs_saut_4 := ofs(saut_clal + 10; 
ofs_saut_S := ofs(saut_sourisl + 8; 





(f Initialisation des variables du clavier si1ulé et du clavier réel •l 
begin 
ctrl := false; 
shift_gauche := false; 
shift_droit := false; 
alternate := false; 
caps_lock := false; 
caps_lock_etat := false; 
caps_lock_etat_si ■ul := false; 
nua_lock := false; 
nu■_lock_etat := false; 
scroll_lock := false; 
scroll_lock_etat := false; 
insert := false; 
insert_etat := false; 
fct := false; 
nbre_car_buffer := 0; 
interdire_interrupt; 
1e1w[seg_buffer_clavier:kb_flag_1e1] := $00; 
autoriser_interrupt ; 
effacer_carac_buffer := false; 
detourne_clavier := true; 
intro_data_ciavier := false; 






(f Initialisation des variables du téléphone •l 
var i : integer; 
begin 
der_nu1_tel := '' ; 








(f Initialisations des variables de la tache "logiciel" f) 
begin 
logiciel := false; 
logiciel_clavier := false; 
1e1w[$OOOO:$OIBBJ := O; 





(f Initialisation du logiciel 'Turbo-Graphix" f) 
begin 
deplace_vertical_curseur := 4; 







var erreur integer; 
INITIALI.PAS 
begin 
creer_fich('batchl.bat ' ,erreur!; 
vider_contenu_fich( 'batchl.bat· ,erreur); 
ta1pon[ll := · aida_go ·; 
ta1pon[2l := 
ta1pon[3l := ' c: ·; 
ta1pon[4l := · batch2'; 
ecrire_fich_seq_text( 'batchl.bat ' ,0,3,erreurl; 
end; 
(fflffffffflffffffffffffffflffflffffffflffffffffffflfffffffffffffffffffffffffff) 
procedure init(var erreur : integerl; 
(fffffffffffffffffffffffffffffffffff) 
(f Initialisation 1) 
begin 
i nit_ ver if _prog_ ai daai (erreur); 
init_son(falsel; 
if erreur= 0 
then begin 
init_8255(erreur); 
if erreur= 0 
then begin 
init_souris(erreur); 

















ini t_logi ci el; 
init_graphique; 






(f Lecture des vecteurs d'interruption du systèee d'exploitation •l 
begin 
interdire_interrupt; 
for numero_vecteur := $00 to $3F do 
beg in 
lire_vecteur_interrupt; 
offset[nu1ero_vecteurl := offset_code; 





(fffffffffffffffffffffffffffffffffffffffffffffffffffff f ffffffffffffffffffffffff} 
procedure init_ecrire_vect_interrupt; 
(ffffftffffftftfffffffffffffffffffff} 
(t Ecriture des adresses des routines 'inter i" et de quel ques autres procédures 
dans les vecteurs d'interruption du systè1e d'exploitation et dans certains 
vecteurs disponibles pour 1 ·utilisateur t) 
begin 
interdire_interrupt; 
for nu1ero_vecteur := $00 to $3F do 
begin 
if not(nu1ero vecteur in [$08 1$09 1$1C,$1D,$1E,$1F 1$21,$22 1$23 1$24 1 
$28 •. $2Ell 
end; 
then begin 
seg1ent_code := Cseg; 
offset_code := int_offset[nu■ero_vecteur l ; 
ecrire_vecteur_interrupt; 
end; 
nu1ero_vecteur := $60; 
seg1ent_code := seg1ent[$09l; 
offset_code := offset[$09J; 
ecrire_vecteur_interrupt; 
nu1ero_vecteur := $09; 
seg1ent_code := Cseg; 
offset_code := ofs(clavierl; 
ecrire_vecteur_interrupt; 
nu1ero_vecteur := $1C; 
seg1ent_code := Cseg; 
offset_code := ofs(prog_aida1i); 
ecrire_vecteur_interrupt; 
nu1ero_vecteur := $21; 
seg1ent_code := Cseg; 










(f nu1éro d'un vecteur d'interruption, 
utilisé exclusive■ent par les procédures 
"lire_vecteur_interrupt' et "écrire_ 
vecteur_interrupt' f) 
(f nu1éro d'un vecteur d'interruption à 
lire ou à écrire. Cette variable est 
globale pour les procédures "lire_ 
vecteur _interrupt• et "écrire_vecteur_ 
interrupt" 1) 
seg1ent_code, offset_code: integer; (f adresse du seg1ent et adresse relative 
d'une procédure à lire ou à écrire 
dans un vecteur d'interruption f) 
procedure lire_vecteur_interrupt; 
(fffffffffffffffffffffffffffffff) 
(f lecture de 1 'adresse contenue dans un vecteur d'interruption f) 
(f "nu1ero_vect' = nu1éro du vecteur à lire 11 
(* 'seg1ent_code' = seg1ent de code dans lequel se situe la routine de gestion 
des interruptions pointée par ce vecteur 1) 
begin 








(f écriture d'une adresse dans un vecteur d'interruption f) 
(f 1nu1ero_vect' = nu1éro du vecteur à écrire 1) 
(f 'seg1ent_code' = seg1ent de code dans lequel se situe la routine de gestion 
des interruptions pointée par ce vecteur 1) 
begin 
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procedure changer_flag(code_flag : integer; etat_touche: booleanl; 
(1---------------------------------------------------------------t) 
(f 1odification des octets de configuration du clavier f) 
(t "code_flag• = nouveau code per ■ettant de 1odifier les octets de 
configuration t) 
(f "etat_touche" = flag indiquant si une touche de fonction du clavier est 
enfoncée ou relàchée t) 
var key_flag : integer; (t 1ot de configuration désignant les octets 
'KB_FLA6" et 1 KB_FLA6_1• du clavier réel t) 
begin 
interdire_interrupt; 
key_flag := ($100 t 1e1[seg_buffer_clavier:kb_flag_l_1e1ll 
+ 1e1Cseg_buffer_clavier:kb_flag_1e1l; 
if etat_touche = true 
then 1e1w[seg_buffer_clavier:kb_flag_1e1l := (key_flag ) OR (code_flagl 





(t variables décrivant l'état des touches de fonction du clavier réel t) 
var 
ctrl, shift_gauche, shift_droit, alternate, 
caps_lock, caps_lock_etat, caps_lock_etat_si1ul, 
nu1_lock, nu1_lock_etat, 
scroll_lock, scroll_lock_etat, 
insert, insert_etat : boolean; 
fct : boolean; (t flag indiquant si une touche de fonction 
'Fi' du clavier si1ulé est acivée f) 
procedure reset_touch_special; 
(ftffftffffftffffffffftftffft) 
(t désactivation des touches d'état du clavier préalable1ent activées t) 
begin 
if (ctrl = truel then begin 
changer_flag($FFFB, falsel; 
ctrl := false; 
end; 
if (shift_gauche = true) then begin 
changer _flag($FFFD, false); 
shift_gauche := false; 
end; 
if (shift_droit = true) then begin 
changer_flag($FFFE, false); 
shift_droit := false; 
end; 
if (alternate = true) then begin 
changer _flag($FFF7, falsel; 
SYST EXP.PAS 
alternate := false; 
end; 
if (caps_lock = truel then begin 
changer_flag(SBFFF, falsel; 
caps_lock := false; 
end; 
if (nu■_lock = truel then begin 
changer_flag($DFFF, falsel; 
nu■_lock := false; 
end; 
if (scroll_lock = true) then begin 
changer_flag($EFFF, falsel; 
scroll_lock := false; 
end; 
if (insert = true) then begin 
changer_flag($7FFF, falsel; 
insert := false; 
end; 




procedure flags(code : integer); 
(ftftftfffffffffffftfffffffffff) 
(f ■odification de 1 'état des variables décrivant l'état du clavier, en fonction 
de la valeur du code de recherche t) 
(1 "code ' = code de recherche t) 
var code_flag : integer; (f code per ■ettant de ■odifier l 'état des variables 
du clavier tl 
begin 
case code of 
29 : begin 
ctr l : = true; 
code_flag := $0004; 
changer _flag(code_flag, truel; 
end; 
42 : begin 
shift_gauche := true; 
code_flag := $0002; 
changer_flag(code_flag, truel; 
end; 
54 : begin 
shift_droit := true; 




alternate := true; 




caps_lock_etat := not caps_lock_etat; 
caps_lock := true; 
if caps_lock_etat = true 
then code_flag := $4040 
else begin 
SYST EXP. PAS 
code_flag := $FFBF; 
changer_flag(code_flag, falsel; 






nu1_lock_etat := not nu1_lock_etat; 
nu1_lock := true; 
if nu1_lock_etat = true 
then code_flag := $2020 
else begin 
code_flag := $FFDF; 
changer_flag(code_flag, falsel; 
code_flag := $2000; 
end; 
changer _flag(code_flag, truel; 
end; 
70: begin 
scroll_lock_etat := not scroll_lock_etat; 
scroll_lock := true; 
if scroll_lock_etat = true 
then code_flag := $1010 
else begin 
code_flag := $FFEF; 
changer_flag(code_flag, falsel; 




82 : begin 
end; 
insert_etat := not insert_etat; 
insert := true; 
if insert_etat = true 
then code_flag := $8080 
else begin 
code_flag := $FF7F; 
changer_flag(code_flag, falsel; 
code_flag := $8000; 
end; 




procedure ecrire_carac_clavier(asci, code: integer; var erreur : integerl; 
(ffffflfffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f écriture d' un caractère dans le buffer du clavier •l 
(1 •asci" et "code" = codes ascii et de recherche associés au caractère à 
1é1oriser dans le buffer du clavier réel de la 1achine f) 
procedure 1e1oriser_buffer(asci, code: integer; var erreur : integerl; 
(1-------------------------------------------------------------------f ) 
(f 1é1orisation des codes ASCII et de recherche dans le buffer du clavier 
et 1ise à jour des pointeurs associés à ce buffer 1) 





(f code co1binant les codes asci i et de recherche, 
qu ' il faut 1é1oriser dans le buffer du clavier f) 
(f pointeur vers le dernier caractère disponible 
dans le buffer du clavier réel f) 
(f pointeur vers le pre1ier caractère disponible 
dans le buffer du clavier réel f) 
ptr_buffer_tail integer; (f nouvelle valeur à donner au pointeur 
1 buffer_tail 1 après 1é1orisation des codes 
ascii et de recherche dans le buffer du 
clavier réel f) 
begin 
(f lecture des pointeurs 1 buffer_tails 1 et "buffer _head" du clavier réel f) 
interdire_interrupt; 
buffer_tail := ($100 f 1e1[seg_buffer _clavier:buffer_tail _1e1 + lll 
+ 1e1[seg_buffer_clavier:buffer_tail_1e1l; 
buffer_head := ($100 f 1e1[seg_buffer _clavier:buffer_head_1e1 + 1)) 
+ 1e1[seg_buffer_clavier:buffer_head_1e1J; 
autoriser_interrupt; 
(f déter1ination de la nouvelle valeur à donner au pointeur "buffer_tail 1 f) 
if (buffer_tail + 2) = buffer_end 
then ptr _buffer _tail := buffer_start 
else ptr_buffer_tail := buffer_tail + 2; 
(f 1é1orisation des codes dans le buffer du clavier réel et 1ise à jour du 
pointeur 1 buffer_tail 1 f) 
if ptr_buffer_tail = buffer_head 
then son(400 1200l 
end; 
else begin 
valeur_buffer := asci + ($100 • code); 
interdire_interrupt; 
1e1M[seg_buffer _clavier:buffer _taill := valeur_buffer; 
1e1M[seg_buffer_clavier:buffer_tail_1e1J := ptr_buffer_tail; 
autoriser_interrupt; 
end; 
begin (ffff ecrire_carac_clavier ••••l 
if (asci >= 0l and (asci <= 255) and (code >= 0) and (code<= aax_codel 
then begin 
flags(codel; 
if not(code in [42,54,58,69,70)) 
then 1e1oriser_buffer(asci, code, erreur); 
end 







If GERANT DES FICHIERS f) 
procedure exist_fichl filenaae : strNrk; var exist : boolean); 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f vérification de 1 'existence d'un fichier 1) 
var f : file; 11 fichier f) 
begin 
assign(f, filenaael; (f$I-f) 
resetlfl; 
exist := (ioresul t = Ol; 





procedure creer_fichlfilenaae: strNrk; var erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffftfff) 
(f crée le fichier 'filenaae' sur disque t) 
var exist : boolean; 
f : fi 1 e; 
(f flag d'existence du fichier "filenaae• 1) 
If fichier f) 
begin 
exist_fichlfilenaae,existl; 
if exist = false then begin 
assignlf,filenaael; 
rewritelfl; 
cl ose ( f l; 
end 




procedure ouvrir_fichl filenaae: strNrk; n_type_pteur, lect : integer; 
var erreur : integerl; 
(fffffffftffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f ouverture d'un fichier f) 
(f "n_type_pteur• = N• du pointeur de la structure du fichier f) 
If 'lect• = type d'ouverture: en lecture ou en écriture f) 
var exist : boolean; (f flag d'existence du fichier 1 filena1e 1 f) 
begin 
exist_fichl filena1e 1 existl; 
if exist = true then begin 
case n_type_pteur of 
1 : begin 
assign(f_teleph, filenaael; 
if lect = 1 then reset(f_telephl 
else rewrite(f_telephl; 
end; 
2 : begin 
end 
SYST EXP. PAS 
assign(f_fen, filena1e}; 
if lect = 1 then reset(f_fen l 
else rewrite(f_fenl; 
end; 
3 : begin 
assign(f_text, filena1e); 
if lect = 1 then reset(f_textl 
else rewrite(f_textl; 
end; 
else erreur := 4; 
end; 




procedure fer1er_fich( filena1e: strWrk; n_type_pteur : integer; var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f feraeture d'un fichier f) 
(f "n_type_pteur• = N' du pointeur de la structure du fic hier f) 
var exist : boolean; (f flag d'existence du fichier 1 filena1e 1 f) 
begin 
exist_fich( filena1e, existl; 
if exist = true then begin 
case n_type_pteur of 
end 
1 close(f_telephl; 
2 : close(f_fenl; 
3 : close(f_textl; 
else erreur := 4; 
end; 






(f ACCES FICHIERS tl 
procedure vider_contenu_fich(filena1e: strWrk; var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f efface les infor1ations contenues dans un fichier fi 
var f : file; (f fichier f) 
exist : boolean; (f flag d'existence du fichier "filena1e• •l 
begin 
exist_fich(filena1e, existl; 










procedure lire_fich( nua_rec, n_type_pteur : integer; var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f lecture d'un enregistreaent dans un fichier •l 
(f 1 nu1_rec 1 = N• del 'enregistreaent à lire f) 
(f •n_type_pteur' = N• du pointeur de la structure du fichier •l 
procedure lecture_ligne_text(nua_rec : integer; var text_buffer : strWrk; 
var erreur : integerl; 
(f---------------------------------------------------------------------1) 
(f lecture d'une ligne dans un fichier de texte, dont le nuaéro est donné 
par 1 nu1_rec 1 f) 
(f "nu1_rec 1 = N' de la ligne à lire •l 
var i : integer; 
begin 
i := O; 
reset ( f _text l; 





if i <= nua_rec then erreur := 3; 
end; 
begin l•••• lire_fich ••••> 
case n_type_pteur of 
end; 
1 : begin 





else erreur := 3; 
end; 
2: begin 





else erreur := 3; 
end; 
3: lecture_ligne_text(nua_rec,buffer _text.taapon,erreurl; 




ofs_saut_3, ofs_saut_4 : integer; 
procedure sortie_directe; 
(fffffffffffffffffffffff) 
(f adresse d'entrée de la routine de gestion 
des interruptions appelée par le 
progra11e utilisateur f) 
(f fait appel à une pri1itive du systé1e d'exploitation sans exécuter de 
pri1itive d'exclusion 1utuelle 1) 
begin 
(f 1é1orisation du nu1éro du vecteur appelé par le progra11e del ·utilisateur f) 
1e1w(Cseg:ofs_saut_3J := offset(nu1_vecteurJ; 
1e1w(Cseg:ofs_saut_4J := seg1ent(nu1_vecteurJ ; 
(f restauration des registres du processeur f ) 
inline($07/$1F/$5F/SSE/$SA/$59/S5B/$58l; 
inline($5D/$8B/$ES/$5Dl; 
(f saut inconditionnel absolu vers une procédure du systè1e d'exploitation 
à exécuter f) 











nu1_vecteur _inter integer; 
procedure 1odif_inter_clavier; 
(ffffffffffffffffffffffffffff) 
(1 1é1orisation du nu1éro de vecteur appelé f) 
(f exécution du progra11e 1 AIDANI 1 avant de passer le contrôle à une routine 
per1ettant de lire des caractères au clavier, située dans le systè1e 
d'exploitation t) 
begin 
nu1_vecteur_inter := nu1_vecteur; 
ofs_entree := ofs(sortie_directe) + 4; 
son(S00,70); 
intro_data_clavier := true; 
(f appel del 'interruption nu1éro !Ch f) 
intr($1C,regsl; 
ofs_entree := ofs(sortie_directel + 4; 





(f registres du processeur 1é1orisés dans a pile lors de la génération 
del 'interruption par le progra11e utilisateur tl 







frr_prog : integer; 
retour_sortie: boolean; 
nua_fonct : integer; 
type_fonction : integer; 




(t ancien Stack Seg■ent tl 
(f ancien Stack Pointer tJ 
(t ancien Base Pointer f) 
(f nouveau Stack Seg■ent •J 
(f registres IP, CS, FR sauvés dans la pile lors f) 
(t de la génération d'une interruption par un f) 
(t progra11e utilisateur f) 
(t flag indiquant si un processus exécutant la procédure 
'entree' doit exécuter la procédure 'sortie' après 
avoir exécuté la routine de gestion des interruptions 
du systè1e d'exploitation désirée f) 
( f nuaéro d'une fonction du systè1e 
d'exploitation appelée t) 
(t type particulier d'une fonction del 'interruption 
nu■éro 06H du système d'exploitation, per■ettant 
de lire un caractère au clavier réel f) 
(t 1é1orise l 'adresse de retour aprés avoir exécuté 
la routine de gestion des interruptions du systè■e 
d'exploitation, désirée f) 
integer; (f adresse d'entrée de la routine de gestion 
des interruptions appelée par le 
progra11e utilisateur tJ 
(f peraet l'exécution d'une priaitive d'exclusion 1utuelle avant de donner 
le contrôle à une pri1itive du systè■e d'exploitation f) 
begin 
(f 1é1orisation del 'adresse de retour du progra11e del 'utilisateur, située 
dans la pile •J 
inline($07l; 










(f change1ent de pilet) 
inline!$16/$58/$A3/ass_entree/$Al/nss_entree/$50/$l7); 
inline!$94/$A3/asp_entree/$95/$A3/abp_entree); 
inline!$B8/pile_OS/$94/$B8/pile_OS/$95); (f change1ent de pile 1) 
(f test sur le nu1éro de vecteur appelé et action exécutée en conséquence, 
et test sur le nu1éro de fonction éventuel f) 
retour_sortie := true; 
regs.ax := ax_entree; 
nu1_fonct := regs.ah; 
case nu1_vecteur of 
$16: if (nu1_fonct = $00) AND (detourne_clavier = true) 
then 1odif_inter_clavier; 
$21 : begin 
case nu1_fonct of 
$01,$07 1$08,$0A,$0C: if detourne_clavier = true then 1odif_inter_clavier; 
$06: begin 
regs.dx := dx_entree; 
type_fonction := regs.dl; 
if (detourne_clavier = true) AND !type_fonction = $FFI 
then 1odif_inter_clavier; 
end; 
$00,f31 1$4B 1$4C : begin 
end; 
end; 
retour_sortie := false; 
retour_charge1ent := true; 
end; 
$20,$27 : begin 
end; 
retour_sortie := false; 
retour_charge1ent := true; 
end; 
(f 1é1orisation de 1 'adresse de retour au progra11e utilisateur interro1pu si on 
appelle une routine peraettant de lancer ou de ter1iner un progra11e; 
1é1orisation del 'adresse de retour à la procédure •sortie" sinon t) 
if retour_sortie = true then begin 
css := css_sortie; 




css := css_prog; 
ipp := ipp_prog; 
attendre!exclusion_ESl; 
end; 
ofs_entree := ofs(sortie_directe) + 4; 
(f restauration de la pile f) 
inline(SAl/ass_entree/$50/$17); 
inline!$Al/asp_entree/$94/$Al/abp_entree/$95); 
(1 té1orisation de 1 'adresse de la routine "sortie ' ou de celle du programte 












(f 1é1orisation del 'adresse de la routine du systè1e d'exploitation â exécuter •l 
1e1w[Cseg:ofs_saut_ll := offsettnu1_vecteurl; 
1e1w[Cseg:ofs_saut_2l := seg1enttnu1_vecteurl; 
inlinel$FBl; 
(f restauration des registres du processeur •l 
inline($O7/$1F/$5F/$5E/$5A/$59/$5B/$58l; 
inlinel$5D/$8B/$E5/$5Dl; 
(f saut inconditionnel absolu vers une procédure du systè1e d'exploitation 
â exécuter+) 










11 variables de 1é1orisation des registres du processeur dans la procédure 
'sortie" du progra11e 1) 
var 
11 registres du processeur 1é1orisés dans a pile lors de la génération 
del 'interruption par le progra11e utilisateur f) 







11 ancien Stack Seg■ent 1) 
11 ancien Stack Pointer 1) 
(f ancien Base Pointer 1) 
(f nouveau Stack Seg■ent 1) 
(f per1et l 'exécution d'une pri1itive d'exclusion 1utuelle à la sortie d'une 
routine du systè■e d'exploitation tJ 
begin 





(f restauration du registre DS f) 
inline($B8/$00/$00/$50/$1Fl; 
inline($Al/data_seg/$50/$1Fl; 




ofs_entree := ofs(entreel + 4; 
signaler(exclusion_OSl; 
(f restauration de la pile f) 
inline($A1/ass_sortie/$50/$17l; 
inline($Al/asp_sortie/$94/$Al/abp_sortie/$95l; 












(f restauration des registres du processeur f) 
inline($07/$1F/$5F/$5E/$5A/$59/$5B/$58l; 
inline($5D/$8B/$E5/$5Dl; 






(f procèdure appelèe par le vecteur d'interruption nu1èro OOh du système 
d'exploitation 1) 
begin 
(f sauvetage des registres du processeur f) 
inline($50/$53/$51/$52/$56/$57/$IE/$06l; 




(f ■é■orisation du nu■éro du vesteur appelé f) 
nu■_vecteur := $00; 



























































































































































(f sauvetage des registres du processeur f) 
inline($50/$53/$51/$52/$56/$57/$1E/$06l; 
(t restauration du registre DS f) 
inline($B8/$00/$00/$50/$1Fl; 
inline($Al/data_seg/$50/$1Fl; 
(t 1é1orisation du nu1éro du vecteur appelé t) 
nu1_vecteur := $10; 
(t dépositionne1ent d'un verrou si une rout ine de ter1inaison de progra11e 
ou de lance1ent de progra11e, figurant dans le systé1e d'exploitation, 
vient d'@tre exécutée f) 
if retour_charge1ent = true 
then begin 
if exclusion_clavier = 1 
end; 
then begin 
ofs_entree := ofs(entreel + 4; 
retour_charge1ent := false; 
exclusion_ES := 1; 
end; 














































































































































ax_21h 1 ds_21h : integer; (f registres du processeur 1é1orisées dans la pilet) 
nu1ero_fonction : integer; (t N1 de la fonction appelée par le progra11e 
utilisateur, faisant partie de 1 'interruption 
nu■éro 21h f) 
interrupt_21_25h : integer; (t adresse d'entrée de la procédure 1 inter_21_25h ' •l 
changer_vecteur : boolean; (t flag indiquant si un vecteur d'interruption du 
systè■e d'exploitation va @tre 1odifié par la 





(t sauvetage de certains registres du processeur t) 
inline($50/$1El; 
(f restauration du registre DS 1) 
inlinel$B8/$00/$00/$50/S!Fl; 
inline(SA!/data_seg/$50/$1Fl; 




(f identification de la fonction 25h de 1 'interruption 21h f) 
regs.ax := ax_21h; 
nu1ero_fonction := regs.ah; 
if (nu1ero_fonction = $251 AND (changer _vecteur= false) 
end; 
then begin 





(1 saut inconditionnel indirect vers la procédure "entree" 
(ou "sortie directe") f) 





(f variables de 1é1orisation des registres du processeur dans la procédure 
"inter _21_25h" du progra11e 1) 
var 
ds_21_25h, dx_21_25h, ax_21_25h, (f registres du processeur suvés dans la pile 
lors de 1 'interruption f) 





utilisateur désire changer 1 'adresse 1) 
(f ancien Stack Seg1ent f) 
(f nouveau Stack Seg1ent 1) 
(f ancien Stack Pointer f) 
(f ancien Base Pointer 11 
procedure restaurer_vecteur_interrupt(nu1_vect : integerl; 
(f------------------------------------------------------1) 
(f cette procédure per1et de restaurer 1 'adresse des routines "inter i" du 
progra11e 1 aida1i 1 dans les vecteurs d'interruption dont 1 'adresse a été 
1odifiée par un logiciel •standard' f) 
begin 
if nu1_vect = SIC 
then begin 
nu1ero_vecteur := nu1_vect; 
lire_vecteur_interrupt; 
if (ds_21_25h = seg1ent_code) AND (dx_21_25h = offset_code) 
then change_lC := false 
else begin 
nu1ero_vecteur := inter_lC_detournee; 
seg1ent_code := DS_21_25h; 





change_lC := true; 
end; 
nu1ero_vecteur := nu1_vect; 
seg1ent_code := ds_21_2Sh; 








(f 1é1orisation des para1êtres nécessaires pour exécuter la fonction 2Sh de 
1 'interruption 21h du systê1e d'exploitation f) 
(f ces para1êtres sont fournis par le progra11e utilisateur dans les registres 











changer_vecteur := true; 
regs.ax := ax_21_2Sh; 
nu1_vecteur_21_25h := regs.al; 
restaurer_vecteur_interruptlnu1_vecteur_21_25hl; 
changer_vecteur := false; 
(f restauration de la pile f) 
inlinel$Al/ass_fct25/$50/$17l; 
inline($A1/asp_fct2S/$94/$Al/abp_fct25/$95l; 
































































































































































































, .............................................................................. ) 









, .............................................................................. ) 














































































MAN FI H.PAS 
procedure nu1_der _ele1_fich( var nu1_rec_final, erreur : integer; n_type_pteur : integerl; 
{ffffffffffffffffffffffffffffffffffffffffffffffffflfflfffflffflfflffflfflffffffffffffffff) 
{f déter1ination du nu1éro du dernier enregistre1ent dans un fichier f) 
(f 1 n_type_pteur 1 = N1 du pointeur de la structure du fichier 1) 
procedure nbre_ele1_fich_text(var nbre_ele• : integerl; 
{f---------------------------------------------------4) 
{f déter1ination du no1bre de lignes dans un fichier de texte tl 
var buffer_txt : strWrk; (1 buffer te1poraire pour la lecture 1) 
begin 
nbre_ele1 := -1; 
reset{f_textl; 




nbre_ele■ := nbre_ele1 + 1; 
end; 
begin (1111 nu■_der_elea_fich 1111) 
case n_type_pteur of 
1 : nu1_rec_final := filesize(f_telephl - 1; 
2: nu1_rec_final := filesize(f_fenl - 1; 
3: nbre_ele1_fich_text(nu1_rec_finall; 
else erreur := 4; 
end; 




procedure deter1_rec_pteur{ filena1e : strWrk; var n_type_pteur, erreur : integerl; 
(fffffffffffffffffffffffffffffffffffflffffffffffffffffffffffffffflffffffffffffffff) 
(1 TABLE DES FICHIERS du progra11e "AIDA"l'. Déter ■ination du nu■éro du 
pointeur d'une structure de fichier associé à un fichier défini dans 
la table des fichiers 1) 




filena■e_court := copy{filena1e,l,Sl; 
if filena■e_court = 'telep' then begin (f fi chier du téléphone f) 
n_type_pteur := 1; 
trouve:= true; 
end; 
if filena■e_court = 'fenet' then begin '* fichiers de fenêtres 1) 
n_type_pteur := 2; 
trouve:= true; 
end; 
(1 fichiers de texte 1) 
if {filena1e_court = 'texte') OR (filena1e_court = 'batch'l then begin 








procedure acces_seq( filena■e: strWrk; nu■_rec_init, num_rec_final : integer; 
var n_type_pteur, erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(t lecture d'un ou de plusieurs records dans un fichier f) 
(f "nu1_rec_init 1 = N' du record initial à lire •l 
(f 1 nu1_rec_final 1 = N' du record final à lire tl 
(f •n_type_pteur• = N' de la structure du fichier f) 
var nu■_record : integer; 
pre■ier : boolean; 
(f N' du record en cours de lecture f) 
(f flag indiquant qu'on va lire le pre■ ier record t) 
procedure 1e1oriser_data( n_type_pteur : integerl; 
(1----------------------------------------------f) 
(f 1é1orisation dans un~ liste chainée en 1é1oire centrale, des records lus 
dans un fichier •l 
(f "n_type_pteur• = N' du pointeur de la structure du fichier t) 
var i : integer; 
pteur_fenetre: obj_fenetre; 
pteur_teleph : code_teleph; 
pteur _text : fich_text_buf; 
(f pointeur vers un record de fen@tre f) 
(f pointeur vers un record de téléphone •l 
(f pointeur vers un record de fichier de texte t) 
begin 
case n_type_pteur of 
1 : begin 
neN(pteur _telephl; 
pteur_telephA,tps_inter _chiffre:= teleph.tps_inter_chiffre; 
pteur_telephA,tps_inter_i ■puls := teleph,tps_inter_i ■puls; 
pteur _telephA,tps_duree_i ■puls := teleph.tps_duree_i ■puls; 
pteur_telephA.port_sortie := teleph,port_sortie; 
pteur_telephA,nu1_bit_i1p := teleph.nu1_bit_i1p; 
pteur_telephA,next := ptr_teleph; 




pteur_fenetreA,nu■_objet := fenetre.nu■_objet; 
pteur _fenetreA,valeur _string := fenetre.valeur _string; 
for i := 1 to 4 do 
begin 
pteur_fenetreA,coord[il := fenetre.coord[il; 
end; 
pteur _fenetreA,couleur_caractere := fenetre.couleur_caractere; 
pteur_fenetreA,couleur _fond := fenetre.couleur_fond; 
pteur_fenetreA.etat_bouton := fenetre.etat_bouton; 
pteur_fenetreA,nu■_gr_bouton := fenetre.nu■_gr_bouton; 
pteur _fenetreA.nu■_action := fenetre.nu,_action; 
pteur_fenetreA.next := ptr_fenetre; 







pteur_textA.ta1pon := buffer_text,tanpon; 
if ptr_text = nil then prec_ptr_text := pteur_text 
else ptr_textA,prec := pteur _text; 
pteur_textA,next := ptr_text; 
ptr _text := pteur_text; 
end; 
begin (1111 acces_seq 1111) 
preaier := true; 
deter1_rec_pteur( filena1e, n_type_pteur, erreur); 




if not(erreur in [1,4]) 
then begin 
end; 
nu1_der_ele1_fich( nu1_record, erreur, n_type_pteurl; 
if erreur O 23 
then begir. 
if (nu1_rec_init <= nu1_record) and ( nue_rec_final <= nu1_record) 
then begin 
if nu1_rec_final < 0 then nu1_rec_final := nua_record; 
(1 lecture des records dans le fichier 1) 
for nu1_record := nu1_rec_init to nu1_rec_final do 
begin 
lire_fich(nu1_record, n_type_pteur, erreur); 
if not(erreur in [3, 4]) 
then begin 
if pre1ier = true then begin 
pre1ier := false; 
case n_type_pteur of 
1 : ptr_teleph := nil; 
2: ptr_fenetre := nil; 





else erreur := 7; 
end; 
if n_type_pteur = 3 then ptr_textA,prec := nil; 
end 







procedure ecrire_fich_seq_text(filena1e: strNrk; nu1_rec_init, nu1_rec_fin: integer; 
var erreur : integerl; 
(lllllllllllllllllflllllllllllfllllllllllllllllllfllllllllflllffllllllfllfllllflflllf) 
(1 écriture d'une ou de plusieurs lignes dans un fichier de texte 1) 
(1 "nu1_rec_init 1 = N' de la pre1ière ligne à écrire 1) 
(1 1 nu1_rec_fin" = N' de la dernière ligne à écrire 1) 
var i : integer; 
nu1_record : integer; 
erreur_entree: integer; 
(1 N' de la dernière ligne du fichier de texte 1) 
(1 valeur de la variable 'erreur• à l'entrée de la 
procédure 1) 
n_type_pteur : integer; (1 N' du pointeur de la structure du fichier 1) 
begin 
erreur_entree := erreur; 
acces_seq(filenaie,0,-1,n_type_pteur,erreur); 
if not(erreur in [1,2,4,71) 
then begin 
ouvrir_fich(filenaie,3,1,erreurl; 
nu1_der_ele1_fich(nu1_record, erreur, 3l; 
fer1er_fich(filena1e,3,erreurl; 
erreur := erreur_entree; 




(1 1é1orisation dans le fichier des •nu■_rec_init - 1' pre■ ières lignes qui se 
trouvaient déjà dans le fichier et quel 'on désire garder 1) 
for i := 0 to (nu■_rec_init - 1) do 
begin 
writeln(f_text,prec_ptr_textA,ta1ponl; 
prec_ptr_text := prec_ptr_textA.prec; 
end; 
(1 1é1orisation des nouvelles lignes 1é1orisées dans le tableau 'ta1pon• 1) 
nu1_ta1pon := 1; 
for i := nu■_rec_init to nu■_rec_fin do 
begin 
writeln(f_text 1ta1pon[nu1_ta1ponll; 
nu1_ta1pon := nu1_ta1pon + 1; 
if prec_ptr_text <> nil 
then prec_ptr_text := prec_ptr_textA,prec; 
end; 
(1 1é1orisation des éventuelles autres lignes lues précéde11ent dans le fichier 1) 
end; 
while (prec_ptr_text <> nill do 
begin 
writeln(f_text, prec_ptr_textA.ta■ponl; 








procedure rech_ancien_code(port_s: integer; var ancien_code, indice_table_ports, 
erreur : integerl; 
(fffffffffffffftffffttfffffffffffffffttffffffftffffffffffffffftfffffffffffffttff) 
(t Recherche del ' ancien code •ancien_code" qui est le dernier code envoyé vers 
le port de sortie adressé par 1 port_s 1 t) 
(t 1 indice_table_port• = indice de la table des ports de sortie ident ifiant 
l 'élé1ent dans lequel se trouve l'ancien code t) 
var trouve: boolean; 
: integer; 
begin 
trouve := false; 
i : = 1; 
while (trouve= falsel AND (i <= nb_1ax_ports_sortiel do 
begin 
if table_port_sortie[i,1] = port_s 
then begin 
trouve := true; 
indice_table_ports := i; 
ancien_code := table_port_sortie[i,21; 
end 
el se i : = i + 1; 
end; 
if trouve= false then erreur := 24; 
end; 
procedure envoyer_code_appareilslnu1_bit, port_s, delai, etat_bit : integer; 
var erreur : integerl; 
(ffttfftfftffffftffffffttffffftftfffttttftffftfttffttftttttttttfftttfffffttf) 
(t envoi d'un signal vers un port de sortie extérieur t) 
(t 1 nu1_bit 1 = N' du bit sur lequel le signal est é1is t) 
(t 1 port_s• = adresse du port de sortie t) 
(f "delai • = te1ps d'attente pendant l 'envoi du signal tl 
(t "etat_bit" = niveau logique binaire du signal à envoyer tl 
var code: integer; (t code inter1édiaire t) 
nouveau_code: integer; 
indice_table_ports : integer; 
ancien_code: integer; 
begin 
(t déter1ination du ••asque• du code à envoyer vers le port de sortie t) 
if etat_bit = 0 
then begin 
case nu1_bit of 
0: code:= $FE; 
1 : code := $FD; 
2: code:= $FB; 
3 : code:= $F7; 
4 : code:= $EF; 
5 : code:= $DF; 
6 : code:= $BF; 




case nu1_bit of 
0 : code := $01; 
end; 
1 : code := $02; 
2: code:= $04; 
3 : code:= $08; 
4 : code:= $10; 
5 : code:= $20; 
b: code:= $40; 




if erreur < > 24 
end; 
then begin 
case etat_bit of 
0: nouveau_code := (ancien_codel AND (codel; 
1 : nouveau_code := (ancien_codel OR (code); 
end; 
!• envoi du code vers le port de sortie •l 
port[port_sl := nouveau_code; 
table_port_sortie[indice_table_ports,2] := nouveau_code; 
if etat_bit = 1 then son(200,delail 
else delay(delail; 
end; 
SEST ECR .PAS 
procedure dessiner_fond_fenetrel xh, yh, xl, yl : integer l; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffl 
(f 1 1et à blanc• une zone del 'écrao pour y afficher une fen@tre 1) 
var i, j : integer; 
begin 
for j := yh to lyl - Il do 
begin 
for i := xh to lxl - 1) do 
begin 
gotoxyli,j); 




procedure dessiner_bord_fenetre(xh, yh, xl, yl : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f affichage du bord d'une fen@tre 11 
var i : integer; 
begin 
for i : = 1 x h + 11 t o I x l - 1 l do 
begin 
gotoxyli ,yhl; 
wri tel'-' l; 
end; 
for i := lyh + 11 to lyl - Il do 
begin 
gotoxylxh,il; 
writel'l ' l; 
end; 











wr i te ( ' r • ) ; 
gotoxy (xl, yh); 
write(','); 
gotoxy(xh,yU; 
WrÎ te ( ' L' l j 
gotoxy(xl ,y!); 




procedure affiche_fen( nu1_fen, xh, yh, xl, yl, type_fen, couleur_fond, 
GEST ECR.PAS 
couleur_caractere : integer; header : strWrkl; 
(ffffffffffffftftttttftttftftttttftftftfffffffffffffffffffffffffffffff) 
(f affichage d'une fenêtre d'un certain type à l'écran en tenant co■pte du ■ode 
de l'écran tl 
(t 1 nu1_fen• = N' de la fenêtre tl 
(f •type_fen" = type de la fenêtre t) 
(f 'header' = entête de la fenêtre 1) 
begin 
case 1ode_ecran of 
11415,b: begin 
defineWindow( nu■_fen, xh, yh, xl, yll; 
(f affichage del 'entête de la fenêtre 1) 








(f affichage du bord de la fenêtre t) 





yh := trunc(yh / 8) + 1; 
yl := trunc(yl / 8) + 1; 
xh : = xh + 1; 
xl := xl + 1; 
dessiner_fond_fenetre(xh,yh,xl,yll; 




procedure rech_e1place_string(nu1_string, nu1_fenetre : integer; var x, y, 
couleur_caractere, echelle, erreur : integer); 
(ffttftftftftftfffffffffffffffffftfftftfffffffffffffffffffffffffffffffffff) 
(t Recherche d'un e1place1ent réservé pour une chaine de caractères, dans la 
fenêtre nu1éro 1 nu1_fenetre" tl 
(t 1 nu1_string 1 = N' del 'e1place1ent t) 
(t "x, y• = coordonnées del 'e1place1ent tl 
var trouve : boolean; 
ptr _obj_ecran : obj_ecran; 
begin 
trouve : = fal se; 
ptr_obj_ecran := table_convers[nu1_fenetrel,obj_ecran_ptr; 
while (trouve= falsel AND (ptr_obj_ecran <> nil) do 
begin 
if ptr_obj_ecran~.type_objet = 3 
then begin 
(t ueJJ9, 1 ap JnasJnJ np saJeJOJ/sa1eqo16 sa9uuopJooJ = ,A 'x, t) 
(t a9uuop aJ+9uat aun v saA!+eJaJ saJeJOJ sa9uuopJooJ 
ua ueJJ9, l l"Dl v saA!+eJaJ sa1eqo16 sa9uuopJooJ ap uoi+e1JOfSU!Jl t) 
(tfffffffffffffffffffffffffffffffffffffffftfftffffffffffffffffffffffffffffff) 





!(A 1 X)AXOl06 
u16aq 
(f au1e4J et ap aJ9+JeJeJ Ja11aJd np sa9uuopJOOJ = ,A 'x, tl 
(f Ja4J!tte v saJ9+JeJeJ ap au1e4J = 1 JeJeJ-au1e4J 1 t) 
(t ueJJ9, t V saJ9+JeJeJ ap au~e4J aun,p a6e4J!tte t) 
(fffffffffffffffffftffftffffftffffftfffftfffftffffttffftftfftfffftfffff) 
!(~JMJlS : JeJeJ-au1e4J !Jaôa+U! 





!(asret 14A - PtJOM-xe,-A 'tx 'tA - PtJOM-xe,-A 14x )aJenb5MeJQ ua4l 
[S 1 t] U! +afqo-adAl t! 
u16aq ua4l 
[9's'•'tl ui ueJJa-apo■ f! 
u16aq 
(t +afqo,t ap adAl = .lafqo-adA+. t) 
(t aJliUat er ap ,N = 1 aJ+auat-■nu 1 t) 
{t ueJJ9, t V uo+noq un ,p a6e4J!tf' t) 
(fffffffffffffffftffffffffffffffftfffffffffffffffffffffffffffffffffffffffffffffffffff) 
!(Ja6a+u! : +afqo-adA+ 'aJ+auat-■nu'rA 'tx 14A 14x 




!01 == JnaJJa ua4l asret = aAnDJl t! 
!pua 
!+xau·vueJJa-çqo-J+d :: ueJJa-çqo-J+d 
!pua 
!pua 
!a4J!tte-6U!JlS-Jna1noJ == aJa+JeJeJ-JnaynoJ 
![tJ+afqo-pJOOJ'vUeJJa-ÇqD-J+d :: at{a4Ja 
![ZJ+afqo-pJoOJ'vUeJJa-çqo-J+d :: A 
![tJlafqo-pJDOJ'vUeJJa-çqo-J+d :: x 
!anJ+ == aAnDJl 
u16aq ua4l 




xh := table_fenetre[nu1_fenetre,1J; 
yh := table_fenetre[nu■_fenetre,2J; 
xi := table_fenetre[nu1_fenetre,3J; 
yl := table_fenetre[nu1_fenetre,4l; 
if ( x h < 0) or ( yh < 0) or ( x 1 < 0) or ( y 1 < 0) 
then erreur := 13 
else begin 
end; 
(f transfor1ation des coordonnées f) 
x := trunc(x_1ax_world - (x_aax_world • ((xi - x) / (xi - xh)))); 




procedure 1aj_table_conv( nu1_fenetre: integer); 
(fffffffffffffffffffffffffffffffffffffffffffffff) 
(f activation de la fenêtre nu1éro "nut_fenetre• 1) 
var i : i nteger; 
begin 
for i := 1 to nb_1ax_fenetres do 
begin 
table_converstil,actif := false; 
end; 




procedure inserer _table_conv( type_dobjet, xh, yh, xl, y!, nu1ero_action, 
nu1_gr_bouton, nu1_fenetre: integer); 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f ajout d'un objet dans une liste chainée de la table de conversion f ) 
(f "nu■_gr_bouton' = N' du groupe du bouton f) 
var ptr _obj_ecran : obj_ecran; (f pointeur vers la structure de données du 





ptr_obj_ecranA,type_objet := type_dobjet; 
ptr_obj_ecranA,coord_objet[l] := xh; 
ptr_obj_ecranA.coord_objett2l := yh; 
ptr_obj_ecranA.coord_objetC3J := xi; 
ptr_obj_ecranA.coord_objetC4l := yl; 
ptr_obj_ecranA.nut_gr_objet := nu1_gr_bouton; 
ptr_obj_ecranA,num_action := nutero_action; 
ptr _obj_ecranA.next := table_convers[nun_fenetrel.obj_ecran_ptr; 




procedure suppri1_table_conv( nua_fenetre: integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f suppression des objets relatifs à une fenêtre, de la table de conversion f) 
var pteur_obj_ecran : obj_ecran; (f pointeur vers les objets à suppri1er f) 
ptr_obj_ecran : obj_ecran; (t pointeur vers les objets à suppri1er t) 
begin 
ptr_obj_ecran := table_convers[nu1_fenetreJ.obj_ecran_ptr; 
while ptr_obj_ecran <> nil do 
begin 
pteur_obj_ecran := ptr _obj_ecran~.next; 
dispose(ptr_obj_ecranl; 
ptr_obj_ecran := pteur_obj_ecran; 
end; 
table_convers[nu1_fenetrel.obj_ecran_ptr := nil; 




procedure deter1iner_action( x, y : integer; var nu1_fenetre, type_objet, 
nu1_gr_objet, nu1_action, erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f •x, y•= coordonnées du curseur t) 
(f "nu1_fenetre• = N' de la fenêtre dans laquelle se trouve le curseur tl 
(f 'type_objet• = type de 1 'objet pointé par le curseur t l 
(t •nu1_gr_objet' = N' du groupe de 1 'objet pointé •l 
(f 1 nu1_action 1 = N' de 1 'action à exécuter t) 
var pteur_obj_ecran : obj_ecran; (f pointeur vers la liste chainée contenant les 
objets de la fenêtre pointée f) 
identique: boolean; (t = true si le curseur de l'écran est à 1 ' intérieur 
d'un objet de la fenêtre f) 
trouve : boolean; 
procedure deter1_nu1_fenetre_coord(var nua_fenetre, erreur : integer; 
x, y : integerl; 
(1------------------------------------------------------------------f) 
(f déter1ination du nu1éro de la fenêtre dans laquelle le curseur de 1 'écran 
est localisé tl 
(f 1 nu1_fenetre• = N' de la fenêtre f) 
var i, 
xl, yl, xh, yh : integer; (t coordonnées de la fenêtre f) 
trouve: boolean; 
begin 
trouve := false; 
i := nb_1ax_fenetres; 
while (trouve = falsel and (i >= 1l do 
begin 




nu■_fenetre := table_ordre_fen[iJ; 
xh := table_fenetre[ nu■_fenetre,tJ; 
yh := table_fenetre[ nu■_fenetre,2J; 
xl := table_fenetre[ nu■_fenetre,3J; 
yl := table_fenetre[ nua_fenetre,4J; 
if lx >= xhl and lx <= xl) and ly >= yh) and ly <= yl) 
then trouve := true; 
end; 
: = i - 1; 
end; 
if trouve= false then erreur := 5; 
end; 
procedure co■parer_coordl pteur _obj_ecran : obj_ecran; x, y : integer; 
var identique: boolean); 
11------------------------------------------------------------------f) 
If co■paraison des coordonnées du curseur del 'écran avec les coordonnées 
d'un objet affiché dans une fenêtre à 1 'écran, pour voir si le curseur 
est à l'intérieur de cet objet. La structure de données del 'objet est 
pointée par le pointeur "pteur_obj_ecran• f) 
I• 'identique•= true si le curseur del 'écran est à l'intérieur del 'objet f) 
begin 
identique:= false; 
case pteur_obj_ecranA,type_objet of 
1,5 : begin 
end; 
if lx >= pteur_obj_ecranA.coord_objet[lJ) and 
lx <= pteur_obj_ecranA.coord_objet[3J) and 
ly >= pteur _obj_ecranA,coord_objet[2J) and 
ly <= pteur_obj_ecranA.coord_objet[4J) 
then identique := true; 
end; 
end; 
begin (1111 deter ■iner_action ••••l 
deter1_nu1_fenetre_coordl nu■_fenetre, erreur, x, yl; 
if erreur O 5 
then begin 
if table_convers[nu■_fenetreJ.actif = true 
then begin 
global_to_local lx, y, erreur, nu■_fenetrel; 
pteur_obj_ecran := table_convers[nu1_fenetrel.obj_ecran_ptr; 
trouve:= false; 
while lpteur_obj_ecran <> nill AND (trouve= false) do 
begin 
co■parer_coordl pteur_obj_ecran, x, y, identique); 
if identique= true 
then begin 
type_objet := pteur_obj_ecranA.type_objet; 
nu1_gr_objet := pteur_obj_ecranA.nu ■_gr_objet; 
nu■_action := pteur_obj_ecranA.nua_action; 
trouve:= true; 
end 
else pteur_obj_ecran := pteur_obj_ecranA.next; 
end; 
if trouve= false then erreur := 12; 
GEST ECR.PAS 
end 
else erreur := B; 
end; 
end; 
!••···········································································•) , .............................................................................. ) 
procedure rech_entree_tableau(nu1_fenetre: integer; var entree, 
erreur : integerl; 
(1------------------------------------------------------------+l 
(+ recherche d'une valeur d'indice de la table de conversion. Cet indice 
identifie un élé■ent de la table dans lequel le nu1éro de fenêtre 
1 nu1_fenetre 1 est 1é1orisé •l 
var trouve: boolean; 
begin 
entree := 1; 
trouve := false; 
while (trouve= false) and (entree <= nb_max_fenetres) do 
begin 
if table_ordre_fen[entree] = nut_fenetre then trouve:= true 
else entree := entree + 1; 
end; 
if trouve= false then erreur := 6; 
end; 
procedure suppri1_fen_ordre( nu1_fenetre : integer; var erreur : integer); 
(++••···································································•) 
(+ suppression du numéro de fenêtre "nu1_fenetre• de la table d'ordonnance1ent +) 
var j, 
entree integer; (+ indice de la table identifiant l'élé■ent dans lequel 
le nu1éro de fenêtre 1 nu1_fenetre 1 est 1é1orisé +) 
begin 
rech_entree_tableau( nu1_fenetre, entree, erreur); 
if erreur O 6 
end; 
then begin 
for j := entree to (nb_1ax_fenetres - 1) do 
begin 
table_ordre_fen[j] := table_ordre_fen[j+!]; 
end; 




procedure ajout_fen_ordre( nu■_fenetre : integer; var erreur : integer); 
!+1++1+++1+++++1+++++++++••+++11++++++++1++11+1+++1++1+1+11+1+11++1+++1) 
(f ajout du nu■éro "nu~_fenetre" dans la table d'ordonnance1ent f) 
var entree integer; (f indice du pre1ier élétent nul en partant de la 
GEST ECR.PAS 
gauche, dans la table de conversion f} 
erreur_verif integer; 
begin 
rech_entree_tableau( nu1_fenetre, entree, erreur_verifl; 
if erreur_verif = 6 
then begin 
rech_entree_tableau( O, entree, erreur); 
. if erreur<> 6 then table_ordre_fen[entreel := nu1_fenetre; 
end 




procedure rech_der _table_ordre(var nu1_fenetre, erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Recherche du nu1éro de la derniére fen@tre affichée à 1 'écran f) 
var trouve : boolean; 
integer; 
begin 
nu1_fenetre := O; 
trouve := false; 
i := nb_1ax_fenetres; 
while (trouve= false) and (i >= ll do 
begin 
if table_ordre_fentil <> 0 
then begin 
nut_fenetre := table.ordre_fen[il; 
trouve:= true; 
end 
e 1 se i : = i - 1; 
end; 




procedure efface_fenetre_1c(ptr_obj_fen : obj_fenetrel; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f efface de la 1é1oire centrale une liste chainée contenant la description des 
objets d'une fen@tre et de la fen@tre elle-1@1e f} 
(t ' ptr_obj_fen • = pointeur vers cette liste chainée f) 
var pter_fenetre : obj_fenetre; 
begin 
while ptr_obj_fen <> nil do 
begin 
end; 
pter_fenetre := ptr_obj _fen A.next; 
dispose (ptr_obj_fenl; 





procedure inserer_table_fen_1c( pointeur_fenetre : ob j_fenetre; filena1e: strWrkl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff fffff f) 
(f Insertion d' une nouvelle fenêtre dans la table des fenêtres présentes en 
mé1oire centrale •l 
I• "pointeur_fenetre• = pointeur vers la liste chainée contenant la description 
des objets de la fenêtre, et de la fenêtre elle-1~1e t ) 
(f 1 filena1e 1 = no1 du fichier dans lequel est décrite la fenêtre t l 
var pter_fenetre: obj_fenetre; (f pointeur vers la liste chainée d'une fenêtre, 
à suppri1er de la table des fenêtres présentes 
en 1é1oire centrale t) 
begin 
pter_fenetre := table_fen_1c_ptr[ptr_table_fen_1cl; 
table_fen_1c_no1[ptr _table_fen_1cl := filena1e; 
table_fen_1c_ptr[ptr_table_fen_1cl := pointeur_fenetre; 
(f mise à jour du pointeur vers les éléaents de la table des fenêtres présentes 
en 1é1oire centrale f) 
if ptr_table_fen_1c < n_1ax_fen_1c 
then ptr_table_fen_1c := ptr_table_fen_1c + 1 





procedure deter1_nu1_fen( var nu1_fenetre, erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Déter1ination d'un nouveau nu1éro de fenêtre f) 




i := 1; 
j := 1; 
trouve := true; 
trouve_nu■ero := false; 
(f flag indiquant que le nu1éro envisagé existe 
déjà dans le systè■e f) 
(f flag indiquant que 1 'on a trouvé un nouveau 
nu1éro f) 
while (j <= nb_1ax_fenetresl and (trouve_nu1ero = falsel do 
begin 
while (trouve= truel and li <= nb_1ax_fenetresl do 
begin 
if table_ordre_fen[il = j then trouve:= false 
el se i : = i + 1; 
end; 
if trouve= true 
then begin 
trouve_nu1ero := true; 
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procedure lecture_string_fenetre(var chaine_carac : strWr k; caract : char; 
couleur_caractere, echelle, nu1_fenetre, x, y : integer); 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Lecture d'une chaine de caractères dans une fenêtre 1) 
(1 1 chaine_carac 1 = chaine de caractères à lire f) 
(f "caract• = caractère à ajouter en fin de chaine et à afficher dans la fen~tre f) 
(t 1 echelle 1 = hauteur des caractères à afficher t) 
(f "nu1_fenetre• = N1 de la fen~tre t) 
(t •x, y•= coordonnées de 1 'e1place1ent de la fenêtre f) 
begin 
if caract O bs 
then chaine_carac := chaine_carac + caract 
else begin 
chaine_carac := copy(chaine_carac, 1, length(chaine_carac) - 1); 
affiche_carac(x + length(chaine_caracl,y,couleur_caractere,echelle, 
nui_ fenetre, · ·); 
end; 
affiche_carac(x, y, couleur _caractere, echelle, nu1_fenetre, chaine_caracl; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure lect_bout_souris(var actif_bouton : boolean); 
(fffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f lecture de 1 'état du bouton de la souris t) 
begin 
regs.ax := 3; 
intr(nu1_vecteur_souris,regsl; 
if regs,bx in [1 12,3] then actif_bouton := true 
else actif_bouton := false; 
end; 
(fffffffffffffffffffffffffflflfffllfffflffflffflffflffflffffffffffflffflfffffff) 
procedure lect_nbre_appuis_bout(var nbre_appuis_bout : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f déter1ine le no1bre d'appuis successifs sur le bouton de la souris entre deux 
appels à cette focntion f) 
begin 
co1pte_appuis_bout := O; 
regs,ax := 5; 
regs.bx := 3; 
intr(nu1_vecteur_souris,regsl; 
nbre_appuis_bout := regs,bx; 
end; 
(fffffflffffffffffflfffffffffffffffffffflfffffffffffffffffffffffffffffftfffffff) 
procedure lect_nbre_relaches_bout(var nbre_relaches_bout : integerl; 
(fffffffffffffffffffffffffflffflffflfffflffffffffffffffllfllffflfff) 
(+ déter1ine le no1bre de relaches successives du bouton de la souris entre deux 
appels à cette focntion t) 
begin 
l 1 
co1pte_relaches_bout := O; 
regs,ax := 6; 
regs,bx := 3; 
intr(nu■_vecteur _souris,regsl; 




procedure lect_pos_souris(var x,y: integerl; 
(ffffffffffffffffffflffffffllllllffflflflflf) 
(t lecture de la position du curseur à 1 'écran tl 
begin 
regs, ax : = 3; 
intr(nu■_vecteur_souris,regsl; 
x := regs.ex; 
y := regs.dx; 
if x < 0 then x := O; 
if y< 0 then y := O; 
if x > 639 then x := 639; 
if y > 199 then y := 199; 
end; 
(ffflffflflflffflffffffffffffffffffffffffffflffffffffffffffffffffffffffffffffff) 
.J ' _. _ ... • n ... 
procedure affiche_fenetre( filenate: strWrk; var erreur : integerl; 
(ffifffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage d'une fenêtre, identifiée par son no■ de fichier, et de son 
contenu à 1 'écran f) 
var pteur_fenetre: obj_fenetre; (f pointeur vers la liste chainée contenant la 
description de la fenêtre et de son contenu f) 
nut_fenetre: integer; (f N' de la fenêtre à afficher 1) 
procedure chercher_pteur_fen( var pteur_fenetre: obj_fenetre; filenate: strWrk; 
var erreur : integerl; 
(f-----------------------------------------------------------------------------1) 
(f Recherche, dans la table des fenêtres présentes en tétoire centrale, du 
pointeur "pteur _fenetre• de la fenêtre identifiée par son not de fichier 
1 filena1e•. f) 
(f Ce pointeur pointe vers la liste chainée contenant la desription des élétents 
de cette fenêtre, et de la fenêtre elle-1ê1e. Si ce pointeur n'existe pas, 
le fichier "filena■e• est chargé en 1é1oire centrale et une liste chainée est 
créée f) 
var trouve : boolean; 
i : integer; 




i := n_1ax_fen_1c; 
Nhile (trouve = false) and (i >= 1) do 
begin 
if table_fen_1c_no1Cil = filena■e 
then begin 
trouve:= true; 
pteur_fenetre := table_fen_tc_ptr[il; 
end 
e lse i : = i - 1; 
end; 
if trouve= false 
end; 
then begin 
acces_seql filena1e, o, -1, n_type_pteur, erreur); 
pteur_fenetre := ptr_fenetre; 
if notlerreur in [1 121314171231) then inserer_table_fen_1c( pteur_fenetre, filena1el; 
end; 
procedure afficher_objet_fenetre(pteur _fenetre : obj_fenetre; nu1_fenetre: integerl; 
(1---------------------------------------------------------------------------------f) 
(f affichage d'un objet d'une fenêtre à l'écran+) 
(f •pteur_fenetre• = pointeur vers cet objet t) 
(f "nu1_fenetre" = N' de la fenêtre à afficher f) 
var type_dobjet, 





type_fen : integer; 
chaine_carac : strWrk; 
(f type de 1 'objet à afficher f) 
(f coordonnées de 1 'objet •l 
(1 N' de 1 ·action associée à l'objet à afficher f) 
(1 hauteur des caractères à afficher 1) 
(f N' du groupe du bouton à afficher f) 
(f type de la fenêtre à afficher 1) 
(1 chaine de caractères à afficher f) 
SORTIES.PAS 
couleur_fond : integer; 
etat_bouton : integer; 
header : strWrk; 
(f ~tat du bouton à afficher f) 
(f entête de la fenêtre à afficher f) 
begin 
type_dobjet := pteur_fenetreA.nu1_objet; 
case type_dobjet of 
1, S : begin 
xh := pteur_fenetreA.coord[lJ; 
yh := pteur_fenetreA,coord[2J; 
xi := pteur_fenetreA,coord[3J; 
yl := pteur_fenetreA.coord[4J; 
nu1_action := pteur_fenetreA,nu1_action; 
nu1_gr_bouton := pteur_fenetreA.nu1_gr_bouton; 
etat_bouton := pteur _fenetreA.etat_bouton; 
couleur_caractere := pteur_fenetreA,couleur_caractere; 
couleur_fond := pteur_fenetreA.couleur_fond; 
inserer_table_conv( type_dobjet, xh, yh, xi, yl, nu1_action, 
nu1_gr_bouton, nu1_fenetrel; 
affiche_bouton( nu1_gr_bouton, etat_bouton, couleur_fond, couleur_caractere, 
xh, yh, xi, yl, nu1_fenetre, type_dobjetl; 
end; 
2 : begin 
xh := pteur _fenetreA,coord[lJ; 
yh := pteur_fenetreA,coord[2J; 
echelle := pteur_fenetreA,coord[3J; 
couleur_caractere := pteur_fenetreA,couleur_caractere; 
chaine_carac := pteur_fenetreA,valeur_string; 
affiche_carac( xh, yh, couleur_caractere, echelle, num_fenetre, chaine_caracl; 
end; 
3: begin 
xh := pteur_fenetreA,coord[lJ; 
yh := pteur _fenetreA.coord[2J; 
nu1_gr_bouton := pteur_fenetreA.nu1_gr_bouton; 
inserer_table_conv(type_dobjet, xh,yh,O,O,O,nu1_gr_bouton,nu1_fenetre l; 
end; 
0 : begin 
xh := pteur_fenetreA.coord[lJ; 
yh := pteur_fenetreA,coord[2J; 
xi := pteur_fenetreA,coord[3J; 
yl := pteur_fenetreA.coord[4J; 
1aj_table_fenetre( nu1_fenetre, xh, yh, xi, yll; 
type_fen := pteur_fenetreA,etat_bouton; 
couleur_fond := pteur _fenetreA.couleur _fond; 
couleur_caractere := pteur_fenetreA.couleur_caractere; 
header := pteur_fenetreA.valeur_string; 
affiche_fen( nu1_fenetre, xh, yh, xi, yl, type_fen, couleur_fond, 
couleur _caractere, headerl; 
end; 
end; ( f end case f l 
end; 
begin (ffff affiche_fenetre ffff) 
deter1_nu1_fen(nu1_fenetre, erreur); 
if erreur O 10 
then begin 
if filena1e = ' fenetl · then nu1_fenetre_1enu := nu1_fenetre; 
chercher_pteur_fen( pteur_fenetre, filename, erreur); 
end; 
SORTIES. PAS 
if not (erreur in tl, 2, 3, 4, 7, 231) 
then begin 
end; 
if nu1_fenetre in tl,,nb_1ax_fenetresl 
then begin 
1aj_table_conv( nu1_fenetrel; 
ajout_fen_ordre( nu1_fenetre, erreur); 
if not (erreur in té, 91) 
then begin 
while pteur_fenetre <> ni! do 
begin 
afficher _objet_fenetre(pteur _fenetre, num_fenetrel; 








procedure efface_fenetre(type_fenetre : integer; var erreur : integerl; 
(fffffffffffffffffffffffffffffffflflffffffffffffffffffffffffffffffffff) 
(f Efface1ent de la dernière fen!tre affichée à 1 'écran •l 
(f •type_fenetre• = type de fen!tre à effacer. On distingue les types: 
•t• : pour une fenêtre ne nécessitant pas de sauvetage de 1 'écran sur 
disque, et qui doit donc être effacée de 1 'écran dès que 1 ' utilisateur 
sélectionne un objet quelconque de 1 'écran avec la souris. (c 'est le 
cas des fen!tres de 1enus). 
•2• : pour une fenêtre nécessitant un sauvetage de 1 'écran sur disque f) 
var nu1_fenetre: integer; (f N" de la fen!tre à effacer 1) 
procedure effacer_fenetre_disque(nu1_fenetre : integer; var erreur : integer); 
(f--------------------------------------------------------------------------1) 
(f Efface une fenêtre affichée à 1 'écran, en chargeant le contenu de 1 'écran 
qui a été 1é1orisé sur disque avant 1 'affichage de cette fenêtre •l 
var nu1_fen_string : str3; 
nom_fich : StrNrk; 
exist : boolean; 
begin 
(1 N' de la fenêtre f) 
(f no1 du fichier désiré 1) 
(f flag indiquant si le fichier désiré existe 1) 
str(nu1_fenetre, nu1_fen_stringl; 
no1_fich := 'window· + num_fen_string; 
exist_fich(no1_fich, existl; 
if exist = true then loadScreen(no1_fich) 
else erreur := 1; 
end; 
begin (1111 efface_fenetre 1111) 
rech_der _table_ordre(nua_fenetre,erreurl; 







if erreur<> 16 then 1aj_table_conv(nu1_fenetrel ; 
case type_fenetre of 
end; 
end; 








procedure deplacer _curseur( x,y : integer); 
111111111111111111111111111111111111111111) 
If 1odification des coordonnées du curseur del 'écran 1) 
begin 
regs, ax : = 4; 
regs.ex := x; 







(f rend le curseur del 'écran visible f) 
begin 







(f rend le curseur de 1 ' écran invisible f) 
begin 








(f active le curseur "hardware• du logiciel de la souris, pour le iode texte t) 
begin 
regs,ax := 10; 
regs.bx := I; 
regs.ex := O; 





F0RM SIG .PAS 
procedure preparer_code_appareils(code, n_type_pteur : integer; var erreur : integerl; 
(ffffffffffffffffffffffffffffffififffififfiffffifffffifffffffffififffffffffffifffffif) 
(f Préparation des codes à envoyer aux appareils électriques extérieurs 1) 
(f 'code'= code à envoyer après 1ise en for1e 1) 






(f te1ps entre 1 'envoi de deux chiffres d'un 1ê1e N' de téléphone f) 
(f te■ps entre deux i1pulsions d' un 1ê1e chiffre de téléphone t) 
(f te■ps de durée d'une i1pulsion pour le téléphone f) 
(f adresse du port de sortie 1) 
(f N' du bit sur lequel le signal est envoyé f) 
i : integer; 
begin 
case n_type_pteur of 
(f envoi de signaux vers le "1ains-libres1 f) 
1 : begin 
if code in [0 11,2,3,4,S,b,7,B,91 
then begin 
tps_chif := pteur _telephoneA,tps_inter_chiffre; 
tps_i ■p := pteur_telephoneA,tps_inter_i1puls; 
tps_duree := pteur_telephoneA,tps_duree_i ■puls; 
end; 
port_s := pteur_telephoneA,port_sortie; 
nu1_bit := pteur_telephoneA,nu1_bit_i1p; 
case code of 
end; 
0,1 12,3,4 15,6 17,8,9: begin 
if code= 0 then code:= 10; 
for i := 1 to code do 
begin 
envoyer_code_appareils(nua_bit, port_s, tps_duree, 1, erreur); 
envoyer_code_appareils(nu1_bit, port_s, tps_i1p, 0, erreur); 
end; 
envoyer_code_appareils(nu■_bit, port_s, tps_chif - tps_imp, 0, erreur); 
end; 
10: envoyer_code_appareils(nu1_bit, port_s, 10, 0, erreur); 
11 : envoyer_code_appareils(nua_bit, port_s, 10, 1, erreur); 
else erreur := 22; 
end; 
else erreur := 4; 
end; (fend case f) 
end; 
COORDINA .PAS 
procedure bouger_curseur_ecran(action_souris : integerl ; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffff ) 
(f dêplace1ent du curseur visible à 1 'êcran, à un certain endroit de 1 'êcran 1) 




case action_souris of 
72: y:= y - deplace_vertical_curseur; 
75: x := x - deplace_horizontal_curseur; 
77 : x := x + deplace_horizontal_curseur; 








(f active le bouton de la souris et 1et à jour les variables du logiciel de la 
souris t) 
begin 
if co1pte_appuis_bout = NAXINT then co1pte_appuis_bout := 30; 
co1pte_appuis_bout := co1pte_appuis_bout + 1; 
1e1w[seg_souris:$0118l := 3; 
1e1w[seg_souris:$0132l := co1pte_appuis_bout; 
regs,ax := 3; 
intr(nu1_vecteur_souris,regsl; 
1e1w[seg_souris:$0134l := regs.ex; 
1e1w[seg_souris:$013bl := regs.dx; 
1e1w[seg_souris:$011Al := 1; 
1e1w[seg_souris:$011Cl := regs.ex; 
1e1w[seg_souris:$011El := regs,dx; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure desactiver _bouton_souris; 
(fffffffffffffffffffffffffffffffff) 
(f dêsactive le bouton de la souris et 1et à jour les variables du logiciel 
de la souris t) 
begin 
if co1pte_relaches_bout = NAXINT then co1pte_relaches_bout := 30; 
co1pte_relaches_bout := co1pte_relaches_bout + 1; 
1e1w[seg_souris:$0118l := O; 
1e1w[seg_souris:$0138l := co1pte_relaches_bout; 
regs,ax := 3; 
intr(nu1_vecteur_souris,regsl; 
1e1w[seg_souris:$013Al := regs.ex; 
1e1w[seg_souris:$013Cl := regs,dx; 
1e1w[seg_souris:$0120l := 1; 
1e1w[seg_souris:$0122l := regs.ex; 
1e1w[seg_souris:$0124l := regs.dx; 




procedure activer_souris(action_souris : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffff) 
(f effectue une action spécifique avec le logiciel de la souris, en fonction 
de la valeur contenue dans la variable •action_souris' •l 
begin 
autoriser _interrupt; 
case action_souris of 
72 175,77,80: bouger_curseur_ecran(action_sourisl; 






procedure affiche_erreur(erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffff) 
(f affichage d'une erreur dans un encadre1ent f) 
var chaine : strNrk; 




clic_bouton := O; 
autoriser_interrupt; 
saveScreen('erreur.ecr'l; 
(f chaine de caractères à afficher f) 
(f nu1éro del 'erreur f) 
dessiner_fond_fenetre(21,8,59,15l; 
dessiner_bord_fenetre(21,8,59 115l; 
affiche_carac(23,9,15 11111 ·présence d"une erreur 1111 'l; 
str(erreur,string_erreurl; 
chaine := 'erreur : ' + string_erreur; 
if erreur = 1 then chaine :=chaine+ · •· + fichier inexistant + ·• '; 
affiche_carac(23 111,15,1,l,chainel; 
affiche_carac(23,13,15,l,l,'Appuyez pour continuer 'l; 
interdire_interrupt; 
lecture_fichier := false; 
repeat (f attente d'une pression sur le bouton de la souris •l 
autoriser_interrupt; 
interdire_interrupt; 
until clic_bouton <> O; 









procedure affiche_nouv_fen(filenaae: strWrk; type_fenetre : integer; 
var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage d'une nouvelle fenêtre à l 'ècran avec sauvetage du contenu de 
l 'ècran avant l'affichage f) · 
(f "filenaae• = no1 du fichier contenant la description de la fenêtre f) 
(f •type_fenetre• = type de fenêtre à afficher. On distingue les types: 
•1• : pour une fenêtre ne nècessitant pas de sauvetage del 'ècran sur 
disque, et qui doit donc être effacèe del 'ècran dès quel 'utilisateur 
sèlectionne un objet quelconque del 'ècran avec la souris. (c'est le 
cas des fenêtres de aenusl. 
•2• pour une fenêtre nècessitant un sauvetage de 1 'ècran sur disque 1) 
var nu■_fenetre: integer; 
begin 
deter1_nu1_fen(nu1_fenetre, erreur); 
if erreur O 10 
then begin 
case type_fenetre of 













(f Efface toutes les fenêtres affichèes à l 'ècran 1) 
var nua_fenetre: integer; (f N' des fenêtres à effacer 1) 
i : integer; 
erreur : integer; 
ptr_fenetre, (f pointeur vers les objets des fenêtres à f) 
pteur_fenetre: obj_fenetre; (1 effacer f) 
begin 
erreur := O; 
(f rèinitialisation des tables du progra11e "aida1i 1 f) 
rech_der_table_ordre!nu1_fenetre,erreurl; 







(t auo4d9{9t a{ a4JoJJJeJ no a4JoJJ9Q t) 
(f-----------------------------------------------t) 
!(Ja6atul : aJtauat-■nu'apoJ)OJJap-oJJJeJ aJnpaJoJd 
(tttfftfftfffftffffffffffftfffftffffffttfffffftffftfffffftttffffffftftftftttftf) 
!pua 




(t ueJJ9, [ ap JnasJnJ a1 Jed a9+u1od aJliUat = 1 aJ+aua 1 -■nu 1 tl 
(t auo4dvt9t ap ,N un Jauuo1+Jat9s ap tue++a■ Jad aJliUat et ap a6e4JJftij t) 
(fttfttftttfttfffffftftfftffffffftffftffffffffffffffffffffffffffffffffffff) 
!(Ja6a+U! : JnaJJa JeA !Ja6a+U! : aJ+aua1-1nu10Ja1nu-Jauuoi+Jaras aJnpaJoJd 
(ffffffffffffffffffffffffffffffffffffffffffffffffffftffffffffffffffffffffffffff) 
!pua 
!anJl :: nua,-a4JJtte ua4l o = JnaJJa t! 
!(JnaJJa't' .z+auat,)Uat-Anou-a4JJtte 
u16aq 
(t ueJJ9, [ ap JnasJnJ ar Jed a9+u1od aJliUat = 1 aJ+aua 1-■nu 1 t) 
(t .auo4d9t9l, a4Jil e1 ap 1 nua1-snos 1 np a6e4JJffij tl 
(tffffffffffffftfftfftffffffffffffffftttftttffff) 
!(Ja6a+U! : aJ+aua 1 -■nu1auo4dara+-a4Je1 aJnpaJoJd 






!(JnaJJa ' t'O)Ja!Ae[J-JeJeJ-aJJJJa ua4l anJ+ = JeJeJ-JasiJ01a1 tl 
!+dnJJa+uJ-JaSJJO+ne 
!+Je+s-Ja11nq :: c1a,-pea4-Ja11nq:JaJAe[J-Ja11nq-6asJM1a1 




!(uea1ooq : JeJeJ-JaSJJ01a11JaJAetJ-Ja11nq-Ja++asaJ aJnpaJoJd 
(ttffttttftffffffftftttffftfftftffttttftfttfftttttttttttfttttfftttttttfffftffff) 
!pua 
(t ateJ+uaJ aJ10191 
ua saJliUat sap uoi+dJJJsap er +ueua+uoJ sa9u1e4J sa+S![ sap +ua,aJe11a tl 
COORDINA.PAS 
(1 1 code 1 = code à envoyer vers le 11ains-libres1 , aprés transfor ■ations t) 
(1 •nu1_fenetre" = fenêtre pointée par le curseur de 1 'écran 1) 
var n_type_pteur, (f N' du pointeur de la structure du fichier 1) 
erreur : integer; 
begin 
erreur := O; 
acces_seq('telep1 · ,0,-1,n_type_pteur,erreurl; 
pteur_telephone := ptr_teleph; 





if erreur <> 0 then affiche_erreur(erreurl; 
delay(SO); 
end; 
procedure decrocher(nu1_fenetre: integerl; 
(fffffffffffffffffffffffffffffffffffffffff) 
(f Décrochage du téléphone f) 
(f "nu1_fenetre• = fenêtre pointée par le curseur de 1 'écran f) 
begin 
raccro_decro(10,nu1_fenetrel; 
affiche_1enu := false; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure raccrocherlnu1_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffffff) 
(f Raccrochage du téléphone 1) 
(1 "nu1_fenetre• = fenêtre pointée par le curseur de 1 'écran •l 
begin 
raccro_decrol11,nu1_fenetrel; 





(t Co1position d'un nouveau nu1éro de téléphone et initialisation des variables 
associées +l 




if erreur= 0 then begin 
nu1_telephone[nu1ero_fenetrel := '' ; 
affiche_nouv_fen( 'fenetll ' ,2,erreur l; 
end; 






(f Sélection du dernier nu■éro de téléphone 1é1orisé +) 
begin 
efface_fenetre(2,erreurl; 











procedure intro_nu1_telephone(code, num_fenetre: integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Introduction et 1é1orisation d'un chiffre de nu■éro de téléphone. Le chiffre 
est affiché dans un e1place1ent réservé de la fen~tre N' 1 nu1_fenetre• •l 
(f •code" = code à envoyer vers le 11ains-libres 1 aprés aise en for1e t) 
(f •nu1_fenetre" = fen~tre pointée par le curseur del 'écran +l 
var x, Y, (f coordonnées del 'e1place1ent réservé 
dans la fen~tre 1 nu1_fenetre•, pour 
afficher une chaine de caractères f) 




if erreur<> 19 
then begin 










procedure nu1ero_tel_cor(nu1_fenetre: integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffff) 
(t Né1orisation du nu1éro de téléphone introduit f) 
(f 1 nu1_fenetre 1 = fenétre pointée par le curseur de 1 'écran f) 
begin 




procedure sortie_telephone(nu1_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffftffffftff) 
(1 Sortie après avoir introduit un nouveau nu1éro de téléphone f) 
(f "nu1_fenetre• = fenétre pointée par le curseur de 1 'écran f) 
begin 
efface_fenetre(2,erreurl; 
if erreur<> 0 then affiche_erreur(erreurl; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure envoyer_num_tel (tel_nu1 : strWrkl; 
(ffffffffffffffffffffffffffffffffffffffffff) 
(t Envoi du numéro de téléphone 'tel_num• vers le "mains-libres• •l 
var chiffre_teleph : string[1J; 
chiffre: integer; 
n_type_pteur : integer; 
code : integer; 
faux_nu1ero: boolean; 
i : integer; 
begin 
(t un chiffre du N' de téléphone à envoyer f) 
(fun chiffre du N' de téléphone à envoyer •l 
(f N' du pointeur vers la structure du fichier 
de téléphone •l 
(f flag indiquant si chaque chiffre du nu1éro 
de téléphone est bien un nombre entier •l 
(t flag indiquant si le nu1éro de téléphone co1posé 
est valide f) 
(t lecture du fichier de téléphone t) 
acces_seq('telepl · ,0,-1,n_type_pteur,erreurl; 
pteur _telephone := ptr _teleph; 
if erreur= 0 
then begin 
i := 1; 
faux_nu1ero := false; 
while li <= length(tel_nu1)l AND (faux_nu1ero = false) do 
begin 
chiffre_teleph := copy(tel_nu1,i,ll; 
val(chiffre_teleph, chiffre,codel; 
if code<> 0 then begin 
faux_numero := true; 




if erreur= 22 then faux_nu■ero := true; 




if erreur <> 0 then affiche_erreur(erreurl; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure affiche_der_nu1_tel(nu1_fenetre: integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage du dernier nu■éro de téléphone 1é1orisé 1) 




(f coordonnées de 1 'e1place1ent situé dans la 
fen~tre N' "nu■_fenetre" pour y afficher le 
nu■éro de téléphone 1) 
begin 
rech_e1place_string!1,nu1_fenetre,x,y,couleur_caractere,echelle,erreurl; 







!t TACHE "OUTILS" t) 
procedure Tache_outils(nu■_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage du "sous-1enu" de la tache "outils" •l 
(f 1 nu1_fenetre 1 = fen~tre pointée par le curseur de 1 'écran •l 
begin 
affiche_nouv_fen('fenet3' 11,erreurl; 
if erreur= 0 then affiche_1enu := true; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure afficher_horloge(nu1_fenetre : integer; var erreur : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage de 1 'horloge 1) 








procedure vitesse_clavier(nu1_fenetre : integer; var erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Sélection de la vitesse du clavier f) 









(f active ou désactive le détourne■ent des appels aux routines de gestion des 




detourne_clavier := not(detourne_c!avierl; 
autoriser_interrupt; 
de!ay(60l; 





(f active ou désactive les touches fléchées du clavier réel lorsque le logiciel 
'standard' qui s'exécute utilise un curseur ■obile a 1 'écran, ■anipulable 




reset_touche_active := not(reset_touche_active); 
autoriser_interrupt; 
delay(60l; 
affiche_■enu := false; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure desactiver _son; 
(fffffffffffffffffffffff) 
(f désactive le son du progra11e 'aidaai" t) 
begin 
efface_fenetrell,erreur); 
actif_son := not(actif_sonl; 
delay(60l; 







(t TACHE 'LOGICIELS" tl 
procedure Tache_logiciel (nu,_fenetre : integerl; 
(ttfftttfftttfftttttffftffttfffftftffftfffffftf) 
(t Affichage du 1 sous-1enu• de la tache 'logiciel• t) 
(f •nu1_fenetre• = fenêtre pointée par le curseur del 'écran t) 
begin 
affiche_nouv_fen('fenet4 ' ,1,erreurl; 
if erreur= 0 then affiche_1enu := true; 
end; 
(tffffttffftffffffffffffffffftffftffftfffftfffttftffftffftttftfttfffffffffttfff) 
procedure afficher_repertoire(nut_fenetre: integer; var erreur : integerl; 
(fttffffftfffttfffffffffftffffffttffftffffffffffffffffffffffffffffffffffff) 
(t Affichage du répertoire t) 




affiche_1enu := false; 
end; 
(ffffffffffffffffftfftfffftftffffffffffffffffffffffffffffffffffffftffffffffffff) 
procedure afficher_clavier(nu1_gr_objet : integer; var erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffft) 
(t Affichage du clavier et initialisation des variables associées tJ 
(t "nu1_gr_objet 1 = N' du groupe del 'objet pointé t) 
var nu■ero_fenetre: integer; 
begin 
if logiciel_clavier = true then efface_fenetre(2,erreur l 
else efface_fenetre(!,erreur l; 
deter1_nu1_fen(nu1ero_fenetre,erreurl; 
if erreur<> 10 
then begin 
case nu1_gr_objet of 
1 : affiche_nouv_fen('fenet9' 12,erreurl; 
2 : affiche_nouv_fen('fenet13' ,2,erreurl; 
end; 
chaine_cla[nu1ero_fenetrel := · ·; 
taille_buffer := 80; 
nbre_car_buffer := O; 
end; 
reset_touch_special; 




procedure lire_clavier(code_rech, code_asci, nu■_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff ) 
(f Lecture d'un caractêre introduit au clavier si ■ulê de 1 ' êcran f) 
(f "nu1_fenetre 1 = fenêtre pointêe par le curseur de 1 'êcran t) 
(f ' code_rech" et "code_asci' = codes de recherche et ascii aug1entês de 1000 1 
caractêrisant la touche du clavier t) 
var code, asci, 
X' Y, 
(f codes de recherche et ascii t) 
(f coordonnêes de 1 'e1place1ent rêservê dans la fenêtre N' 
"nu1_fenetre" pour y afficher le caractêre sêlectionnê f) 
echelle, 
couleur_caractere: integer; 
caract: char; (f caractêre sêlectionnê •l 
begin 
if nbre_car _buffer < taille_buffer (f teste si le buffer du clavier si1ulé est 
re11pli •> 
then begin 
code:= code_rech - 1000; 
asci := code_asci - 1000; 
if logiciel = false then flags(codel; 
if (asci in [97 •• 1221) AND (caps_lock_etat = true ) 
then asci := asci - 32; (f déter1ination du code ascii pour les 
majuscules f) 
code_asci_clavier := asci; 
code_rech_clavier := code; 
if (asci in [8,21,32 .. 2551) AND (code > 1) 
then begin 
(f affichage du caractêre sêlectionné dans 1 'e1place1ent rêservé 
de la fenêtre à 1 'êcran fl 
rech_e1place_string(l,nu1_fenetre,x,y,couleur_caractere,echelle,erreurl; 
if erreur = 0 
end; 
then begin 




nbre_car_buffer := nbre_car_buffer + 1; 
end 
else son(300,400); 




procedure lancer_logiciel (num_fenetre, nu11_gr_objet : integer l; 
(fffffffffffffffffffffffffffffffffffffffffffffffffff ffffffffff ) 
COORDINA,PAS 
(1 Lance 1 'exécution d'un logiciel "standard" 1) 
(f •nu1_fenetre" = fen@tre pointée par le curseur de 1 'éc ran f ) 
(f 1 nu1_gr_objet• = N' du groupe de 1 'objet pointé 1) 
var filenaae : strWrk; (f no1 du logiciel •standard" à exécuter f) 
procedure deter1_logiciel (nu1_gr_objet : integer; var filena1e : strWrkl; 
(1---------------------------------------------------------------------f) 
(t TABLE DES LOGICIELS "STANDARDS' du progra11e 1 aida1i 1 1) 
(1 Déter1ination d'un no1 de fichier 1 filena1e 1 en fonction du nu1éro de 
groupe d'objet •nu1_gr_objet f) 
begin 
case nu1_gr_objet of 
1 : filena1e := ·turbo ' ; 
2: filena1e := ·a:pctools'; 
3: filenaae := 'pcpaint ' ; 
5 : fi 1 enaae : = · ws · ; 
6 : fi 1 ena1e : = • dbase ·; 
7: filenaae := 'gwbasic '; 
B: filena1e := ' chess ' ; 
end; 
end; 
procedure inserer_no1_fich_batch(filena1e: strWrk; var erreur : integerl; 
(1----------------------------------------------------------------------f) 
(f Insertion du no1 du fichier "filena1e 1 dans le fich ier 1 batch 1 appelé 
1 batchl 1 1) 
begin 
ta1pon[ll := filena1e; 
ecrire_fich_seq_text( 'batchl,bat ' ,1,1,erreurl; 
end; 
begin 11111 lancer_logiciel 1111) 
effacer_fenetres_ecran; 
if nu1_gr_objet <> 4 then deter1_logiciel lnu1_gr _objet,fi lena1el 
else filena■e := chaine_cla[nu1_fenetrel; 
inserer_no1_fich_batch(filena1e,erreurl; 
1e1w[$0000:$0184] := O; .(1 per1et de sortir du progra11e 1 aida_go.co1 1 f) 
sortie_aida := true; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure sortie_clavier(nu1_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffff) 
(f Sortie d'une fen@tre représentant un clavier simulé à l 'écran f) 
(f ' num_fenetre' = fen@tre pointée par le curseur de 1 'écran 1) 
begin 
if logiciel_clavier = true then begin 
lancer _logiciel (nui_fenetre ,4); 






if erreur<> 0 then affiche_erreur(erreurl; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure afficher_IBN_PC(num_fenetre: integer; var erreur : integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage des logiciels exécutables sur IBN-PC t) 




affiche_menu := false; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
procedure choix_logiciel(num_gr_objet, num_fenetre : integerl; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f Affichage de la fenêtre permettant de choisir un logiciel •standard' en 
vue de son exécution f) 
(f num_gr _objet•= N1 du groupe de 1 'objet pointé par le curseur t) 
(t •num_fenetre• = fenêtre pointée par le curseur de 1 'écran t) 
begin 
if num_gr_objet <> 0 
end; 
then begin 
logiciel := true; 
logiciel_clavier := true; 
if num_gr_objet = 4 then afficher _clavier(2,erreurl 






(t TACHE "SORTIE" tl 
procedure retablir_vecteurs_interrupt; 
(t----------------------------------1) 
(f re■émorise dans tous les vecteurs d'interruption du système d'exploitation leur 
ancienne adresse avant de lancer le progra1me 1 aidami • f) 
var i : integer; 
begin 
interdire_interrupt; 
for i := $00 to $3F do 
begin 
if i <> $21 then begin 
COORDINA.PAS 
nu1ero_vecteur := i; 
seg1ent_code := seg1ent[iJ; 




nu1ero_vecteur := $21; 
seg1ent_code := seg1ent[$21J; 
offset_code := offset[$21J; 
ecrire_vecteur _interrupt; 
nu1ero_vecteur := $1C; 
seg1ent_code := seg1ent[$1Cl; 
offset_code := offset[$1Cl; 
ecrire_vecteur_interrupt; 






(f Sortie du progra11e "aida1i 1 f) 
begin 
sortie_aida := true; 
affiche_■enu := false; 






procedure executer _action(nu1_action, num_fenetre, type_objet, nu1_gr_objet : 
integerl; 
(fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f TABLE DES ACTIONS du progra11e "aida1i 1 f) 
(f "nu■_action• = N1 de 1 'action à effectuer f) 
(f 1 nu1_fenetre• = fenêtre pointée par le curseur de 1 'écran f) 
(f •typeobjet• = type de 1 'objet pointé par le curseur f) 
(f "nu■_gr_objet• = N1 du groupe de 1 'objet pointé par le curseur f) 
begin 
erreur := O; 
cacher_curseur; 
case nu1_action of 
0 : ; 
1 : Tache_telephone(nu■_fenetre); 
2: Tache_outils(nu1_fenetrel; 
3: Tache_logiciel (nu■ _fenetre); 




7 : afficher_horloge(nu1_fenetre, erreur); 
8: vitesse_clavier(nu1_fenetre, erreur); 
9: afficher_repertoire(nu1_fenetre, erreur); 
10: afficher_clavier(nu1_gr_objet,erreurl; 
11 : afficher_IBN_PC(nu1_fenetre, erreur); 
12: tache_sortie; 
13 : efface_fenetre(2,erreurl; 
14 : co1poser_nouv_nu1ero_teleph; 
15: selection_der_nu1_tel; 
16 : selection_nu1_annuaire; 
17 : intro_nu1_telephone(nu1_gr_objet, nu■_fenetrel; 
18: nu■ero_tel_cor(nu■_fenetrel; 
19 1 sortie_telephone(nu1_fenetrel; 
20: envoyer_nue_tel (nu1_telephone[nu1_fenetrell; 
21 : affiche_der _nu1_tel (nu■_fenetrel; 
22 : envoyer_nu1_tel (der_nu1_tell; 
23 : choix_logiciel (nu■_gr_objet, nu1_fenetre); 
24 : sortie_clavier(nu ■_fenetrel; 
25 : activer_detourne■ent_clavier; 
26 : activer_touches_flechees; 
27 : desactiver_son; 
















erreur := O; 
lect_pos_souris(x, yl; 
x := trunc(x / Bl; 
(f N' de la dernière fen@t re affichée à 1 'écran f) 
(f N' de 1 'action associée à 1 'objet pointé t) 
(f N' du groupe de 1 'objet pointé par le curseur 1) 
(1 type de 1 'objet pointé par le curseur f) 
(f coordonnées du curseur de 1 'écran •l 
(f N' de la fen@tre pointée par le curseur 1) 
deter1iner_action(x, y, nu■_fenetre, type_objet, nu1_gr _objet, nu■_action, 
erreur); 
case erreur of 
0: executer_action(nu■_action, nu1_fenetre, type_objet, nu■_gr_objetl; 
5: begin 
if affiche_1enu = true 
then begin 
(f efface■ent d'un "sous-■enu• si celui-ci est affiché à 1 'écran 
et si le pointeur de 1 'écran sélectionne un endroit de 
l'écran où aucune fen@tre n'est affichée t) 
cacher _curseur; 
erreur := O; 
rech_der_table_ordre!nu■_fen,erreurl; 
var 
(f registres du processeur sauvés dans la pile lors de la génération de 
1 'interruption par le progra11e utilisateur f) 




nss_souris1 : integer; 
(f ancien Stack Seg1ent f) 
(f ancien Stack Pointer f) 
(f ancien Base Pointer f) 
(f nouveau Stack Seg1ent f) 
1odif_action_souris : boolean; (f flag indiquant si des fonctions du logiciel 
de la souris doivent ~tre exécutées. Cette 
fonction est mé1orisée dans la routine de 
détourne1ent du clavier réel, pour e1p~cher 
toute réentrance dans le logiciel de la 
souris 1) 
ipp_souris, css_souris : integer; (f adresse vers laquelle le processus qui 
exécute le logiciel de la souris, est 
détourné, aprés exécution d'une pri1itive 
de ce logiciel •l 
ofs_saut_5, ofs_saut_b : integer; (f adresse de la routine du logiciel de la 
souris que le progra11e utilisateur 
désire exécuter f) 
procedure souris_entree; 
(ffffffffffffffffffffff) 
(f per1et d'exécuter une pri1itive d'exclusion 1utuelle avant de donner le 
contrôle au logiciel de la souris f) 
begin 
(f 1é1orisation des registres du processeur f) 
inline($50/$53/$51/$52/$56/$57/$1E/$06l; 
(f restauration du registre DS f) 
inline($88/$00/$00/$50/$1Fl; 
inline($Al/data_seg/$50/$1Fl; 
















if 1odif_action_souris = true 
then begin 
ipp_souris := ip_souris; 
css_souris := cs_souris; 
end; 
CLA SOUR.PAS 
(1 restauration de la pile 1) 
inline($A1/ass_souris1/$5O/$17l; 
inline($A1/asp_sourisl/$94/$Al/abp_souris1/$95l; 











(1 1é1orisation de 1 'adresse d'entrée de la procédure du logiciel de la souris 
appelée 1) 
1e1w[Cseg:ofs_saut_5J := offset[num_vecteur_sourisl; 
1e1w[Cseg:ofs_saut_bl := seg1ent[nu1_vecteur_sourisl; 
(1 restauration des registres du processeur 1) 
inlinel$O7/$1F/$5F/$5E/$5A/$59/$58/$5Bl; 
inline($5D/$88/$E5/$5Dl; 
(f saut inconditionnel absolu vers une procédure du logiciel de la souris 
à exécuter 1) 















(1 ancien Stack Segment 1) 
11 ancien Stack Pointer 1) 
(f ancien Base Pointer 1) 
(f nouveau Stack Seg ■ent f) 
action_souris : integer; (f identifie les fonctions du logiciel de la souris 
à appeler pour satisfaire une demande faite par la 
routine du clavier détourné f) 





(f per1et d'exécuter une pri1itive d'exclusion mutuelle aprés 1 'exécution 
du logiciel de la souris •l 
begin 




(f restauration du registre DS tl 
inline(SBB/$00/$00/$50/S!Fl; 
inline($Al/data_seg/$S0/$1Fl; 




csss_souris := cs_souris; 
ippp_souris := ip_souris; 
(f exécution de certaines fonctions du logiciel de la souris, qui ont été 
1é1orisées dans la routine de détourne1ent du clavier réel de la 1achine, 
Ceci per1et d'éviter toute réentrance dans le logiciel de la souris f) 
if action_souris <> 0 then begin 
signalerlexclusion_sourisl; 
1odif_action_souris := true; 
activer _souris(action_sourisl; 
action_souris := O; 
1odif_action_souris := false; 
ipp_souris := ofs(souris_sortiel + 7; 
css_souris := Cseg; 
end; 
(f restauration de la pile tl 
inline($Al/ass_souris2/SS0/$17l; 
inlinel$Al/asp_souris2/$94/$Al/abp_souris2/$9Sl; 





















(f déter1ination du no1bre de fois que le bouton de la souris est enfoncé 1) 
begin 
if clic_bouton = 2 then begin 
clic_bouton := 3; 
tps_bouton := O; 
end; 
if clic_bouton = 1 then begin 
clic_bouton := 2; 
tps_bouton := O; 
end; 
if clic_bouton = 0 then begin 
end; 
clic_bouton := 1; 







nss_clavier : integer; 
(t ancien Stack Seg1ent t) 
(f ancien Stack Pointer f) 
(t ancien Base Pointer f) 
(f nouveau Stack Seg1ent f) 
effacer_carac_buffer boolean; (t flag indiquant qu'il faut effacer le caractère 
introduit au clavier réel, du buffer du 
clavier réel •l 
caractere: byte; (f caractère introduit au clavier réel +) 
procedure clavier; 
(ffffffffffffffff) 
(t procédure de détourne1ent du clavier t) 
begin 
(f sauvetage des registres du processeur t) 
inline ($50/$53/$51/$52/$56/$57/$1E/$06); 
(f restauration du registre OS f) 
inline($88/$00/$00/$50/$1Fl; 
inline($A1/data_seg/$50/$1Fl; 
(f DS = $0000 1) 
(t DS = [data_segJ t ) 
CLA SOUR.PAS 
exclusion_clavier := O; 
if lecture_fichier = false 
then begin 




(f lecture du caractère présent sur le port du clavier et actions 
exécutées lors de 1 'appui sur la touche "F9" du clavier réel f) 
caractere := port[SbOl; 
if caractere = b7 then begin 
effacer_carac_buffer := true; 
lecture_etat_bouton; 
actif_bouton_souris := true; 
end; 
if touche_active_souris = true 
then begin 
case caractere of 
(factions des touches fléchées du clavier réel f) 
72,75 177,80 : if exclusion_souris = 1 then activer_souris(caractere) 
else action_souris := caractere; 
(faction de la touche 'F9' du clavier réel f) 
b7 : if exclusion_souris = 1 then activer_souris(caracterel 
else action_souris := caractere; 
(faction de la touche 'F10' du clavier réel 1) 
bB : if exclusion_souris = 1 then activer_souris(caractere) 
else action_souris := caractere; 
end; ( 1 end case f) 
if caractere in [b7 1bB,72,75,77,BOl then effacer _carac_buffer := true; 
end; 
(f restauration de la pile f) 
inline($A1/ass_clavier/$50/$17l; 
inlinel$Al/asp_clavier/$94/$A1/abp_clavier/$95); 




(f suppression du caractère 1é1orisé dans le buffer du clavier si 
1 'utilisateur a appuyé sur une touche fléchée ou sur une des 
touches "F9' ou "FIO" du clavier réel f) 




effacer _carac_buffer := false; 
buffer_tail := ($100 * 1e1[seg_buffer_clavier:buffer_tail_1e1 + lll 
+ 1e1[seg_buffer_clavier:buffer_tail_1e1l; 
if buffer_tail = buffer_start then buffer_tail := buffer_end - 2 
else buffer_tail := buffer_tail - 2; 
1e1w[seg_buffer_clavier:buffer_tail_1e1l := buffer_tail; 
end; 
(f exécution de la routine de gestion du clavier du systêee d'exploitation 
lorsque les touches fléchées et "F9" et "Fl0" du clavier réel n'ont plus 
leur sé1antique 1odifiée par le progra11e 'aida■ i" f) 
else inlinel$CD/num_vecteur_clavier _detournel; 
inline($FAl; 
exclusion_clavier := 1; 
inlinel$FB); 
















































(f déter1ine le iode de 1 'écran à 1 'entrée du progra11e 'AlDANl" et 1et 1 'écran 
en mode graphique si le iode utilisé par le progra11e utilisateur n'est pas 




(f (relcharge1ent du générateur de caractères pour le iode graphique de 1 'écran tl 
var FontFile: file of IBNFont; 
begin 
if not Fontloaded then 
begin 
assign!FontFile, 'BxB.FON' l; 
{$i-} reset(FontFilel; {$i+} 





Fontloaded := true; 
end; 
if 6rafNode6lb = false then ConOutPtrSave := ConOutPtr; 
ConOutPtr := ofs(DisplayCharl; 
6rafNode6lb := true; 
end; 
begin (ffff tester_mode_ecran_entree ••••l 
regs.ah:= $OF; 
intr($10,regsl; 
1ode_ecran := regs.al; 
case 1ode_ecran of 
3 : begin 
texte_curseur; 
deplace_vertical_curseur := 8; 
deplace_horizontal_curseur := 8; 
end; 
1,4,516 : begin 
end; 
ini t_font; 
deplace_vertical_curseur := 4; 
deplace_horizontal_curseur := B; 
end; 








(f restaure le iode de 1 'écran à la sortie du progra11e 'AIDANI' f) 
begin 






if 1ode_ecran in [1 1415161 
then begin 
if 6rafNode6lb = true then ConOutPtr := ConOutPtrSave; 






(f sauve 1 'environnement du progra11e interro1pu avant d'entrer dans le 
progra11e "AIDAN!" f) 
begin 
interdire_interrupt; 
if change_lC = true then begin 
change_lC := false; 
change1ent_lC := true; 
end; 
(f activation des touches fléchées et "F9" et "F10" du clavier réel pour pouvoir 
exécuter le prograa■e "aida1i 1 correcte■ent f) 
touche_active_souris := true; 
autoriser_interrupt; 
x_curseur := Nherex; 
y_curseur := wherey; 
(f sauve sur disque le contenu del 'écran du progra11e utilisateur interroapu f) 





(f restaure l 'environne■ent du progra11e interrompu à la sortie du progra11e 
1 AIDANI 1 f) 
begin 
(f restaure le contenu del 'écran f) 
loadscreen ( ' logici '); 
if 1ode_ecran in [1,31 then gotoxy(x_curseur,y_curseurl; 
interdire_interrupt; 
if reset_touche_active = true then touche_active_souris := false 
else touche_active_souris := true; 
if change■ent _ lC = true then begin 
autoriser_interrupt; 
end; 
change_lC := true; 




procedure lect_fich(lecture_fich : booleanl; 
(ffffffffffffffffffffffffffffffffffffffffff) 
(f interdit te1poraire1ent toute action sur le curseur de 1 'écran à 1 'aide 
des touches fléchées du clavier •l 
begin 
interdire_interrupt; 
if lecture_fich = true then lecture_fichier := true 




procedure traiter_curseur(var curseur_cache: booleanl; 
(1---------------------------------------------------f) 
(f gère l'apparition et la disparition du curseur de la souris à 1 'écran f) 
begin 
curseur_cache := false; 
if 1e1[seg_souris:$0156] <> $00 
then begin 












(f exécution du progra11e 1 aida1i • tl 
var i : integer; 
curseur_cache: boolean; 
begin 
(f flag indiquant que le curseur était visible 
à l'écran avant de faire un appel au 
progra11e 1aida1i 1 f) 
(f sauvetage del 'environne1ent du progra11e utilisateur interro1pu •l 
interdire_interrupt; 
actif_bouton_souris := false; 
autoriser_interrupt; 
lect_fichltruel; 
if 1e1[$0000:$0184l = 1 then begin 
logiciel := false; 
regs.ax := 0; 







(f affichage du menu principal à 1 'écran t) 
erreur := 0; 
SelectScreen ( 1 l; 
affiche_fenetre( 'fenetl · ,erreur); 




(f boucle testant si le bouton de la souris est enfoncé. Exécution 
du progra11e "aida1i 1 s'il est enfoncé t) 
sortie_aida := false; 
while sortie_aida = false do 
begin 
interdire_interrupt; 



















(f restauration de 1 'environne1ent du progra11e interrotpu f) 
tester_1ode_ecran_sortie; 
restaurer _environne1ent; 
if curseur_cache = true then 1ontrer_curseur; 
lect_fich(falsel; 
interdire_interrupt; 
1e1w[$0000:$0188J := 0; 
autoriser_interrupt; 
end; 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff ff ) 
procedure afficher _fenetre_clavier; 
(fffffffffffffffffffffffffffffffff) 
(t permet d'aff icher la fenetre du clavier f) 
AIDANI.PAS 
var erreur : integer; 
i : integer; 
curseur_cache: boolean; (f flag indiquant que le curseur était visible 
à l'écran avant de faire un appel au 
progra11e "aida1i • f) 
begin 








erreur := O; 
affiche_fenetre('fenet9' ,erreur); 
if erreur = 0 
then begin 
if curseur _cache= true then curseur _non_present := 0 
else begin 
interdire_interrupt; 
touche_active_souris := true; 
autoriser_interrupt; 
curseur_non_present := 1; 
aontrer_curseur; 
end; 









if curseur_non_present <> 0 then cacher _curseur; 
clavier_fenetre_affichee := not(clavier_fenetre_afficheel; 
end; 
son(300,100l; 
(f restauration de 1 'environne1ent du progra11e interro1pu f) 
special := false; 
resetter_buffer_clavier!falsel; 
tester_1ode_ecran_sortie; 
if curseur_cache = true then 1ontrer_curseur; 
lect_fich(falsel; 
interdire_interrupt; 
if clavier_fenetre_affichee = false 
then if reset_touche_active = true then touche_act ive_souris := false 







(f écrit un caract~re dans le buffer du clavier de 1 'ordinateur f) 
var code, asci : integer; (f codes ascii et de recherches 1é1orisés dans le 
buffer du clavier •l 
erreur : integer; 
nu1ero_fenetre : integer; 
touch_spec : integer; (t identifie une touche de fonction du clavier f) 
procedure touche_special Ivar touch_spec : integer; asci, code : integerl; 
!•---------------------------------------------------------------------•) 
!• identif ication de certaines touches de fonction du clavier en fonction de 
leurs codes ascii et de recherche f) 
begin 
if !asci = 0) AND !code= 29) 
if (asci = 1) AND (code= 58) 
if (asci = Ol AND !code= 56) 






:= 1; (f ctrl f) 
:= 2; !• 1ajuscule •l 
:= 3; !• alternate t) 
:= 4; !t fonctions "Fi" •l 
procedure traiter_touches_speciales!var asci, code: integer); 
(1----------------------------------------------------------•l 
!• déter1ination des codes de recherche et ascii pour certaines touches de 
fonction du clavier f) 
begin 
if (ctrl = true) then begin 
if !asci in [65 .. 901) OR !asci in [97 .. 122]) 
end; 
then begin 
if asci in [65 •• 90) then asci := asci - 64; 
if asci in [97 •• 122] then asci := asci - 96; 
end; 
if (alternate = truel then begin 
if (asci in (65 .. 90)) OR !asci in [97 .. 122)) 
then begin 
asci := O; 
if code= 16 then code:= 30; 
if code= 39 then code:= 50; 
if code= 30 then code := 16; 
if code= 44 then code := 17; 
if code= 17 then code := 44; 
end; 
end; 
if (fct = truel then begin 




code := asci + 10; 
asci := O; 
end; 





(f active une touche de fonction du clavier •l 
begin 
case touch_spec of 
1 : begin 
end; 
if ctrl = false then begin 
if special = true then reset_touch_special; 
flags(code); 









if alternate = false then begin 
if special = true then reset_touch_special; 
flags(codel; 




4 : begin 
end; 
if fct = false then begin 
if special = true then reset_touch_special; 
fct : = true; 







(**** ecrire_l_carac_buffer_clavier ****l 
taille_buffer := 15; 
nbre_car _buffer := O; 
rech_der_table_ordre(nu1ero_fenetre,erreurl; 
chaine_cla[nu1ero_fenetrel := ''; 
bouton_actif; (f recherche du caractère sélectionné t) 
asci := code_asci_clavier; 
code:= code_rech_clavier; 
touch_spec := O; 
touche_special(touch_spec,asci,code); 
if touch_spec = 0 
then begin 
if !not ( (asci = Ol AND (code = Ol l l AND !nbre_car _buffer ( > Ol 
then begin 








special := false; 
reset_touch_special; 











(faction effectuée en fonction du no1bre d'appuis successifs sur le bouton de 
la souris f) 
var fenetre_clavier boolean; (f flag indiquant si le clavier si1ulé était affiché 
à 1 'écran avant d'appeler le progra11e 'aidani" •l 
begin 
interdire_interrupt; 















fenetre_clavier := false; 
if clavier_fenetre_affichee = true then begin 
afficher_fenetre_clavier; 
fenetre_clavier := true; 
end; 
executer_aida1i; 
if fenetre_clavier = true then begin 
afficher_fenetre_clavier; 
fenetre_clavier := false; 
end; 
if ((detourne_clavier = true) AND (intro_data_clavier = false)l 
then resetter_buffer_clavier(truel; 
if detourne_clavier = false 
then begin 
resetter_buffer_clavier(truel; 








(faction effectuée en fonction du nombre de fois que le bouton de la souris est 
enfoncé, lorsque les interruptions per1ettant de lire un caractère au clavier 
sont détournées dans la procédure 'entree• •l 
begin 
interdire_interrupt; 
carac_present_buffer := false; 
repeat 




until ((clic_bouton <> 0) AND (tps_bouton > tps_inter_clicl); 









until carac_present_buffer = true; 






(f exécution d'une action spécifique en fonction du no1bre de fois que 
1 'utilisateur a enfoncé successi veaent le bouton de la souris f) 
begin 
interdire_interrupt; 



















(f registres du processeur sauvés dans la pile lors de la génération de 
l'interruption par le programme utilisateur f) 
ass_prog_aida1i, (f ancien Stack Seg1ent •l 
nss_prog_aida1i, (f nouveau Stack Seg1ent f) 
asp_prog_aidaai, (f ancien Stack Pointer f) 
abp_prog_aidaai : integer; (f ancien Base Pointer f) 
procedure prog_aida1i; 
(ffffffffffffffffffff) 
(f interception del 'interruption numéro !Ch pour pouvoir exécuter le progra11e 
1 aida1i 1 •l 
begin 
(f sauvetage des registres du processeur •l 
inline($50/$53/$Sl/$52/$56/$57/$IE/$06l; 
(f restauration du registre DS f) 
inline($B8/$00/$00/$50/$1Fl; 
inline($Al/data_seg/$50/$1Fl; 
!• DS = $0000 f) 
(f DS = [data_seg] f) 
(f détournement vers une routine éventuelle d'un logiciel "standard', devant 
@tre appelée par l'interruption !Ch f) 
if change_lC = true then inline($CD/inter_lC_detourneel; 
(f incré1entation du co1pteur de te1ps entre deux appuis successifs sur le 
bouton de la souris f) 
if (clic_bouton <> Ol AND (tps_bouton < tps_inter_clicl 
then tps_bouton := tps_bouton + 1 
else tps_bouton := tps_inter_clic + 1; 
(f tests sur les verrous avant de pouvoir exécuter le progra11e 1 aida1i 1 •l 
if ((tps_bouton > tps_inter _clic) AND (clic_bouton <> Oll 
OR (1e1[$0000:$0188] <> 0) DR (intro_data_clavier = truel 
then begin 
if exclusion_clavier = 1 
then begin 
if exclusion_OS = 1 
then begin 
if exclusion_ES = 1 
then begin 
if exclusion_souris = 
then begin 
if exclusion_aidami = 1 
then begin 






ofs_entree := ofs(sortie_directel + 4; 
(1 envoi du signal 1 EOI 1 vers le 8259 1) 
port($20J := $60; 
autoriser _interrupt; 
(f ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 1 ! ! ! ! ! 1 ! ! ! ! ! ! ! ! 1 ! ! 1 ! ! ! ! ! ! ! ! ! ! 1 ! ! ! 1 ! 1 ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 1 f) 
(f ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 1 ! 1 ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 1 ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 1 ! ! ! ! f) 
progra11e_aida1i; 
(f ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! 11 ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! ! f) 







ofs_entree := ofs(entreel + 4; 
signaler(exclusion_aida1il; 











(f PR06RANNE PRINCIPAL tl 
var adresse_fin_seg_donnees byte; 
(f{$iphil\initiali.pas}f) 
{Siinitiali.pas} 
begin (fff 1ain 111) 
(t déter1ination du nombre de paragraphes occupés par les données du 
progra11e 1 aida1i 1 f) 
taille_seg_donnees := ofs(adresse_fin_seg_donneesl; 
nbre_para_seg_donnees := trunc(taille_seg_donnees / 16) + 1; 
lect_fich(truel; 
(f lecture des vecteurs d' interruption du système d'exploitation 1) 
AIDAN!, PAS 
init_lire_vect_interrupt; 
(f initialisation fJ 
erreur := 0; 
ini t (erreur l; 
if erreur= 0 then begin 
end, 
1etN[$0000:data_segJ := Dseg; 
tetN[$0000:$0184] := 1; 
(f écriture des adresses des routines 'i nter i • dans les 
vecteurs d'interruption du systète d'exploitation f) 
init_ecrire_vect_interrupt; 
Nriteln('progra11e "AIDAN!' chargé en 1é1oire centrale'); 
lect_fich(falsel; 
(1 tise en résidance du progra11e en téœoire centrale f) 
regs,ax := $3100; 
regs,dx := (Dseg - Csegl + nbre_para_seg_donnees + $1000 
+ taille_heap; 





Nri teln ( 'Présence d "une erreur 11 ! · l; 





(f progra11e de lance1ent du programme "aida1i' 1) 
var sortie: integer; 




regs.ax := O; 




1e1w[$0000:$0188] := 1; 
1e1w[$0000:$0184l := 1; 
sortie := 1; 





CREER F CH .PAS 
progra1 creer _fich; 
(f progra11e per1ettant de créer et de 1ettre à jour les fichiers utilisés par 
le progra11e 1 aida1i 1 f) 
const return = A•; 
bs = Ah; 
bell = Ag; 
objet_1in = O; 
objet_1ax = 5; 
NrkStr = BO; 
type strNrk = string(WrkStrJ; 
character = set of char; 
obj_fenetre = Aobjet_fen; 
objet_fen = record 
nu■_objet : integer; 
valeur_string : strWrk; 
coord : array(1 •• 4J of integer; 
couleur_caractere: integer; 
couleur_fond : integer; 
etat_bouton : integer; 
nu1_gr_bouton : integer; 
nu1_action : integer; 
next : obj_fenetre; 
end; 
code_teleph = Ateleph_rec; 
teleph_rec = record 
tps_inter _chiffre: integer; 
tps_inter_i1puls : integer; 
tps_duree_i1puls : integer; 
port_sortie: integer; 
nu1_bit_i1p : integer; 
next : code_teleph; 
end; 
var fenetre: objet_fen; 
filena11e : strWrk; 
exist : boolean; 
sortie: char; 
f : file of objet_fen; 
f_teleph : file of teleph_rec; 
teleph : teleph_rec; 
caractere: character; 
carac : char; 
PROCEDURE clearline(u,v,lg : integerl; 
{--------------------------------------} 
{assure 1 'efface1ent des caracteres erronnes introduits au clavier et le repositionne1ent du curseur} 
Cà l 'endroit initial de la lecture} 
var i : integer; 
begin 
wri te (bell l; 
gotoxy(u,v); 
for i := 1 to lg do 
begin 
wri te ( · ·}; 
end; 
gotoxy (u, vl; 
end; 
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PROCEDURE correction(var strings : strWrk ; strin : char ; lgueur,xl,y : integerl; 
{---------------------------------------------------------------------------------} 
{lecture caractere par caractere d'un string; renvoie ce string} 
var x : integer; {co1pteur du no1bre de lettres dont le string est for1é} 
back : boolean; 
begin 
back : = fal se; 
if strin <> bs then 11rite(strinl 
else back := true; 
strings := strin; 
X := lj 
read(kbd,strinl; 
if (strin = bsl and (back= truel then write( ' 'l; 
while (strin O returnl or (x = Ol do 
begin 
if lx < lgueurl or (strin = bsl then 
begin 
if (strin O bsl then begin 
gotoxy (x 1 +x, yl; 
write(strin); 
strings :=strings+ strin; 
X l = X + J j 
end 
C1e1orisation du string caractere par caractere} 





11rite(bs, · · ,bsl; 
X : = X - 1 j
strings := copy(strings,1,xl; 
end; 
PROCEDURE introString(var strings : strWrk ; lgueur : integerl; 
{--------------------------------------------------------------} 
{lecture d'un string introduit au clavier; renvoie la valeur de ce string } 
var strin : char; 
x,y : integer; 
begin 
x := wherex; 
y := wherey; 
read(kbd,strinl; 
{pre1ier caractere du string introduit au clavier} 
{coordonnees du curseur sur 1 'ecran} 









PROCEDURE lntroEntier(var Entier : integer ; 1in,1ax,lgueur : integerl; 
{-----------------------------------------------------------------------} 
{lecture d'un entier introduit au clavier; renvoie la valeur de cet entier} 
{cet entier doit @tre co1pris dans 1 'intervalle "1in-1ax 1 et @tre for1é de "lgueur• chiffres 1axi1u1} 
var 
code, {variable detectant si la valeur introduite dans le string est bien un reel} 
x,y: integer; {coordonnees du curseur} 
entree: strWrk; {string introduit au clavier devant etre converti en reel} 
begin 
x := wherex; 
y:= wherey; 
introstring(entree,lgueurl; 
val (entree,Entier ,code); 







PROCEDURE IntroCharacter(var caractere : char ; ensemble : character ; lgueur : integerl; 
(----------------------------------------------------------------------------------------} 
(lecture d'un caractere introduit au clavier ; retourne ce caractere} 
(lgueur = no1bre de caractères effacés à 1 'écran sur la ligne courante} 
(lorsque 1 'on a introduit un caractère n'appartenant pas à "ense1ble} 
var 
x,y: integer; (coordonnees de la position actuelle du curseur sur 1 ·ecran} 
begin 
x := 11herex; 
y := wherey; 
readln(caracterel; 






PROCEDURE rep(var sortie :char); 
(-------------------------------} 
(lecture d'un caractere introduit au clavier, celui-ci etant limite aux valeurs Y ou N} 
(renvoie la valeur de ce caractere} 
begin 




PROCEDURE correcintroString(var strings: strWrk ; lgueur : integerl; 
{--------------------------------------------------------------------} 
{lecture d'un string introduit au clavier; renvoie la valeur de ce string 




{pre■ ier caractere du string introduit au clavier} 
{coordonnees du curseur sur l 'ecran} 
if strin <> return then correction(strings,strin,lgueur, x,yl; 
writeln; 
end; 
PROCEDURE correcintroEntier(var Entier : integer ; 1in,1ax,lgueur : integerl; 
{----------------------------------------------------------------------------} 
{lecture d'un entier introduit au clavier; renvoie la valeur de cet entier} 
{cet entier doit être co■pris dans 1 'intervalle '1in-1ax' et être for ■é de "lgueur • chiffres 1axiau1} 
var 
code, {variable detectant si la valeur introduite dans le string est bien un reel} 
x,y : integer; {coordonnees du curseur} 
entree : strWrk; {string introduit au clavier devant etre converti en reel} 
begin 
x : = wherex; 
y := wherey; 
str(entier, entreel; 
correcintrostring!entree,lgueurl; 
val (entree,Entier ,code); 







procedure exist_fich( filenane : strWrk; var exist : boolean); 
(ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff) 
(f vérification de ! 'existence d'un fichier t) 
begin 
assign(f, filenaeel; !UI-tl 
reset If l; 





(f introduction de données à 1é1oriser dans un fichier de fenêtres t) 
begin 
11ith fenetre do 
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begin 
write('Entrez le type de! "objet: '); 
introentier(nu1_objet,objet_1in,objet_1ax,2l; 
if nu1_objet in [0,2] then begin 
case nu1_objet of 
0 : begi n 
write( 'Entrez la valeur de la chaine de caractères : '); 
introstring(valeur_string,WrkStrl; 
end; 
write( 'Entrez la coordonnée •x• du coin supérieur gauche : '); 
introentier(coord[ll,0,79,2); 
end; 
2,3 : begin 
write('Entrez la coordonnée en 'x" du début de la chaine '); 
introentier(coord[ll,0,79 12); 
end; 
1,5 : begin 




case nu1_objet of 
0: begin 
write('Entrez la coordonnée •y• du coin supérieur gauche: '); 
introentier(coord[2J,0,199,3l; 
end; 
2,3 : begin 
write( 'Entrez la coordonnée en •y• du début de la chaine : 'l; 
introentier(coord[2J,0,24,2); 
end; 
1,5 : begin 




case num_objet of 
0: begin 
write('Entrez la coordonnée •x• du coin inférieur droit '); 
introentier(coord[3J,0,79,2l; 
end; 
1,5 : begin 




case nua_objet of 
0 : begin 
write('Entrez la coordonnée •y• du coin inférieur droit 'l; 
introentier(coord[4J,0,199,3l; 
end; 
1,5 : begin 




wri te( 'Entrez 1 a cou! eur du caractère : '); 
introentier(couleur_caractere,0,15,2); 
write('Entrez la couleur de fond: 'l; 
introentier(couleur_fond,0,15,2); 
if num_objet = 0 then begin 





case nu■_objet of 
115 : begin 
wri te( 'Entrez 1 "état du bouton : · l; 
introentier(etat_bouton,O,l,ll; 
wri te( 'Entrez le groupe du bouton : · l; 
introentier(nu■_gr_bouton,0,9999 1 41; 
end; 
3 : begi n 
11rite( 'Entrez le nu■éro de la chatne de caractères : · l; 
introentier(nua_gr _bouton,l,99 12); 
end; 
end; 
if nu■_objet in [0,1,5] then begin 
next := nil; 
end; 
write('Entrez le nu■éro del ' ' action '); 




(+ correction de données introduites dans un fichier de fenêtres+) 
begin 
11ith fenetre do 
begin 
11rite( 'Entrez le type del "objet (' ,nu1_objet, ') : ' ); 
correcintroentier(nu1_objet,objet_min,objet_,ax,2l; 
if nu■_objet in [0,2] then begin 
write( 'Entrez la valeur de la chaine de caractères (' ,valeur_string, ' ) ' ); 
correcintrostring(valeur_string,WrkStr); 
end; 
case num_objet of 
0 : begin 
write('Entrez la coordonnée "x' du coin supérieur gauche (' ,coord[ll, ') '); 
correcintroentier(coord[ll,0,79,2); 
end; 
213 : begin 
write('Entrez la coordonnée en 'x ' du début de la chaine (' ,coord[ll, ' ) ' ); 
correcintroentier(coord[ll,0,79,21; 
end; 
1,5 : begin 




case nu■_objet of 
0: begin 
11rite( 'Entrez la coordonnée •y• du coin supérieur gauche (' ,coord [2] , ') ') ; 
correcintroentier(coord[2l,0,199,3l; 
end; 
2,3 : begin 










case nue_objet of 
0: begin 
write('Entrez la coordonnèe •x• du coin infèrieur droit (' ,coord[3J, ' ) ' l; 
correcintroentier(coord[3J,0,79,2l; 
end; 
1,5 : begin 




case nue_objet of 
0 : begin 
11rite('Entrez la coordonnèe •y• du coin infèrieur droit (' ,coord[4J, ') '); 
correcintroentier(coord[4J,0,199 13l; 
end; 
115 : begin 




11rite('Entrez la couleur du caractère (' ,couleur_caractere, 'l '); 
correcintroentier(couleur_caractere,0,15,2l; 
11rite('Entrez la couleur de fond (' ,couleur_fond, ' l : ï; 
correcintroentier(couleur_fond,0,15,2l; 
if num_objet = 0 then begin 
11rite('Entrez le type de la fenêtre(' ,etat_bouton, 'l '); 
correcintroentier(etat_bouton,0,2,1); 
end; 
case nu1_objet of 
1,5 : begin 
11rite('Entrez l"ètat du bouton (' ,etat_bouton, ' l: '); 
correcintroentier(etat_bouton,0,1,1); 








if nu1_objet in [0,1 15) then begin 
next := nil; 
end; 





(1 crèation d'un nouveau record de fenêtre pour le 1è1oriser dans un fichier 
de fenêtres 1) 
var sortie_intro: char; 
nu11 : i nteger; 
begin 
nui : = 1; 
sortie_intro := 'y'; 
while sortie_intro in [ 'Y' 1 'y' J do 
begin 
clrscr; 




nu•:= nui+ 1; 
writeln; 
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procedure creer_fichier(filena1e : strWrk); 
(ffffffffffffffffffffffffffffffffffffffff) 
!• création d'un fichier f) 
var sortie_creer_fichier : char; 
creat ion : char; 
begin 
writeln; 
sortie_creer _fichier := ' y' ; 
11riteln!'Ce fichier n"existe pas sur le disque;'); 
write( 'désirez-vous créer le fichier • · ,filena■e, ' "? !Y/N) ' ); 
rep!creation); 










!• lecture d'un record d'un fichier de fen~tres en vue de le corriger 1) 
var sortie_intro: char; 
nu11 : integer; 
begin 
sortie_intro := y ; 
while sortie_intro in ['Y', 'y'J do 
begin 
clrscr; 
write('Entrez le nu1éro de! "objet à aodifier ' ); 
introentier!nu1,l,filesi2e!f) + 1 ,3l; 
writeln; 
seek!f,nu1 - 1); 
if nua O (filesize(f) + 1) then read(f,fenetre); 
if nu11 0 !fi lesize!f) + ll then intro_donnees_cor 
else intro_donnees; 
seek(f,nu11 - 1); 
write!f,fenetrel; 
wri teln ; 
end; 
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write('Désirez-vous entrer un autre objet? (Y/Nl : 'l; 
rep(sortie_introl; 
end; 
procedure corriger_fichier(filena1e: strWrkl; 
(ffllflllflllllllflllflllflllflflflfflfllfff) 
var sortie_corriger : char; 
begin 
write('Ce fichier existe déjà; désirez-vous effectuer des corrections? (Y/Nl 'l; 
·rep(sortie_corrigerl; 













write('Entrez le no11 du fichier de fen~tre: 'l; 
readln(filena■el; 
exist_fich(filena1e,existl; 





(f introduction des données relatives au téléphone f) 
begin 
clrscr; 
with teleph do 
begin 
write('Entrez le te11ps d"attente entre l "envoi de deux chiffres en 1sec '); 
introentier(tps_inter_chiffre,0 19999 14); 
write('Entrez le temps entre deux i11pulsions en 1sec: '); 
introentier(tps_inter_i1puls,0,999,3); 
write('Entrez le temps de durée d"une impulsion en 1sec: 'l; 
introentier(tps_duree_iipuls,0,999,3); 
write( 'Entrez le nu11éro du port de sortie en déciiaal : 'l; 
introentier(port_sortie,0,11axint,5l; 
write('Entrer le nu1éro du bit du port vers lequel le signal doit ~tre envoyé : '); 
introentier(num_bit_i1p,0 171 ll; 
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(f correction de données 1é1orisées dans le fichier de téléphone •l 
begin 
clrscr; 
with tel eph do 
begin 
writeln('Entrez le te1ps d' 'attente entre 1 ''envoi de deux ' l; 
write ('chiffres en 1sec ( ·, tps_i nter _chiffre,' l : ' l; 
correcintroentier(tps_inter _chiffre,0,9999,4); 
write( 'Entrez le temps entre deux impulsions en 1sec (' ,tps_inter_i1puls, 'l : ') ; 
correcintroentier(tps_inter _i1puls,0,999,3l; 
write( 'Entrez le te1ps de durée d' 'une i1pulsion en 1sec (' ,tps_duree_i1puls, ' ) ' l; 
correcintroentier(tps_duree_itpuls,0,999,3); 
write('Entrez le nu11éro du port de sortie en déci1al (' ,port_sortie, ' l : ' ); 
correcintroentier(port_sortie,0,1axint,Sl; 
write( 'Entrer le nu1éro du bit du port vers lequel le signal doit ~tre envoyé (' ,nu1_bit_iap , ' ) 'l; 
correcintroentier(nu1_bit_i1p,0,7,1l; 






var sortie_corriger char; 
begin 
write('Ce fichier existe déjà; désirez-vous effectuer des corrections? (Y/Nl ' l ; 
rep(sortie_corrigerl; 










(f création d'un fichier de téléphone f) 
var sortie_creer_fichier : char; 
creat ion : char; 
begin 
Nri teln ; 
sortie_creer_fichier := 'y'; 
writeln( 'Ce fichier n' 'existe pas sur le disque;· l; 
Nrite( 'désirez-vous créer le fichier '· ,filena111e , ·• ? (Y /Nl ' l; 
rep (creation l ; 
if creation in [ 'Y' , 'y'J 
then begin 











write('Entrez le no■ du fichier de téléphone : ' l; 
readln!filena1e); 
exist_fich!filena1e,exist); 
if exist = true then corriger_fich_teleph 




sortie := n ; 
while sortie= 'n' 
begin 
clrscr; 
(HH 111ain HH) 
write( 'Entrez le type de fichier désiré : (Flenetre/ (î)éléphone/ (Slortie : '); 
readln!caracl; 
case carac of 
'F', 'f' fich_fenetre; 
'T', 't' fich_telephone; 
'S', 's' sortie := 'y'; 
end; 
end; 
end. 
