Speech analysis using iOS or Android system by Hejda, Jakub




Brno, 2016 Jakub Hejda
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY
A KOMUNIKAČNÍCH TECHNOLOGIÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
ÚSTAV TELEKOMUNIKACÍ
DEPARTMENT OF TELECOMMUNICATIONS
ANALÝZA ŘEČI POMOCÍ SYSTÉMU IOS ČI ANDROID








Ing. Jiří Mekyska, Ph.D.
BRNO 2016
Fakulta elektrotechniky a komunikačních technologií, Vysoké učení technické v Brně / Technická 3058/10 / 616 00 / Brno
Bakalářská práce
bakalářský studijní obor Teleinformatika
Ústav telekomunikací
Student: Jakub Hejda ID: 143807
Ročník: 3 Akademický rok: 2015/16
NÁZEV TÉMATU:
Analýza řeči pomocí systému iOS či Android
POKYNY PRO VYPRACOVÁNÍ:
S příchodem chytrých telefonů a tabletů na trh se rozšířily i možnosti zpracování řečových signálů pomocí těchto
koncových zařízení. Nejrozšířenější systémy jako Android či iOS umožňují vývojářům vytvářet vlastní aplikace,
které  mohou přistupovat  k  mikrofonům a následně analyzovat  akustické  signály.  V  rámci  této  práce bude
vytvořena aplikace do systému iOS či  Android,  která umožní  záznam a parametrizaci  prodloužené fonace.
Aplikace umožní signál vizualizovat a zobrazit hodnoty extrahovaných parametrů.
DOPORUČENÁ LITERATURA:
[1] PSUTKA, J.; et al. Mluvíme s počítačem česky. Praha: Academia, 2006. 752 s. ISBN 80-200-1309-1.
[2] HARRIS, N. Beginning iOS Programming: Building and Deploying iOS Applications. Wrox, 2014. 336 s. ISBN:
1118841476.
[3] BARRY, B. Android Application Development All-in-One For Dummies. For Dummies, 2015. 768 s. ISBN:
1118973801.
Termín zadání: 1.2.2016 Termín odevzdání: 1.6.2016
Vedoucí práce:     Ing. Jiří Mekyska, Ph.D.
Konzultant bakalářské práce:     
doc. Ing. Jiří Mišurec, CSc., předseda oborové rady
UPOZORNĚNÍ:
Autor bakalářské práce nesmí při vytváření bakalářské práce porušit autorská práva třetích osob, zejména nesmí zasahovat nedovoleným
způsobem do cizích autorských práv osobnostních a musí si být plně vědom následků porušení ustanovení § 11 a následujících autorského
zákona č. 121/2000 Sb., včetně možných trestněprávních důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 Trestního zákoníku
č.40/2009 Sb.
ABSTRAKT
Telemedicína je stále nově se rozvíjejícím odvětvím a poskytuje snazší diagnostiku
pro efektivnější vývoj léčebných metod. Cílem práce bylo vytvořit mobilní aplikaci pro ana-
lýzu prodloužené fonace pacientů trpících Parkinsonovou nemocí. K tvorbě byl využit
framework Qt, umožňující multiplatformní vývoj v kombinaci jazyků C++, QML, Java
a JavaScript. Požadované funkce se podařilo beze zbytku implementovat. Aplikace uži-
vatele provede akvizicí, následně záznam diagnostikuje a data uloží do databáze, kterou
zobrazí do přehledných grafů vývoje parametrů v čase. Uživatel přitom může nastavit
upozornění na nahrávání. Aplikace je přeložitelná pro všechny rozšířené mobilní a desk-
topové platformy.
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ABSTRACT
The telemendicine is rapidly growing industrial branch and gives an opportunity of easier
diagnosis needed for much more effective treating methods development. The aim is
to develop a smartphone application for the diagnosis of prolonged phonation of pati-
ents with Parkinson’s disease. Qt has been chosen s the main framework, allowing the
multiplatform development using various combination of languages consisting of C++,
QML, Java and JavaScript. Required functionality has been completely implemented.
The application guides a user through the process of recording, then executes the analy-
sis, saves data into database and displays the history into well-arranged charts, the user
can also set a notification to remind him of a recording. The application can be compiled
for all widely used mobile and desktop systems.
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ÚVOD
Telemedicína je poměrně novým a rychle se rozvíjejícím odvětvím. V současné době
chytrých telefonů, dosahujících výpočetního výkonu srovnatelného s počítačovými
sestavami nedávných dob, se nabízí otázka, jak je využít pro medicínské účely. Mi-
moto telefony obsahují mnoho senzorů, od mikrofonu přes gyrosenzor až po snímač
tepové frekvence, takže použití pro diagnostiku stavu pacienta se přímo nabízí.
V Laboratoři analýzy onemocnění mozku Vysokého učení technického v Brně
v současné době existuje desktopový software, schopný diagnostikovat pacienta tr-
pícího Parkinsonovou nemocí na základě neinvazivní metody analýzy prodloužené
fonace. To ovšem znamená, že musí pacienti pravidelně navštěvovat pracoviště neu-
rologa či klinického logopeda, který hlas vyšetří. Díky chytrým telefonům se takto
zkracuje vzdálenost, kterou musí pacient kvůli diagnostice absolvovat – vše vyřeší
z pohodlí domova. Může tak učinit libovolně často a lékař má tímto možnost mo-
nitorovat, jak se parametry hlasu pacienta mění v závislosti na podané medikaci.
Zároveň je možno podobné softwary rozšířit o globální sběr dat a vyhodnocení.
Lékaři mohou mít k dispozici oproti výsledkům z jednoho oddělení mnohem více
vzorků výsledků pacientů se stejným onemocněním, ale různými léčebnými postupy.
To jim může napovědět, jakým směrem se při léčbě vydat.
V této práci bude popsáno vytvoření právě takové mobilní aplikace, která vzdále-
nou diagnostiku pacientů trpících Parkinsonovou nemocí umožní. Aplikace by měla
zaznamenat prodlouženou fonaci, vyhodnotit ji a naměřená data zobrazit. Dále má
umožňit procházet historii naměřených dat a zachytit tak vývoj parametrů v čase.
Zároveň by mělo být možno nastavit si upozornění na nahrávání v určitý čas.
Jaký postup při tvorbě takové aplikace zvolit, na co se zaměřit a jak vybrat
prostředí k vývoji, bude rozebráno v kapitole 1. Správný návrh aplikace jak po vý-
početní, tak po grafické stránce, aby logicky i uživatelsky plnila svůj účel, popisuje
oddíl 2. Poslední kapitola 3 bude věnována implementační stránce práce, a sice ja-
kým způsobem bylo postupováno při vývoji jednotlivých součástí.
1
1 PŘÍPRAVA PŘED NÁVRHEM
Než jsou započaty práce na návrhu samotných částí aplikace, je třeba zvolit vhodné
vývojové prostředí s ohledem na účely programu. Diskuze k výběru a shrnutí způsobu
vývoje pod vybraným frameworkem se nachází v následujících kapitolách.
1.1 Výběr prosředí
V současné době existuje mnoho vývojových prostředí, v nichž lze vytvářet mobilní
aplikace. Mezi tradiční nástroje patří, co se platformy Android týče, obecně obě
hlavní aplikace pro vývoj v jazyce Java, a sice Eclipse a NetBeans. Pro iOS je asi
nejčastějším (a také nezbytným nástrojem pro finální kompilaci) XCode balíček sys-
tému MacOSX a pro mobilní Windows to je prostředí Microsoft Visual Studio. Tato
prostředí nabízejí prvotřídní podporu pro dané platformy a jsou silnými nástroji,
nicméně neumožňují vývoj pro více platforem současně.
Pro naplnění cíle této práce by bylo vhodnější vytvořit aplikaci, která nebude
omezena operačním systémem klienta. Multiplatformní vývoj v současné době pod-
poruje hned několik frameworků, z těch nejznámějších je třeba zmínit populární a
hojně používaný PhoneGap či Xamarin, který v poslední době získal oblibu pře-
devším díky partnerstvím s firmami IBM, Xoriant a Microsoft. V obou případech
se ale jedná o mobilní vývojová prostředí, což s sebou nese jistá omezení, zejména
v oblasti výkonu. Často využívají ActionScript nebo JavaScript, takže se nemohou
rovnat nativním řešením, nebo jsou aplikace vlastně prohlížeče s webovým obsa-
hem, čili webové aplikace. Pro jednoduché informativní rozhraní to není žádný pro-
blém. Ve chvíli, kdy potřebujeme provádět složitější výpočty (v této práci se jedná
o operace a výpočty parametrů nad nemalým množstvím vzorků)můžeme narazit,
zejména nedisponuje-li klientův přístroj výkonným CPU. Při vývoji aplikací - a to
zejména na mobilní platformy - je třeba právě s tímto jevem počítat, neboť dnes je
na trhu chytrých telefonů obrovské množství výrobců různě výkonných strojů. Nelze
tedy předpokládat, že každý uživatel naší aplikace bude vlastnit nejsilnější model.
Naopak je dobré se snažit navrhnout a vyladit aplikaci tak, aby její náročnost byla
co nejnižší. Pak si můžeme být jisti, že i na slabších přistrojích bude její funkčnost
neomezena a uživatel nebude rušen dlouhým čekáním na odezvu. Obrovským příno-
sem bude navíc díky nižší výpočetní náročnosti i nižší spotřeba energie, což je v době
dnešních kapacit baterií (vzhledem k výpočetní síle přístrojů) jistě přínosem.
Aby byly splněny tyto předpoklady, byl vybrán framework Qt (logo je vykres-
leno na obr. 1.1). Historie tohoto prostředí, jak je uvedeno na [8], sahá až do roku
1990, kdy EirikChambe-Eng a HaavardNord dostali za úkol vytvořit aplikaci s gra-
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fickým uživatelským rozhraním pro tehdejší UNIX, Macintosh a Windows. Rozhodli
se vytvořit objektově-orientovaný zobrazovací systém použitelný na více platformách
současně. V roce 1994 uvolnili první veřejné vydání pod jejich firmou Trolltech, poz-
ději tento framework odkoupila finská Nokia a nyní patří finské společnosti Digia Plc.
Postupem času se podpora platforem rozrůstala o rodiny vestavěných systémů a mo-
bilních platforem. V současnosti Qt nabízí možnost vývoje a následnou kompilaci
pro všechny běžně používané desktopové systémy, ať už Windows, různé distribuce
UNIXových systémů či MacOSX, vestavěná zařízení i mobilní platformy, jimiž jsou
Android, iOS nebo BlackBerry.
Obr. 1.1: Logo frameworku Qt
Celý framework veskrze pracuje na principu widgetů – okenních součástí vyko-
návajících různou činnost (např. textové pole, tabulka, grafická scéna, . . . ) – které
programátor umístí do okna. Ve vývojové aplikaci Qt Creator je dokonce možné
okenní aplikaci „malovat“ a posléze oživit pomocí slotů a signálů. Signály a sloty
jsou další silnou doménou tohoto prostředí, neboť umožňují snadné propojení sig-
nálů (událostí) emitovaných jedním objektem se slotem (zdířkou) jiného objektu,
který na daný signál reaguje. Samozřejmostí je možnost předání parametrů během
této interakce. Jinak je tomu ovšem v současné době u mobilních platforem. Je sice
možné takovýto kód okenní aplikace zkompilovat a spustit na mobilním zařízení,
nicméně okenní aplikace se spoustou tlačítek a nápisů jsou na malém displeji s často
nízkým rozlišením značně neefektivní. Toto byla před příchodem Qt verze 5 jediná
možnost vytváření mobilních aplikací, navíc s nutností využití nadstavby Necessitas,
jakéhosi můstku mezi Qt a Androidem. To si uvědomoval i tvůrce můstku Necessitas,
bulhraský programátor BogdanVatra, který byl později angažován přímo ve společ-
nosti Qt jako vedoucí vývoje pro platformu Android. Proto i s jeho příchodem Qt
od podpory widgetů na mobilních platformách upouští a od verze Qt5 přichází vý-
hradní podpora QML (Qt meta language nebo Qt modeling language - deklarativní
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značkovací jazyk, založený na Javascriptu). QML je součástí Qt Quick, jednoho z mo-
dulů Qt, které je schopné vytvářet uživatelské prostředí. Umožňuje vývojáři tvořit
grafickou scénu vkládáním CSS (Cascading style sheet - kaskádové styly umožňující
formátování obsahu, nejčastěji využívané ve webových prostředích) pseudodefinicí,
jednotlivé prvky mohou obsahovat vlastnosti a funkce, QML by se dalo přirovnat
i k JSON (JavaScript object notation - zápis objektu v JavaScriptu). Obrovskou
výhodou QML je jeho rychlost, a to včetně animací a přechodů. Pro programování
mobilní aplikace je o mnoho příjemnější, než práce s widgety a umožňuje rozdělit lo-
gickou část programu do nativního kódu C++ a zobrazovací do QML/JavaScriptu,
čímž dosáhneme vysoké rychlosti zpracování matematiky na pozadí a zároveň vysoké
rychlosti vizuální části aplikace. Tyto dvě vrstvy je možno opět propojit pomocí sig-
nálů a slotů, případně přistupovat k jednotivým objektům přetypováním potomků
kořenového objektu QML modulu na QObject. Dále existuje třetí možnost, a sice
vytvořit objekt s makrem Q_INVOKABLE v hlavním souboru aplikace, obsahují-
cím funkci main, kdy metody tohoto objektu je poté možné vyvolávat i v QML. Toto
třetí řešení má ovšem význam pouze v jednoduchých aplikacích, kde potřebujeme
QML vrstvě předat pouze pár nástrojů z C++ vrstvy. V našem případě byly využity
první dva přístupy. Vývoj včetně testů probíhal na mobilním zařízení s operačním
systémem Android 4.4 KitKat, protože globálně zastupuje největší podíl mobilních
zařízení a při vývoji mi byl k dispozici.
1.2 Vývoj pro platformu Android v Qt
Samotný vývoj aplikace probíhal pod systémem Debian 8.2 Jessie, výhodou je oproti
systémuWindows např. absence nutnosti instalace ovladače daného modelu přístroje
a mnohem rychlejší kompilace (Qt umožňuje ve vývojovém prostředí Microsoft Win-
dows používat kompilátor MinGw nebo MSVC, které jsou oba pomalejší než unixový
gcc). Samozřejmě, jak již bylo naznačeno v kapitole 1.1, je možno vývoj v Qt pro-
vádět na jakékoli desktopové platformě, nicméně práce pod Linuxovým systémem je
zdaleka nejpohodlnější.
K vývoji aplikace na Android jsou kromě Qt potřeba další důležité součásti a
knihovny. Výhodou je, že knihovny a nástroje jsou distribuovány společností Google
v balíčku Android SDK. Tento balíček disponuje šikovným nástrojem SDK Manager,
se kterou si může vývojář vybrat, kterou verzi SDK chce do systému přidat (verze
SDK jsou číslovány postupně s příchodem nových verzí systému Android), jestli chce
pro tuto verzi i obraz systému (což je vhodné pro emulátor), dokumentaci, příklady
a další nástroje.
Vzhledem k tomu, že SDK je psáno v jazyce Java a jsme nuceni jej používat,
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do hry vstupuje další nástroj Android NDK (Native development kit - nativní vý-
vojový balíček, slouží k převodu do nativního kódu dané platformy), který dokáže
převést námi napsaný kód v C++ na kód v Javě a umožní použití SDK. O část psa-
nou v JavaScriptu a QML se už postará přeložená část programu zprostředkovávající
provádění těchto kódů.
Další součástí SDK balíčku je Android Debug Bridge (zkráceně adb), což je
nástroj umožňující se napojit na mobilní přístroj, pracovat v něm pomocí konzole a
zejména během ladění aplikace zachytávat hlášení jednotlivých součástí programu.
Ta vypisuje do aplikačního výstupu v Qt Creatoru a tím výrazně usnadňuje práci a
veškerý vývoj.
Poslední a nedílnou součástí je nástroj Ant od společnosti Apache. Je podobný
programu make, nicméně sestavuje projekt psaný v Javě a místo konfiguračního
Makefile využívá XML. Díky němu výsledné soubory převedeme do aplikačního ba-
líčku, s kterým si již přístroj se systémem Android poradí a bude jej brát jako novou
aplikaci.
Kromě nastavení správných cest v Qt Creatoru k těmto nástrojům už nic dal-
šího nepotřebujeme, jelikož Linux nevyžaduje speciální ovladač na vývoj pro An-




Jak bylo předesláno v kapitole 1.1, návrh byl zaměřen na rychlost a výkon výsledné
aplikace. V následujících kapitolách bude uveden celkový rozbor jednotlivých sou-
částí. Použito bylo vývojové prostředí Qt verze 5.5.1. Tvrzení o vlastnostech objektů
tohoto frameworku se opírají o jeho technickou dokumentaci viz [9].
2.1 Návrh výpočetní části
Začátek této sekce byl věnován návrhu výpočetního pozadí aplikace, potřebného
k chodu základních součástí programu, jako je získání záznamu. Bude zde navrhnuto,
jak se signálem pracovat. Dále se tato kapitola zaměřuje na nástroje k uchovávání
dat a na obsluhu zasílání správných dat grafické části aplikace.
2.1.1 Základní část
Hlavním účelem aplikace je nahrát vzorek pomocí vestavěného mikrofonu mobilního
zařízení a následně jej vyhodnotit. Proto je tato součást základním prvkem aplikace.
Zprvu postačilo, když program zvládl zaznamenat a uložit vzorek. Qt disponuje
dvěma třídami pro nahrávání audia, tou první je QAudioRecorder a druhou QAu-
dioInput. Po zevrubném prozkoumání těchto dvou tříd v dokumentaci frameworku
bylo zjištěno, že QAudioRecorder nahrává za pomoci kodeků vestavěných v daném
zařízení, zatímco QAudioInput umožňuje záznam PCM (Pulse-code modulation -
pulzně-kódová modulace) vzorků za sebou, jak přichází na zvukový vstup přístroje.
Vzhledem k tomu, že právě tyto PCM vzorky je potřeba zpracovávat a zajímaly nás
přímo tyto hodnoty, nahrávání a komprese pomocí kodeků by bylo zcela zbytečné,
neboť by před zpracováním bylo nutné výsledný soubor zpětně dekódovat a v pří-
padě ztrátové komprese by byl výsledek nevypovídající. Proto byla vybrána třída
QAudioInput. Pro účely nahrávání tedy byla vytvořena třída AudioInput, její po-
drobný rozbor je proveden v implementační části této práce. Součástí návrhu bylo
vhodně zvolit parametry nahraného audia. Aplikace bude v provozu zaznamenávat
prodlouženou fonaci, což je svým způsobem záznam řeči. Řeč se obvykle vzorkuje
na kmitočtu 8 kHz. Vzorkovací kmitočet musí být nejméně 2× vyšší, než maximální
kmitočet vzorkovaného signálu, abychom předešli aliasingu. Kmitočet základního
tónu lidské řeči se jistě pohybuje pod 4 kHz, Nicméně pro přesnější zachycení prů-
běhu dlouhého tónu byl zvolen vzorkovací kmitočet 𝑓vz = 16 kHz. Dalším parame-
trem je počet kvantovacích hladin. Při této práci byla využita velikost vzorku 16
bitů, což nám dává k dispozici rozlišení 65536 hladin. Signál s těmito parametry se
nahrává po dobu 10 sekund, což je dostatečná doba pro záznam prodloužené fonace.
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Další důležité náležitosti jsou nastavení počtu kanálů, formátu zaznamenávaných
vzorků a bitové pořadí binárních hodnot ve vzorku. Kanál byl zvolen jeden, protože
vícekanálové nahrávání každé mobilní zařízení neumožňuje. Formáty máme na vý-
běr tři – znaménkové celé číslo, bezznaménkové celé číslo nebo hodnotu v plovoucí
řádové čárce. Pro výpočty je nejsnazší mít hodnoty normalizované od -1 do 1, čili
byla zvolena znaménková celá čísla, která byla později podělena nejvyšší hodnotou
a tím se normalizace zjednodušila. Co se týče bitového pořadí, zvoleno bylo pořadí
Little Endian. Drtivá většina platforem používá Little Endian a není tedy nutná kon-
verze při ukládání. Záznam objekt třídy AudioInput po uplynutí dané doby uloží
do souboru a pokud se to úspěšně podaří, aplikace jej může zpracovat. Metody pro
nahrávání této třídy jsou volány z QML popředí.
2.1.2 Zpracování signálu
Pro výpočty parametrů ze získaných vzorků byla vytvořena další třída, obsahující
metodu pro zpracování daného signálu. Metody v ní obsažené jsou volány po na-
hrání zvukového záznamu. Prvním krokem při výpočtech je normalizace vzorků.
Nemůžeme zaručit, že záznam bude uživatel pořizovat vždy se stejnou intenzitou
hlasu a se stejnou vzdáleností od mikrofonu, takže bez normalizace bychom měli




kde 𝑠n[𝑖] je i-tý vzorek normalizovaného signálu, 𝑠[𝑖] je i-tý vzorek signálu před nor-
malizací a max(|𝑠|) je maximum ze vzorků tvořících signál. Při rozboru budeme pra-
covat s energií signálu, přesněji řečeno s energiemi rámců (částí) signálu. Abychom
měli přesnější výsledek, používá se při diagnostice překrývání rámců. Pro tuto práci
byla zvolena velikost rámce 480 vzorků, překryv byl vybrán 160 vzorků. Při vzor-
kovací frekvenci 16000Hz zaznamenáme během 10 sekund 160000 vzorků. Bohužel
při nahrávání na platformě Android v první sekundě dochází k nastavení citlivosti
mikrofonu, citlivost je postupně zvyšována a tudíž je tato část vzorků ovlivněna
chybou. Tato skutečnost byla experimentálně ověřena, patrná je i z obr. 2.1 , kde
můžeme pozorovat postupný nárůst intenzity, ačkoli externí zdroj zvuku byl po ce-
lou dobu ve stejné vzdálenosti nastaven na stejnou intenzitu. Proto bylo vynecháno
prvních 10080 vzorků. Kvůli překryvu rámců bylo s výhodou využito Hammingova
okna, jehož pronásobením jednotlivých vzorků odstraníme zvýšený vliv překrývají-
cích se oblastí. Výpočet koeficientů Hammingova okna dle [2] vychází z následujícího
vztahu:






Obr. 2.1: Záznam funkce sinus frekvence 1000Hz, vykresleno přímo v aplikaci
kde 𝑤(𝑛) je n-tý koeficient, koeficienty 𝛼 = 0.53836 a 𝛽 = 0.46164 a 𝑁 je délka
okna. V našem případě je 𝑁 = 480. Dalším krokem bylo získání energií jednotlivých






kde 𝑠𝑖 je hodnota i-tého vzorku a 𝑁 = 480 stejně jako v předešlém vzorci. Jakmile
je získán soubor hodnot energií rámců, dochází k další analýze a výpočtů parametrů
signálu, jež nás zajímají. Těmi jsou střední hodnota, medián, směrodatná odchylka,
VR (variation range - rozdíl maximální a minimální hodnoty) a relativní vyjádření
posledních dvou zmíněných vzhledem ke směrodatné odchylce.
Krom energií segmentů signálu a jejich porovnávání byl jakožto další parametr
ke zkoumání vybrán TKO (Teagerův Kaiserův energetický operátor). Používá se
pro zkoumání suprasegmentálních rysů řeči. Počítá se pro celý signál dohromady,
takže rozdělení na rámce u něj nevyužijeme. Dle [3] jej dostaneme ze vztahu:
𝜓(𝑠[𝑛]) = 𝑠2[𝑛]− 𝑠[𝑛+ 1] · 𝑠[𝑛− 1],
kde v podstatě odečítáme od kvadrátu hodnoty aktuálního vzorku součin hodnot
předchozího a následujícího vzorku. U TKO nás kromě mediánu stejně jako u energie
zajímala jeho střední hodnota, směrodatná odchylka a VR, plus relativní vyjádření
posledních dvou veličin.
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Posledním zkoumaným parametrem je kmitočet základního tónu prodloužené
fonace. S výhodou zde byla využita autokorelační funkce, která nám dle [1] nabízí
po použití metody centrálního klipování snadnou cestu k nalezení periodicity v sig-
nálu a délky jejího trvání. Centrální klipování je v podstatě prahování hodnot pod
nastaveným prahem 𝑃 :
𝑃𝑖 = 𝑘 ·min(𝑀𝐴𝑋𝑖−1,𝑀𝐴𝑋𝑖+1),
který se mění pro každý segment dle hodnot maxim jeho sousedních segmentů, při-
čemž toto maximum je násobeno redukčním faktorem 𝑘 z intervalu < 0; 1 > (obvykle
se volí hodnota 𝑘 = 0, 8). Po normalizaci takto prahovaného signálu jsou získány
opakující se hodnoty -1, 0 a 1, přičemž -1 a 1 se vyskytují v oblastech špiček původ-
ního signálu. Již z podstaty korelace je zřejmé, že z následné autokorelační funkce
takto upraveného signálu je snazší odhalit délku trvání periody, neboť oblast mezi
špičkami v autokorelační funkci bude nabývat řádově nižších hodnot, než by tomu
bylo bez centrálního klipování. Vzhledem k tomu, že základní výšku tónu subjektu
lze očekávat zhruba od 50 do 500Hz, byly využity o něco větší rámce, než tomu
bylo v případě výpočtu energie signálu, abychom v těchto rámcích vždy našli správ-
nou hledanou periodicitu. Proto byla zvolena délka rámce 40ms, což představuje
640 vzorků. Zde již bylo pracováno bez překryvu. Ze zjištěných délek period je nako-
nec vypočítán aritmetický průměr, který vyjadřuje průměrnou základní výšku tónu
během fonace.
Výběr parametrů probíhal na základě práce [5]. Získané parametry je nutno
předat ke grafickému zpracování, zároveň je třeba tyto hodnoty uchovávat.
2.1.3 Uchování hodnot
Naměřené výsledky je vhodné okamžitě zobrazit, ale neméně důležité je uchovat je
do budoucna. Pro výzkum je totiž zajímavý vývoj parametrů v čase, takže kdyby
data nebyla uložena, neměli bychom jak časový vývoj zachytit.
K uchovávání hodnot se standardně využívají klasické databáze, z nichž zřejmě
nejpoužívanější je SQL a to v různých podobách přes SQLite, MySQL, Oracle SQL
a další. Prostředí Qt obsahuje knihovny pro práci s těmito databázemi, ovšem v na-
šem případě by zavedení databázového systému bylo zřejmým zbytečným plýtváním
kapacitou, jak výpočetní, tak diskovou. Nebudeme ukládat několikarozměrné ta-
bulky různě provázané cizími klíči, ani využívat triggery, či podobné výhody těchto
systémů. Stačí nám uložit pole hodnot, reprezentující naměřené paramery. Proto
byla zvolena tvorba vlastního jednoduchého databázového systému, spočívajícího
v uložení data a času nahrávky a následně jednotlivých parametrů v předem daném
pořadí do souboru. Bylo potřeba vytvořit si k takovéto databázi vlastní knihovnu,
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obsahující nástroje pro načtení údajů, uložení nových, či mazání celého datového
souboru. Knihovna byla nazvána DBUtils, jejímu podrobnějšímu rozboru bude vě-
nována kapitola v implementační části práce a budeme ji využívat k práci s již
existujícími i s novými daty.
2.1.4 Zachování nastavení aplikace
Uchování nastavení uživatele, která provedl při předchozím spuštění, je dnes běžné
chování aplikací. Tento program umožňuje zobrazení hned několika grafů s jednot-
livými parametry a je na uživateli, které z těchto grafů si přeje zobrazovat a které,
ať už z důvodu nezájmu, či nižší důležitosti nebude chtít diagnostikovat. Prostor
pro zobrazení grafů je na mobilním zařízení omezený a proto se předpokládá, že uži-
vatel nebude mít zobrazeny všechny grafy najednou. Druhým takovým nastavením
je přepínání v časovém horizontu zobrazovaných hodnot. Jak bude probráno v ná-
vrhu grafické části aplikace, uživatel bude moci určovat, z jakých časových období
mu budou data předkládána.
Záznam i načtení těchto nastavení po jejich změně a po spuštění aplikace obsta-
rává obslužná třída ConfigUtils.
2.1.5 Odesílání dat grafické části
Grafickou a výpočetní součást je při vývoji aplikace na mobilní platformy v prostředí
Qt možno oddělit a v této práci bude takovéto techniky využito z důvodů uvedených
v 1.1. Bude proto nutno zavést obsluhu pro komunikaci mezi těmito částmi, zejména
je potřeba odesílat naměřené hodnoty spolu s již známými k vykreslení do grafů a
zachytávat události a potřeby uživatele z grafického prostředí.
Zavedena byla třída StatsGraphsMaker, která se stará o volání správných me-
tod z nástrojů pro uchovávání dat a nastavení a po spuštění aplikace odesílá již
naměřené hodnoty. Stejně jako předešlé třídy, implementačí stránka bude rozebrána
v následující kapitole.
2.1.6 Upozornění na čas nahrávání
Abychom předešli situaci, kdy subjekt zapomene provést nahrávku, čímž se znehod-
notí pravidelný sběr dat, a zároveň abychom poskytli uživateli jakýsi komfort v tom,
že nebude muset celý den myslet na určitou hodinu nebo si nastavovat alarm, aby
na nahrávání nezapomněl, bylo vhodné implementovat podporu upozornění přímo
v systému mobilního zařízení. Android i iOS disponují systémem pro zobrazování
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upozornění jednotlivých aplikací provázených zvukovým či vibračním efektem, při-
čemž umožňují interaktivitu takového upozornění v podobě přesunu přímo do apli-
kace po kliknutí na toto upozornění.
2.2 Návrh grafické části
Nyní se budeme věnovat zamyšlení se nad grafickou stránkou projektu. Upřednost-
ňována bude přehlednost a jednoduchost ovládání s ohledem na dotykové ovládání
pomocí mobilního přístroje. Tedy nepříliš malé prvky, logicky strukturovaná ná-
vaznost stavů aplikace a podobnost s ostatními aplikacemi a samotnými mobilními
systémy pomohou uživateli snadno a rychle přivyknout a orientovat se v aplikaci.
2.2.1 Rozvržení stavů aplikace
První věcí k zamyšlení byla úvaha nad stavy, kterými aplikace bude procházet.
Je nasnadě, aby se všechny ovládací prvky a nastavení nenacházely zároveň s grafy
na jedné obrazovce, zároveň je potřeba pečlivě zvážit, jestli rozdělení na příliš mnoho
obrazovek nebude zbytečně naddimenzované a nepovede akorát ke znepřehlednění
programu. Proto bylo zvoleno rozdělení zobrazené na obrázku 2.3. Na základní obra-
zovce uživatel může prohlížet minulá měření, vybírat si časové měřítko a má přístup
k novému nahrávání a k nastavení aplikace. V nastavení bude moci volit mezi veli-
činami, které chce v grafech zobrazovat, nastavit upozornění na nahrávání a bude
moci mazat staré záznamy. Tlačítkem pro nahrávání se přesune na následující obra-
zovku, obsahující tlačítko pro uskutečnění nahrávky, které uživatele zároveň povede
nahráváním, aby věděl, kdy má vytvářet zvuk. Z této obrazovky má samozřejmě
možnost vrátit se zpět, nechce-li z nějakého důvodu nahrávku momentálně provést.
Po nahrání aplikace záznam automaticky zpracuje a vyhodnotí, načež uživateli na-
bídne třetí obrazovku s radarovým grafem a získanými parametry, ze které se bude
moci vrátit zpět na základní obrazovku, případně si upravit, které parametry chce
v radarovém grafu zobrazit.
2.2.2 Základní obrazovka
Na základní obrazovce budou uživateli k dispozici grafy, jejichž počet zvolí v nasta-
vení. Tyto grafy budou barevně i typově sjednocené. Na tomto místě je potřeba brát
v potaz orientaci displeje, neboť při rozvržení stejném pro oba typy naklopení při-
jdeme o hodně místa. Pro vertikální orientaci bylo zvoleno rozvržení shora-dolů, čili
nahoře výběr časového měřítka, uprostřed přes většinu obrazovky grafy a dole navi-
gační klávesy. U horizontálního rozvržení tomu bude jinak, a sice grafy budou vlevo
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a navigační klávesy včetně tlačítek pro změnu časového měřítka budou napravo.















Obr. 2.2: Rozdíly v zobrazení při různých orientacích displeje
2.2.3 Obrazovka vyhodnocení nahrávky
Pro přehledné zobrazení parametrů získaných z nahrávky bylo zvoleno velmi po-
dobné rozvržení, jako na základní obrazovce, dalším z důvodů bylo i udržení po-
spolitosti aplikace. Pro radarový graf nám bude vždy stačit čtvercová oblast, takže
vedle něj či pod něj (podle orientace přístroje) umístíme hodnoty parametrů a panel
s ovládacími prvky bude umístěn stejně, jako v případě základní obrazovky.
2.2.4 Ostatní obrazovky
K zobrazovaným plochám odpovídajícím ostatním stavům aplikace lze říci tolik, že
na nahrávací obrazovce bude mít uživatel k dispozici tlačítko, po jehož stisku jej
aplikace provede nahráváním a po jeho ukončení bude přesměrován na vyhodnocení
zaznamenaného signálu. Jednotlivá nastavení budou obsahovat pouze seznamy para-
metrů k zobrazení v grafech, ať už v radarovém či v bodových. V hlavním nastavení
bude samozřejmě umožněn přístup k mazání jednotlivých záznamů i celé historie,
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Tento oddíl bude věnován rozboru implementační složky. Čtenáře provede postupem
implementace a bude klást důraz na problematická místa. Při tvorbě aplikace bylo
postupováno s ohledem na návrh. Postupně byly zprovozňovány jednodušší celky,
které byly dále rozšiřovány až do finální podoby.
V následujících podkapitolách bude rozebráno pozadí celé aplikace, běžící v na-
tivním kódu, přičemž bude diskutováno propojení s uživatelskou frontend částí.
3.1 C++ backend a funkce main
V základní funkci main dojde k inicializaci základních součástí, kterými jsou QQmlAp-
plicationEngine grafické scény, instance třídy AudioInput, signalProcessoru, získání
ukazatele na kořenový element grafického enginu, inicializace StatsGraphMakeru a
nakonec NotificationClient třídy, obsluhující upozornění. Poté dochází k propojení
správných signálů se sloty a volání metody exec třídy QGuiApplication, která je
hlavním jádrem naší aplikace a touto metodou se spustí.
3.1.1 Základní audio část a třída AudioInput
První věcí, kterou bylo potřeba naimplementovat a otestovat, byla část aplikace
ověřující nahrávací schopnosti mobilního přístroje. Dle [6] by mělo být každé zaří-
zení, na kterém běží Qt aplikace, schopno zaznamenávat PCM (Pulse-code modu-
lation - pulzně-kódová modulace) vzorky vstupního zvukového signálu. Proto byla
vytvořena třída AudioInput, dědící ze třídy QObject, kvůli zachování možnosti vy-
užití signálů a slotů, a ze třídy QAudioInput pro nástroje spojené s nahráváním.
V konstruktoru předáme objektu ukazatel na instanci SignalProcessor, který třída
využívá k předání nahraných vzorků ke zpracování. Poté došlo k implementaci me-
tody setup(), ve které proměnné objektu pro zpracování našeho AudioInput objektu
přiřadíme instanci SignalProcessoru, inicializovanou již na začátku ve funkci main.
V této metodě navíc nastavujeme parametry nahrávání, kterými jsou kodek, vzor-
kovací frekvence, velikost vzorku, počet kanálů, bitová posloupnost a typ vzorků,
jejichž hodnoty byly rozebrány v kapitole 2.1.1. Dále obsahuje metodu startRecor-
ding(), ve které nastavíme parametry výstupního souboru, jimiž jsou název souboru
a přístupová práva, načež tento soubor otevíráme pro zápis a inicializujeme nahrá-
vací objekt třídy QAudioInput. Po volání medody start tohoto objektu spouštíme
časovač QTimer, který po 10 sekundách volá metodu terminateRecording(). Tato
metoda zastaví nahrávání a zapíše data do souboru jeho uzavřením. Následně jej ote-
vře jako datový proud a jednotlivé vzorky přetransformuje do vektoru 16 bitových
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celočíselných hodnot, které následně předá instanci objektu SignalProcessor ke zpra-
cování. Vše končí voláním metody objektu SignalProcessor process(), která získaný
signál zpracuje. Ještě před odesíláním dat ke zpracování bylo potřeba ověřit, zdali
jsou získané vzorky skutečně reprezentací nahrávaného zvuku, čili jestli pracujeme
se správnými daty. Systém Debian disponuje balíčkem aplay, spustitelným pohodlně
z terminálu, který je schopen přehrát hrubá PCM data (i bez wav hlavičky atp.).
Pomocí jednoduchého triku s konzolí samotného systému Android, kam se vývojář
může připojit pomocí adb můstku, byl zaznamenaný soubor nakopírován do části
souborového systému, odkud jej lze překopírovat do počítače. Trik spočívá v před-
stírání, že jsme aplikace, jejíž data potřebujeme. Příkazem run-as s parametrem
reprezentujícím název balíčku na této platformě získáme přístup k datům, která by
nám pouhým příkazem adb pull z terminálu Linuxu byla z důvodu bezpečnostní
politiky Androidu nepřístupná. Poté jsme byli schopni získaný signál zpětně repro-
dukovat pomocí již zmíněného balíčku aplay s parametry stejnými, jako jsme zadali
při tvorbě nativního kódu. Tím bylo ověřeno, že budeme zpracovávat správná data.
Zpracovaný signál je možné pomocí grafu i zobrazit, nicméně telefonu trvá několik
sekund takové množství dat vykreslit. Proto tahle část nebyla zahrnuta do finálního
kódu, nicméně náhled, jak takové vykreslení vypadá, poskytuje obrázek 3.1
Obr. 3.1: Vykreslení zaznamenaného signálu aplikací - pouze pracovní verze bez
popisků os v aplikaci, vyjadřuje amplitudovou (y-ová osa) závislost signálu na čase
(x-ová osa)
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3.1.2 Zpracování signálu a třída SignalProcessor
Jak již bylo naznačeno v předchozí podkapitole, tato třída je instancována v hlavní
funkci main a následně poskytnuta instanci třídy AudioInput, která jí předá zís-
kaný signál a zavolá její metodu process(). Konstruktor obsahuje pouze nastavení
kořenového objektu QML stromu předáním instance prvního prvku QQmlApplicati-
onEngine objektu funkce main, která bude později využita k předání vypočítaných
parametrů grafické části aplikace. Dále zde dochází k inicializaci paměťového pro-
storu matice pro uchování rámců signálu a prostoru pro vektor obsahující energie
jednotlivých rámců.
Druhou metodou je metoda process(), která obsahuje zpracování signálu, ulože-
ného ve vektoru. Na začátku dochází k převodu na hodnoty v plovoucí řádové čárce,
kvůli pozdější normalizaci. Přitom vybíráme nejvyšší absolutní hodnotu signálu a
přeskočíme část, ve které se zařízení teprve přizpůsobuje hlasitosti nahrávání. Vý-
sledkem je normalizovaný vektor hodnot o velikosti 145760 vzorků. Při vývoji zde
byl zanechán kus kódu umožňující vykreslení signálu do grafické scény, který sloužil
pro ověření správnosti operací. V podstatě se jedná o převedení vektoru float hodnot
na hodnoty QVariant, které lze předávat grafické QML části, následné přetypování
objektu získaného jakožto potomka kořenového elementu objektu QMLApplicati-
onEngine a změnu vlastnosti tohoto objektu na pole námi zpracovaných hodnot.
QML část na tuto změnu reaguje jako na událost a na základě této změny volá
JavaScriptové metody QML scény pro vykreslení hodnot. Následně byla normali-
zovaná data převedena do rámců, pomocí dvou vnořených for cyklů, kdy v prvním
iterujeme o velikost rámce bez překryvu, čili o 320 vzorků a v tom druhém prvky
od této pozice až k pozici o 480 vzorků vyšší násobíme prvkem konstatního vektoru
hodnot Hammingova okna na příslušné pozici a ukládáme do výsledné matice. Vý-
sledkem je matice o 455 řádcích a 480 sloupcích, kde každý řádek odpovídá jednomu
rámci pronásobenému Hammingovým oknem. Následně je volána další dvojice vno-
řených for cyklů počítající energie těchto rámců prostým sečtením kvadrátů prvků.
Výsledek je uložen do vektoru energies, který po provedení této operace obsahuje
hodnoty energií všech 455 rámců. Pro ověření byl tento vektor vykreslen do grafu
a změny energie odpovídaly změnám vzdálenosti a síly signálu od mikrofonu. Ve
finální verzi toto vykreslení použito není, nicméně obrázek 3.2 obsahuje záznam ob-
sahu obrazovky při vývoji a pokusném vykreslení. Dále, jak by se již dalo očekávat,
následují výpočty jednotlivých parametrů, jež byly standardně implementovány.
Při výpočtu parametrů, týkajících se TKO, bylo s výhodou využito možnosti
pracovat pouze s ukazateli, takže bylo ušetřeno mnoho výpočetního času kopíro-
váním hodnot. Díky tomu jsme počítali pouze s hodnotami v původním signálu
a jediné, co se při výpočtu mění, jsou pořadová čísla vzorků, díky nimž přistou-
16
Obr. 3.2: Vykreslení energií rámců - pracovní verze bez popisků os v aplikaci, x-ová
osa je časový průběh a y-ová je normalizovaná hodnota energie rámců.
píme ke kýžené trojici vzorků, jejichž pronásobením a odečtením dostaneme další
hodnotu TKO. Stejně jako u energie na závěr spočítáme u tohoto pole hodnot TKO
žádané parametry.
Na časovou náročnost výpočtu byl brán zřetel především v části řešící výpočet
základní výšky tónu. U výpočtu autokorelační funkce bylo využito její symetricity,
takže počítáme pouze pravou část od osy symetrie. Co se týče metody centrálního
klipování, zde jsme procesoru pomohli pamatováním si již vypočtených maxim z ná-
sledujícího segmentu a jejich použití při posunu o dvě pozice dál, jakožto maxim
předchozích segmentů. Pro kontrolu, zda výsledky, z nichž se bude počítat kmitočet
základního tónu, vypadají, jak mají, bylo provedeno vykreslení signálu po centrálním
klipování na obrázku 3.3 a autokorelace jednoho z rámců na 3.4 I s přihlédnutím
k okolnosti, že se podařilo vyvarovat se jakémukoli kopírování dat a algoritmus tedy
pracuje pouze s ukazateli na původní pole hodnot (dokonce i jednotlivá maxima
jsou předávána jako ukazatele na jednu z hodnot vzorků), je výpočet i na slabším
přístroji poměrně rychlý a i s energiemi a TKO zpracování trvá včetně předání dat
QML sekci a jejich vykreslení s uložením do databáze pod 2 sekundy. Autokore-
lační funkce nám v algoritmu najde pouze vzdálenost ve vzorcích mezi špičkovými
hodnotami, čímž získáme soubor délek period v jednotlivých rámcích. Jednoduchou
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Obr. 3.3: Kladná část signálu po centrálním klipování.
úpravou dojdeme ke vztahu:
𝐹0 =
640





kde N je počet vzorků a 𝑇 je délka periody ve vzorcích n-tého rámce, takže získáme
rovnou aritmetický průměr vyjadřující výšku základního tónu v Hz.
Nakonec bylo na všechny hodnoty aplikováno převedení na funkci sigmoidy, které
zajistí rozložení získatelných hodnot na interval od 0 do 1, takže je poté můžeme
vynést do radarového grafu se stejným měřítkem pro každou osu. Bez provedení
této úpravy by při řádovém rozdílu parametrů z tohoto grafu nebylo poznat vůbec








kde 𝑥′𝑖 je hodnota převedená na sigmoidu, 𝑥𝑖 je původní hodnota a 𝜇𝑖 s 𝜎𝑖 jsou
střední hodnota se směrodatnou odchylkou. Střední hodnoty a směrodatné odchylky
jednotlivých parametrů byly zjištěny experimentálně. Tyto hodnoty byly předány
příslušnému potomku kořenového objektu QML scény přetypovanému na QObject,
který na změnu vlastnosti uchovávající hodnoty reaguje vykreslením radarového
grafu. Zároveň jsou tato data zanesena do databáze pomocí metody save().
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Obr. 3.4: Autokorelační funkce jednoho z rámců, kdy délka periody činila 120
vzorků, čili se jednalo o kmitočet 133Hz.
3.1.3 Databáze a třída DBUtils
V kapitole 2.1.3 již bylo uvedeno, že pro účely této aplikace postačí vlastnoručně
implementovaná databáze přesně na míru. Tuto databázi obsluhuje třída DBUtils,
která obsahuje statické metody pro práci s daty. Není tedy potřeba ji instancovat a
kdekoli v kódu provedeme inkluzi hlavičkového souboru, tak zde můžeme ukládat,
mazat, či vyvolávat data. První metodou je metoda load, která je přetížena a vysky-
tuje se ve dvou exemplářích. Základní bez parametru vrátí true, pokud již databáze
existuje. Pokud tomu tak není, vrátí false a funkce main, která tuto bezparamet-
rovou metodu volá ví, že je potřeba databázi vytvořit. Druhou verzí této metody
je verze s parametrem obsahující ukazatel na QVariantList objekt, do kterého je
schopna nahrát obsah databáze. Tato metoda je používána na práci s již existu-
jícími daty i pro mazání dat, jak bude vysvětleno později. Metodou pro ukládání
je příhodně metoda save, která na konec souboru stávající databáze přidá hodnoty
uvedené v parametrech a poslední metodou je deleteAll, která, jak již z názvu plyne,
smaže všechna data v databázi.
3.1.4 Tvorba správných grafů a třída StatsGraphMaker
Následující třída obsahuje zejména sloty, reagující na signály z QML scény, a tím
reaguje na přání uživatele. Obsahuje metodu make, která odešle do QML scény
potřebná data pro vykreslení spojnicových grafů, jež získá rozdělením vektoru zís-
kaného z DBUtils::load. Dále obsahuje slot na volání mazání historie, čímž volá
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deleteAll metodu třídy DBUtils, pak slot saveConfig, jímž volá metodu svCfg třídy
ConfigUtils, slot loadConfig, jímž z též třídy volá metodu loadCfg k načtení nasta-
vení, která dále předává QML scéně a nakonec slot delChosen. Ten načte databázi,
vyřadí z ní prvek na pozici, kterou chceme smazat (tu uživatel vybere v QML scéně),
následně databázový soubor smaže a přepíše novým, již bez zmíněného prvku. Na-
konec tento nový soubor dat předá ke zpracování standardní cestou přes nastavení
vlastnosti příslušného potomka kořenového objektu QQMLAppliacationEnginu.
3.1.5 Zachování nastavení a třída ConfigUtils
Velmi vhodné je poskytnout uživateli možnost mít uložené nastavení aplikace, takže
nemusí při každém spuštění znova a znova volit, které grafy chce zobrazit a jaké
časové měřítko použít. Pro snížení velikosti souboru uchovávající tyto informace byl
navržen binární systém, který každému parametru přiřazuje n-tou mocninu čísla 2.
Součtem těchto hodnot dostáváme unikátní režim nastavení, reprezentovaný pouze
jednou n-bitovou hodnotou a není potřeba uchovávat vektor všech nastavení a jejich
booleovské hodnoty (standartní označení hodnoty nabývající hodnoty true/false,
pojmenovány podle anglického matematika George Booleho). Takto zakódované na-
stavení ukládáme do souboru pomocí metody svCfg. Zpětné vyvolání nastavení za-
bezpečuje metoda loadCfg, která uchovávané hodnoty uloží na ukazatele předané
v parametrech. Přepočet je řešen v JavaScriptu přímo v QML scéně, která si s jed-
noduchým výpočtem poradí. Zakódování bylo rozebráno, dekódování je v podstatě
dělení zakódované hodnoty číslem dvě, přičemž zbytek po dělení je booleovská hod-
nota příslušného parametru.
3.1.6 Nastavení notifikace
Možnost nastavit si upozornění je implementováno ve třídě NotificationClient. Zde
docházíme k bodu, kde je jediné místo, které je potřeba řešit pro Android a iOS
zvlášť. Abychom totiž vyvolali notifikaci na mobilním přístroji i v případě, že je
naše aplikace vypnutá, je potřeba spustit systémovou službu, která poběží na po-
zadí. Vzhledem k tomu, že systémové služby jsou pro každou platformu specifické a
musí být bezpodmínečně psány v nativním kódu, budeme v našem případě psát kód
v nativním kódu jazyka JAVA pro Android. Vzhledem k tomu, že nebylo k dispozici
iOS zařízení, nebylo možno vývoj uskutečnit. Na iOS tedy upozornění zatím vyvolá-
vat nelze, ovšem není problém tuto část kdykoli implementovat. Qt totiž umožňuje
volání statických i nestatických JAVA metod pomocí JNI bridge z knihovny An-
droidExtras, případně pomocí Foundation knihovny pro volání Objective-C metod
pro iOS.
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Na OS Android aplikace vychází z konfiguračního souboru XML, který obsa-
huje údaje o názvu balíčku, o souborech, které tvoří aplikaci, o systémových služ-
bách spojených s aplikací, o třídách typu receiver reagující na systémové události,
o povoleních, která aplikace vyžaduje v systému, plus spoustu dalších meta dat.
Všechny následující přidané JAVA třídy byly potřeba do tohoto konfiguračního sou-
boru správně zaregistrovat.
Kromě obecných doporučení v technické dokumentaci bylo z části využito návodu
na [4]. Pro získání odkazu na aplikaci pro systémovou službu byla vytvořena javov-
ská třída NotificationClient dědící z org.qtproject.qt5.android.bindings.QtActivity.
Obsahuje metodu notify(String s), která je volána třídou NotificationClient z C++
back-endu prostřednictvím již zmíněného JNI můstku. Tato metoda zavolá metodu
setupAlarm třídy NotificationEventReceiver, která dědí z WakefulBroadcastRecei-
ver knihovny Android.v4 a zajišťuje nastavení upozornění ve službě zpracovávající
notifikace. K nastavení správného času bylo využito konfiguračního souboru notifi-
cation.time, protože budeme potřebovat odněkud získávat časový údaj v případě,
že dojde k restartu systému (a smazáním runtime dat běžících služeb). Do tohoto
souboru je uložen časový údaj reprezentující hodiny a minuty, kdy se má provést
upozornění. Při sestavování alarmu je volána metoda getTriggerAt, která časový
údaj načte, na místo sekund se dává automaticky 0 (je nestandardní, aby uživatel
nastavoval časový údaj přímo na sekundy). Zároveň je reimplementována abstraktní
metoda onReceive, která je volána při dosažení požadovaného času a ta spustí službu
na pozadí. Tu zabezpečuje třída NotificationIntentService, která vyvolá notifikaci.
Byl nastaven defaultní tón, který má uživatel pro notifikace nastaven a jednoduchý
vzor pro vibrace 0-100-200-300. Zároveň je předán jakožto PendingIntent instance
obsahující kontext naší aplikace, takže po kliknutí na notifikaci se VApp rovnou
spustí. Zároveň bylo nutno implementovat druhou třídu typu broadcast receiver,
která bude reagovat na systémovou událost nabootování systému, na změnu časo-
vého pásma (aby upozornění nehlásilo o hodinu jinak, než má) a na změnu sys-
témového času. Tato třída byla pojmenována NotificationServiceStarterReceiver a
v podstatě pouze v reakci na jednu ze zmíněných událostí provede opětné nastavení
pomocí NotificationEventReceiver.setupAlarm(), která byla již zmíněna. Díky tomu,
že máme informaci o čase upozornění v souboru se tedy toto nastavení opakovaně
použije a není nutno nastavovat jej znovu.
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Obr. 3.5: Upozornění v notifikační oblasti systému Android.
3.2 QML/JS frontend
Kapitola bude věnována popisu implementace z velké části po grafické, ale i logické
stránce aplikace. Tato část programu sestává z 5 souborů, z nichž hlavní je qml.qml
soubor volaný ke zpracování QQMLApplicationEnginem ve funkci main a který dále
využívá zbylé čtyři.
3.2.1 Základní obrazovka se statistikou
Všechny hlavní součásti aplikace byly umístěny do souboru qml.qml, kde jsou dále
zpracovávány. Kořenovým prvkem je ApplicationWindow, umožňující vytvoření apli-
kačního okna a zahrnující některé důležité vlastnosti. Finální podobu lze pozorovat
na obrázku 3.6. První, co se uživateli zobrazí po spuštění aplikace je úvodní ob-
razovka, zobrazující informace o aplikaci, autorovi atp. Je tvořena Rectangle ele-
menetem o rozměrech odpovídajících velikosti displeje, čili zabírá celou obrazovku,
ve vnitřním elementu Label je popis a v elementu Timer je nastaven 3 sekundový
interval, po jehož vypršení úvodní obrazovka zmizí a zavolá se metoda showStats
pro zobrazení statistiky vývoje parametrů.
Statistika vývoje parametrů odpovídá návrhu. V tomto případě bylo potřeba
vyřešit změnu orientace obrazovky. Jelikož reakce na ScreenOrientation vlastnost
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Obr. 3.6: Základní obrazovka se statistikou
kořenového elementu měnila obsah před změnou fyzických parametrů rozměrů zob-
razitelné plochy, bylo s výhodou využito zavedení vlastností h a w, reprezentujících
maximální dostupnou výšku a šířku. Při změně těchto parametrů na tuto změnu
celá aplikace reaguje, protože vlastnosti definované pomocí jiných vlastností (např.
výška.elementu = (0.5 · výška.rodičovského.elementu)) jsou s nimi interně provázány
a při změně hodnot těchto vlastností dochází i ke změně vlastnosti pomocí nich de-
finované (takže při změně vlastnost výška.rodičovského.elementu dojde i ke změně
vlastnosti výška.elementu). V reakci na změnu je nastavována výška i šířka vnitř-
ních elementů i samotného Rectangle elementu, reprezentujícího obrazovku s grafy.
Tímto způsobem je řešena orientace i u všech ostatních stavů aplikace. Tato obra-
zovka obsahuje dva hlavní obdélníkové prvky, jeden velký pro zobrazení obsahu a
druhý menší k zobrazení tlačítek. Tlačítka jsou tvořena klasicky skrz elementy But-
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ton, ovšem jejich styl zobrazení byl vytvořen ručně pomocí vlastnosti style, kterou
pokud inicializujeme objektem ButtonStyle, můžeme upravovat. Když se vrátíme
zpět k většímu z obdélníků, bylo řečeno, že obsahuje grafy. Tyto grafy jsou vy-
tvářeny volně šířitelnou knihovnou Chart.qml dostupnou na [7]. Vloženy jsou do
prvku Canvas, dole pod prvkem je připojen obdélníkový element obsahující popisky
horizontální osy grafů. Tento obdélník byl zaveden z důvodu nedostatečné implemen-
tace zmíněné knihovny, co se hodnot na osách týče, je tvořen hodnotami v řádcích
s řádkováním nastavovaným v závislosti na počtu zobrazovaných hodnot a pootočen
o 90°, takže skvěle padne pod grafy. Knihovna Chart.qml bude podrobněji rozebrána
později. K vykreslení dat do grafů slouží funkce translateDataToCharts, která pře-
píše obsah objektů reprezentující nastavení daných grafů a vyžádá jejich překreslení.
Toto vše se děje ve funkci handle obsažené v souboru ChartData.js, která bude také
rozebrána podrobněji. Jednou z posledních možností, jimiž základní obrazovka dis-
ponuje je volba časového měřítka. Uživatel si může zvolit, zdali zobrazovat data
jen z posledního dne, týdne, měsíce, či celého roku. Toto nastavení je přenášeno a
zpracováno funkcí setData v tomtéž souboru, a stejně tak bude rozebrána později.
Každopádně nám toto okno umožňuje přejít jednak do nastavení a jednak do nahrá-
vání. V nastavení, jež je zachyceno na obrázku 3.7, bylo potřeba vytvořit možnost
Obr. 3.7: Nastavení aplikace
volby grafů k zobrazení, nastavení notifikace a mazání nahrávek. Hlavní část na-
stavení je tvořena staticky prvkem Flickable, což je obdélník s posuvným obsahem
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pomocí swipe gest, tak jak jsou uživatelé mobilních telefonů zvyklí, a jednotlivých
položek, z nichž tlačítka byla implementována stejně jako ta na hlavní obrazovce.
První volba Smazat celou historii je doprovázena prkem QML třídy Dialog, čímž
zabráníme nechtěnému smazání, a uživatele aplikace vyzve k potvrzení otázkou,
zdali chce opravdu vše smazat. Lehce pokročilejší vývoj vyžadoval seznam nahrá-
vek, potřebný k výběru nahrávky ke smazání. Bylo potřeba rozdělit údaje přenesené
do QML sféry prostřednictvím třídy statsGraphMaker na údaje obsahující datum a
čas nahrávky. Vzhledem k tomu, že počet nahrávek se samozřejmě mění, musely být
tyto položky tvořeny dynamicky. Ovšem i toto QML bez problémů umožňuje. Po
označení položky a potvrzení tlačítkem smazat dochází k volání metody kořenového
elementu emitující signál o mazání s parametrem jako pořadovým číslem nahrávky
a toto pořadové číslo přes slot předává C++ backendu ke zpracování. Lze označit i
více položek, jak je patrné z obrázku 3.9. Předposlední možností je volba Nastavit
upozornění, která nás přesune na obrazovku s nastavením času 3.8, což je poměrně
intuitivní záležitost s volbou návratu zpět, či potvrzení zvoleného údaje. Po návratu
z nastavení se opět volá metoda k překreslení scény s grafy, jelikož uživatel mohl
vybrat jiné grafy k zobrazení, a proto je třeba je vykreslit.
Obr. 3.8: Obrazovka volby času k vyvolání upozornění na provedení nahrávky.
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Obr. 3.9: Mazání záznamů
3.2.2 Tvorba grafické nahrávací části
Tato obrazovka je po grafické stránce poměrně jednoduchá, nahrávací tlačítko je tvo-
řeno třemi čtverci se zaoblením vrcholů na 50% délky strany, čímž byly vytvořeny
soustředné kruhy. Po stistku tlačítka je odpočítáno nahrávání pokyny „Připravit,
pozor, teď!“, které jsou vypisovány v závislosti na Timeru vloženém do obdélní-
kového elementu zastupujícího nahrávací obrazovku. Po jeho vypršení, tj. po třech
sekundách a vypsání pokynu „Teď!“ přichází na řadu funkce blokující všechny ovlá-
dací prvky, aby nebylo možno omylem přerušit nahrávku v průběhu a začne se
odpočítávat 10 sekund do konce nahrávání. Časomíra je samozřejmě zobrazována
uživateli, který má vše stále uprostřed velkého nahrávacího tlačítka uprostřed ob-
razovky, takže nahrávání je velmi intuitivní a snadné. Z ovládacích tlačítek je zde
k dispozici ještě jedno, kontextové, které po stistku uživatele přepne zpátky na sta-
tistiku v případě, že se rozhodl nenahrávat. Po vypršení 10 sekund nahrávání je
signál zpracováván na pozadí nativním kódem a výsledky jsou odeslány grafické
scéně, která po jejich přijetí přepne uživatele na obrazovku vyhodnocení záznamu.
Výslednou podobu zobrazuje screenshot 3.10.
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Obr. 3.10: Nahrávací obrazovka
3.2.3 Vyhodnocení záznamu
Poslední ze stavů, do kterých se aplikace může dostat, je vyhodnocení nahrávky.
Při přepnutí do tohoto stavu je zobrazen obdélníkový element obsahující vyhodno-
covací okno. Rozložením je v základu stejný, jako základní obrazovka, v rámci za-
chování integrity aplikace. Jediným rozdílem je rozdělení většího obdélníku s grafy
na čtverec a zbylý obdélník, a sice z toho důvodu, že radarový graf má tvar čtverce
a do zbylého prostoru můžeme vypisovat hodnoty naměřených parametrů. Data pro
radarový graf jsou přetransformována do příslušného nastavovacího JSON objektu
pomocí funkce translateDataToRadar1, která je volána ihned po naplnění vlastnosti
values hlavního elementu reprezentujícího obrazovku s vyhodnocením. I toto bude
později rozebráno podrobněji. Možnosti, kudy se může uživatel dále ubírat, jsou
dvě, buď nastavení dat, která chce v radarovém grafu zobrazit, nebo návrat zpět ke
statistice s již započteným posledním měřením. V nastavení této části má uživatel
na výběr stejně jako u hlavní obrazovky ze všech dostupných parametrů a je jen
na něm, které zvolí. Samozřejmě při změně a následném návratu k vyhodnocení je
nutno radarový graf znovu překreslit v závislosti na změnách aplikovaných na řídící
JSON objekt. Na obrázku 3.11 lze pozorovat konečnou podobu této součásti.
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Obr. 3.11: Obrazovka vyhodnocení měření
3.2.4 Knihovna QChart a konfigurační objekty
K vykreslení grafů byla využita volně šířitelná knihovna QChart. Jedná se o spojení
QML a JavaScriptu k vykreslení grafických závislostí předložených v konfigurač-
ním souboru v JSON objektech. Tato knihovna umožňuje vykreslit 6 typů grafů,
pro účely této práce byl nicméně použit pouze klasický spojnicový a radarový graf
pro přehledné zobrazení převládajícího vlivu parametrů. Tuto knihovnu následně
stačí naimportovat a můžeme grafy použít v prostředí Canvas2D. Data k zobrazení
objekt čerpá z JSON objektů předložených ve vlastnosti při inicializaci, po změně
obsahu tohoto objektu lze graf pouze překreslit a ten použije data nová. Pro tyto
účely byly vytvořeny dva soubory ChartData.js a RadarData1.js, kde nastavujeme
barvy grafů, hodnoty na souřadnicových osách i samotná data. Ta jsou aktuali-
zována pomocí funkcí translateDataToCharts a translateDataToRadar1, v nichž je
následně volána metoda repaint.
3.2.5 Podpůrné metody pro reakce na uživatelská nastavení
Kvůli možnostem měnit časové měřítko grafů a vybírat si, které parametry zobra-
zovat a které nikoliv, bylo zapotřebí vytvořit pro tyto úkony obsluhující funkce.
První metodou je funkce setData, která je volána po změně vyvolané uživatelem a
při startu aplikace a nahrání uloženého nastavení, pro nastavení časového měřítka.
Dle hodnoty konfigurační proměnné obsahující číslo od 1 do 4, kde každá z těchto
hodnot reprezentuje postupně rok, měsíc, týden a den přepne do jedné z větví,
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v nichž se vždy nachází for cyklus s patřičnou podmínkou, který vybere z databáze
správná data. Do proměnné tP (to print) uloží pozice hodnot v databázi a těmito
hodnotami jsou posléze naplněny JSON objekty uchovávající data pro jednotlivé
grafy. Nakonec naplní správnými hodnotami i objekt obsahující data časové osy a
změní výšku řádku tak, aby hodnoty byly pod správnými body v grafu.
Druhou metodou je funkce handle, jež se musí vypořádat s nastavením, které
grafy chce uživatel zobrazit. V závislosti na změně tohoto nastavení spočítá, kolik
grafů budeme zobrazovat, dle použitelné výšky plátna rozdělí výšky jednotlivých
grafů a ty jim nastaví v jejich konfiguračních objektech s ohledem na místo pro ča-
sovou osu. Dále musí určit, který graf byl naposledy zobrazen, protože pod něj musí
přichytit pomocí vlastnosti anchors další graf k zobrazení, v průběhu grafy překres-
luje a nakonec naplní i objekt obsahující časovou osu správnými hodnotami.
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4 ZÁVĚR
Tato práce se zabývá vývojem mobilní aplikace pro analýzu prodloužené fonace
pacientů s Parkinsonovou nemocí. Cílem bylo vytvořit aplikaci pro Android nebo
iOS, která takovou analýzu umožňuje. Hlavními body jsou možnost zaznamenat na-
hrávku, parametrizovat ji a vizualizovat a extrahovat její parametry. Jako rozšíření
bylo zvoleno využití radarového grafu k porovnání vlivu parametrů a následné po-
rovnání s předešlými nahrávkami z hlediska časového vývoje. Navíc je také možno
nastavit si systémové upozornění na určitý čas, které uživatele navede k nahrávání.
Aplikaci se podařilo vytvořit dle zadaných požadavků včetně rozšíření, navíc je
možné kód zkompilovat pro jakoukoli rozšířenou mobilní i desktopovou platformu,
takže není omezena na pouze jeden operační systém. Dále umožňuje práci s daty,
mezi něž kromě prohlížení v různém časovém měřítku patří i jejich mazání a výběr
dat k zobrazení. Poslední významnou funkcionalitou je možnost nastavení systémové
notifikace, která zůstává aktivní i po vypnutí aplikace, či restartování přístroje. Vý-
voj probíhal ve frameworku Qt, což umožnilo multiplatformní vývoj a zároveň mohla
být oddělena výpočetní část od grafické díky samotné základní myšlence tohoto fra-
meworku pro vývoj aplikací na mobilní zařízení – výpočetní část v nativním C++
kódu a grafická v přizpůsobivém QML a JavaScriptu. Uživatelské rozhraní aplikace
bylo navrženo tak, aby bylo intuitivní a přehledné, což se při implementaci s ohledem
na návrh podařilo.
Práci je možno rozšířit několika způsoby. Jedním z nich může být přidání dal-
ších parametrů, či zkoumání parametrů úplně odlišných, projevujících se u jiného
onemocnění, než je Parkinsonova nemoc. Další možností je vytvoření centrálního
serveru, shromažďujícího data z nainstalovaných aplikací, který umožní porovnání
velkého množství dat v závislosti na věku, pohlaví i stavu pacienta. K tomuto serveru
by bylo vytvořeno webové rozhraní, ke kterému by ošetřující lékaři měli přístup a
mohli by porovnávat výsledky pacientů na základě prováděné léčby v mnohem širším
měřítku, než mohou na jednom oddělení. Mimoto by bylo možno v systému imple-
mentovat spojení lékař-pacient, aby lékař měl přístup k vyhodnoceným nahrávkám
svých pacientů a mohl je vzdáleně monitorovat i několikrát denně, například před
a po užití léků apod. Pro tyto potřeby by byla rozšířena i samotná aplikace uživa-
telskou částí, ve které by se pacient musel identifikovat, aplikace by uchovávala jeho
údaje a pravidelně je odesílala na server. Toto by ovšem vyžadovalo notnou dávku
zabezpečení, aby k citlivým údajům měly přístup pouze pověřené osoby, takže by
rozšíření takového rozměru zahrnovalo i návrh bezpečného informačního systému.
Dalším způsobem by v případě nasazení měla být možnost zkompilovat aplikaci jako
Lite verzi – čili ořezanou pouze pro použití pacientem, který nepotřebuje znát přesné
hodnoty parametrů atp. – a plnou verzi pro lékaře nebo výzkumného pracovníka.
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Rozšiření, které by zvyšovalo pohodlí pacientů, by byla implementace nahrávání do
chytrých hodinek, které by předaly data mobilnímu přístroji ke zpracování. Pacient
by pouze po upozornění přiložil ústa k předloktí a o vše ostatní včetně odeslání dat
by se postaral telefonní přístroj v kombinaci s chytrými hodinkami.
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SEZNAM ZKRATEK
CPU Central processing unit - anglický termín pro označení procesoru
daného zařízení.
CSS Cascading style sheet - kaskádové styly umožňující formátování
obsahu, nejčastěji využívané ve webových prostředích.
JSON JavaScript object notation - zápis v podobě javascriptových objektů,
používá se k přenosu informací.
NDK Native development kit - nativní vývojový balíček, slouží k převodu do
nativního kódu dané platformy
PCM Pulse-code modulation - pulzně-kódová modulace.
SDK Software Development Kit - balíček knihoven a nástrojů potřebných k
vývoji softwaru.
QML Qt meta language nebo Qt modeling language - Deklarativní
značkovací jazyk, založený na Javascriptu.
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A METRIKY KÓDU
• Počet souborů: 26 (nepočítány automaticky generované soubory neovlivňu-
jící přímo chování aplikace)
• Počet řádků zdrojového kódu: 5348 (z toho 1416 řádků back-end a 3932
řádků front-end QML+JS – nebyla zahrnuta knihovna QChart.js)
• Velikost statických dat: 1,84MB (1 933 297 bajtů)
• Velikost spustitelného souboru release verze: 30,47MB (systém An-
droid 4.4.2 KitKat, 32 bitová architektura, při překladu bez ladících informací)
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B OBSAH PŘILOŽENÉHO CD
• Elektronická verze práce: Jakub_Hejda_143807.pdf
• Zdrojové kódy aplikace: projekt.zip
• Soubory s výpočty: korelace.ods, prumeryAStd.ods
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