Abstract
Introduction
Much of software engineering is concentrated on ensuring the reliability of software. Work in this area includes safer languages, contracts, and tools for finding specific local problems such as buffer overflow. Most of this work is limited in that it considers only the local execution behavior of a system. Software model checking takes the global behavior into account, but has typically only been used to prove relatively simple and specific properties of software. While these efforts are helpful, they fail to address many of the problems of modern software development and understanding.
Our system can check a wide range of software properties dealing with the use of libraries and components. Examples of the properties we can specify and check include:
• For each use of an iterator in a program, hasNext() is called exactly once before next() is called.
• Iterators are not used while the structure is being modified outside of the iterator (concurrent modification).
• Each file opened by the application is closed.
• Each class that represents an instance of a singleton design pattern [13] has only one associated object.
• User defined errors (subclasses of java.lang. Error) thrown by the application are caught.
• An XML writer component is used such that begin and end pairs match up and fields are added before any subelements.
• For a Java byte code library component, a current function is registered before any attempts to find a line number for an instruction are made.
• For a web crawler, each page that is found is processed correctly by either indicating error, providing a redirected URL, or by providing the page contents and the internal text to a URL support library.
• An object of class A is always locked before an object of class B.
• A session id is successfully obtained from a web service before the action methods are called.
In order for a tool that addresses properties of this sort to be successful it must meet certain requirements. First, the properties must be easy to specify. Second, the tool needs to check separately each instance of the property in the program, for example each use of an iterator. Third, the identification of instances has to be automatic. Fourth, the tool has to be fast enough so that programmers can use it everyday. Finally, the tool had to be as accurate as possible. It has to be sound in that it correctly identifies each instance of each property in the program that does not meet the specification, and it has to minimize false positives.
Our system, CHET, meets these requirements. The system has been used to check the above and other properties on a variety of software systems that include simple test programs, small (1-3 Kloc) student programs from a software engineering course, our current programming system CLIME (of which CHET is a part; a total of about 68 Kloc), and various open source projects (egothor, j-ftp, jalopy, openjms, heretrix) ranging from 25 Kloc to 94 Kloc. These test have shown the system is accurate and robust and scales for large systems.
Performance is quite acceptable. For the CLIME system (68,000 lines of source, 370,000 analyzed Java byte codes), CHET takes about 12 minutes to identify over 540 specification instances from within the project and check each of these instances individually. Most of the smaller systems are checked in under a minute. The system is available online at http://www.cs.brown.edu/people/spr/research/ chet.html.
The CHET System
CHET is based on a specification model that is broad enough to deal with a wide variety of properties. The model uses extended finite state automata over parameterized events. Finite automata are relatively easy to define for the various properties and are generally well understood by programmers. We use an extended form that uses bounded local variables and Boolean conditions on the arcs to simplify nested specifications. The automata are driven by events representing program actions or states. The set of available events is central to both specifying and identifying properties.
Events represent the basic actions of the program relevant to a particular property. In order to express a broad range of properties, we provide a variety of events. For components, most of these events relate to calling methods of the components. Other relevant events include object allocation, setting fields, handling exceptions, and synchronization.
To support automatic identification of property occurrences, we need to be able to statically detect the events describing what is going on at run time. More importantly, we must be able to restrict these events to a particular occurrence of a property. This is done by having the events be parameterized. Parameters on events are used both to define and limit their occurrence. For example, we can look at the use of a particular Iterator in the program by associating a parameter with a particular allocation of the iterator and then only looking at the calls to the methods next and hasNext that can be have that particular object as the this parameter.
Identifying events and determining possible values for the associated parameters is accomplished in CHET through a full interprocedural flow analysis of the program and its libraries. This analysis takes into account callbacks, native methods, reflection, and other complexities of Java systems. Its output is used to find the possible locations for all events of each specification, to identify all instances of each specification, and to ensure the correct parameterization of events for each such instance.
To efficiently check each occurrence of a specification in the user's application, CHET generates an abstract program that models the application's behavior with respect to that particular occurrence. The abstract program is restricted to include only a simplification of that part of the code that can generate events relevant to the occurrence. This abstraction ensures that if there is an execution of the actual program exhibiting a certain sequence of specification events, then there is an execution of the abstract program generating the same sequence. This is conservative in that the abstract program may generate sequences that can never be exhibited in the actual program.
The abstract program consists of a set of routines. Each routine is composed of nodes and arcs similar to an automaton. There are actions associated with each node, but the arcs are uninterpreted. The associated actions control the behavior of the program and the generation of events. Typical actions include calling a routine, setting a variable, generating an event, returning, and condition checks.
The goal of CHET is to ensure that in all possible executions of the original program each occurrence of a specification must obey the specification rules. Checking that this actually occurs is done by considering all possible executions of the abstract program and seeing what specification states can result.
CHET does this using model checking techniques. The output from the above procedure is the set of possible ending states that can be achieved for a given main program. While this is helpful, it is not enough information for a programmer to understand why or how the program can achieve these states. To provide this information, we augmented the framework to produce a trace of the execution to the point where the target state is reached. This is done as a separate pass over the abstract program. This pass uses much of the same techniques as the checking pass, but does a breadth-first search over the executions while tracking calls and attempting to find the specified target state.
To make the output easy to understand, we provide an interface application that presents the results of the analysis to the user in a meaningful way. Examples of the interface are shown in Figure 1 . The display is split into five parts. The pane at the upper left lets the user select which specification to look and then what instance of that specification using a tree view. Once an instance is selected, the two center panes show first the automata representing the specification and then the abstract program that is generated from the original source for this instance. A example or counterexample (depending on whether checking found an error or not) is shown as a call tree at the bottom left. As the user walks through this tree, the appropriate nodes are highlighted in the two automata and the corresponding source is displayed in the panel to the right.
Related Work
Checking properties of software systems has a long history that includes original attempts at proving software correct, extended compiler checking such as Lint [20] , static condition checking as in CCEL [8] , and verification-based static checking such as in LCLint [12] . More recently and more related to our work, there has been a significant body of work on software model checking [1] [2] [3] [4] [5] [6] [7] [9] [10] [11] [14] [15] [16] [17] [18] [19] 21] .
Our work is most closely related to the work on model checking. It differs in that it provides an easy-touse automata-based model for defining abstract properties to be checked, then automatically finds all instances of those properties in the program, and then model checks each instance separately. It also differs in its ability to handle relatively large programs. In doing this in combines techniques from several existing systems. Its use of finite automata builds on that of Bandera and Flavors which use explicit events rather than CHET's implicit ones. It analyzes bytes codes in order to deal with full systems as do Java Pathfinder 2 and Bandera. It generates a simple abstract program that similar to that of Flavors but that includes more conditions and function calls. It uses a simple but effective context-free model checker at the back end, combining this with an inlining technique similar to Flavors in the multithreaded case.
Conclusion
CHET demonstrates that it is possible to effectively and automatically check significant properties in large software systems. Specifications consisting of simple automata over parameterized events let us isolate check specific instances of a variety of properties. Our checking techniques provide a high degree of accuracy and useful results.
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