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En estos momentos se habla mucho de las smarts cities, donde se quiere 
llenar la ciudad de sensores para que nos puedan hacer la vida más cómoda.  
En el proyecto que he realizado, se han estudiado diferentes tipos de sensores 
que se pueden utilizar para este nuevo concepto. 
El objetivo de este TFG trata en estudiar unos sensores dados por la empresa 
de NEBUSENS (www.nebusens.com) y comprobar los siguientes aspectos: 
 
 El funcionamiento correcto de los sensores prestados. 
 
 Analizar el grado de dificultad en la implementación de sus operaciones. 
 
Una vez realizada todas estas tareas, se ha realizado una aplicación donde se 
han estudiado los diferentes tipos de estimadores existentes para hacer una 
aplicación de localización en indoor. Una vez elegido el estimador que da 
mejores resultados prácticos, se ha mejorado la localización utilizando los 
sensores proporcionados por Nebusens. 
Finalmente con los sensores que hay en el Kit se ha estudiado cuál de ellos 
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Nowadays there is much talk of the smarts cities, where you want to fill the city 
with sensors so that we can make life more comfortable. 
In this Project, different types of sensors have been studied because they can 
be used for this new concept. 
The objective of this TFC is to analyze some sensors  given by the company 
Nebusens (www.nebusens.com) and to check the following aspects: 
 
• Correct operation of the sensors provided. 
 
• Analysis of the degree of difficulty in the operations. 
 
With all these tasks done, an application has been made to study the different 
types of estimators that are used for an indoor localization application. Once 
elected the estimator that provides better practical results, the localization has 
been improved using the sensors provided by Nebusens. Finally, with the 
sensors of the Kit, it has been studied which of them permit a better car 
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CAPÍTULO 1. INTRODUCCIÓN 
 
Las Smarts Cities es un concepto muy novedoso y de la actualidad.  
En estos últimos años la tecnología ha evolucionado a gran velocidad, 
dotándonos de dispositivos que proporcionan una mejor calidad de vida a las 
personas. La finalidad de estos dispositivos es tener una visión específica de 
todo lo que sucede a nuestro alrededor. Las smart cities son una red de 
sensores que comunican entre ellos. Ésta red capta la información que se 
encuentra alrededor y nos informa de lo que está sucediendo en todo 
momento, por ejemplo: indica a los conductores la disponibilidad de 
estacionamientos, controla la domótica de la casa, controla servicios públicos 
como la retirada de residuos de las calles, etcétera.  
 
1.1  Objetivos 
 
Teniendo en cuenta que el concepto de las Smart Cities tiene una gran 
popularidad actualmente, en este proyecto con la ayuda del kit de desarrollo 
proporcionado por la empresa Nebusens (www.nebusens.com), se ha querido 
verificar cómo puede esta red de sensores ayudar al día a día de las personas.  
Para este proyecto se han determinado los siguientes objetivos: 
 Características y funcionamiento de las redes inalámbricas en las smart 
cities. 
 Estudio del funcionamiento del kit de desarrollo de la empresa 
Nebusens. 
 Desarrollo de localizaciones en interiores con redes inalámbricas. 











CAPÍTULO 2. ENTORNO DE TRABAJO 
 
2.1 La empresa Nebusens 
 
La empresa de Nebusens (http://www.nebusens.com) situada en Salamanca, 
se dedica al desarrollo y comercialización de sensores inalámbricos utilizando 
el estándar IEEE 802.15.4/ZigBee™. 
Esta empresa aparte de tener su sucursal en España, también tiene oficinas en 
Reino Unido  y Brasil. Además de varios distribuidores oficiales en diversas 
localizaciones del mundo como Europa y Sudamérica. 





Polaris es un sistema de localización de interiores en tiempo real, que utiliza el 
estándar  IEEE 802.15.4/ZigBee™  y unos algoritmos de localización propios 
para hacer una localización mejor que otros sistemas. 
Polaris utiliza la plataforma de n-Core, con la cual se puede desarrollar esta 
aplicación basada en redes inalámbricas de forma rápida y sencilla. 
Este sistema nos permite calcular nuestra posición en sitios donde el GPS no 




N-Core es una plataforma hardware y software que permite desarrollar, integrar 
y desplegar, aplicaciones sobre redes inalámbricas. 
N-Core está compuesta por varios módulos, integrables entre sí, los cuales  
proporcionan todas las funcionalidades de la plataforma. De esta forma, n-
Core, a la hora de realizar una aplicación, proporciona las siguientes 






3.1 Redes inalámbricas 
 
El término red inalámbrica o “Wireless Network” se utiliza normalmente en el 
ámbito de la informática para designar la conexión de nodos. La ventaja que 
aporta la red inalámbrica es que no tiene una necesidad de una conexión vía 
cables sino que se da por medio de ondas electromagnéticas.  
Además al tener dispositivos inalámbricos, estos se puede configurar sin la 
necesidad de tenerlos conectados a otro dispositivos. También al tener baterías 
esto permite que la tipología sea dinámica. Y finalmente disponen de multisalto, 
donde se permite llegar a nodos con los que no se está conectado 
directamente, ya que la información pasa a través de otros dispositivos. 
 
Nebusens, entre los diferentes protocolos para redes inalámbricas, utiliza el 
protocolo de ZigBee. 
Este protocolo permite la comunicación inalámbrica para su utilización con 
radio difusión digital de bajo consumo, basada en el estándar IEEE802.15.4. Su 
principal ventaja y caracterización es: 
 
 Su bajo consumo. 
 Su topología de red en malla. 
 Su fácil integración (se pueden fabricar nodos con muy poca 
electrónica). 
 
ZigBee utiliza la banda ISM para usos industriales, científicos y médicos; en 
concreto, 868 MHz en Europa, 915 en Estados Unidos y 2,4 GHz en todo el 
mundo. Sin embargo, a la hora de diseñar dispositivos, Nebusens, como la 
gran mayoría de  las empresas utilizan la banda de 2,4 GHz, por ser libre en 
todo el mundo. El desarrollo de la tecnología se centra en la sencillez y el bajo 
costo, más que otras redes inalámbricas semejantes de la familia WPAN, como 
por ejemplo Bluetooth. El nodo ZigBee más completo requiere en teoría cerca 
del 10% del hardware de un nodo Bluetooth o Wi-Fi típico; esta cifra baja al 2% 
para los nodos más sencillos.  No obstante, el tamaño del código en sí es 
bastante mayor y se acerca al 50% del tamaño del de Bluetooth.  
En la Fig.2.1 se observan las diferentes características de los principales 















3.1.1 Nodos de una Red 
 
Para crear una red ZigBee se define una estructura. 
 Coordinador: Es el mismo que el coordinador de la red. Por defecto, 
todos los Routers conectados a la red ZigBee  enviarán su información 
de ubicación al coordinador.     El coordinador también recibirá la 
información enviada por las etiquetas, como un Router, y será capaz de 
crear la información de ubicación si se ha definido un período Tags 
Table distinto de cero. 
 
 Router: Es el nodo que va a recibir la información enviada por las Tags. 
Esta información se utiliza para crear la ubicación de datos, que se 
envían  del Router al coordinador.   
 
  Tag: Envía un mensaje Broadcast en un período determinado. Este 
mensaje será recibido por los Routers que se encuentran dentro de su 
radio de cobertura. 
 
 Router(Móvil): Actúa como un Router, pero la diferencia es que en éstos, 
sus coordenadas no están predefinidas. 
 
  Collector: Recoge información  enviada por los Routers. Por defecto, los 
Routers envían su información al coordinador. Los nodos de recolección 
también recibirán la información enviada por las etiquetas, como un 
Router. Los coleccionistas pueden enviar tramas de difusión. 




4.1 Kit de desarrollo 
 
Nebusens proporcionó un kit de desarrollo de n-Core, para su funcionamiento. 
En este kit se encuentran los dispositivos Sirius que son el hardware para la 




N-Core proporciona un conjunto de dispositivos de radiofrecuencia basados en 
el estándar internacional IEEE 802.15.4/ZigBee. 
La familia de dispositivos n-Core Sirius conforman la base de la infraestructura 
inalámbrica de la plataforma n-Core. Los dispositivos Sirius son totalmente 
integrables entre sí. Además, incluyen puertos de comunicación estándar para 
su conexión a la mayoría de los equipos informáticos existentes.  
Las características técnicas de los dispositivos n-Core Sirius sobresalen en un 
mercado donde las alternativas presentan serias limitaciones. 
Los dispositivos Sirius permiten la creación de redes inalámbrica y además 
integrar algunos dispositivos actuadores con los que se pueda tomar muestras 
de lo que pasa a su alrededor: humedad, luminosidad, movimiento, etcétera.  
 
2.2.1.1 Sirius A 
 
Este tipo de dispositivo del kit de desarrollo es un dispositivo de radiofrecuencia 
basado en IEEE 802.15.4, está diseñado para ser estático al no tener batería 
interna, pero dispone de puertos analógicos y digitales para poder conectarle 
sensores externos. 
Este nodo dispone de múltiples conexiones, 4 puertos GPO y 4 puertos GPI, 2 
puertos ADC, 2 puertos I2C y 2 puertos para alimentación a 5-9V. También 
dispone de 2 RLY, un puerto serie, un puerto micro USB que sirve de 
alimentación o de configuración, un interruptor y dos LEDs, un botón de reset.  
El dispositivo dispone de un microprocesador, y puede funcionar en dos modos 
en 900MHz o 2.4 GHz. Puede emitir a una potencia máxima de 10 dBm y tiene 
una sensibilidad de -110 dBm, su tasa de transmisión es de 20 – 100Kbps en el 
rango de 900 MHz. Para el rango de 2.4 GHz, la potencia máxima es de 15 





En la Fig. 2.2 se observa el interior de un Sirius A, para ver para que sirve cada 
elemento de la placa mirar en: http://resources.nebusens.com/n-
core/Datasheet_n-Core_Sirius-A_EN.pdf 
 
Fig.2- 2 Vista Interior del Siruis A 
 
2.2.1.2 Sirius B/D 
 
Primero de todo, la mayor diferencia entre el Sirius-B y el Sirius-D es que el 
primero compone de dos botones extra para poder generar interrupciones 
aparte y el segundo no los tiene.   
Este dispositivo también está basado en IEEE 802.15.4. Tiene una batería 
interna de litio de 850mAh, ya que el objetivo de estos nodos es que puedan 
tener funciones en movimiento. No está preparado para conectarle sensores 
externos, debido a que es el módulo donde se puede acoplar los dispositivos 
IOn-X que son precisamente dispositivos con sensores integrados, 
dependiendo del tipo de Ion, constará de diferentes tipos de sensores. 
Este dispositivo también tiene microprocesador y función de trabajar en modo 
de 900 MHz o 2.4Ghz. En el rango de 900 MHz tiene una potencia máxima de 
5 dBm, una sensibilidad de -110dBm y su tasa de transmisión es de 20 – 
100Kbps en el rango de 900 MHz. Para el rango de 2.4 GHz, la potencia 




En la Fig.2.3 y Fig.2.4 se observa el interior de un Sirius B y un Sirius D, para 
















2.2.1.3 Sirius Quantum 
 
El Sirius Quantum tiene la característica de ser una mota más pequeña, útil 
donde la movilidad y la miniaturización son un factor a  tener en cuenta. 
Dispone de una batería interna y tiene puertos I2C, ADC, JTAG (vía HDMI), 
SPI, 2 GPIO, UART y una entrada de alimentación. También tiene dos botones 
y tres leds. También utiliza el IEEE 802.15.4 para comunicarse con los otros 
nodos. 
El dispositivo tiene un microprocesador y funciona en la banda de 2045 a 2480 
MHz. Su potencia máxima es de +22 dBm, con una sensibilidad de -100 dBm y 
su tasa de transmisor de datos es de 250 Kbps. 
Fig.2- 4 Vista exterior del Sirius B Fig.2- 3 Vista interior del Sirius B 
Fig.2- 5 Vista interior del Sirius D 
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En la Fig.2.6 se observa el interior de un Sirius Quantum, para ver para que 













2.2.1.4 Sirius Ion 
 
Existen tres tipos de IOn, y en cada uno varía los sensores y conexiones de las 
que dispone. Los tres tipos tienen en común que son un añadido a los 
dispositivos Sirius B/D. Todos los tipos tienen conexión USB, un interruptor de 
ON/OFF, un puerto de alimentación, puertos I2C y SIC. 
 
 IOn-D: Este tipo de dispositivo ION, tiene un sensor de relé de láminas 
que hace de sensor magnético. También tiene conexiones JTAG, UART, 
ADC,  HDMI. 
 
 IOn-E: Este dispositivo tiene sensores de humedad y temperatura 
(SHT25) y de luminosidad (TSL2561). Este dispositivo no tiene 
conexiones aparte de las comunes en todos los Ion. 
 
 IOn-M: El IOn-M tiene sensores de acelerómetro (MMA8452Q),  brújula 
digital (HMC6352) y sensor de luz y proximidad (VCNL4000). Las 
conexiones de este dispositivo son las comunes en los Ion. 
 




En la Fig.2.7, Fig.2.8 y Fig.2.9 se observa el interior de un Sirius Ion E, M y D, 












N-Core ofrece una completa interfaz de programación (API) para 
crear aplicaciones de usuario final de manera sencilla, desde cualquier 
lenguaje y entorno de desarrollo (IDE) compatible, como, por ejemplo, .NET, 
Java, Python, C/C++, entre otros muchos. 
 
Fig.2- 7 Vista Sirius Ion E Fig.2- 8 Vista Sirius Ion M 




La API de n-Core ofrece, además, dos potentes motores que facilitan en gran 
medida el desarrollo de aplicaciones personalizadas: 
 
 Motor de Automatización. Control y monitorización de cualquier sensor o 
actuador conectado al sistema. Consiste en un conjunto de librerías 
dinámicas (DLL) con funciones básicas que van, desde la creación de 
redes, hasta la recogida automática de datos. 
 
 
 Motor de Localización. Ofrece funciones adicionales para desarrollar 
sistemas de localización en tiempo real. Cuenta con complejos 
algoritmos que permiten determinar la posición de un dispositivo n-Core 
con una precisión excepcional, tanto en interiores como en exteriores. 
 
Para utilizar todos los nodos en una aplicación, Nebusens ofrece un programa 
que hace posible la configuración de los nodos (configurar red inalámbrica, 
localización, behaviors, etcétera). Esta herramienta se denomina Conftool. 
  
2.3.1.1 Manual de conftool 
 
Nebusens ofrece una aplicación con la que permite configurar los dispositivos 
Sirius, este software tiene diferentes pestañas que permiten cambiar las 
características para las diferentes aplicaciones que tienen los Sirius. 
Para empezar, se conecta el Sirius A al ordenador, e iniciamos la aplicación de 
Conftool. Para poder empezar a utilizar el software se indica que el Sirius A 
está conectado, por eso le damos al botón de “connect”. Para indicar qué 
dispositivo se quiere seleccionar, se puede realizar de dos maneras: la primera 
a partir del socket del dispositivo o la segunda, indicándole cuál es el puerto 
COM de la conexión. El botón que analiza la conexión de un dispositivo en el 
puerto COM, no realiza su función. Éste solamente muestra su funcionamiento 
cuando se escribe COM y sin dejar ningún espacio se añade el número del 




En esta pestaña se modifican los diferentes parámetros que se utilizan para 





Una vez iniciada la aplicación se prende una de las motas y directamente ésta 
dice la información que posee, es decir, su identificación y su nombre. Estos 
datos se pueden modificar pero normalmente son parámetros fijos. 
Los parámetros que si que se modifican para crear la red son los siguientes: 
 
 
 Coordenadas de la posición de la mota. 
 Cuál es su funcionamiento (Router, coordinador, Tag,…). 
 Potencia de transmisión  y mínimo valor de RSSI para tener en cuenta. 
 El período en que se envía la información que tiene configurada la mota 





Un Behavior es la configuración de los parámetros, al realizar la comunicación 
entre el sensor y el nodo.  
En la siguiente pestaña se pueden configurar los diferentes puertos de las 
motas.  
Nebusens proporciona una aplicación que permite realizar la configuración de 
los sensores de forma rápida y sencilla. Al mirar el datasheet de un sensor se 
observa información como el puerto, I2C Int. Adress,Polling Time, etcétera,  
que se utiliza a la hora de la lectura de la información que envía el sensor o  
para enviar la información que se utilizará a la hora de mostrar la temperatura, 
la brújula, el porcentaje de batería, etcétera.   
A demás Nebusens proporciona un documento donde explica y da los 
diferentes valores que se deben seguir para configurar cada uno de los 




En la pestaña rules se pueden definir unas reglas que sirven para concatenar 
diferentes behaviors. De esta forma al recibir la información de uno de los 
sensores, si se cumple el valor que se configura, se realiza otro behavior 






En esta pestaña Locating se pueden configurar los parámetros para realizar la 
localización de un Tag a través de una red ZigBee. 
La información básica que se configura es la siguiente: 
 Period Empty Tags table: El período en el que una tabla de Tags (tabla 
donde se recogen los diferentes niveles de potencia que envían los 
Readers al Tag) se llena. 
 Num. Broadcast sent: Número de emisiones de la información necesaria 
(Reader que envía la información, el Tag que se detecta, posición del 
Reader, posición del Tag, nivel de potencia recibida por el Reader,…) 
para una localización. 
 Tags table period: El período en el que los Routers se envían la Tags 
table. 
 
 Period between Broadcast bursts: Período en el que se envía la 
información para la localización. 
 Send LQI: Parámetro con el que se dice si se envía el LQI o no. 
 Type of Divece: Se define el tipo de dispositivo que es la mota. 
o Router: dispositivo anclado en una posció configurada al iniciar la 
aplicación, que detecta la ubicación del Tag. 
o Router mobile: dispositivo que detecta la ubicación del Tag, pero 
este a diferencia del anterior puede cambiar de posición sin 
tenerlo de configurar de nuevo. Con la ayuda del resto de 
dispositivos de la red se calcula su nueva posición. 
 
En esta pestaña, también aparece una tabla donde se puede registrar la 





Nebusens utiliza una serie de sentencias que permiten la comunicación entre 
los diferentes dispositivos. Hasta ahora la aplicación de Nconftool permite 
rellenar parámetros y al apretar un botón, estas sentencias se envían 
directamente (sin tener que formularlas) al dispositivo con la configuración 
deseada. 
En la pestaña de Data se puede realizar este proceso manualmente, es decir, 





En este proceso se observan dos partes: enviar la información para configurar 
los dispositivos  manualmente con el encapsulado que utiliza n-Core (librerías) 
y recibir la información que ha estado previamente configurada en los 
diferentes dispositivos.   
De esta forma esto permite comprobar el funcionamiento de la normas, saber si 





Finalmente en esta última pestaña se pueden modificar parámetros que afectan 
a la hora de enviar cualquier tipo de información. 
Aquí se pueden configurar diferentes parámetros del USART: 
 
 El canal al que se envía la información. 
 La velocidad a la que se envía la información (Date rate). 
 Si se utiliza sincronización o no. 
 El numero de bits que se utilizan por fragmento. 
 
2.3.1.2 Librerías de Nebusens 
 
Hay tres diferentes APIs para sistemas Windows y Linux:  
 n-Core + +: es el principal de la API de n-Core. Gestiona toda la 
comunicación entre el PC y los Sirius. Todas las funcionalidades se 
ofrecen en lenguaje C + +.  
 
 n-Core.C: ofrece todas las funcionalidades en lenguaje C, fácilmente 
enlazables con otros lenguajes como Java o Python.  
 
 n-Core.NET: sólo está disponible para Windows.  Permite el desarrollo 
de aplicaciones con el lenguaje C#. 
 
Todas estas APIs necesitan una serie de librerías para poder desarrollar todas 
las aplicaciones. La API de n-Core se divide en varios bloques funcionales 




La API tiene diferentes grupos de clases, métodos, funciones y librerías de 
enlace dinámico (DLL) para cada uno de los bloques funcionales.  
Por lo tanto, la API de n-Core  se divide en un grupo de bibliotecas con 
funcionalidades comunes (llamados commom, ports, frames, events) y otro 
grupo de bibliotecas con funcionalidades específicas. 
En la Fig.2.10 se observa el diagrama donde muestra como se comunican las 




Fig.2- 10 Diagrama de bloques de la API de n-Core 
 
 Common: Este bloque se incluye características comunes a todo el resto 
de bloques, las clases que representan los nodos de la red, las clases 
para representar los parámetros que se pueden modificar en los nodos, 
funciones de registro. 
 
 Ports: Proporciona una abstracción de posibles puertos que pueden ser 
utilizados para el intercambio de datos entre el API y los dispositivos 
conectados a la Red de motas, como los puertos de comunicación o 





 Frames: Este bloque funcional proporciona el protocolo de comunicación 
utilizado en n-Core. 
 
 Events: Este bloque permite pedir a las motas que hay en la red los 
eventos que dan la información que se necesita para hacer la 
localización o datos de los sensores. 
 
 Kernel: Este bloque proporciona algunas funcionalidades básicas de la 
plataforma que no se puede incluir dentro de otro bloque funcional 




 Management: Ofrece varias funciones básicas para gestionar la red 
inalámbrica. Este bloque permite al usuario modificar los parámetros de 
la red ZigBee (PAN Id, canal, potencia de transmisión del nodo, etc) o 
para ver cómo está la red (neighbor nodos, etc.) 
 
 Automation: Proporciona las funcionalidades para gestionar los 
diferentes sensores y actuadores adjuntos a los dispositivos n-Core 
Sirius.  
 
 RTLS: Proporciona acceso al motor de localización de la plataforma n-
Core, por lo que permite el uso de los diferentes algoritmos de 
localización implantados en la plataforma. 
 
 Data: Este bloque proporciona las funcionalidades para gestionar la 
















CAPÍTULO 3. ESTUDIO DEL FUNCIONAMIENTO DEL N-
CORE 
 
Nebusens proporciona una serie de motas que permiten crear una red ZigBee 
que a la vez permiten hacer  un estudio de localización mirando las potencias 
que se reciben entre las motas que hacen de Router y la mota que hace de 
Tag. Además, algunas motas tienen una placa adicional donde se encuentran 
diferentes sensores como la brújula, un sensor de luz, de aproximación, 
etcétera. 
 
Con todo esto que proporciona Nebusens, se hace un estudio donde se 
comprueba el funcionamiento de la localización y de los  sensores. 
 
3.1 Localización (RTLS) 
 
Nebusens proporciona un kit de desarrollo con el cual se puede crear una red 
inalámbrica que con la interactuación de los diferentes nodos permiten calcular 
la localización de uno de ellos. De esta forma, con la red ZigBee, a partir de las 
potencias que envían las potencias al Tag se calcula cual sería la ubicación 
que tendría el Tag en un escenario a configurado.  
 
3.1.2 Parámetros ajustables  
 
La API de n- Core  proporciona clases y tipos de localizadores que representan 
diferentes algoritmos. 
Los localizadores utilizan clases  de estimadores para considerar las distancias 
existentes entre los diferentes nodos de la red  de acuerdo con la información 
de detección de los Readers. 
Con el fin de promediar la distancia estimada entre los nodos en los ciclos 
sucesivos, los localizadores hacen uso también de los coeficientes de 
ponderación. 







 SignpostLocater: Esta técnica determina el Reader más cercano a cada 
Tag. 
o Damping Cycle: El número mínimo de veces que se tiene que 
realizar una localización, necesarios para localizar una Tag para 
cambiar su posición entre un Reader y otro. 
 
 SimpleFuzzyLocater: Se trata de una técnica exclusiva desarrollada por 
Nebusens donde se calcula la posición de cada Tag mediante una 
interpolación difusa de las posiciones de los Readers fijos. Para utilizar 
esta técnica se necesitan configurar lo siguientes parámetros. 
 
o Spatial: Realiza la técnica Fuzzy simple en 2D (ignorando la 
coordenada Z) o 3D. 
o Parameter t: Atracción del Tag a los nodos, para ajustar la 
distancia entre Tag i nodos receptores. 
o Cell: Tamaño (en centímetros) de las células utilizadas en el 
algoritmo para calcular la ubicación de los Tags.  
 
 
 TrilaterationLocater: calcula la posición de cada Tag con un algoritmo 
Trilateración (Este método solo se puede realizar si como mínimo hay 
tres Routers para poder realizar los cálculos de localización). Para 
utilizar esta técnica se necesitan configurar lo siguientes parámetros. 
o Spatial: Realiza la técnica Trilateración en 2D (ignorando la 
coordenada Z) o 3D.  
 
 Umbral Distancia: Discrimina Readers demasiado lejos de un Tag. Es 
decir, si un Reader no envía un mínimo nivel de potencia al Tag, este no 
se tiene en cuenta para realizar la localización. Esto es útil para reducir 
la complejidad computacional. 
En la Fig.3.1 se observa la pantalla que se utiliza a la hora de realizar la 





















Para hacer la localización también se ajusta el área donde se quiere mirar 
donde están los actuadores. Se toma el punto intermedio entre los máximos y 
mínimos de los ejes, como el origen de coordenadas. En la Fig.3.2 se observa 











Fig.3- 1 Parámetros configurables RTLS 








Los Estimadores de distancia tienen clases para realizar la localización, estos  
permiten estimar las distancias entre Tags y Readers a partir de los valores de 
detección (RSSI, la potencia de transmisión de loa Tags , LQI , etc ) . 
 
 
3.1.3.1 Mean Large Scale Path Loss 
 
El estimador “Mean Large Scale Path Loss” calcula las nuevas ubicaciones a 
partir de un modelo de propagación configurado previamente que compara los 
nuevos valores con los configurados inicialmente. En la siguiente fórmula se 




       (1) 
 
 
 Potencia recibida (Pr): Pr(d)  es la potencia que se recibe cuando 
se hace el cálculo y Pr(do) es la potencia  inicial que tenemos de 
referencia según una distancia que sabemos (Esta potencia es el 
RSSI que está en dBm) . 
 
 Distancia inicial (do): Cierta distancia, cuya potencia recibida es 
igual a la potencial inicial Pr(do) 
 
 Parámetro n: constante para indicar pérdidas, normalmente el 








3.1.3.2 RSSI y LQI 
 
Se lleva a cabo una estimación de la localización a partir de la siguiente 
fórmula, donde proporciona la distancia que hay entre el Tag y el Reader: 
 
 
     (2) 
 
 
Al realizarse la localización se recibe varias ubicaciones y de ellas se hace una 
ponderación para indicar una posición. Esta posición se realiza a partir de la 
configuración de ciertos parámetros. 
  
Entre los parámetros comunes para todas las ponderaciones se encuentran: 
 
 Cycles / Size: El número de veces que se tiene que realizar una 
localización, para realizar la ponderación. 
 
 WorstDistance: El valor que se utiliza para un lector que no ha detectado 
una etiqueta en algún ciclo. El especial valor " Not- A- Number" ( NAN ) 
significa que no se modificará la distancia media. 
 
 
Actualmente estos son los Coeficientes ofrecidos por el n -Core API, junto con 
sus principales parámetros específicos. 
 
 Uniforme: Ponderación uniforme (todas las ponderaciones son las 
mismas). 
 Geométrica: Ponderación geométrica. El elemento más nuevo (el 





o Factor: Se utiliza para dar los últimos datos de más peso. Por 
ejemplo, si el factor es 1,1, cada ciclo pesa 1,1 veces más que la 
anterior. 
 
  Aritmética: El elemento más reciente tiene un valor igual al anterior más 
un escalón, y así para todos los elementos. 
o Echelon: Se utiliza para dar los últimos datos de más peso. Por 









Nebusens ofrece una serie de dispositivos que integran diferentes sensores, 
para ser utilizados para captar información de interés dentro de un escenario.  
 
Estos dispositivos son los Sirius Ion donde integran los sensores: Batería, luz, 
proximidad, temperatura, humedad, acelerómetro y brújula. 
Para corroborar la buena funcionalidad de los sensores, éstos han sido 
probados y analizados. 
 
En la Fig. 3-3 se observa una tabla hecha con las librerías de n-Core con el 
lenguaje C#, donde se muestran los diferentes valores de los sensores.  
 





Este sensor permite saber el porcentaje de batería que tienen todos los 
dispositivos.  
El valor dado por la mota es un valor tipo UInt16, por esa razón el valor que nos 
da la batería varía entre 0 y 65535. Para sacar el porcentaje se realiza la 
siguiente operación: 
 
    (4) 
 






Este sensor aparece en el dispositivo  Sirius E. Éste aparece en una  placa que 
se adjunta al circuito de la mota de un Sirius Ion E. 
 
Este sensor da la humedad relativa, pero para sacarle este valor en porcentaje 
se coge el valor obtenido por el sensor ( ) y se realiza la siguiente operación:  
 




El sensor de Luminosidad es el TSL2561 y también está integrado en el Sirius 
Ion E. 
Este sensor capta la medida de la luz, tomando en cuenta las diferentes 
longitudes de onda según la función de luminosidad, un modelo estándar de la 
sensibilidad a la luz del ojo humano. 
De esta forma el valor que se muestra en la aplicación equivale al número de 
LUX. 
El cálculo de los LUX se realiza con una función de n-Core proporcionada por 
Nebusens(Para ver la función desarrollada ver ANEXO III.2) 
Al captar la información dada por el sensor se observa su buen funcionamiento, 
ya que se capta el valor del sensor en la oscuridad y al incrementar la 
luminosidad, este incrementa de forma coherente,  pero no se puede demostrar 
la precisión de los lux obtenidos, debido a la falta de un medidor de luz en LUX 




El sensor VCNL4000 es un sensor de proximidad y sensor de luz ambiental, es 
el primer sensor óptico que combina un emisor de infrarrojos, un PIN fotodiodo 
y un detector de luz ambiental (en lux) con una resolución de 16 bits y una 







El sensor SHT25 permite calcular la temperatura que hay en el ambiente en 
grados Celsius. Para obtener este valor se coge el valor que da el sensor ( ) y 
se realiza la siguiente operación: 
 




El HMC6352 es un módulo de la brújula totalmente integrado que combina 2 
ejes, sensores magneto-resistivos con el apoyo de circuitos analógicos y 
digitales, y algoritmos para el cálculo del ángulo de la dirección en la que está 
apuntando el TAG. 
Los datos que salen del sensor son valores en décimas de grados de 0 a 3599 
y previstas en formato binario en los dos bytes. Para poder mostrar el ángulo 
se realiza la siguiente operación: 




El acelerómetro está en el dispositivo del Sirius M. Este sensor permite calcular 
la velocidad que alcanza la mota cuando se mueve. 
El sensor es el MMA8452Q, un acelerómetro con una resolución de 12 bits que 
permite captar los movimientos que se pueden hacer en los tres ejes X, Y y Z. 
Este acelerómetro tiene tres diferentes funcionalidades: detección de 
movimiento, detección de pulso y detección de transitorios. Para este proyecto 
solo se utiliza la detección de movimiento ya que se quiere captar el 
movimiento del TAG al moverse para corroborar que el movimiento que da el 
estimador de la localización es correcto ya que el acelerómetro también está en 
movimiento. 
Para este proyecto solo se utilizan los ejes X y Y, ya que el valor obtenido en el 
eje Z no aporta ninguna información útil, debido a que el movimiento de un 




CAPÍTULO 4. DESARROLLO DEL SOFTWARE 
 
En el Capítulo 4, con todo el material proporcionado por Nebusens, se realiza 
una aplicación para mejorar la localización en interiores y se buscar cuál de los 
sensores hace la mejor detección de coches. 
Para llevar a cabo esta aplicación se ha realizado un estudio práctico. Este 
estudio se ha realizado en un escenario concreto. Para éste se han utilizado los 
siguientes dispositivos. 
 
 4 Routers (Dispositivos Sirius D). 
 1 Tag (Dispositivo Sirius D). 
 1 Coordinador de la red (Dispositivo Sirius A) 
 Sensores de Proximidad, Acelerómetro y Brújula  (Dispositivo Sirius Ion 
M) 
 Sensor de Luz (Dispositivo Sirius Ion E) 
 
Para la localización, la situación inicial es la siguiente: los cuatro Routers  
situados en las esquinas y el Tag en el centro del escenario. 




Fig. 4- 1Escenario para la Localización 
 
 
4.1 Primera etapa 
 
La primera etapa de este proyecto trata de juntar dos funcionalidades de n-
Core, es decir, se junta la localización con las librerías que permiten obtener los 




Para realizar la localización de un Tag, Nebusens ofrece una serie de procesos 





Estos procesos están declarados en las librerías de n-Core, donde dan las 
diferentes sentencias que permiten realizar el proceso según los diferentes 
lenguajes de programación (C, C++ y C#). 
 
Para realizar la localización, primero se deben registrar los mensajes que 
permiten obtener los datos para realizar la localización. Esto se debe a que 
cuando en un escenario hay varios nodos encendidos entre ellos se envían 
varias tramas que son para la localización, para los sensores, información 
sobre la configuración de la red, etcétera.  
Una vez se registran los eventos que se quieren obtener, se hace la función 
“OnGetEventTimer”, en esta función se mira si el colector de la red no para de 
recibir los mensajes que contienen la información para la localización. Mientras 
se van recibiendo los mensajes de “nCRtlsDispatcher” se realizan los procesos 
que hacen la localización. 
Estos eventos pasan al “ProcessEvent”, donde se comprueban si la 
información que se recibe es del “nCRtlsNetLocationEvent”, ya que los eventos 
que proceden del “nCRtlsDispatcher” pueden contener diferente información 
que proviene de la localización. Con los eventos que se reciben se pueden 
obtener mensajes para realizar la localización (nCRtlsNetLocationEvent), para 
obtener la información de la configuración de los nodos para realizar la 
localización, para sacar una tabla de nodos que dan la información del RSSI y 
LQI que recibe el Tag de los diferentes Routers, etc. 
 
Finalmente, después de comprobar que los mensajes recibidos son para la 
realización de la localización y que contienen toda la información necesaria, se 
efectúa el último proceso donde se extrae del mensaje 
“nCRtlsNetLocationEvent”, las coordenadas del Tag. En esta aplicación se crea 
una imagen donde se colocan los Readers en la posición que se ha 
configurado previamente en la aplicación de “Conftool” y se añade el Tag en la 
situación que se recibe. 
 
En el diagrama de la Fig.4.2 se observan las diferentes etapas que se deben 












Si se reciben eventos tipo 
RTLS se realiza este 
proceso
ProcessEvent
Se mira si el mensaje 
recibido tiene la 
información para la 
localización
UpdateChart




Se registran los eventos tipo RTLS
NO
SI
Si se da el botón de cerrar 









Las coordenadas recibidas son calculadas según el estimador que se ha 
configurado. Este proceso se hace internamente en las librerías de n-Core. Al 
iniciar la aplicación, se envía a una función de localización el estimador y los 
parámetros configurados, y automáticamente se reciben las coordenadas sin 
ver el proceso de los cálculos. 
 
 
Primero se estudia el estimador de RSSI y LQI. Este sistema de localización se 
basa en un proceso donde se toma un nivel de potencia recibida por el Tag de 
un Reader a una cierta distancia conocida. Nebusens proporciona unos valores 
standards, pero para realizar una localización más precisa en el escenario 
donde se realiza el estudio, se hace un proceso que permite obtener los RSSI y 
LQI. 
 
Como en el proceso para realizar la localización, primero se realiza los 
Registros de los eventos que se van a recibir para obtener las RSSI y LQI 
(ncRtlsNetRegisterGetTagsTableEventDispatcher). 
 
Una vez hecho el registro se realiza el proceso de “nCRtlsDispacher”. Este 
proceso es el mismo que se realiza en la localización ya que, los eventos que 
se reciben también están en la clase de la localización, pero en este caso el 
mensaje que contienen estos eventos son mensajes tipo 
“nCRtlsNetGetTagsTableMessageEvent”. 
 
Estos mensajes contienen una tabla donde indican los diferentes RSSI y LQI 
que recibe el Tag de los diferentes Readers del escenario.  
 





Si se reciben eventos tipo 
RTLS se realiza este 
proceso
ProcessEvent
Se mira si el mensaje 
recibido tiene la 
información para obtener la 
tabla de Tags
UpdateListView
Se carga la Tabla con los RSSI y 
LQI de los diferentes Readers
Fin
Register
Se registran los eventos tipo RTLS
NO
SI
Si se da el botón de cerrar 












Para poder obtener los valores de los sensores se realiza un proceso parecido 
a los explicados anteriormente. 
 
En este caso, los eventos registrados son de la clase  
“ncAutomNetRegisterDefineBehaviorMessageEventDispatcher” y la diferencia 
entre los dos procesos anteriormente explicados, es que el “Dispatcher” se 
utiliza para los sensores de tipo “Autom”, para obtener cualquier información de 
los sensores, se utilizan los eventos de clase “Autom”. 
 
 
Con este proceso se observa de qué puerto viene la información de los 
sensores: RRSSI_PORT, BAT_PORT, I2C, etcétera.  
 
Una vez elegido el tipo, se mira qué número de behavior es. Este número es el 
identificador del behavior, que se ha configurado con el Conftool. En este 
proyecto se ha configurado una tabla que permite poner toda la información de 
los diferentes sensores (Para más aclaración ver Anexo III.1) 
 







Si se reciben eventos tipo 
Behavior se realiza este 
proceso
ProcessEvent
Se mira si el mensaje 
recibido tiene la 
información para obtenre 
los valores de los sensores
UpdateListView
Se introducen en una tabla los 
diferentes valores de los sensores
Fin
Register




Si se da el botón de cerrar 








4.2 Segunda etapa 
 
En esta segunda etapa se utilizan los estimadores de localización y se mejoran 
con los sensores. 
De los diferentes sensores que proporciona Nebusens, hay dos sensores que 
pueden mejorar el RTLS. Éstos son la brújula, para saber la dirección en la que 
va el Tag y el acelerómetro, que permite ver si se produce movimiento.  
 
4.2.1 Localización con Brújula 
 
 
Como se ha comentado al principio, la localización indoor es muy difícil de 
realizar porque no hay ningún mecanismo que permita realizar una localización 
estable, debido a que en cortas distancias, los objetos que aparecen en un 
escenario afectan mucho. Cuando se emite la información de Router a Tags se 
producen reflexiones y producen irregularidades en la localización. Por eso, 
con los sensores que provee Nebusens, se intenta realizar una localización 
correcta, en este caso utilizando la brújula. 
 
El sensor de la brújula proporciona la información con la que se permite 
obtener dirección en la que está apuntando el Tag, de esta forma cuando se 
lleva a cabo la localización se puede observar la dirección que indica el Tag. Si 
la nueva posición que indica el estimador no está en la misma dirección que en 
la que da el sensor de la brújula, descartamos esta nueva posición.  
 
 






Se mira si el ángulo que hace el Tag esta 
dentro del rango calculado




Se obtiene el ángulo que marca la brújula y se 
hacen los rangos
NO
Se mira si se ha cerrado la 
aplicación
Localización
Se calcula el ángulo que hace el Tag al moverse


















El proceso se inicia obteniendo el valor del sensor de la brújula, y se crean los 
márgenes en los que se acepta si una nueva dirección es correcta o no. Una 
vez se poseen estos rangos, se obtiene la ubicación que calcula el estimador 
de localización. Con la diferencia de la ubicación anterior y la nueva, se calcula 
el ángulo en el que el Tag se mueve según el estimador.  
 
De esta forma se mira si el Tag se mueve dentro del rango de grados 
calculados y si es así el Tag se posicionará en la nueva ubicación, en caso 
contrario el Tag se mantiene en la posición en la que estaba. 
 
Como se observa en la  Fig 4.6 y Fig 4.7, el margen con el que se dará como 
correcta la nueva  posición es entre +-30º y entre +150 y +210 del ángulo que 
da el sensor. Este margen utilizado se debe a que el movimiento realizado por 
un coche se limita a un movimiento hacia adelante bastante limitado y marcha 
atrás, es decir un coche nunca se puede mover hacia los lados y en el caso 










Fig. 4- 7 Coche apuntando a 130º 
 
    
En estas dos imágenes se puede ver que en la Fig.4.6, el coche está situado 
en el eje. Cuando se realice la localización, solo se aceptaran los valores que 
estén situados en el color rojo. En la Fig.4.7, sería otra situación donde el valor 
que se ha leído con los behaviors es de 130 y por eso solo se aceptaran 







4.2.2 Localización con Acelerómetro 
 
En esta otra etapa se realiza el mismo proceso que en el anterior ahora 
utilizando el acelerómetro para hacer la localización más precisa.  
Este sensor permite calcular el movimiento del Tag, es decir, cuando se mueve 
la mota, se recibe la aceleración que se obtiene al movimiento. Cuando se 
mueve hacia la derecha o izquierda, el valor que se obtiene se aumenta el valor 
en la X y si movemos el Tag hacia arriba o abajo se aumenta el valor del eje de 
la Y. Con este sensor, también se puede saber si el Tag se mueve en la tercera 
dimensión (eje Z), pero para este proyecto estos datos no son necesarios. 
Primero se calcula el valor que tiene el acelerómetro cuando está en 
movimiento, parado (sin encender el motor del coche) y parado (con el motor 
del coche encendido). Se calcula que el acelerómetro muestra los siguientes 
rangos a la práctica: 
 Parado (Motor apagado): [-10,10] 
 Parado (Motor encendido): [-25,25] 
 Movimiento: mayores de 70 y menores de -70. 
 
Los valores obtenidos por el acelerómetro se miden utilizando la unidad "G" 
que no es más que la unidad de referencia de la aceleración gravitatoria de la 
tierra. Ese 9.81m/s2 
Se elige un rango de movimiento mucho mayor que el de parado, porque el 
acelerómetro es muy sensible al movimiento y a veces al mínimo movimiento 
del coche el acelerómetro sobrepasa el valor del rango de parado con el motor 
en marcha, pero cuando el coche esta en movimiento él valor siempre es 
mayor de 70. 
En la Fig 4.8 se observa el proceso que se realiza para que el acelerómetro 





Se mira si los valores del acelerómetro 
captan si el Tag esta en movimiento o no
Se pone la nueva posición
Fin
Accelerometro
Se obtiene el valor de la X y la Y del acelerómetro
Si se da el botón de cerrar 
se cierra la aplicación







Fig. 4- 8 Diagrama de flujo del proceso de localización con Acelerómetro 
 
El procesa se basa en que si el acelerómetro está en movimiento, se establece 





4.3 Etapa Final 
 
En el último apartado se junta la localización con los sensores de brújula y 
acelerómetro para eliminar el máximo de ubicaciones erróneas. Para realizar 
este proyecto se observa en la Fig.7.8 cuál es el proceso a realizar para que se 
mejore la localización. 
 
Inicio aplicación
Se mira si los valores del acelerómetro 
captan si el Tag esta en movimiento o no
Se ubica el Tag en la nueva 
ubicación
Fin
Si se da el botón de cerrar 
se cierra la aplicación











Fig. 4- 9 Diagrama de flujo del proceso de localización con Acelerómetro y Brújula 
 
En este proceso primero se observa si el Tag está en movimiento o parado, en 
caso de estar en movimiento se mira si el Tag se mueve en la dirección 
correcta. En caso de que sea buena la dirección, se establece la nueva 





CAPÍTULO 5. MEDIDAS Y RESULTADOS 
 
En este último apartado se plasman las medidas obtenidas y se sacan sus 
respectivas conclusiones. 
Primero se lleva a la práctica el sensor de luz y aproximación para realizar la 
aplicación que permite la detección de coches. 
En el segundo apartado se han utilizado los estimadores de localización que da 
el software de n-Core y se han sacado los resultados que permiten determinar 
cuál de los estimadores es mejor para realizar una localización indoor.  
Una vez elegido el mejor estimador se lleva a la práctica la aplicación que 
permite mejorar la localización con los sensores de la Brújula y el acelerómetro, 
sacando sus resultados prácticos y sus respectivas conclusiones.  
 
5.1 Sensores de luz y aproximación 
 
La aplicación de detección de coches en una plaza de parking, utiliza el sensor 
de aproximación y/o el sensor de luz. 









Libre 4 2532 4589 
Ocupado 0 10469 16512 
 
 






Para el sensor de luz se obtiene 4 lux cuando la plaza está libre de coches, 
este valor siempre es el mismo ya que el estudio se ha realizado en un parking 
interior donde está iluminado artificialmente durante todo el día, y cuando un 
coche estaciona encima se queda en 0 lux. También puede aparecer 
variaciones de Lux al pasar alguien por encima, pero estas variaciones son 
muy rápidas y no afectan a la hora de mirar si está ocupada o no la plaza.  
El sensor de luz mide la luminancia que hay en el entorno, esto significa que si 
el parking está completamente a oscuras no capta nada, es decir, la plaza de 
parking siempre se mostrará como ocupada. 
Este proceso se ha realizado en un parking interior donde se enciende una luz, 
la cual provoca un efecto parecido a los de un parking de un centro comercial.   
 
En este caso el experimento saldrá satisfactoriamente. Al probar el 
experimento a oscuras, la aplicación no funciona correctamente. Por eso se 
saca la conclusión de que este sensor solo se puede utilizar en el caso que en 
el parking haya una iluminación mínima durante todo el día. 
En la aplicación realizada se toma que el valor del sensor siempre ha de ser 
como mínimo 4 para que se considere que la plaza sea ocupada en caso de 
que bajen los lux, la plaza pasará a estado ocupada. 
 
En el caso del sensor de aproximación  se ha probado poner en el suelo y 
pasar el coche por encima y ver si así captaba el coche, pero el experimento 
falló. El principal problema es que el sensor que proporciona Nebusens solo 
capta los valores de objetos que están a menos de 20 cm (Datos del 
datasheet), y normalmente la altura que hay entre la parte inferior de un coche 
y el suelo es mayor de 20 cm. 
Al ver este problema se intentó probar cambiando la posición del sensor ya que 
las características del sensor no se pueden modificar. 
En el segundo intento se puso el sensor en la pared, es decir, en la parte 
trasera de la plaza de parking, en ese caso si el coche se coloca casi agregado 
a la pared, el sensor sí que capta el coche. 
Con este experimento también se sacó la conclusión que los 20 cm que dicen 
en el datasheet del sensor no son muy fiables ya que en las distancias de 20cm 
hasta 13 cm, los valores son aleatorios dentro del rango indicado en la Fig.5.1, 
con lo que no se puede decir con exactitud si el coche está o no. Finalmente, si 
el coche no se sitúa a unos 10 cm de la pared, no se puede corroborar la 





5.2 Localización  
 
Para la localización de interiores se utilizan dos estimadores: el Mean Large 
Scale Path Loss y el estimador de RRSI y LQI.  Pero antes de hacer las 
localizaciones con los dos estimadores, se deben configurar otros parámetros 
como: 
 Location Refresh rate(ms): Este parámetro se da menor a 1 segundo, 
porque si se hace con un valor alto, de ubicación a ubicación, el Tag va 
desapareciendo. 
 Input data mode: En este caso se da que se quiere saber toda la 
información de la red, porque con solo lo que capta el Reader hay 
demasiados fallos. 
 Wheight: En este apartado se declara si se quiere dar más peso a un 
Router o a otro. A simple vista parece que este parámetro permite  hacer 
una localización más efectiva, pero al dar más peso a algunos nodos, 
cuando se está lejos, funciona un poco mejor. En el caso de 
acercamiento del Tag a un Router,  se ancla a él  y cuesta más que el 
Tag siga su nueva ubicación. Por eso se instala a uniforme. 
 Locater: De las tres posibilidades, la mejor es el simple fuzzy, ya que si 
se le da poco duty cycle al Sign Post, no se produce ninguna 
localización correcta. En el caso de que se suba, las ubicaciones que se 
hacen siempre aparecen al lado de algún Reader. En el caso de la 
trilateratización, la ejecución se produce en la librerías  de n-Core y por 
eso no se observa el proceso,  pero al utilizarlo el movimiento del Tag 
siempre se produce en el eje de la Y y no se mueve hacia el eje de X, 
además la ubicación no se mantiene si no que hay una gran variación. 
 
Por eso se elige el simple fuzzy, pero teniendo en cuenta que no se debe dar 
un área de celda muy grande ya que si eso se hace, el Tag siempre se anclará 
con los Readers. 
 
Para sacar unos resultados coherentes, se hacen dos estudios.  
 
 Estudio en estático: Se eligen 4 posiciones dentro del escenario y se 
mira el error que aparece entre el valor de la ubicación que da el 
estimador y la ubicación real. 
Con el escenario que se explica en el Capitulo 4, se marcan cuatro 
posiciones reales: (0,0), (-103,0), (0,203) y (0,-203). En la Fig 5.2 se 





Fig.5- 2 Escenario donde se toman las muestras para el error 
 Estudio dinámico: En este segundo estudio se marca el camino dentro 
como se observa en la Fig 5.3. Y con los valores obtenidos del 
estimador se mira la diferencia. 
Este estudio se ha realizado en un tiempo de 3 minutos y el movimiento  
se ha hecho de la siguiente forma:  
 Primer movimiento: de las coordenadas (0,0) a (-200,0) 
 Segundo movimiento: de las coordenadas (-200,0) a (-200,400) 
 Tercer movimiento: de las coordenadas (-200,400) a (200,400) 
 Cuarto movimiento: de las coordenadas (200,400) a (-200,400) 
 Quinto movimiento: de las coordenadas (-200,400) a (-200,-400) 






















5.2.1 Mean Large Scale Path Loss 
 
Primero se realiza el estudio en estático y se sacan los siguientes resultados: 
 
Fig.5- 4 Error Localización estática con MLSPL 
Como se observa en la Fig.5.4 los resultados no son favorables y solo en uno 
de los casos el error varia en Cm de la posición real. Visto estos resultados se 
se justifica que la localización en interiores puede ser muy irregular y eso es 
debido a la cantidad de objetos que hay en el escenario. La muestra 3 es 
donde hay menos objetos entre los Readers 3 y 4, y eso permite que la 
localización sea favorable, en cambio cuando se posiciona el Tag en el punto 1 
y 2 el Tag está rodeado de objetos y eso produce que la potencia que llega a 
los Readers sea muy variable y provoca tantos errores (un promedio de 1,55 
metros de error). En el caso de la muestra 4 entre los dos Tags hay un objeto 
grande y metálico que produce que la ubicación no sea correcta.  
 
En el segundo estudio se mira como varia los valores cuando se realiza un 
estudio donde  se hace un camino sin parar. Los valores obtenidos se observan 









Fig.5- 5 Gráfica Localización MLSPL. Serie1- Camino real/ Serie2- Valores del Tag 
 
En la Serie 1(Color azul) se pone el camino realizado por el Tag según el 
escenario ya explicado en la Fig.5.3. 
En la Serie2 (Color rojo) se observan los resultados que se obtienen al utilizar 
el estimador. Cada punto es una ubicación nueva que se obtiene de la 
ubicación del Tag. 
En este caso se observa que cuando el Tag está cerca de los Readers, las 
ubicaciones estimadas siguen cierta coherencia con el camino hecho, pero 
cuando el Tag está entremedio de los diferentes Readers se produce una mala 
localización y los valores que se obtienen van hacia el centro del escenario. 
 
 
5.2.2 RSSI y LQI 
 
Para este segundo estimador, primero se calculan los diferentes RSSI y LQI 
que se reciben de los Readers hacia el Tag, de esta forma se estima qué 









A 2 metros A 1 metros 
RSSI LQI RSSI LQI 
Nodo 2 -49 255 -42 255 
Nodo 3 -63 215 -42 255 
Nodo 4 -70 159 -63 215 
Nodo 8 -80 79 -74 127 
 
Fig.5- 6 Tabla de cálculos de la RSSI y el LQI 
Cuando está en medio de todos los nodos, sale el siguiente resultado: 
 
 nodo 2 nodo 8 nodo3 nodo4 Media 
Rssi -78 -75 -86 -77 -77,5 
lqi 98 143 31 103 100,5 
 
Fig.5- 7 Tabla de cálculos de la RSSI y LQI con el Tag en el centro del escenario 
 
Como se puede observar en los resultados, en la Fig.5.6 los valores son 
bastante irregulares entre ellos. El escenario que se ha tomando se basa en 
poner los Readers en la posición que están cuando se realiza la localización y 
se han puesto a 1 y 2 metros para ver las varianzas. Con eso se ha visto que 
aunque todos los sensores estén a la misma distancia a la que se toman las 
medidas, los resultados han variado bastante por lo que se demuestra que los 
objetos que hay alrededor de la red afectan notablemente. 
En la Fig.5.7 se ha situado el Tag en medio del escenario y se han extraído los 
resultados donde se aprecia que los valores son bastante parecidos. 
 
Como en el apartado 5.2.1, primero se realiza el estudio en estático, y se sacan 








Fig.5- 8 Error en estático del estimador RSSI y LQI 
En este caso se observa que cuando el Tag esta en el centro del escenario los 
valores de la RSSI y LQI son muy parecidos entre ellos y por eso el error es 
mínimo, sin embargo cuando el Tag se acerca a otros Readers el error que se 
produce es mucho más grave que en el caso del estimador MLSPL. 
 
Una vez realizado el estudio en estático se realiza el estudio cuando el Tag se 
está moviendo en el escenario. 
 





En la Serie 1(Color azul) se pone el camino realizado por el Tag según el 
escenario ya explicado en la Fig.5.3. 
En la Serie2 (Color rojo) se observan los resultados que se obtienen al utilizar 
el estimador. Cada punto es una ubicación nueva que se obtiene de la 
ubicación del Tag. 
Como en el caso del estudio del error en estático, se observa que el estimador 
de RSSI y LQI no hace una localización correcta, en este caso no sigue ningún 
criterio, los valores obtenidos por el estimador se van hacía el centro pero a 
diferencia del estimador MLSPL, este no sigue un movimiento parecido al del 
camino sino que se mueve de forma aleatoria.  
En este caso los parámetros que permiten configurar Nebusens para promediar 
los valores y eliminar las ubicaciones incorrectas, no permiten mejorar la 
localización. En cambio si se obtiene los valors de RSSI y LQI, se obtienen 
resultados bastante correctos comparados con el resultado final de estimador. 
Este proceso de mirar como tratan los valores para hacer la localización no se 
puede hacer, debido a que la función para la obtención de las ubicaciones con 
el estimador se lleva a cabo dentro de las librerías que proporciona n-Core. 
 
 
5.2.3 Localización con Acelerómetro 
 
En este apartado solo se ha realizado el estudio dinámico debido a que los 
sensores que se añaden son para mejorar la localización en movimiento, ya 
que el estudio en estático permitía ver cuál de los dos estimadores calculaba la 
mejor ubicación. 
De esta forma este estudio se basa en complementar el sensor del 
acelerómetro al estimador Mean Large Scale Path Loss. 
 
Una vez elegidos los parámetros y el estimador que hacen la mejor 
localización, se añade el acelerómetro para mejorarla. Los resultados obtenidos 










Fig.5- 10 Gráfica Localización con Acelerómetro. Serie1- Camino real/ Serie2- Valores del Tag 
 
En la Serie 1(Color azul) se pone el camino realizado por el Tag según el 
escenario ya explicado en la Fig.5.3. 
La Serie2 (Color rojo) se observan los resultados que se obtienen al utilizar el 
estimador. Cada punto es una ubicación nueva que se obtiene de la ubicación 
del Tag. 
Con los valores obtenidos y después de ver como actuaba la aplicación, se ha 
demostrado que el acelerómetro permite captar el movimiento del Tag, de esta 
forma éste permite descartar los valores de las nuevas ubicaciones cuando el 
Tag no está en movimiento. 
El acelerómetro permite descartar algunas ubicaciones que no son reales pero 
cuando está en movimiento siguen habiendo irregularidades. 
 
 
5.2.1 Localización con Brújula 
 
En este apartado solo se ha realizado el estudio dinámico debido a que los 
sensores que se añaden son para mejorar la localización en movimiento, ya 
que el estudio en estático permitía ver cuál de los dos estimadores calculaba la 
mejor ubicación. 
De esta forma este estudio se basa en complementar el sensor de la brújula al 





Con el acelerómetro se ha demostrado que se mejora la localización, pero en 
movimiento se producen errores, por eso con la utilización de la brújula se 
intenta mejorar la localización. Los resultados obtenidos son: 
 
 
Fig.5- 11 Gráfica Localización con Brújula. Serie1- Camino real/ Serie2- Valores del Tag 
 
En la Serie 1(Color azul) se pone el camino realizado por el Tag según el 
escenario ya explicado en la Fig.5.3. 
La Serie2 (Color rojo) se observan los resultados que se obtienen al utilizar el 
estimador. Cada punto es una ubicación nueva que se obtiene de la ubicación 
del Tag. 
 
Con los valores obtenidos y después de ver como actuaba la aplicación, se ha 
demostrado que la brújula permite reducir la zona de la nueva ubicación un 
61,1% ya que solamente se tienen en cuenta los rangos que se calculan con la 
dirección de la brújula. De esta forma se descartan más de la mitad de las 
nuevas ubicaciones erróneas que se calculan. 
Pero este sensor no permite una localización perfectamente correcta ya que 
pueden producirse nuevas ubicaciones dentro del margen correcto, que no son 






5.2.2 Resultados Etapa final 
 
En el último apartado se junta la localización con los sensores de brújula y 




Fig.5- 12 Gráfica Localización. Serie1- Camino real/ Serie2- Valores del Tag 
 
En la Serie 1(Color azul) se pone el camino realizado por el Tag según el 
escenario ya explicado en la Fig.5.3. 
La Serie2 (Color rojo) se observan los resultados que se obtienen al utilizar el 
estimador. Cada punto es una ubicación nueva que se obtiene de la ubicación 
del Tag. 
 
Como se puede observar en la imagen, se ha mejorado mucho la localización 
pero no sale perfecta. Aunque los resultados no sean precisos, el resultado 
dado es satisfactorio. 
Añadiendo estos dos sensores a la localización se permite eliminar muchas de 
las ubicaciones erróneas que se calculan con el estimador, pero si el estimador 
no da bien los cálculos de la localización, aunque los sensores mejoren este 





CAPÍTULO 6. CONCLUSIÓN 
 
Este proyecto se planteó inicialmente como un estudio y evaluación de 
prestaciones del funcionamiento del Kit de Desarrollo n-Core de Nebusens y a 
la vez hacer un estudio en la mejora del sistema de localización y encontrar el 
mejor sensor para saber si una plaza de parking está ocupada o libre. 
Nebusens ofrece un kit de desarrollo de redes inalámbricas con el protocolo 
ZigBee, que permite realizar aplicaciones que se pueden utilizar en las smart 
cities. Este kit de desarrollo permite realizar una red de manera muy sencilla, 
de esta forma se puede ayudar a la gente a inicializarse en la creación de una 
red de sensores inalámbrica. Es simple, con este kit, llegar a un resultado final 
de una aplicación aunque entender todos los pasos que se deben realizar para 
el proceso es de una alta complexidad y las explicaciones de los manuales 
carecen de profundidad y de descripción.  
Una vez entendido el funcionamiento de los dispositivos que proporciona 
Nebusens se han sacado las siguientes conclusiones sobre la captación de la 
información dada por los sensores y de los sistemas de localización en 
interiores.  
 Sensores: Nebusens, proporciona una serie de sensores que nos 
permiten captar la información que está en el entorno de una red 
ZigBee. La configuración de éstos es de forma sencilla y rápida ya que 
existe un manual en su página web (www.nebusens.com) que permite 
su realización de forma práctica. De esta forma configurar un sensor 
para obtener su información se puede realizar en un corto período de 
tiempo. Para la programación de los sensores para obtener un valor 
entendible, el proceso es más complejo pero con la ayuda de los 
ejemplos y del soporte técnico dado por la empresa, lo facilita.  
 
 Localización: La localización en interiores es muy probable que no dé 
buenos resultados ya que los objetos que están en el escenario 
provocan problemas en la propagación de la señal de los Routers hacia 
el Tag y hacen que la localización sea muy irregular. N-Core, 
proporciona dos estimadores con los que se puede configurar diferentes 
parámetros para realizar una localización más precisa. Incluso en los 
mejores casos, la localización sigue siendo muy irregular. El principal 
problema para mejorar la localización con los estimadores es que este 
proceso se lleva a cabo en un nivel que no se ve  por el usuario, es 
decir, las funciones que hace la localización son funciones que no se 
pueden observar. Debido a que lo único que se puede configurar son los 
parámetros para mejorar la localización, se intenta hacerlo con los 
sensores. Finalmente, de los dos estimadores que se han probado, el 






Una vez decidido que la localización solo se puede mejorar con la ayuda de los 
sensores, se plantea un inconveniente.  
La realización del proceso de la localización y la captación de los sensores, en 
vez de realizarse en paralelo, se realiza uno detrás del otro. Por lo tanto, 
provoca que la aplicación final vaya con mayor lentitud y que los valores finales 
se modifiquen sin exactitud en el tiempo real.  
 
Finalmente, con la aplicación realizada para mejorar la localización con la 
brújula y el acelerómetro, se ha demostrado la mejora de la localización pero 
sin ser una localización perfecta. En el caso de la detección de coches, se ha 
demostrado que los dos sensores utilizados, proximidad y luz, son válidos pero 
dentro de un escenario limitado a las necesidades de los sensores.  
En conclusión, el kit de desarrollo de Nebusens cumple las expectativas de ser 
un kit sencillo y práctico para la comprensión del funcionamiento de una red de 
sensores ZigBee, aunque es muy limitado para el desarrollo de una aplicación 
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ANEXO I. MANUAL CONFTOOL 
 
 
Anteriormente en la memoria se ha explicado la aplicación que n-Core 
proporciona para poder configurar los diferentes dispositivos. En este apartado 




I.1 Networks  
 
Esta pestaña sirve para cambiar los parámetros relacionados con la 
configuración de la red ZigBee. 
 
 
Fig. I. 1 Vista Conftool-Network 
 





 Device: Nombre del Sirius que se quiere modificar. 
 Work Mode: Es como va a funcionar el Sirius, puede estar conectado, 
desconectado, setup,… 
 Application Device Type: Modo del funcionamiento del 
dispsitivo(coordinador, Router, Tag colector,…). 
 Node ID: identificador del dispositivo. 
 Transmission Power: Potencia con la que se transmite. 
 Node ID of the Collecting Node : 
 Alive Message Period: período en el que nodo envía mensajes.  
 Sleep Period : tiempo en el que un Tag no envía nada. 
 Awake Period : tiempo en el que un Tag se despierta antes de de hacer 
el Sleep Period de nuevo. 
 Boradcast Period : Período donde se envían mensajes broadcast. 
 Minium RSSI Value : Mínimo RSSI para poder detectar un Router y 
ponerlo en el Tags Table. 
 X Coord, Y Coord y Z Coord : coordenadas donde se ponen los 
dispositivos.   
 Maximum Join Network Attempts: El número de nodos que se tienen 
encuentra. 
 Join Network Sleep Period: El tiempo que un nodo está en estado de 
Sleep. 
 Type of Antenna: el tipo de antena que utilizan los sirius (Interna o una 
externa). 
 Network PAN ID y Extended PAN ID: Identificadores de la red. 
 Channel Page: La frecuencia a la que se trabaja. 
 Channel Mask : La máscara que se utiliza según la frecuencia. 
 Static Addressing Mode : Se elige si se utiliza el direcciones estáticas o 
dinámicas. 










I.2 Behaviors  
 
En esta pestaña se definen los comportamientos de los diferentes puertos de 
los Sirius. De esta forma con este apartado se configuran los sensores que nos 
ofrece este kit. 
 
 
 Port Type : Tipo de puerto del dispositivo Sirius. 
 Address: Dirección del Puerto en el que se establece el behavior. 
 Port Number: Identificador del Puerto. 
 I2C Int. Address : en caso de utilizar el Puerto I2C, aquí se configura la 
dirección interna. 
 Notify Src Node: Mensaje que se envía del nodo destinatario al inicial. 
 Notify Collector: Mensaje que se envía del nodo destinatario al colector. 
 Data Write: Los datos que se escriben en el puerto elegido. 
 Data Read Length: La longitud de los datos leídos. 
 Frecuency: Frecuencia de puerto PWM. 
 PercenTage: Porcentaje del ciclo de trabajo. 
 IRQ Guard Time: Tiempo entre dos IRQs 
 Initial Node: El primer nodo que se tiene que tener en cuenta el RSSI del 
primer nodo. 
 Final Node: Último nodo a tener encuentra a partir del Initial Node. 
 Type: El tipo de la información que se leerá. 
 
 Size: el numero de bits que se van leyendo. 
 Begin: El primer bit donde se empieza a leer. 
 Sample Rate: El tiempo de mostreo del puerto ADC. 
 Bits per Sample: numero de bits para el puerto ADC. 
Fig. I. 2 Vista Conftool-Behaviors 
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 Bit Rate: la tasa de bits del puerto I2C. 
 Behavior: El identificador del behavior 
 Polling Time: el periodo en el que se coge la información del behavior. 
 Condition: Condición para elegir si se tiene en cuenta la información 
recibida. 




En esta tercera pestaña se indican los parámetros que se tienen en cuenta a la 
hora de definir una norma cuando se recibe la información de los Behaviors. 
 
 
Fig. I. 3 Vista Conftool-Rules 
 
 Rule ID: Identificador de la Red. 
 Persistence: Define si la regla se almacena en EEPROM o no. Si está 
habilitado, la regla seguirá siendo almacenada en el dispositivo Sirius. 
 Notify Src Node: si se envían mensajes desde el nodo de destino al nodo 
de origen que ha establecido el comportamiento. 
 
 
 Notify Collector: Si se enviarán los mensajes desde el nodo de destino al 
colector. 
 Behavior Aready Exists(first): Se indica si la norma ya ha existía o no. 
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 Transfer Between Behaviors: Este parámetro indica si se utilizan los 




Esta pestaña permite la configuración de los nodos para realizar la localización 
y a la vez ver cómo actúan los sensores cuando ya se a configurado una red 
para realizar el cálculo de la ubicación de un Tag. 
 
Fig. I. 4 Vista Conftool-Locating 
 Period Empty Tags table: El período en el que una tabla de Tags se 
llena. 
 Num. Broadcast sent: Número de emisiones que se envían para una 
localización. 
 Tags table period: El período en el que los Routers se envían la Tags 
table. 
 Period between Broadcast bursts: Período en el que se envía la 
información para la localización. 
 Send LQI: Parámetro con el que se dice si se envía el LQI o no. 








Como se puede observar en la siguiente imagen. En la parte derecha se elige 
el tipo en el que se quiere enviar la información hacia el nodo y se escriben las 
sentencias necesarias para poder configurarla; Y en la parte Izquierda se 
puede observar los mensajes que se reciben al configurar los dispositivos. 
 




Finalmente en la última pestaña se puede modificar como se debe procesar la 











Fig. I. 6 Vista Conftool-Advanced 
 
 Hardware Device Type: Indica el tipo del Sirius (Sirius A, B, D,…) 
 Unique Identification: Indica el Mac de cada Sirius. 
 Maximum Number of Children: Numero de hijos del dispositivo en la 
red ZigBee. 
 Maximum Number of Router Children: El número de Routers que 
pueden ser hijos de un nodo. 
 Maximum Depth of Network: Número máximo de saltos en una red 
ZigBee. 
 Neighbors Table Size: Número máximo de vecinos en una red. 
 Firmware Version: Versión del firmware. 
 Timeout: El tiempo máximo que la herramienta de configuración 
espera una respuesta después de enviar una solicitada un nodo. 
 Retries: Numero de veces que se intentar volver a enviar la 
información. 
 Time To Leave: El tiempo en que un nodo deja de estar en la red si 
no se recibe ninguna señal. 
 Descriptor: El identificador que se le da a la red. 
 Channel: Define el canal del USART. 
 Synchronus Mode: Se selecciona el modo del USAT. 
 Data Rate: Velocidad de transmisión del USART. 
 Bits per Char:  Número de bits de transmission. 
 Parity: Tipo de Paridad. 




 XonXoff: Activa / desactiva el control de flujo de software. 









































ANEXO II. ESPECIFICACIONES Y CONGIURACIÓN 




Como en el mismo caso que en el apartado de Conftool, anteriormente 
también se han comentado los diferentes sensores que Nebusens 
proporciona pero ahora en estos anexos se mostraran los datos 
principales que tiene los diferentes sensores y se pondrán los datos 






Para poder configurar el behavior de la batería para mostrar cual es el 
porcentaje se necesita la siguiente configuración: 
 
 
Fig. II. 1 Vista configuración Batería 
 
II.2 Humedad y Temperatura 
 
El sensor que se utiliza para captar la temperatura y la humedad es el 
SHT25, donde sus principales características son: 
 Output: I²C digital 
 Energy consumption: 3.2uW (at 8 bit, 1 measurement / s) 
 RH operating 0 - 100% RH range: 
 T operating range: -40 - +125°C (-40 - +257°F) 








Fig. II. 2 Vista configuración Sensor Temperatura 
Humedad: 
 




El sensor que se utiliza para captar la luminosidad es el TSL2561, donde sus 
principales características son: 
 Approximates Human Eye 
  Response Programmable  
 Interrupt Function with User-Defined Upper and Lower Threshold 
Settings  




  Programmable Analog Gain and Integration Time Supporting 1,000,000-
to-1 Dynamic Range 
 Automatically Rejects 50/60-Hz Lighting Ripple 
  Low Active Power (0.75 mW Typical) with Power Down Mode 
  RoHS Compliant 
















El sensor que se utiliza para captar la aproximación de un objeto es el , 
donde sus principales características son: 
 Package type: surface mount 
  Dimensions (L x W x H in mm): 3.95 x 3.95 x 0.75  
  Integrated module with ambient light sensor, proximity sensor and signal 
conditioning IC 
 Supply volTage range VDD: 2.5 V to 3.6 V  
  Supply volTage range IR anode: 2.5 V to 5 V  
  Communication via I2C interface 
 I 2 C Bus H-level range: 1.7 V to 5 V  
 Floor life: 168 h, MSL 3, acc. J-STD-020  
  Low stand by current consumption: 1.5 μA 
 
Y para configurar el sensor se necesitan poner los siguientes parámetros: 
Lectura: 
 
















El sensor que se utiliza para captar el ángulo de la dirección con una brújula 
es el HMC6352, donde sus principales características son: 
 Simple I2C interface 
 2.7 to 5.2V supply range 
 1 to 20Hz selectable update rate 
 True drop-in solution 
 0.5 degree heading resolution 
 1 degree repeatability 
 Supply current : 1mA @ 3V 
Y para configurar el sensor se necesitan poner los siguientes parámetros: 
Lectura: 
 











El sensor que se utiliza para captar el movimiento de un objeto es el 
MMA8452Q, donde sus principales características son: 
 1.95 to 3.6-volt supply volTage  
 1.6 to 3.6-volt interface volTage  
  ±2g/±4g/±8g dynamically selectable full-scale  
  Output data rates (ODR) from 1.56 Hz to 800 Hz  
  99 μg/√Hz noise  
  12-bit and 8-bit digital output  
  I²C digital output interface (operates to 2.25 MHz with 4.7 kΩ pull-up)  
  Two programmable interrupt pins for six interrupt sources  
  Three embedded channels of motion detection  
 Freefall or motion detection: one channel 
 Pulse detection: one channel 
 Jolt detection: one channel 
  Orientation (portrait/landscape) detection with set hysteresis  
  Automatic ODR change for auto-wake and return to sleep  
  High pass filter data available real-time  
  Self test  
  RoHS compliant  
  Current consumption: 6 μA–165 μA 




Para poner activo el acelerómetro: 
 
     
 


















ANEXO III. CÓDIGOS 
 
III.1 Código de los behaviors 
 
En este anexo se observa en la Fig. III-1, el código que se ha desarrollado para 
la captación de los valores de los sensores. 
En este código se crea una tabla donde se busca el número del behavior que 
se ha creado en la herramienta del Conftool, de esta forma dependiendo del el 
numero que se ha dado al behavior se sabe si el valor del sensor al que se 




private void UpdateListView(ncAutomNetDefineBehaviorMessageEvent evt) 
        { 
            //variables locales 
            ncCommonNetParameter param; 
            byte[] data = null; 
            // Get the Id of the node that are sending information 
            string nodeId = evt.GetSrcId().ToString(CultureInfo.InvariantCulture); 
            ListViewItem foundItem = lvNodeList.FindItemWithText(nodeId); 
 
             
                     
              
 
            string origen = evt.GetProxyId().ToString(); 
             
            if (lvNodeList.InvokeRequired) 
            { 
                lvNodeList.Invoke(new ModifyListViewDelegate(UpdateListView), 
evt); 
                return; 
            } 
 
            //tipo medida 
            switch (evt.GetBehaviorId().ToString()) 
            { 
            case "8": //light 
                    { 
                        param = evt.GetValue() as ncCommonNetBufferParameter; 
                        if (param == null) return; 
                        data = evt.GetReadData(); 
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                        int value1 = (data[1] << 8) | data[0]; 
                        int value2 = (data[3] << 8) | data[2]; 
                        int light = CalculateLux(0, 400, value1, value2, 1); 
                         
                                            } 
                    break;               
                case "4": //compas 
                    { 
                           param = evt.GetValue() as ncCommonNetBufferParameter; 
                        if (param == null) return; 
                        data = evt.GetReadData(); 
 
                        double grados = (double)((data[0] << 8 | data[1]) * 359 / 3599); 
                    } 
                    break; 
                 
                     
                 case "5": //temperature 
                    { 
                         
                        param = evt.GetValue() as ncCommonNetInt16Parameter; 
                        if (param == null) return; 
                        data = evt.GetReadData(); 
                        int value = (data[0] << 8) | data[1]; 
 
                        double temperature = -46.85 + (175.72 * (value / Math.Pow(2, 
16)));   
                    } 
                    break; 
                     
                case "7": //humidity 
                    { 
                        param = evt.GetValue() as ncCommonNetUint16Parameter; 
                        if (param == null) return; 
                        data = evt.GetReadData(); 
                        int value = (data[0] << 8) | data[1]; 
 
                        double humidity = -6 + (125 * (value / Math.Pow(2, 16))); 
                         
.Add(""); 
                        } 
                    } 
                    break; 
                     
                case "2": //Aproximacion 
                    { 
                         
                        param = evt.GetValue() as ncCommonNetBufferParameter; 
                        if (param == null) return; 
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                        data = evt.GetReadData(); 
                        int value = (data[0] << 8) | data[1]; 
                         
                    } 
                    break; 
 
                case "9": //battery                      { 
                                                 
                        param = evt.GetValue() as ncCommonNetUint16Parameter; 
                        if (param == null) return; 
                        barras barras = new barras(); 
                        if (foundItem != null) 
                        { 
                             
         Temperatura = ((((ncCommonNetUint16Parameter)param).GetValue()) / 
100); 
 
                        } 
                        break; 
case "10": //ACCELEROMETRO 
                { 
                    
                    param = evt.GetValue(); 
                    Int16[] axis = new Int16[3]; 
 
                    axis[0] = GetXAxis(param); 
                    axis[1] = GetYAxis(param); 
                    if (param == null) return; 
                    if (foundItem != null) 
                    { 
                        foundItem.SubItems[4].Text = axis[0].ToString(); 
                        foundItem.SubItems[5].Text = axis[1].ToString(); 
                        Acc_X = Convert.ToDouble(axis[1]); 
                        Acc_Y = Convert.ToDouble(axis[2]); 
 
                } 
                break; 
 
                    } 
                default: 
                    { 
                        return; 
                    } 
 
            } 





III. 2 Código Cálculo LUX 
 
 
    private int CalculateLux(int iGain, int tInt, int ch0, int ch1, int iType) 
        { 
            long LUX_SCALE = 14;//scale by 2^14 
            long RATIO_SCALE = 9;//= "scale ratio by 2^9 
            long CH_SCALE = 10;//= "scale channel values by 2^10 
            long CHSCALE_TINT0 = 0x7517;// 322/11 * 2^CH_SCALE 
            long CHSCALE_TINT1 = 0x0fe7;// 322/81 * 2^CH_SCALE 
            long K1T = 0x0040;//= "0.125 * 2^RATIO_SCALE 
            long B1T = 0x01f2;//= "0.0304 * 2^LUX_SCALE 
            long M1T = 0x01be;//= "0.0272 * 2^LUX_SCALE 
            long K2T = 0x0080;//= "0.250 * 2^RATIO_SCALE 
            long B2T = 0x0214;//= "0.0325 * 2^LUX_SCALE 
            long M2T = 0x02d1;//= "0.0440 * 2^LUX_SCALE 
            long K3T = 0x00c0;//= "0.375 * 2^RATIO_SCALE 
            long B3T = 0x023f;//= "0.0351 * 2^LUX_SCALE 
            long M3T = 0x037b;//= "0.0544 * 2^LUX_SCALE 
            long K4T = 0x0100;//= "0.50 * 2^RATIO_SCALE 
            long B4T = 0x0270;//= "0.0381 * 2^LUX_SCALE 
            long M4T = 0x03fe;//= "0.0624 * 2^LUX_SCALE 
            long K5T = 0x0138;//= "0.61 * 2^RATIO_SCALE 
            long B5T = 0x016f;//= "0.0224 * 2^LUX_SCALE 
            long M5T = 0x01fc;//= "0.0310 * 2^LUX_SCALE 
            long K6T = 0x019a;//= "0.80 * 2^RATIO_SCALE 
            long B6T = 0x00d2;//= "0.0128 * 2^LUX_SCALE 
            long M6T = 0x00fb;//= "0.0153 * 2^LUX_SCALE 
            long K7T = 0x029a;//= "1.3= "* 2^RATIO_SCALE 
            long B7T = 0x0018;//= "0.00146 * 2^LUX_SCALE 
            long M7T = 0x0012;//= "0.00112 * 2^LUX_SCALE 
            long K8T = 0x029a;//= "1.3= "* 2^RATIO_SCALE 
            long B8T = 0x0000;//= "0.000 * 2^LUX_SCALE 
            long M8T = 0x0000;//= "0.000 * 2^LUX_SCALE 
            long K1C = 0x0043;//= "0.130 * 2^RATIO_SCALE 
            long B1C = 0x0204;//= "0.0315 * 2^LUX_SCALE 
            long M1C = 0x01ad;//= "0.0262 * 2^LUX_SCALE 
            long K2C = 0x0085;//= "0.260 * 2^RATIO_SCALE 
            long B2C = 0x0228;//= "0.0337 * 2^LUX_SCALE 
            long M2C = 0x02c1;//= "0.0430 * 2^LUX_SCALE 
            long K3C = 0x00c8;//= "0.390 * 2^RATIO_SCALE 
            long B3C = 0x0253;//= "0.0363 * 2^LUX_SCALE 
            long M3C = 0x0363;//= "0.0529 * 2^LUX_SCALE 
            long K4C = 0x010a;//= "0.520 * 2^RATIO_SCALE 
            long B4C = 0x0282;//= "0.0392 * 2^LUX_SCALE 
            long M4C = 0x03df;//= "0.0605 * 2^LUX_SCALE 
            long K5C = 0x014d;//= "0.65 * 2^RATIO_SCALE 
            long B5C = 0x0177;//= "0.0229 * 2^LUX_SCALE 
            long M5C = 0x01dd;//= "0.0291 * 2^LUX_SCALE 
            long K6C = 0x019a;//= "0.80 * 2^RATIO_SCALE 
            long B6C = 0x0101;//= "0.0157 * 2^LUX_SCALE 
            long M6C = 0x0127;//= "0.0180 * 2^LUX_SCALE 
            long K7C = 0x029a;//= "1.3= "* 2^RATIO_SCALE 
            long B7C = 0x0037;//= "0.00338 * 2^LUX_SCALE 
            long M7C = 0x002b;//= "0.00260 * 2^LUX_SCALE 
            long K8C = 0x029a;//= "1.3= "* 2^RATIO_SCALE 
            long B8C = 0x0000;//= "0.000 * 2^LUX_SCALE 




            
//−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− 
            // first, scale the channel values depending on the gain and 
integration time 
            // 16X, 402mS is nominal. 
            // scale if integration time is NOT 402 msec 
            long chScale; 
            switch (tInt) 
            { 
                case 0: // 13.7 msec 
                    chScale = CHSCALE_TINT0; 
                    break; 
                case 1: // 101 msec 
                    chScale = CHSCALE_TINT1; 
                    break; 
                default: // assume no scaling 
                    chScale = (1 << (byte)CH_SCALE); 
                    break; 
            } 
 
            if (iGain == null) 
            { 
                chScale = chScale << 4; // scale 1X to 16X 
            } 
            // scale the channel values 
            long channel0 = (ch0 * chScale) >> (byte)CH_SCALE; 
            long channel1 = (ch1 * chScale) >> (byte)CH_SCALE; 
 
            long ratio1 = 0; 
 
            if (channel0 != 0) 
            { 
                ratio1 = (channel1 << ((byte)RATIO_SCALE + 1)) / channel0; 
            } 
            // round the ratio value 
            long ratio = (ratio1 + 1) >> 1; 
            // is ratio <= eachBreak ? 
            int b = 0; 
            int m = 0; 
 
            switch (iType) 
            { 
                case 0: // T package 
                    if ((ratio >= 0) && (ratio <= K1T)) 
                    { 
                        b = (int)B1T; 
                        m = (int)M1T; 
                    } 
                    else if (ratio <= K2T) 
                    { 
                        b = (int)B2T; 
                        m = (int)M2T; 
                    } 
                    else if (ratio <= K3T) 
                    { 
                        b = (int)B3T; 
                        m = (int)M3T; 
                    } 
                    else if (ratio <= K4T) 
                    { 
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                        b = (int)B4T; 
                        m = (int)M4T; 
                    } 
                    else if (ratio <= K5T) 
                    { 
                        b = (int)B5T; 
                        m = (int)M5T; 
                    } 
                    else if (ratio <= K6T) 
                    { 
                        b = (int)B6T; 
                        m = (int)M6T; 
                    } 
                    else if (ratio <= K7T) 
                    { 
                        b = (int)B7T; 
                        m = (int)M7T; 
                    } 
                    else if (ratio > K8T) 
                    { 
                        b = (int)B8T; 
                        m = (int)M8T; 
                    } 
                    break; 
 
                case 1:// CS package 
                    if ((ratio >= 0) && (ratio <= K1C)) 
                    { 
                        b = (int)B1C; 
                        m = (int)M1C; 
                    } 
                    else if (ratio <= K2C) 
                    { 
                        b = (int)B2C; 
                        m = (int)M2C; 
                    } 
                    else if (ratio <= K3C) 
                    { 
                        b = (int)B3C; 
                        m = (int)M3C; 
                    } 
                    else if (ratio <= K4C) 
                    { 
                        b = (int)B4C; 
                        m = (int)M4C; 
                    } 
                    else if (ratio <= K5C) 
                    { 
                        b = (int)B5C; 
                        m = (int)M5C; 
                    } 
                    else if (ratio <= K6C) 
                    { 
                        b = (int)B6C; 
                        m = (int)M6C; 
                    } 
                    else if (ratio <= K7C) 
                    { 
                        b = (int)B7C; 
                        m = (int)M7C; 
                    } 
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                    else if (ratio > K8C) 
                    { 
                        b = (int)B8C; 
                        m = (int)M8C; 
                    } 
                    break; 
            } 
 
            long temp; 
            temp = ((channel0 * b) - (channel1 * m)); 
            // do not allow negative lux value 
            if (temp < 0) 
            { 
                temp = 0; 
            } 
            // round lsb (2^(LUX_SCALE-1)) 
            temp += (1 << ((byte)LUX_SCALE - 1)); 
            // strip off fractional portion 
            long lux = temp >> (byte)LUX_SCALE; 
            return ((int)lux); 
        } 
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