Abstract. This paper presents an evaluation of state of the art black box justification finding algorithms on the NCBO BioPortal ontology corpus. This corpus represents a set of naturally occurring ontologies that vary greatly in size and expressivity. The results paint a picture of the performance that can be expected when finding all justifications for entailments using black box justification finding techniques. The results also show that many naturally occurring ontologies exhibit a rich justificatory structure, with some ontologies having extremely high numbers of justifications per entailment.
Introduction
A justification J for an entailment η in an ontology O is a minimal subset of O that is sufficient to entail η. More precisely, J is a justification for O |= η (read as O entails η) if J ⊆ O, J |= η and for all J J J |= η. There can be multiple, possibly overlapping, justifications for a given ontology and entailment. Depending upon context, justifications are also known as MUPS (Minimal Unsatisfiability Preserving Sub-TBoxes) [25] or MINAS (Minimal Axiom Sets) [2] .
A justification finding service computes justifications for an ontology and an entailment. An implementation of a justification finding service is a key component in many of the explanation and debugging tools that exist for ontology development environments such as Swoop [17] , the RaDON plugin for the NeOn Toolkit [14] , the explanation workbench for Protégé-4 [12] , the explanation facility in OWL Sight [8] , and the explanation view in TopBraid Composer [19] . Justification finding services are also increasingly being used as auxiliary services in other applications for example in incremental reasoning [3] , reasoning over very large ABoxes [4] , belief base revision [9] , meta-modelling support [5] , default reasoning [24] , eliminating redundant axioms in ontologies [7] , and laconic justification finding [13] .
Given the prominence and importance of justifications, it is no surprise that there is a large literature on techniques and optimisations for computing them.
Much of this literature [31, 30, 16, 20, 18, 26, 27, 26, 15] is focused on empirical investigations which, generally speaking, are undertaken to validate specific performance optimisations and implementation techniques. This begs the question as to why further empirical investigation is required. In essence, most of the existing empirical work is performed with prototype implementations on small collections of ontologies that are chosen to show off the effect of specific optimisations and demonstrate proof of concept. This is obviously a completely valid thing to do. However, many of the experiments do not provide a true picture of how highly optimised and robustly implemented justification finding techniques, that take advantage of all published optimisations, will perform on state of the art ontologies that are now widely available. In addition to this, none of the existing experiments were designed to investigate the justification landscape of a broad corpus of ontologies-that is, there is very little data about the numbers and sizes of justifications that one could encounter in naturally occurring ontologies.
The overall aim of this paper is to therefore present a thorough investigation into the practicalities of computing all justifications for entailments in published, naturally occurring ontologies. In particular, ontologies which are representative of typical modelling and are not tutorial or reasoner test-bed ontologies. The end goal is to provide a view of how modern, robustly implemented and highly optimised justification finding algorithms, coupled with modern highly optimised reasoners, perform on realistic inputs, and to paint a picture of the richness of the justification landscape.
All of the data and software, including ontologies, extracted entailments, entailment test timings, hitting set tree statistics, justifications and other raw results, is available online 3 for third parties to access. It should be of interest to those working in justification based research, ontology comprehension, reasoner development, and module extraction amongst other areas.
Justification Finding Techniques
In general, algorithms for computing justifications are described using two axes of classification. The first, the single-all-axis is whether an algorithm computes a single justification for an entailment or whether it computes all justifications for an entailment. The second, the reasoner-coupling-axis is whether the algorithm is a black-box algorithm or whether it is a glass-box algorithm. The categorisation is based entirely on the part played by reasoning during the computation of justifications. In essence, justifications are computed as a direct consequence of reasoning in glass-box algorithms, whereas they are not computed as a direct consequence of reasoning in black-box algorithms. In this sense, glass-box algorithms are tightly interwoven with reasoning algorithms, whereas black-box algorithms simply use reasoning to compute whether or not an entailment follows from a set of axioms. Because of space constraints, and the fact that black-box justification finding services work with any OWL reasoner, this paper focuses entirely on results for black-box justification finding. A detailed analysis of the differences between glass-box and black-box justification finding algorithm performance may be found in [10] . An advantage of black-box algorithms is that they can be easily and robustly implemented [16] . A perceived disadvantage of black-box algorithms is that they can be inefficient and impractical due to a potentially large search space [29] .
Black-Box Algorithms for Computing Single Justifications The basic idea behind a black-box justification finding algorithm is to systematically test different subsets of an ontology in order to find one that corresponds to a justification. Subsets of an ontology are typically explored using an "expand-contract" strategy. In order to compute a justification for O |= η, an initial, small, subset S of O is selected. The axioms in S are typically the axioms whose signature has a non-empty intersection with the signature of η, or axioms that "define"
4 terms in the signature of η. A reasoner is then used to check if S |= η, and if not, S is expanded by adding a few more axioms from O. This incremental expansion phase continues until S is large enough so that it entails η. When this happens, either S, or some subset of S, is guaranteed to be a justification for η. At this point S is gradually contracted until it is a minimal set of axioms that entails η i.e. a justification for η in O.
Black-Box Algorithms for Computing All Justifications When formulating a repair plan for an entailment, or attempting to understand an entailment, it is usually necessary to compute all justifications for that entailment. This can be achieved using black-box techniques for finding single justifications in combination with techniques that are borrowed from the field of model based diagnosis [1] . Specifically, all justifications can be computed by performing systematic "repairs" of the ontology in question, which eliminate already found justifications, and searching for new justifications after each repair. In order to compute these repairs a classical a hitting set tree based algorithm is used. A full discussion of this algorithm, which is based on seminal work by Reiter [23] , is beyond the scope of this paper, but suffice it to say, the algorithm is widely used in various fields, has been well used and documented in the field of computing justifications [16] , and is reasonably well understood in this area. Due to space constraints a more detailed presentation is not offered here, but a comprehensive overview may be found in Chapter 3 of [10] .
Materials (The BioPortal Corpus)
The number of published real world ontologies has grown significantly since computing justifications for entailments in OWL ontologies was first investigated from around 2003 onwards. In particular, in the last three years the number of ontologies in the biomedical arena has grown considerably. Many of these ontologies have been made available via the NCBO BioPortal ontology repository [22] . At the time of writing, BioPortal provides access to the imports closures of over 250 bio-medical ontologies in various formats, including OWL and OBO 5 [28] . Not only is BioPortal useful for end users who want to share and use biomedical ontologies, it is also useful for ontology tools developers as it provides a corpus of ontologies that is attractive for the purposes of implementation testing. In particular, it provides ontologies that: vary greatly in size; vary greatly in expressivity; are real world ontologies; are developed by a wide range of groups and developers and contain a wide variety of modelling styles; and finally, are not "cherry picked" to show good performance of tools.
Curation Procedure The BioPortal ontology repository was accessed on the 12th March 2011 using the BioPortal RESTful Service API. In total, 261 ontology documents (and their imports closures) were listed as being available. Out of these, there were 125 OWL ontology documents, and 101 OBO ontology documents, giving a total of 226 "OWL compatible" ontology documents that could theoretically be parsed into OWL ontologies.
Parsing and Checking Each listed OWL compatible ontology document was downloaded and parsed by the OWL API. OBO ontology documents were parsed according to the lossless OWL-OBO translation given in [6] and [21] . Any imports statements were recursively dealt with by downloading the document at the imports statement URL and parsing it into the imports closure of the original BioPortal "root" ontology. Each axiom that was parsed into the imports closure was labelled with the name of the ontology document from where it originated. If an imported ontology document could not be accessed (for whatever reason) the import was silently ignored.
Out of the 226 OWL compatible ontology documents that were listed by the BioPortal API, 7 could not be downloaded due to HTTP 500 6 errors, and 1 ontology could not be parsed due to syntax errors. This left a total of 218 OWL and OBO ontology documents that could be downloaded parsed into OWL ontologies. After parsing, four of the ontologies were found to violate the OWL 2 DL global restrictions. In all cases, the violation was caused by the use of transitive (non-simple) properties in cardinality restrictions. These ontologies were discarded and were not processed any further, which left 214 ontologies.
Entailment Extraction Three reasoners were used for entailment extraction: FaCT++, HermiT and Pellet. Each ontology was checked for consistency. Five of the 214 ontologies were found to be inconsistent. Next, each consistent ontology was classified and realised in order to extract entailments to be used in the justification finding experiments. Entailed direct subsumptions between named classes (i.e. axioms of the form A B) were extracted, along with direct class assertions between named individuals and named classes (i.e. axioms of the form A(a)). It was decided that these kinds of entailments should be used for testing purposes because they are the kinds of entailments that are exposed through the user interfaces of tools such as Protégé-4 and other ontology browsers-they are therefore the kinds of entailments that users of these tools typically seek justifications (explanations) for. The set of entailments for each ontology was then filtered so that it only contained non-trivial entailments in accordance with Definition 1.
O with α removed still entails α. In total there were 72 ontologies with non-trivial entailments which accounts for just over one third of the consistent OWL and OBO ontologies contained in BioPortal.
Reasoner Performance Due to practical considerations, a timeout of 30 minutes of CPU time was set for each task of consistency checking, classification and realisation. There were just three ontologies, for which consistency checking (and hence classification and realisation) could not be completed within this time out. These were: GALEN, the Foundational Model of Anatomy (FMA) and NCBI Organismal Classification. These ontologies were discarded and not processed any further.
Ontologies With Non-Trivial Entailments There were 72 BioPortal ontologies that contained at least one non-trivial entailment. The list of these ontologies may be found in [10] and is available online as a summary 7 . For these ontologies, the average number of logical axioms (i.e. non-annotation axioms) per ontology was 10,645 (SD=31,333, Min=13, Max=176,113). The average number of nontrivial entailments per ontology was 1,548 (SD=6,187, Min=1, Max=49,537). The expressivity of the BioPortal ontologies with non-trivial entailments ranged from EL and EL++ (corresponding to the OWL2EL profile) through to SHOIQ and SROIQ (the full expressivity of OWL 2 DL).
In summary, the ontology corpus provided by the BioPortal exhibits varying numbers of non-trivial entailments with a wide range of expressivities. It reflects current modelling practices and the kinds of ontologies that people use in tools.
Method and Results
All of the experiments detailed below were carried out using Pellet version 2.2.0 8 . For ontology loading, manipulation and reasoner interaction, the OWL API [11] version 3.2.2 was used. The OWL API has support for manipulating ontologies at the level of axioms, and so it is entirely suited for the implementation of the justification finding algorithms.
Having introduced the overall test setup, the experiment is now described in detail.
Algorithm Implementation The black box algorithm for finding all justifications for an entailment, and its sub-routine algorithms, presented in [10] 
Test Data
The test data consisted of the 72 BioPortal ontologies that contained non-trivial entailments. For each ontology, the set of all non-trivial direct subconcept (A B) and direct concept assertion (A(a)) entailments were extracted and paired up with the ontology.
Method The experiments were performed on MacBook Pro with a 3.06 GHz Intel Core 2 Duo Processor. The Java Virtual Machine was allocated a maximum of 4 GB of RAM. Pellet 2.2.2 was used as a backing reasoner for performing entailment checks, with each entailment check consisting of a load, followed by a query to ask whether or not the entailment held. The algorithm implementation described above was used to compute all justifications for each non-trivial entailment for each ontology. For each entailment, the CPU time for computing all justifications was measured, along with the number and sizes of justifications. For the sake of practicalities, because some ontologies have tens of thousands of non-trivial entailments (e.g. 49,000+ entailments for the coriell-cell-line ontology), a soft time limit of 10 minutes was imposed on computing all justifications for any one entailment. Additionally, an entailment test time limit of 5 minutes was placed on entailment checking.
Results
9 Figure 1 shows a percentile plot for time to compute all justifications. Note that mean values for each ontology are shown as transparent bars with white outlines. The x-axis, which shows Ontology Id, is ordered by the value of the 99th percentile. This percentile was chosen because it provides a good picture of how the algorithm will perform in practice for the vast majority of entailments. It also draws out the remaining 1 percent of outliers rather clearly.
There were seven ontologies that contained one or more entailments for which it was not possible to compute all justifications. These ontologies, along with the total number of entailments and the number of failed entailments are shown in Table 1 . Table 1 also shows the mean/max number of justifications and mean/max justification size (number of axioms per justification) per failed entailment and the mean entailment checking times per failed entailment. In these seven ontologies there were three ontologies for which the failures occurred over less than one percent of entailments tested, a further three ontologies where the failures occurred for less than 7 percent of entailments tested, and one final ontology, where failures occurred for almost 75 percent of entailments tested. In this last ontology all of the failures were due to entailment checking timeouts. The failures relating to all of the other ontologies were due to timeouts during construction of the hitting set tree, which became too large to search within a period of 10 minutes. Figure 2 and Figure 3 provide a picture of the justification landscape for the BioPortal ontologies. Figure 2 shows the the mean number of justifications per entailment per percentile. It should be noted that the percentiles are calculated from a reverse ordering of entailments based on justification size. That is, the nth percentile contains n percent of entailments that have the largest number of justifications. The x-axis in Figure 2 is ordered by the mean value of the 100th percentile (i.e. mean number of justifications per entailment). Figure 3 shows the mean number of axioms per justification per percentile along with the maximum number of axioms per entailment. The percentiles are calculated from a reverse ordering on justification size. For example, the nth percentile contains n percent of justifications that have a mean size greater than the mean of that percentile.
Analysis and Discusssion
The Practicalities of Computing All Justifications for An Entailment Out of the 72 ontologies it was possible to compute all justifications for all direct atomic subconcept and concept assertion entailments in 65 ontologies. There were seven ontologies that contained some entailments for which not all justifications could be computed. These failures are discussed below, however, the results from this experiment provide strong empirical evidence that it is largely practical to compute all justifications for these kinds of entailments in the BioPortal ontologies. Although the results cannot be statistically generalised to ontologies outside of the BioPortal corpus it is reasonable to assume that the results are suggestive for other real world ontologies.
Reasons for Failures Seven of the 72 ontologies contained entailments for which not all justifications could be computed. Broadly speaking there were two reasons for this: (1) The justifications for each failed entailment were numerous and large in size. This resulted in the size of the hitting set tree growing to a limit where it was not possible to close all branches within 10 minutes. In particular, for Ontology 36 the hitting set tree grew to over 3 million nodes, and for Ontology 70 the hitting set tree grew to over 1.6 million nodes. This compares to hitting set tree sizes in the tens of thousands for successful entailments.
(2) Entailment checking performance was such that the number of entailment checks, in combination with the time for each check, made it impossible to construct the hitting set tree within 10 minutes. This was the case with Ontology 45 and Ontology 32, both of which had average entailment checking times that were three orders of magnitude higher than for other ontologies. This problem was particularly endemic for Ontology 32, which suffered the largest number of failures, and had the worst entailment checking performance of all ontologies (M=2,601.2 ms, SD=23,781.0 ms, MAX=270,004 ms). Leaving aside entailment checking performance problems, which can be regarded as being out of the scope of control of this work, the number of justifications that were computable for failed entailments was very high. For example, for Ontology 3, which percentagewise suffered the highest number of failures, the implementation was still able to compute on average 1271 justifications per failed entailment, with a maximum of 1494 justifications. With the exception of Ontology 32, which had a very high percentage of failures due to poor entailment checking performance, it is fair to say that over the whole corpus, and within individual ontologies, the failure rate is low to very low, thus indicating the robustness of the algorithms on real world ontologies. When the algorithm does fail to find all justifications, it is still possible to find some justifications, and the number of found justifications tends to be very large.
The Acceptability of Times for Computing All Justifications As can be seen from Figure 1 , the majority of ontologies contained entailments for which all justifications could be computed within 1 second. For all but six ontologies, it was possible to compute all justifications for 99 percent of entailments within 10 seconds. Only two ontologies required longer than one minute for computing all justifications for 99 percent of entailments in these ontologies, with 90 percent of entailments in these ontologies falling below the one minute mark. It is clear to see that there are some outlying entailments in the corpus. In particular, Ontology 19 (the Coriell Cell Line Ontology) contains the most significant outlier, with one percent of entailments in this ontology requiring almost 150 seconds for computing all justifications. However, it appears that the times are perfectly acceptable for the purposes of generating justifications for debugging or repair in ontology development environments.
The Number of Justifications per Entailment As can be seen from Figure  2 , the number of justifications per entailment varied over much of the BioPortal corpus. There were just four ontologies which had on average one justification per entailment. Even ontologies with low average numbers of justification per entailment did exhibit some entailments with large numbers of justifications as evidenced by the band of ontologies from 60 to 52 on the left hand side of justifications for any one entailment occurred in Ontology 36, which had 837 justifications for one entailment. At this point it is worth noting that none of the empirical work detailed in the literature has uncovered ontologies with these large and very large numbers of justifications per entailment.
The Size of Justifications Figure 3 Finally it should be noted that these larger justifications do not simply consist of long chains of atomic subclass axioms. All in all, the number of justifications per entailment, and the size of justifications points to considerable logical richness being present in many ontologies in the BioPortal corpus.
Conclusions and Suggestions for Future Work
The detailed empirical investigation that has been carried out and presented in this paper provides strong evidence to conclude that computing all justifications for direct class subsumption and direct class assertion entailments in the BioPortal corpus of consistent ontologies is practical. That is, for the vast majority of entailments in the majority of ontologies all justifications can be computed in under 10 minutes of CPU time. In essence, the justification finding algorithms used in the empirical evaluation here show good and robust runtime performance on realistic inputs. While model based diagnosis techniques for computing all justifications fare extremely well, there are examples of entailments in realistic consistent ontologies for which it is not possible to compute all justifications. In these cases an incomplete solution, which could still consist of hundreds of justifications, must be accepted.
The number of justifications for entailments in naturally occurring domain ontologies can be very high. In the work presented here the number peaked at around 1000 justifications per entailment. The sizes of justifications in these ontologies can be very large, peaking at around 40 axioms per justification. The majority of ontologies with non-trivial entailments have multiple justifications per entailment with multiple axioms per justification.
In terms of future work, there are several strands that should be pursued. The first is that the experiments described here should be replicated and verified by third parties. It is reasonable to assume that the results presented here will be repeatable with other OWL reasoners, but this should ideally be investigated and verified. Finally, the experiments should be carried out on different ontology corpora. At the time of writing, third party non-biomedical-ontology installations of the BioPortal software are coming online. It would be interesting to compare the repositories of ontologies from different communities, in terms of non-trivial entailments, number justifications per entailment, size of justifications etc. and see how the justificatory structure and modelling style varies from one community to another.
