In this paper, a novel nanoscale protein based nano actuator concept is described. Molecular kinematic computational 
Introduction
The recent explosion of research in nanotechnology, combined with important advances in molecular biology has created a new interest in biomolecular machines and robots ͓1,2͔. The first goal in the biomolecular machine development is to use various biological elements-whose function at the cellular and sub-cellular level creates a motion, force, or a signal-as machine components that perform the same function in response to the same biological stimuli but in an artificial setting. In this way proteins and DNA could act as motors, mechanical joints, transmission elements, or sensors. If all these different components were assembled together they could potentially form nanodevices with multiple degrees of freedom, able to apply forces and manipulate objects in the nanoscale world, transfer information from the nano to the macroscale world and even travel in a nanoscale environment ͓3͔.
Just as conventional macro-machines are used to develop forces and motions to accomplish specific tasks, bio-nano-machines can be used to manipulate nano-objects, to assemble and fabricate other machines or products and to perform maintenance, repair and inspection operations. The potential advantages in developing bio-nano-machines include: ͑a͒ Energy efficiency due to their intermolecular and interatomic interactions; ͑b͒ low maintenance needs and high reliability due to the lack of wear and also due to nature's homeostatic mechanisms ͑self-optimization and selfadaptation͒; and ͑c͒ low cost of production due to their small size and natural existence. Figure 1͑a͒ shows one such concept of a nano-organism, with its "feet" made of helical peptides and its body using carbon nanotubes while the power unit is a biomolecular motor. Figure 1͑b͒ shows an example of a biomolecular nanorobot repairing an infected cell in a blood vessel.
In this project, we are studying the development of a novel type of protein based motors called viral protein linear ͑VPL͒ nanoactuators. In order to infect new cells, several viruses employ proteins on their surface that undergo dramatic changes in their structural conformation in order to promote the fusion of the viral membrane with the cellular membrane. This change is due to the pH change associated with the vicinity of the cell ͓4͔. Given similar conditions in an artificial setting, we are trying to create a pH controlled repeatable motion of these viruses and use them as nano-motors to power the joints of future bionanorobotic systems. The project consists of both computational and experimental tasks that aim to demonstrate the concept of the VPL nano-actuator and estimate its performance characteristics. In this paper we present results from the computational studies related to molecular kinematics.
The computational studies aim at developing models that can be used in understanding the mechanism of the proposed bionano motor, in predicting its feasibility and performance in terms of energy, force, speed, and other kinematic and dynamic criteria as well as perform optimal design procedures to identify protein se-quences for the bionano motor that will have optimal performance characteristics. Molecular-dynamics ͑MD͒ simulation techniques are the most commonly used computational tools for protein conformation studies and are based on the calculation of the free energy released during a conformation change. Our group has performed molecular-dynamic simulations for the VPL motor and the initial results can be found in ͓5͔. Recently, molecular kinematic simulations have been proposed as a tool to study the geometric and kineto-static properties of proteins ͓6͔. Since molecular kinematics is much faster than molecular dynamics it can be used as a first step of a protein conformation analysis, for example, to evaluate protein conformations under geometric constraints, before starting computationally intensive energy calculations involved with molecular dynamics. In addition, in cases where real time computations are required, such as in the case of haptically interacting with a protein chain in a virtual environment, molecular kinematics can be used as an alternative approximate tool for performing the real time computations. In this paper molecular kinematic computational tools are developed and included in our Matlab Biokinematics Toolbox to study the protein nanomotor's performance using geometric criteria. The computational tools include the development of the molecular motor direct and inverse kinematics using the protein's Denavit and Hartenberg parameters and the corresponding homogeneous transformation matrices. Furthermore, the workspace calculation and analysis of the protein motor is performed contributing thus the first attempt to implement robot workspace analysis tools in the study of proteins and protein based nano-actuators.
Background
There is a novel engineering interest in creating and utilizing miniature machines that have always been an integral part of all life. These motors, which are called Biomolecular Motors have attracted a great deal of attention recently because they have high efficiency, they could be self-replicating, hence cheaper in mass usage, and they are readily available in nature. A number of enzymes such as kinesin ͓7͔, RNA polymerase ͓8͔, myosin ͓9͔, dynein ͓10͔, and adenosine triphosphate ͑ATP͒ synthase ͓11͔ function as nanoscale linear, oscillatory, or rotary biological motors. Other machines that have been extensively studied include the bacterial flagella motors ͓12͔ and the rotaxanes ͓13͔, of which the latter is an example of a purely chemical motor. In addition, there are compliance devices such as springlike proteins called fibronectin ͓14͔ and vorticellids ͓15͔ and synthetic contractile plant polymers ͓16͔ ready to be used as machine components. In addition to protein-based machines, several researchers are exploring the use of DNA in nanoscale mechanisms ͓17-19͔.
Since the development of molecular machines is a relatively new research field, the derivation of computational tools to model and analyze their performance is still at an early stage. However, efforts to describe three-dimensional ͑3D͒ molecular conformations have been made for the past three decades. Problems like molecular docking ͓20͔, protein folding, receptor-ligand binding ͓21͔, alpha-helix packing ͓22,23͔ and applications in drug design ͓24͔ have been studied. There have also been efforts to generate algorithms to perform conformational search-i.e., search for feasible ͑low energy͒ conformations ͓25-29͔. Efficient maintenance of molecular conformations can greatly impact the performance of conformational search procedures, energy minimization procedures and all computations that involve large molecules and require frequent recalculation of conformations.
Recently robot kinematic methodologies have been used in protein conformation analysis ͓6,30-33͔. In all these works a direct analogy between open and closed loop robotic mechanisms and protein macromolecules has been drawn. Various methods from direct and inverse kinematics have been applied in protein conformation prediction and analysis and shown to provide in very short computational times results with adequate accuracy. In this paper, we go a step further and use the direct and inverse kinematic techniques in an algorithm that calculates and characterizes in terms of isotropy the workspace of a new type of biomolecular motor called viral protein linear nano-actuator. Identifying the workspace of a protein motor and characterizing it will make possible to select certain areas in the protein's workspace which present optimal characteristics based on geometric and kinetostatic performance criteria. This reduces the interesting part of the protein conformation workspace to a small area which then can be studied based on energy and dynamic criteria. In the rest of this section we describe the principle of operation of the VPL motor.
In order to infect new cells, several viruses employ proteins on their surface that undergo dramatic changes in their structural conformation in order to promote the fusion of the viral membrane with the cellular membrane ͓4,34-40͔. This change is due to the pH change associated with the vicinity of the cell and represents a linear actuator-like motion. Given similar conditions in an artificial setting, it is proposed in this project to use this conformational change to produce VPL motors. The advantages of using viral peptides as a new type of molecular motor are their very small sizes in conjunction with extremely large conformation changes that they exhibit when they infect a cell. Also, due to the fact that this is a non-ATP based molecular motor, their energy requirement will be much smaller than the ATP based motors that are the majority of molecular motors that have been proposed and studied so far ͓1͔.
So far, we have focused our computational and experimental studies in the influenza virus and its hemagglutinin protein as this is one of the most widely studied viruses. Its structure is like a hairpin composed of three coils, having one C terminal ͑carboxy-end͒ and the other N terminal ͑amino-end͒ ͓Fig. 2͑a͔͒. As the pH of the viral containing vesicle drops, the hemagglutinin protein undergoes a dramatic conformational change, which promotes the placement of fusion peptides into the cellular membrane. With the change in pH, the N-terminals translate out of the inner side and the peptide acquires a straightened position or the fusogenic state ͓Fig. 2͑b͔͒. It has been shown that this conformational change can be described as a springlike mechanism, where the hemagglutinin protein is originally folded into a meso-stable state, with a hingelike motif ͓41͔. Upon a change in the pH, the hingelike region extends into an ␣-helical fold, which puts the hemagglutinin protein into a more stable low-energy conformation. The hingelike region has previously been isolated and studied, and it has been shown that it is able to undergo a reversible transition from a disordered peptide at a pH of 7.0 to a stable ␣-helix upon a change in pH to 4.8 at low temperatures ͓41͔. The sequence for the hingelike region has been identified as a 36 amino acid peptide called loop36. During the first year of this project we have focused our studies on the loop36 that has a closed length of about 4 nm and an extended length of about 6 nm, giving it an extension by two thirds of its length. These distances are measurable when the Protein Data Bank ͑PDB͒ ͓42͔ structure files are visualized using any capable program such as VMD ͓43͔.
Molecular Kinematics
Molecular kinematic simulations are being developed to study the geometric properties and conformational space of the VPL actuators. The kinematic analysis is based on the development of direct and inverse kinematic models and their use towards the workspace analysis of the VPL actuators. In this section we present the derivation of the direct and inverse kinematic modules that have been incorporated into a MATLAB toolbox called BioKineLab that has been developed in our laboratory to study protein kinematics.
Proteins are heteropolymers made up of 20 different types of amino acids, also called residues. The residues are connected together one after the other in the form of a linear chain to make a protein chain. For kinematics purpose we consider these residues to be connected in a serial manner to create a serial manipulator. This is a common procedure in molecular kinematics of proteins ͓6,30-33͔. The "back bone" of the chain is a repeat of the Nitrogen-Alpha Carbon-Carbon ͑-N-C␣ -C-͒ sequence. To the C␣ atom is also attached a side-chain ͑R͒ which is different for each residue. These side-chains are passive 3D structures with no revolute joints. Hydrogen atoms are neglected because of their small size and weight as compared to the carbon and nitrogen atoms. Because of its chemical characteristic of having a partial double bond, the C-N bond of a protein chain is very rigid and does not allow any free rotation around it. There are, however, two bonds which are free to rotate. These are the N -C␣ and C␣ -C bonds and the rotation angles around them are known as phi ͑͒ and psi ͑͒, respectively ͑Fig. 3͒. The value of these angles determines the 3D structure of the protein and makes it perform its function. In most kinematic studies, bond lengths and bond angles are considered constant, while the torsional angles ͑ and ͒ are allowed to change ͓6,24,30-33͔.
Direct Kinematics.
The direct kinematics problem calculates the VPL actuator's final configuration when an initial configuration is given, all constant parameters of the chain are specified and a specific set of rotations for the torsional angles is defined. Frames are affixed at each backbone atom ͑Fig. 4͒. Let b i be a bond between atoms Q i and Q i−1 . A local frame 
In a similar way, the position of any atom on a side chain can be calculated with the respect to the root frame F 0 .
A representative result of the direct kinematics module of the BioKineLab Toolbox is shown in Fig. 5 . The results are obtained by running direct kinematics simulations on the native state of loop36 as shown in Fig. 5͑a͒ . The final state of the same protein obtained from PDB data files ͓42͔ is shown in Fig. 5͑b͒ . Note that the random coil portion has turned into an ␣-helix after transformation giving us a linear motion of the end-effector. The goal was to achieve the final loop36 conformation using direct kinematics techniques. For this, the torsional angles corresponding to the final state were determined using the ACCERLYS VIEWER ACTIVEX software. These angles along with the initial state of loop36 were given as an input to the direct kinematics module of BioKineLab. Figure 5͑c͒ shows the final structure generated by BioKineLab. The final structure was viewed using a visualization software VMD which shows the alpha helical character of the protein in a distinct ribbon representation. The graphical structure showed by VMD shows that the final result was in good approximation of the actual output and shows the relevance of using molecular kinematics for predicting and generating protein conformations very fast.
Inverse Kinematics.
The inverse kinematics problem calculates the VPL actuator's torsional angles given an initial and final conformation and when all constant parameters of the chain are specified. A modified version of the cyclic coordinate descent ͑CCD͒ method is used here. The CCD algorithm was initially developed for the inverse kinematics applications in robotics ͓46͔ and recently applied to protein structure prediction ͓33͔. For the inverse kinematics of protein chains, the torsional angles must be adjusted to move the C-terminal ͑end-effector͒ to a given desired position. As the protein chain is a redundant manipulator, there is an infinite number of torsional angles as solutions to the inverse kinematics problem. The CCD method is an iterative algorithm that assumes an arbitrary starting set of values for the torsional angles and then at each iteration step will choose a new value for one torsional angle at a time that will minimize an objective function defined by Eq. ͑17͒ below representing the distance between the end-effector location at this step from the desired end-effector location. At each step in the CCD method the original n-dimensional minimization problem is reduced to a simple onedimensional problem ͑Fig. 6͒. The algorithm proceeds iteratively through all of the adjustable torsional angles from the C-terminal to the base N-terminal. Hence, CCD calculates one solution to the inverse kinematics problem of the VPL chain and the calculated solution is the one which is closer to the arbitrarily selected starting set of values for the torsional angles.
At any given CCD step the bond around which the rotation is being performed is called the pivot bond and its preceding atom is called the pivot atom. The torsional angle corresponding to the pivot bond is to be determined.
Let P id be the position vector between the pivot atom and desired end-effector position; P ih Ј be the position vector between the pivot atom and an intermediate stage reached by the end-effector during transition; P ih be the position vector between the pivot atom and the current end-effector position. Then ␦P denotes the error vector between the desired and the current end-effector positions and is the angle by which the pivot bond is to be rotated.
The errors between the current and the desired end-effector locations can be described by the following positive scalar function of that represents the scalar position error ͑distance͒ ⌬P that is used as the objective function to be minimized:
In the above equation, the symbol · represents the scalar product of two vectors.
Vector P ih Ј is obtained by rotating P ih by an angle along the pivot bond:
where ͓R͑z i , ͔͒ is a 3ϫ 3 rotation matrix and z i is the unit vector along z i . Expanding Eq. ͑17͒ using Eq. ͑18͒ the following equation is obtained:
Since the products P id · P id and P ih · P ih are positive constants, minimizing ⌬P would be the same as maximizing:
The right hand side of Eq. ͑6͒ can be expanded as:
Substituting Eq. ͑7͒ into ͑6͒ g͑͒ becomes:
Where k 1 , k 2 , k 3 are constant coefficients given by 
If there are no boundary constraints imposed on , then g͑͒ is maximized if the following conditions are satisfied:
A unique value of can be determined from these equations. From Eq. ͑10͒, angle can be calculated:
This determines a candidate value c in the range − /2Ͻ c Ͻ / 2. However, since function tan is periodic, there is potentially one other value to consider: c + . Of these candidate values, those which pass the second derivative test in inequality ͑11͒ are the maximizing values for the objective function ͑3͒. If there is more than one value, the objective function is evaluated with each of them to determine which yields the true maximum.
Once has been uniquely determined this way the corresponding pivot bond is rotated to reflect the change and the end-effector position is computed using direct kinematics techniques and the CCD method proceeds to the next iteration. Figure 7 is the ball and stick model of a segment of the protein before and after the inverse kinematics simulation. Side chains are not shown for clarity. Table 1 shows the inverse kinematics results of the CCD simulations.
Workspace Analysis
This section presents the methodology to determine the workspace of an amino acid protein chain. The methodology starts by reading the data from a protein data bank ͑PDB͒ file and determining the design parameters. A random process of building new amino acid chains and determining the end-effector position and orientation is repeated a large number of times. In the building process the interference between atoms is verified, and the configurations where the interference occurs are eliminated from among the good configurations. The workspace points are saved in a matrix and performance indices are calculated. Here results are presented in table and graphic forms.
Mathematical Tools.
This section defines the performance indices used in this work to perform the workspace characterization of the amino acid protein chains. These indices are the same as the ones that we used in our previous work for workspace characterization of the modular hyper-redundant robotic arms ͓47͔. In this section we only present the fundamental terms and concepts associated with our method and the details of the method can be found in our previous work in ͓47͔. Figure 8 shows a point denoted by the symbol "x," in the workspace of an amino acid protein chain that can be reached by two or more configurations ͑Configurations 1 and 2͒. A service sphere is defined around the point. The end-effector of an amino acid protein chain would reach that point in more than one configuration and intersect the service sphere in more than one point. The points where the end-effector axis intersects the service sphere are called service points. The set of all service points on the sphere form a service region. The dexterous solid angle, D͑x͒, is defined as the ratio of the total area of the service regions, A R ͑x͒, to the area of the service sphere, A S , at the point x of the end-effector.
where r is the radius of the service sphere. Since the dexterous solid angle of kinematic chains is not defined by a continuous function, numerical methods are used to calculate its integral. The procedure starts with defining an enclosure box that includes all the workspace points. The enclosure box can be initially a cube with the length of the edge double the maximum length of the protein. The program can be run once with a lower resolution and determine the actual limits of the workspace and then use those limits to define the enclosure box. The enclosure box is divided into N x ϫ N y ϫ N z equal volume boxes small boxes. Figure 9 shows the enclosure box and one of the small boxes. N x is the number of boxes on the side of the enclosure box parallel with x coordinate axis, N y is the number of Transactions of the ASME boxes on the side of the enclosure box parallel with the y axis, and N z is the number of boxes on the side of the enclosure box parallel with the z axis. For each small box, an orientation sphere of unit radius is defined and divided into P ϫ Q equal area patches, in latitude and longitude ͑see Fig. 10͒ . P is the number of strips in longitude and Q in the number of strips in latitude. The values of P and Q are determined by the orientation resolution that you want to achieve for a patch that is positioned at the "Equator" of the orientation sphere. For example, for a 4°ϫ 4°resolution you need P = 90 strips in longitude and Q = 45 strips in latitude. The strips are equally spaced in longitude. The angles at which the sphere is divided into strips in latitude are defined by Eq. ͑14͒, which is derived from the condition that the area of each patch is 1 / ͑P * Q͒ of the total area of the sphere.
ͪ, where i = 0 . . Q ͑14͒ Figure 10 shows an example of a low-resolution orientation sphere. The filled patches will be later used to represent patches that can be reached by the end-effector.
The following performance indices are defined for the characterization of the workspace of amino acid protein chains and for each one of them the numerical calculation method is outlined:
1͒ the workspace volume ͑V W ͒ determines the volume of the space that can be reached by the end-effector in at least one orientation. All linear dimensions are expressed in angstrom ͑A͒, and so, the workspace volume is determined in cubic angstroms ͑A 3 ͒. The index is calculated as the sum of the volumes of the boxes with at least one point reached by the end-effector or as the ratio of the reached boxes over the total number of boxes multiplied with the volume of the enclosure box:
2͒ the dexterous workspace volume ͑V WD ͒ shows how much of the reachable/workspace volume is also dexterous. It is defined as the integration of the dexterous solid angle over the whole workspace volume. The index is calculated as the ratio of the number of reached patches to the total number of patches in reached boxes, multiplied with the workspace volume:
3͒ the dexterity index ͑I D ͒ shows what percentage of the reachable volume is also dexterous. The index is calculated as the ratio of the number of reached patches over the total number of patches in reached boxes multiplied with 100:
4͒ the workspace volume with a certain dexterity ͑V i ͒ is defined as the volume of the space where the dexterous solid angle has at least a certain value. The index is calculated as the ratio of the number of boxes with at least K i reached patches over the total number of boxes in the enclosure box, multiplied with the volume of the enclosure box. It can also be defined in index form as a percentage of the number of boxes with certain dexterity out of the total number of boxes reached by the end-effector. In this work three values for the number of patches K i ͑i = 100, 500, and 1000͒ were considered:
where, K is the total number of boxes reached by the end-effector; D i is the total number of patches in the box i reached by the end-effector; K 100 is the number of boxes in which the end-effector reached at least 100 patches; K 500 is the number of boxes in which the end-effector reached at least 500 patches; K 1000 is the number of boxes in which the end-effector reached at least 1000 patches.
Method and Implementation.
The process of determining the workspace of a protein chain starts by taking the PDB ͑protein data bank͒ file and importing the data into structures in our program. The data are divided into two structures referred to in the program as atom and amino. The amino structure groups together the common atoms that make up a specific amino acid and the atom structure contained the information relevant to each atom in the amino acid.
We assigned coordinate frames for each simple transformation ͑i.e., translation and rotation͒. We studied the same 36 amino loop as in Sec. 3.1 but the coordinate frames were assigned differently. The base frame of each amino acid has the origin half way between the C atom of the previous amino acid and the N atom of the current amino acid. The end-effector frame of each amino acid has the origin half way between the C atom of current amino acid and the N atom of the next amino acid. By defining the frames in this way we were able to reduce the number of "movable" frames from 36 to 34 and hence reduce the computation time of the workspace analysis. In the analysis we considered variables the twist angles of the N -C␣ and C␣ -C bonds, called and , and constant all the other angles and the bond lengths. The atoms that were not part of the "back bone" were considered fixed in the local frame of the atom that they were connected to. We continued next with generating new amino chains with random and angles. The generation of an amino acid was incorporated in a program module that applied random or specified and twist angles to each amino acid. In building the amino acids chain by adding one atom after the other, each atom was checked against interference with the atoms already included in the chain. Finally, integrated into this module we built a function that determines if there is any interference between the atoms in the chain. The function verifies that by calculating the distance between each atom, including residue atoms, on the amino acid that is being built in the program module, and each atom on all previous amino acids in the chain. We then compared this value to the sum of the radii of those two atoms. If the sum of the radii is greater than the distance between the two atoms, then we know that we have interference. In the event that we have interference we generate new random and values, rebuild the amino acid, and verify the interference. If it happens that after five attempts we still have interference, we take one step back and generate new and values for the preceding amino acid and check for interference again and if there is none, we move forward trying again to obtain a set of random and values for each amino acid that will allow us to move forward. If again we have interference, we make five attempts and if there is no success we again take a step backwards going back as far as we need to in order to construct a chain that encompasses no interference. Once this process is complete we save the end-effector location and the variable parameters ͑i.e., and angles͒ on files, which can be later used in the program that will calculate a workspace matrix.
After obtaining a large number of workspace points, we begin the workspace analysis. The benefit of calculating the workspace separate from obtaining the final transformation matrices is that once they are created, the data is easily accessible and does not need to be recalculated every time. This allows the workspace to be computed for different resolutions much faster, which in the long run can save an enormous amount of time.
The algorithm to determine the amino acids chain workspace and calculate its performance indices starts with the definition of the enclosure box limits and the grid resolution for the position and orientation. A binary array is defined to store information about the reached small boxes. We called this array the "boxes" matrix. The size of this binary array is determined by the position grid resolution. Another binary array is defined to store informa- Transactions of the ASME tion about the orientation patches in all the small boxes that are reached by the end-effector. We called this array the "workspace matrix." The size of the workspace matrix is determined by the position and orientation grid resolution. At the start of the program all the elements of the two arrays are initialized with 0 ͑FALSE͒ values. For each workspace point the origin of the end-effector is in a small box and the orientation corresponds to an orientation patch. The element in the boxes matrix corresponding to the workspace small box that includes the end-effector's position is marked ON. From the orientation of the end-effector ͑i.e., the orientation of the z axis of the moving frame of the last module͒ the latitude and longitude of the end-effector are determined. The element in the workspace matrix corresponding to the orientation patch that includes these latitude and longitude is marked ON. The algorithm of marking elements of the boxes and workspace matrices from successful protein configurations repeats for 200,000 times. Then all the elements marked ON are counted.
The cycle of determining the elements of the two matrices from a set of new 200,000 random successful protein positions starts over. It stops when the ratio of the number of new added patches during a cycle over the total number of reached patches drops below a predefined relative value ͑e.g., 0.0002%͒. From running the program for different protein configurations we observed that the search is actually exhaustive as the number of new found patches drops suddenly to zero after a big enough number of cycles.
The program determines:
-the total number of small boxes reached by the end-effector. This is used to calculate the workspace volume, V w , using Eq. ͑15b͒; -the total number of reached patches. This is used to calculate the dexterous workspace volume, V WD , and the dexterity index, I D , using Eqs. ͑16b͒ and ͑17͒, respectively; -the total number of patches reached in each small box, that is used to plot the amino acids chain's workspace. The color with which the points in the workspace are plotted reflects the number of orientation patches reached in each box or the dexterous solid angle; -the total number of small boxes where the number of orientation patches reached is above a specific value. In this work the boxes with 100, 500, and 1000 patches were considered. These numbers are used to calculate the workspace volumes with a certain dexterity ͑V 100 , V 500 , V 1000 ͒ using Eqs. ͑18a͒-͑18c͒; -the limits of the workspace in x, y, z Cartesian coordinates; -the limits of the latitude and longitude that can be reached; -the most dexterous box. The data is used to plot the service region at that point. Some examples are shown in the next section. Figure 11 outlines the protein workspace analysis method.
Preliminary Results.
We ran the program twice for a 30ϫ 30ϫ 30 box and a 30ϫ 30 patch resolution ͑Figs. 12 and 13͒, and once for a 50ϫ 50ϫ 50 box resolution and 60ϫ 60 patch resolution ͑Figs. 14 and 15͒. The enclosure box has ±90 Å limits in all x, y, and z directions. The workspace volume is less than 1.71 * 10 6 Å 3 ͑the volume decreases as the search resolution increases͒; out of which 10% is dexterous. A summary of the results obtained is given in Table 2 . Figure 12 shows half of the workspace of the 36 amino acid chain for the first resolution analyzed. The points represent the boxes that could be reached by the end-effector. The color intensity ͑in grey scale͒ of the points represents the number of the patches reached for the orientation sphere inside the corresponding box. The scale on the right hand side of the picture shows the color intensity of the workspace points as a function of the number of patches reached. Figure 13 shows the best orientation sphere for the resolution analyzed. As it can be seen all the patches can be reached for that particular box ͑the location of the box in the workspace is given in Table 2͒ . The box with 900 reached patches may not be unique but the program determines just the first one among those with the highest orientation. Figure 14 shows half of the workspace of the 36 amino acid chain. Fig. 15 shows the orientation sphere for the most dexterous box for the second resolution analyzed. The spherical shape of the workspace and the radial distribution of the boxes dexterity can be seen clearer. The boxes in very close proximity of the origin have a low dexterity ͑a small number of patches can be reached, or the end-effector can reach that point in a few orientations͒. As one moves farther away from the base the boxes dexterity increases and after a while, it decreases.
Conclusions
In this paper the concept of the Viral Protein Linear nanoactuator was presented. Kinematic analysis methods were described. Preliminary results from the application of these computational methods in the VPL actuator were shown. Traditionally, molecular-dynamics ͑MD͒ studies have been performed on biomolecules to find transition pathways and their stable conformations. This, however, is tedious and time consuming, with a limitation on the maximum system size. The kinematic analysis can quickly suggest the geometric paths that could be followed by the protein during the transition, while dynamics will narrow down the possibilities by pointing at the only energetically feasible paths out of those. One promising future direction is the combination of the two approaches-kinematics to give quick initial results and dynamics to corroborate and select the feasible solutions-and it may prove to be an indispensable tool in bio-nano-robotics. The workspace analysis can show the range of motion a protein system can have and can provide a tool for comparing multiple solutions of the same problem. The workspace analysis tool described in this paper presents the workspace and dexterity of the amino acid chain in different zones of the workspace. 
