Abstract
Introduction
Aspect-oriented Programming [8, 7] has proven useful in practice. It helps achieve a better separation of concerns, reduces redundancy, and thus makes the program code less error-prone and better maintainable. On the level of software design, however, aspects are not yet sufficiently supported. In particular, there does not exist any aspectoriented modeling language, which makes it difficult -if not impossible -for a designer, rather than programmer, to think, specify and document in aspects or to communicate in the world of aspects.
On the other hand, on the level of design separation of concerns and redundancy reduction would also be desirable. Not only the business logic code should be separated from the GUI code, but also the design models of business logic from those of the GUI; not only the implementation of access control should be modular, but also their design; not only does program code benefit from redundancy reduction by an aspect-oriented programming language, design models with less redundancy would be less error-prone in the same way -no wonder aspect-orientation is advantageous for both models and code, models are simply abstract code after all.
The Unified Modeling Language (UML) [9] is the lingua franca in object-oriented software analysis and design. It provides several diagrams for software specification in both static and dynamic views. Class diagrams provide a static view of the classes of the objects that are used in the system and their relationships. However, due to the UML's lack of aspect-oriented language constructs, cross-cutting concerns of a software system cannot be modeled modularly in class diagrams. In the same way object-oriented programming languages are extended by aspect-oriented programming languages, we propose a simple extension of UML class diagrams, in which aspect-oriented constructs are used to achieve a more modular design.
Equipped with aspects as first class model elements, aspect-oriented class diagrams provide several benefits: reduction of redundancy, thus making the models less errorprone, a better separation of concerns, which makes the model better readable and maintainable, and support for additive rather than invasive change in software design.
The rest of this paper is organized as follows: The following Sect. 2 defines the concrete and the abstract syntax of aspect-oriented class diagrams and explains the semantics informally. In Sect. 3 we give some examples of using aspect-oriented class diagrams in software design. Related work is discussed in Sect. 4. Finally, we conclude and outline some future work.
Aspect-Oriented Class Diagram
We introduce the concept of aspect-orientation into UML class diagrams. An aspect consists of a pointcut and an advice and defines some model transformation. The transformation is done by a function weave, the process of the transformation is called weaving.
Given a base model M in the form of a UML class diagram, we define M := M.ownedElement ∪{M } to be the set that contains all ownedElements of M and M itself. The pointcut of an aspect specifies which elements of M are to be modified. The advice describes declaratively how these elements should be modified. The algorithm of applying an aspect to a model is described in a pseudo programming language in Fig. 1 . Note that weaving is only performed when the resulting model is well-formed. We now define a graphical language for specifying pointcut, advice, and the formal parameter m. First we explain the syntax and the (informal) semantics of our generic pointcut and advice language, then we embed the new language constructs into the UML by giving an extension of the UML meta model.
Concrete Syntax
An aspect is represented as a package. It contains a pointcut compartment and an advice compartment. The notation of pointcuts and advice, as well as their (informal) semantics, is described in the following subsections.
Pointcut
A pointcut is also a package, the elements contained in it define which elements of a given base model M (or M itself) are selected and thus subject to weaving. It is a graphical notation of the boolean function pointcut used in Fig. 1 .
The formal parameter m is marked with an icon "?". It may be any kind of element and represents the elements to select. Each property f of the model element marked with "?" represents a selection criterion: model elements to select must have property f if it is graphically denoted normally as in usual UML class diagrams, and must not have it if it is crossed through. If several criteria are specified, the selected model elements satisfy all of them. This way, the elements owned by a pointcut form a pattern. If the given base model M matches the pattern, then all elements of M matching the model elements marked by "?" are selected.
By defining the selection criteria on the highly abstract level of model elements and properties our pointcut language is very generic. The elements to select may be any kind of model elements; not only classifiers (classes and interfaces) may be selected, but also attributes, operations, associations, etc. Figure 2 shows some examples of our pointcut language. In Fig. 2(a) , the formal parameter is a class, of which no other property is specified. This pointcut Pointcuts may be combined. E.g., Fig. 2 (e) selects all those classes that are either derived from class A or have an attribute a: int and do not have any operation m(): void.
A pointcut may also contain elements that do not present any property of the formal parameter. Graphically this means that the pointcut contains some "isolated" elements that are not connected with any formal parameter. These elements must be matched by the base model. For example, if there is a class, whose name is B, in the base model, then Fig. 2(f) selects the same model elements as Fig. 2(e) , otherwise it does not select any element.
A pointcut does not need to contain any formal parameter. In this case, we define that the model itself is selected. This is necessary when the model itself instead of some ownedElement should be modified.
Advice
The advice of an aspect defines the function weave in Fig. 1 . If the pointcut does not specify any formal parameter, then the advice must not contain any either, in this case the advice defines modifications to the base model itself; otherwise the advice must contain exactly one formal parameter, which is of the same type as the formal parameter in the pointcut. The features of the formal parameter are interpreted similarly as in the pointcut
Normally depicted properties are used to add new properties to the elements selected by the pointcut. If these properties are already available in the base model, then they simply have no impact on the modification of the base model. Properties that are crossed out are used to delete properties from the elements selected by the pointcut. If the selected elements do not show these properties in the base model, then these properties have no impact on the model modification defined by the aspect. shows an advice which adds an attribute a: int to and deletes an operation m(): void from every selected class. This advice may appear in any aspect whose pointcut has a class as formal parameter. If a selected class from the base model already has the attribute a: int or does not have the operation m(): void, the corresponding property will simply be ignored at weaving time. Note that this advice implies a select criterion in the pointcut: only those classes are selected that do not have an attribute a which is not of type int. The advice shown Fig. 3(b) , if used together with a pointcut that selects some attributes, overrides every selected attribute with b: int. Similarly, the aspect only applies to those classes that do not have an attribute b of any other type. Figure 3 (c) defines an advice which may be used together with any pointcuts that selects associations and adds the properties "being an association class" and "having an attribute a: int" to all the selected associations.
Abstract Syntax
We embed the constructs defined in the last subsection into the UML by a simple extension of the UML meta model and give well-formedness rules of aspectoriented class diagrams in the Object Constraint Language (OCL) [15] .
Aspect is defined as a stereotyped package. An aspect has a pointcut and an advice, both of which are also stereotyped packages. The meta model extension is shown in Fig.4 . Before giving the well-formedness rules concerning formal parameters, we first define the following functions which return the set of all formal parameters of a pointcut and an advice, resp. The well-formedness rules concerning formal parameters in pointcut and advice are the following:
• If the pointcut contains formal parameters, they must be of the same type, and the advice must also contain one of this type. 
Examples
We demonstrate aspect-oriented design using UML by means of some examples.
Logging
Logging is a typical cross-cutting concern that should at best be designed and implemented using aspect-oriented techniques. At design time, the feature that every class has an operation log(): void can be modeled by the aspect shown in Fig. 6(a) . If it is required that the individual classes not be responsible for logging themselves but a central class Logger be used, aspect Logger as shown in Fig. 6(b) is used, ensure that the classes do not have an operation log, instead, they are associated with the class Logger. Note that using class diagrams we do not model the behavior of operations and/or classifiers, but only the signatures of the operations. Modeling that all classes in the system call the function Logger.log() at some dedicated time during execution requires techniques of aspectoriented behavior modeling, which is subject to future research. 
Airline
Figure 7(a) shows the model of some software system that manages flights, planes and passengers of an airline, where a flight is run by a plane and may have many passengers. To add mobility to this system and model explicitly that the instances of Plane and Passenger can change their location, the UML profile Mobile UML [5] is used, where the mobile objects must have an attribute atLoc: Location representing the current location and their classes are stereotyped as mobile. This is easily modeled using the aspect Mobility shown in Fig. 7(b) . Note how the aspect reduces redundancy and modularizes the design. Aspect Booking defined in Fig. 7(c) makes the association between Flight and Passenger to an association class and thus allows to model flight bookings. Using aspects to model orthogonal features like these achieves a clear separation of concerns. 
Library
Suppose a library uses some software system for publication and user management. The base model is shown in Fig. 8(a) . In order to develop an online library where the users can download the publications via the Internet, class Publication must be enhanced by an operation download(): void, which sends the content of a publication to, say, the Web server. This enhancement is modeled by the aspect Download as depicted in Fig. 8(b) . Aspect Subclass, which is depicted in Fig. 8(c) , differentiate three kinds of publications: books, which have an ISBN number; journals, which have a volume number, and papers, each of which has an abstract. The point- cut is empty, and the advice adds the three subclasses of Publication to the model. For an online library, to provide for each publication a recommendation list of similar or related publications may be desirable (a similar feature is the "Customer-who-bought-this-product-also-bought..." list of www.amazon.com). In order to add this feature to our system, aspect Recommendation, as shown in Fig. 8(d) , defines for class Publication and each of its subclasses a reflexive association, which models the recommendation list of the publication. Note that this design ensures that the recommendation list of a publication consists of only publications of the same kind, which cannot be expressed modularly without using aspects.
Related Work
Our approach is to our knowledge the first one that makes UML class diagrams aspect-oriented. Compared with most existing work concerning aspect-oriented modeling (cf. [1, 3, 10] ), our work focuses on modeling in an aspect-oriented way using UML rather than using UML to model aspect-oriented programs.
While using templates to represent pointcuts or advice in the UML is not a new idea, e.g. see [11] , our approach is to our knowledge the first one that combines both pointcut and advice in a first-class model element. The graphical notation of aspects using our syntax is therefore more compact.
Stein et al. propose in [12, 13] to use templates to represent criteria of classifier selection. Our pointcut can select not only classifiers, but also other kinds of elements such as associations, attributes, operations and so on.
Theme/UML ( [6, 2] ) uses templates and collaborations to model cross-cutting behavior of classifiers. Aspectoriented class diagrams, on the contrary, are used to describe the static structures of software systems modularly.
Straw et al. define in [14] a set of (textual) composition directives to describe customizable model composition. Their low level directives create, add, remove and override can all be expressed in our graphical advice language. Graphical notation of their high level directives, which describe the orders of model compositions, is still subject to future work.
A case study of using aspect-oriented class diagrams to improve the design of adaptive Web applications is given in [4] , although a slightly different notation is used there.
Conclusions and Future Work
We have defined an aspect-oriented extension of UML class diagrams. Aspects are introduced into class diagrams as first-class elements, consisting of a pointcut and an advice. Using aspects, the static structures of software sys-tems are modeled more modularly, and redundancy in models can be reduced. We are currently working on tool support for this language and a formal semantics.
An important subject of future work is aspect composition. When different concerns are modeled separately by different aspects, how should they be integrated with each other to build a system that is cross-cut by all these concerns? Which properties does the result of aspect integration have? These questions are to be answered by future research.
Class diagrams are used to specify the static structures of software systems. Aspect-oriented behavior modeling calls for genuine support for aspects by interaction and activity diagrams as well as state charts. Our future work includes defining the necessary language constructs to introduce aspect-orientation into these diagrams.
A further topic of future work is generation of aspectoriented program code from aspect-oriented design models.
