Abstract
Introduction
Over the last two decades, formal semantics of programming languages followed considerably the trend towards higher levels of specialization, at the expense of computational clarity. This situation generated more experts than general users and hampered the technology transfer from semantics research to mainstream computing. It is striking how programming language designers make such little use of formal methods. Most of the languages have been specified informally. Even if a formal specification is undertaken, semanticists are expected to play the role of morticians in the community of programming languages, e.g. analyzing an already designed type-system. In other words, formal semantics have not played the same central role in language design, implementation and understanding as have formalsyntax techniques.
Of course, the situation is not uniform and often semantics research influenced the design of procedural and typechecking mechanism or security aspects in several projects. But still it is surprising and disappointing that language design methods of the 1970s and 1980s are still being used in the 1990s. Formal specifications of semantics are still uncommon and tend to appear years after the corresponding informal specifications. They are usually incomplete and/or inaccurate, and considered as not definitive. Language designers still rely in informal specifications which are open to incompleteness, inconsistency and ambiguity.
In order to make the language designer reconsider their attitude to formal methods, we proposed a formalism, called Montages [5] . The main aim of such a mathematical framework is to adopt a "user-friendly" interface to the underlying mathematical machinery. By mean of visual descriptions the designer can map her/his intuitions to semantical definitions, which can be fed to a rapid prototyping tool, called Gem-Mex.
Montages
Montages [5] constitute a specification formalism for describing all aspects of programming languages. Syntax, static analysis and semantics, and dynamic semantics are given in an unambiguous and coherent way by means of semi-visual descriptions. The static aspects of Montages resemble control and data flow graphs, and the overall specifications are similar in structure, length, and complexity to those found in common language manuals. Montages are designed to provide a theoretical basis for a number of activities from initial language design to prototyping. The mathematical semantics of Montages is given with Abstract State Machines (formally called Evolving Algebras) [4, 1] .
A language specification is given by a collection of Montages, which is hierarchically structured according to the rules of the corresponding context-free grammar given in EBNF [6] . Each Montage is a "BNF-extension-tosemantics", that is a self contained description in which all the properties of a given construct are formally defined.
In Fig. 1 the Montage specification of a "While" construct is presented as it looks if edited with the Gem-Mex tool. The topmost part in the working area is the production rule defining the context-free syntax. Below is a graphical representation of a pattern in the parse tree, and of the control and data flow
Figure 1. The While Montage
graph. Inner nodes of the parse tree are represented with boxes and leaves with ovals. Nested boxes are used to represent nodes on lower levels of the parse trees. The solid and dotted arrows denote the data and control flow, respectively. Control flow arrows are labeled by means of boolean predicates which determine through which edges the control flows from one state to the next, e.g. the predicate Guard.value indicates that the control is passed from the "self"-node to the sequence of statements StmSequence whenever the value of the expression Expr, which is retrieved by means of the data flow Guard, is evaluated to true. The control flow arrows I (initial) and T (terminal) are special arrows which serve to plug together the local flowinformation to the global one. The third part of the While Montage contains the static semantics, that is, the type of the While-condition must be Boolean. The designer may make use of full first-order logic to express context sensitive constraints.
Gem-Mex: The Development Environment for Montages
The development environment for Montages is given by the Gem-Mex tool [2] . It is a complex system which assists the designer in a number of activities related with the language life cycle, from early design to routine programmer usage.
It consists of a number of interconnected components: the Graphical Editor for Montages (Gem), the Montages executable generator (Mex) which automatically generates implementations of the language, and the generic animation and debugger tool visualizes the static and dynamical behavior of the specified language at a symbolic level; source programs written in the specified language can be animated and inspected in a visual environment. A snapshot of the animation tool is shown in Figure 2 .
Conclusions
We showed how Montages can be used to generate program animation tools. In contrast to other work in program animation our tool is based on an abstract specification of the programming language, and can thus be considered as more reliable from a correctness point of view. Our approach invents to build an animation technique based on programming language concepts, rather than based on specific instances of this construct in different languages. The use of our animation tool, will thus deliver similar results, if applied to the same algorithm coded in different programming languages.
