Abstract. This article deals with a method to build programs in computational geometry from their specifications. It focuses on a case study namely computing incrementally the convex hull of a set of points in the plane using hypermaps. Our program to compute convex hulls is specified and proved correct using the Coq proof assistant. It performs a recursive traversal of the existing convex hull to compute the new hull each time a new point is inserted. This requires using well-founded recursion in Coq. A concrete implementation in Ocaml is then automatically extracted and an efficient C++ program is derived (by hand) from the specification.
Introduction
This paper reports on a formal case study in computational geometry on a wellknown problem: computing incrementally the convex hull of a finite set of planar points. This fits in a broader project aimed at surveying geometric modeling and computational geometry to improve the programming techniques and ensure the algorithms correctness. Our work is developed in the interactive Coq proof assistant [8, 2] , which is based on a higher-order intuitionistic logical framework designed to formalize and prove mathematical properties. In addition, we use a generic topology-based approach to specify our algorithms using hypermaps.
A (two-dimensional) hypermap is a simple algebraic structure which allows us to model surface subdivisions (into vertices, edges and faces) and to distinguish between their topological and geometric aspects. For years, we have formally described hypermaps to prove topological properties of surfaces [12] . We define hypermaps inductively, which simplifies the construction of operations and proofs. The convex hull computation is a classical planar problem which is not only rich enough to highlight many interesting problems in topology and geometry, but also simple enough to reveal them easily and completely.
The geometric aspects we consider through an embedding of the hypermaps in the plane are particularly simple but fundamental in computational geometry. The embedding maps subdivision vertices into points, edges into line segments and faces are represented as polygonal frontiers. However, we also need an orientation predicate to determine whether three points are enumerated clockwise or counter-clockwise. Such a predicate can be defined using real numbers from the Coq library [8] by computing a determinant and checking its sign. We then simply check that this predicate verifies Knuth's axiom system for orientation. This allows us to isolate the numerical computations (including numerical accuracy issues) from the rest of our study. Investigating these issues is intensively studied by several other researchers, e.g. [18] . We also assume no three points are collinear. This makes our description clearer, thus focusing on the core of our interests, i.e. algorithms and data structures. However, extending our description to the general case would be straightforward but require a lot of time.
A first experiment using structural induction to do the traversal of the hypermap is presented in [6] . At each step, it tests the hypermap elements in a random order but requires to use a copy of the initial hypermap to carry out the orientation tests, which can be costly w.r.t. memory consumption. This approach was quite exploratory and the way the Coq specification was written makes it unlikely to be able to derive it into a realistic imperative program.
In this present paper, we investigate how to deal with a program which is closer to the usual implementation of the incremental algorithm to compute convex hulls, i.e. a program that proceeds by traversing the already-existing hull through its edges instead of investigating darts at random. Although it requires using well-founded induction and thus is somehow technical because of Coq specificities, this leads to a much more natural description than in our previous experiment [6].
Thanks to higher-level operations Merge and Split [13], handling hypermaps also becomes simpler and more accessible to non-specialists of both inductive specifications and hypermaps. This allows to derive more ptopologic properties in the result, including numbering the connected components and the faces of the final subdivision which both were not achieved before [6] . This specification eventually leads to a realistic imperative implementation in C++, derived from the Coq specification, which is integrated in the library CGoGN [17], a result which was not considered achievable in [6] .
Related Work
Convex Hull and Subdivisions. The convex hull has several definitions and construction methods, such as the incremental algorithm, Jarvis' march, Graham's scan or the divide and conquer approach. It is a fairly simple subdivision of the plane (roughly by a polygon) which still combines topological and geometric aspects. General subdivisions of varieties − into edges, vertices, faces, etc. − have been studied extensively (see [14, 10] ) and combinatorially described in [9, 20] . Among these descriptions of subdivisions, hypermaps are one of the most general ones, homogeneous in all the dimensions, and easy to formalize algebraically. We shall work with this notion in dimension two but constrain it, at a later time, into combinatorial oriented maps, in short maps, which is exactly what is required for our study of convex hulls. Maps led to several implementations in geometric modelling, e.g. in the libraries CGAL [15] and CGoGN [17] . We need to embed hypermaps (and maps) into the oriented Euclidian plane to
