Abstract. Debuggers are crucial tools for developing object-oriented software systems as they give developers direct access to the running systems. Nevertheless, traditional debuggers rely on generic mechanisms to explore and exhibit the execution stack and system state, while developers reason about and formulate domain-specific questions using concepts and abstractions from their application domains. This creates an abstraction gap between the debugging needs and the debugging support leading to an inefficient and error-prone debugging effort. To reduce this gap, we propose a framework for developing domain-specific debuggers called the Moldable Debugger . The Moldable Debugger is adapted to a domain by creating and combining domain-specific debugging operations with domain-specific debugging views, and adapts itself to a domain by selecting, at run time, appropriate debugging operations and views. We motivate the need for domain-specific debugging, identify a set of key requirements and show how our approach improves debugging by adapting the debugger to several domains.
Introduction
Debugging is a prerequisite for maintaining and evolving object-oriented software systems. Despite its importance it is a complex and time-consuming activity. Together with testing it can take a significant part of the effort required to build a software system [1] . Using inadequate infrastructures for performing these activities can further increase this effort [2] .
Debugging is typically performed by using a debugger that allows developers to interact with a running software system and explore its state. This makes the debugger a crucial tool in any programming environment. Nevertheless, there is an abstraction gap between the way in which developers reason about objectoriented applications, and the way in which they debug them.
On the one hand, object-oriented applications use objects to capture and express a model of the application domain. Developers reason about and formulate questions using concepts and abstractions from that domain model. This fosters program comprehension as domain concepts play an important role in software development [3, 4] . Furthermore, non-trivial object-oriented applications contain rich object models [5] . A common approach to improve the development and evolution of these object models is to take advantage of internal DSLs that, by making use of APIs and of the syntax of the host language, can directly express domain abstractions [6] .
On the other hand, classical debuggers focusing on generic stack-based operations, line breakpoints, and generic user interfaces do not allow developers to rely on domain concepts. Approaches that address this problem by offering object-oriented debugging idioms [7] still solve only part of the problem, as they do not capture domain concepts constructed on top of object-oriented programming idioms.
Generic solutions that do not offer a one-to-one mapping between developer questions and debugging support force developers to refine their high-level questions into low-level ones and mentally piece together information from various sources. For example, when developing a parser, we might need to step through the execution until we reach a certain position in the input stream. However, as it has no knowledge of parsing and stream manipulation, a generic debugger requires us to manipulate low-level concepts like sending a message or looking up variables. This abstraction gap leads to an ineffective and error-prone effort [8] .
While the debugger of a host language can be used to debug internal DSLs, it still suffers from the aforementioned limitations. When dealing with external DSLs those limitations can be addressed by automatically generating, from the grammar of the DSL, domain-specific debuggers that work at the right level of abstraction [9] . However, this solution does not apply to object-oriented applications if there is no grammar or formal specification capturing the domain model.
There exist two main approaches to address, at the application level, the gap between the debugging needs and debugging support:
-supporting domain-specific debugging operations for stepping through the execution, setting breakpoints, checking invariants [10, 11, 12] and querying stack-related information [13, 14, 15] . -providing debuggers with domain-specific user interfaces that do not necessarily have a predefined content or a fixed layout [16] .
Each of these directions addresses individual debugging problems, however until now there does not exist one comprehensive approach to tackle the overall debugging puzzle. We propose an approach that incorporates both of these directions in one coherent model. We start from the realization that the most basic feature of a debugger model is to enable the customization of all aspects, and we design a debugging model around this principle. We call our approach the Moldable Debugger .
The Moldable Debugger decomposes a domain-specific debugger into a domain-specific extension and an activation predicate. The domain-specific extension customizes the user interface and the operations of the debugger, while the activation predicate captures the state of the running program in which that domain-specific extension is applicable. In a nutshell, the Moldable Debugger model allows developers to mold the functionality of the debugger to their own
