Metsästyskerhon koiratietokannan suunnittelu ja toteutus by Konttinen, Markus
  
Markus Konttinen 
Metsästyskerhon koiratietokannan suunnittelu 
ja toteutus 
Metropolia Ammattikorkeakoulu 
Insinööri (AMK) 
Tietotekniikan koulutusohjelma In-
sinöörityö 
29.3.2015 
 Tiivistelmä 
  
Tekijä(t) 
Otsikko 
 
Sivumäärä 
Aika 
Markus Konttinen 
Metsästyskerhon koiratietokannan suunnittelu ja toteutus 
36 sivua 
29.3.2015 
Tutkinto Insinööri (AMK) 
Koulutusohjelma Tietotekniikan koulutusohjelma 
Suuntautumisvaihtoehto Ohjelmistotekniikka 
Ohjaaja 
 
lehtori Kimmo Saurén 
 
 
Insinöörityössä toteutettiin erään koirakerhon tietokanta sovellus. Tavoitteena oli kehittää 
sovellus vastaamaan kerhon tarpeita tallentaa erilaisten kokeiden tuloksia. Kehityksen ai-
kana haluttiin myös oppia käyttämään jotakin uutta PHP:n sovelluskehystä.   
 
Tietokantasovellus toteutettiin Laravelilla, joka on insinöörityön kirjoittamisen aikaan yksi 
suosituimmista PHP:n sovelluskehyksistä. Työssä kerrotaan myös yleisesti Laravelin toi-
mintaperiaatteista sekä paneudutaan Laravelin käyttöönottoon. Lopuksi toteutetaan tieto-
kantasovellus Laravelia käyttäen. 
 
Insinöörityön tuloksena saatiin aikaan hyödyllinen sovellus kerhon tarpeisiin. Tietokantaan 
tallennetaan Kennelliitolta saatua materiaalia ja kerhon omista kokeista saatuja tuloksia. 
Sivuston etusivulla on myös erilaisia hakutoimintoja, joilla saadaan listaus halutuista koi-
rista. 
 
Tulevaisuudessa sovellusta tullaan kehittämään saadun palautteen perusteella. Sovellusta 
laajennetaan raportointiin tarkoitetuilla rajapinnoilla, joilla saadaan luotua tilastollisia raport-
teja. 
 
 
Avainsanat PHP, Laravel, Tietokanta, MySQL 
 Abstract 
  
Author(s) 
Title 
 
Number of Pages 
Date 
Markus Konttinen 
Dog Database Design and Implementation for a Hunting Club 
 
36 pages  
29 March 2015 
Degree Bachelor of Engineering 
Degree Programme Information and Communications Technology 
Specialisation option Software Engineering 
Instructor(s) 
 
Kimmo Saurén, Senior Lecturer 
 
The aim of this final year project was to develop a database program for certain hunting 
club. The objective was to develop the program to meet club’s needs as a storage place 
for particular exam results. The aim in project was to learn a new PHP framework as well. 
 
The program was developed with Laravel framework, which is one of the most popular 
PHP frameworks to date. Thus this thesis will also give an overview of Laravel architecture 
and the installation process of Laravel. Ultimately the database program was programmed 
with Laravel. 
 
During this project a working database program was created to meet the needs of the club. 
The database will serve as a storage for data received from The Finnish Kennel Club as 
well as for the clubs internal data of the dog club. On the front page of the program there 
are different search functionalities to list specific information. 
 
In the future the program will be developed further after some feedback is received. Statis-
tical tools will be available later. 
Keywords PHP, Laravel, Database, MySQL 
   
 
Sisällys 
Lyhenteet 
1 Johdanto 1 
2 Ohjelmistokokonaisuus 2 
3 Laravel 4 
3.1 MVC-arkkitehtuuri 6 
4 Laravelin käyttöönotto 8 
5 Sovelluksen toteutus 15 
5.1 Suunnittelu 15 
5.2 Sivujen ohjaus 17 
5.3 Tietokannan taulujen luonti 18 
5.4 Admin-näkymä 20 
5.5 Julkinen näkymä 29 
6 Yhteenveto 34 
Lähteet 35 
   
   
Lyhenteet 
CSS Cascading Style Sheets WWW-sivoistoille kehitetty tyylikieli, joka määritte-
lee sivuston ulkoasua. 
HTML Hypertext Markup Language  
MVC Model, View, Controller ohjelmistoarkkitehtuurityyli. 
PHP  Hypertext Preprocessor palvelimella kääntyvä komentosarjakieli. Tämän 
työn pääohjelmointi kieli. 
SMTP Simple Mail Transfer Protocol, käytetään viestien välittämiseen sähköpos-
tipalvelimien kesken. 
SQL Structured Query Language. Kyselykieli jolla haetaan dataa tietokannasta. 
URL Uniform Resource Locator. Merkkijono, jolla kerrotaan tietyn tiedon sijainti. 
UTF-8 Universal Character Set + Transformation Format—8-bit. Universaali mer-
kistö johon mahtuu kaikki mahdolliset kirjaimet. 
WAMP Windows, Apache, MySQL, PHP. Ohjelmistokokonaisuus, jossa kokoelma 
eri ohjelmia muodostaa WWW-palvelimen. 
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1 Johdanto 
Nykypäivänä lähes kaikki on internetissä tai vähintäänkin suljetussa sisäverkossa. Sa-
masta syystä insinöörityöprojektia varten pyydettiin suunnittelemaan ja toteuttamaan 
erään metsästyskerhon tietokantasivusto. Sivuston tarkoituksena on palvella koirien tie-
tojen säilytyspaikkana. Tietoa saadaan niin Kennelliitolta kuin kerholta itseltään. Kennel-
liitolta saadaan määritelmien mukaisesti tietoa tiedostossa, joka täytyy erikseen ladata 
tietokantaan.  Kerho teettää itse metsästys- ja ominaisuusarvosteluita. 
Sivuston pääidea on säilyttää syntyvää tietoa nykyaikaisesti ja helposti. Tätä varten si-
vustolle tehtiin admin-osio. Tästä voidaan lisätä uutta tietoa tietokantaan käyttöliittymän 
kautta. Admin-näkymä on piilotettu osaan sivustoa tarkoituksella, kun tämä on vain muu-
taman kerhon jäsenen käytössä. Osio on suojattu käyttäjätunnuksella ja salasanalla. In-
himillistä virhettä on myös ajateltu toteuttamalla salasanan palautus sähköpostiin. Tämä 
vähentää kehittäjään kohdistuvia yhteydenottoja. Sivuston kaikille näkyväpuoli on koirien 
hakutoiminto sekä koiraa yksityiskohtaisemmin käsittelevä erillinen sivu. 
Työ toteutettiin käyttäen PHP:n Laravel sovelluskehystä ja MySQL:ä. Palvelinalustana 
toimii Apache. Itse ohjelmointiin käytettiin Sublime Text 3:a. Kaikki edellä mainitut ovat 
avoimia kieliä ja ohjelmistoja, joten ne sopivat  tämän tapaisen projektin toteuttamiseen 
erinomaisesti. Ohjelmoitaessa on toimittu ohjelmointikulttuurin mukaisesti ja kaikki muut-
tujat sekä kommentit ovat kirjoitettu englanniksi. 
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2 Ohjelmistokokonaisuus 
PHP 
Suunniteltaessa sovelluksen toteutusta käytiin läpi useita eri vaihtoehtoja, millä työ voi-
taisiin toteuttaa. Lopulliseksi valinnaksi päätyi kuitenkin PHP tai pikemminkin eräs PHP:n 
sovelluskehys nimeltään Laravel. Työn toteutuksen aikana oli myös tarkoitus oppia 
PHP:sta jotakin uutta.  
PHP itsessään on hyvin vanha ohjelmointikieli, sen ensimmäinen versio julkaistiin 
vuonna 1995 ja tällöin sitä kutsuttiin nimellä Personal Home Page.  Käytännössä mitään 
sovelluskehyksiä ei tarvita. Sen takia joutuu kuitenkin tekemään paljon asioita uudestaan 
ja keskittymään moniin sellaisiin asioihin jotka ovat lopullisen toteutuksen kannalta epä-
oleellisia. [15.] 
Laravel on saanut internetissä suurta suosiota sen keveydestä toteuttaa erilaisia ohjel-
mia sekä sen turvallisuudesta. Monien kyselyiden perusteella Laravel nautti selvää joh-
toasemaa muihin PHP-sovelluskehyksiin verrattuna. Kuvassa 1 nähdään erään PHP:n 
sovelluskehyksiin perehtyneen sivuston kyselyn tulokset suosituimmista sovelluskehyk-
sistä.  
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Kuva 1. PHP-sovelluskehyksien suosio vuoden 2013 lopussa. [1.] 
MySQL 
MySQL oli luonnollinen valinta tietokannaksi sen avoimuuden takia. Tietokanta ja sen 
rakenne ovat tietenkin myös erittäin suuressa osassa tätä työtä. Tietokannan suunnitte-
lussa oli haastavaa saada eri lähteistä tuleva tieto toimimaan yhteneväisesti. MySQL:n 
päälle rakentuu ohjelmalogiikka Laravelin valmista tietokanta kirjastoa käyttäen. 
Bootstrap 
Sivuston tyylittelyyn yritettiin käyttää mahdollisimman vähän aikaa hyödyntäen valmista 
CSS-kehystä nimeltään Bootstrap. Bootstrapissa on valmiiksi luotuja tyyliluokkia. Niitä  
voidaan käyttää HTML-elementtien luokkien nimeämisessä ja sivuston ulkoasu muok-
kautuu sen perusteella. Bootstrap luo nykyaikaisen näköisiä sivustoja, jotka miellyttävät 
silmää ilman CSS:n erityisosaamista. 
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Git 
Git on hajautettu versionhallintaohjelmisto. Versionhallinnalla tarkoitetaan sitä, että esi-
merkiksi vanhempaan ohjelmakoodiin voidaan palata myöhemmässä vaiheessa. Varsin-
kin laajemmassa ohjelmistokehitysprojektissa jossa on lukuisia eri kehittäjiä on tärkeää, 
että jokaisella on oma versionsa koodista. Tämä voidaan työpäivän päätteeksi helposti 
yhdistää uusimmaksi versioksi. Tässä työssä Git:iä käytettiin hyvin yksinkertaisesti tal-
lentamaan työ järkevästi. Tallennuspaikkana käytettiin GitHubia. [2.] 
Kehitysympäristö 
Insinöörityön kehitysympäristönä toimi Sublime Text 3. Sublime text on käytännössä vain 
tekstieditori samalla tavalla kuin vaikka Windowsin tarjoama Notepad. Sublimeen voi-
daan asentaa erillisiä käyttäjien kehittämiä liitännäisiä. Nämä tarjoavat tarpeen mukaan 
lisää ominaisuuksia. Insinöörityötä varten asennettiin Sublime CodeIntel, joka antaa eh-
dotuksia sen perusteella mitä on aloitettu kirjoittamaan. Toiseksi asennettii SublimeLin-
ter-php. Tämä näyttää syntaksi virheet, kuten esimerkiksi unohtununeet puolipisteet. 
3 Laravel 
Insinöörityön toteutuksen aikana haluttiin oppia jotain uutta PHP:sta. Laravel osoittautui 
erittäin mielenkiintoiseksi ja uudeksi tavaksi toteuttaa internet-sivuja PHP:lla. Laravel 4 
on PHP:n sovelluskehys, joka nopeuttaa sivustojen ohjelmointia alusta saakka, kun tie-
tokantayhteydet ja turvallisuusratkaisut ovat jo valmiina. 
Muihin PHP:n sovelluskehyksiin verrattuna Laravel on hyvin nopea ja helppo ottaa käyt-
töön, eikä vaadi isoja muutoksia ydinkoodiinsa. Laravel tarjoaa valmiin kansiorakenteen, 
minkä sisälle myös kaikki omat ohjelmakoodit tallennetaan. Näin käytännössä laajenne-
taan Laravelin valmiita osia. Kuvassa 2 alla on esitettynä Laravelin tiedostopuun ra-
kenne. 
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Kuva 2. Laravelin tiedostopuun rakenne. 
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3.1 MVC-arkkitehtuuri 
Model, View, Controller:in ansiosta ohjelma jaetaan erinäisiin osiin.  Laajaa sovellusta 
on helmpompi hallita ja uudelleenkäyttää. MVC:tä ei voi kuitenkaan yleistää vaan esi-
merkiksi Laravelin MVC-toteutus poikkeaa hieman perinteisestä ja puhtaasta MVC:sta.
 
Kuva 3.  Laravelin versio MVC-arkkitehtuurista. [3.] 
Kuvassa 3 nähdään Laravelin tapa toteuttaa MVC-arkitehtuuria lisänä yleiseen malliin. 
Laravelissa käytetään Route-luokkaa eli reitittämistä. Käyttäjän sovelluksessa tapahtu-
nut pyyntö siirtyy ensimmäiseksi Laravelin Route-luokkaan, joka ohjaa pyynnön eteen-
päin. Routea voisi kutsua Laravelin kartaksi, joka kutsuu näkymiä, ohjaimia sekä mallia. 
[4.] 
MVC antaa mahdollisuuden moneen näkymään käyttäen vain yhtä mallia. Näin toimien 
kerroksena tiedon ja sovelluksen välissä. Haasteena insinöörityössä ilmeni juurikin 
MVC-arkkitehtuurin oikeaoppinen toteuttaminen. 
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Model 
Malli eli Model on kerros, minkä ympärille sovellus rakentuu.  Mallit perustuvat johonkin 
oikeaan asiaan esimerkiksi; käyttäjät ja koirat. Mallin on tarkoitus toimia sovelluksen ja 
tietokannan välissä ja kuljettaa dataa näkymään ohjaimen kautta. Tässä insinöörityössä 
malli jäi hieman sivulle relaatioyhteyksien luomisessa. Kennelliitolta saatua dataa oli hy-
vin vaikea yhdistää toisiinsa käyttäen Laravelin tarjoamaa rajapintaa. 
View 
Näkymässä View generoidaan käyttöliittymä tälle sovellukselle perustuen tietoihin, joita 
ohjain syöttää. Tämäkin data täytyy ilmoittaa Route-luokassa ja ohjata erilliselle ohjai-
men funktiolle, mikä luo näkymän. Näkymä pitää sisällään lopullisen HTML-rakenteen. 
Tietenkin näkymässä voidaan myös tehdä ehtoja ja käyttää PHP koodia. Näkymässä 
myös muotoillaan data haluttuun muotoon esimerkkinä taulukkomuotoinen muuttuja, 
mikä pitää sisällään kaikki koiran tiedot. [5.] 
Controller 
Ohjaimen Controller päätarkoitus on käsitellä käyttäjän näkymässä tehtyjä pyyntöjä ja 
suorittaa ohjelmalogiikkaa. Ohjain luo yhteyden mallin ja näkymän välille. Yleensä oh-
jaimia luodaan vain yksi per malli ja kaikki koiriin liittyvät asiat voidaan käsitellä järkevästi 
yhdessä paikassa. [6.] 
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4 Laravelin käyttöönotto 
Laravelin asennus ja käyttöönotto voi tuntua aluksi hyvin hankalalta ja kummalliselta ta-
valta aliottaa ohjelmoimaan internet-sivuja. Laravelin saa ladattua sen kotisivuilta tai 
käyttämällä erillistä sekä suosittua PHP:n riippuvuuksien hallinta ohjelmaa nimeltään 
Composer. [7; 8.] 
WAMP kehitysympäristön perustaminen 
PHP:n ajaminen vaatii WWW-palvelimen ja insinöörityötä varten kehitysvaiheen palveli-
mena käytettiin WAMP-ympäristöä ja ohjelmaksi valikoitui WampServer. [9.] 
Normaalin sovelluksen asennuksen jälkeen palvelinympäristö on valmiina käyttöön. Sil-
loin kun WampServer ohjelma on käynnissä voidaan avata phpMyAdmin. Kuvassa  4  
nähdään kyseinen hallintapaneeli, johon voidaan perustaa tietokanta sovellusta varten. 
 
Kuva 4. phpMyAdminin hallintapaneeli. 
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Terminaali 
Laravelia voidaan hallita terminaalin kautta muun muassa tietokantatauluja perustetta-
essa. Windows-käyttöjäjestelmässä on valmiina kaksi erillistä terminaalia Command 
Promt ja PowerShell. Insinöörityötä varten valittiin erillinen terminaali Cmder, missä on 
myös Git versionhallinta ominaisuudet. Terminaalissa, kuvassa 5 voidaan myös nähdä 
asennetun PHP-version komennolla php –v. 
 
Kuva 5. PHP versio terminaalista nähtynä. 
Composerin asennus 
Kun palvelinympäristö on perustettu voidaan asentaa Composer. Tämä vaatii myös oi-
kean PHP-version löytyvän tietokoneelta. Kuvassa 6 asennetaan Composer terminaa-
lista käsin. Ensin siirrytään vain haluttuun kansion, johon Composer asennetaan. 
 
Kuva 6. Composerin asennus terminaalista käsin. [10.] 
Composer on oikein asentunut kun voidaan käyttää yksinkertaista komentoa terminaa-
lissa composer –v. Kuvassa 7 nähdään myös kaikki komennot, joita Composer ottaa 
vastaan. 
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Kuva 7. Composerin versio ja käytettävissä olevat komennot. 
Laravelin asennus 
Kaiken pakollisen jälkeen voidaan vihdoin asentaa Laravel. Tämä on helpoin toteuttaa 
ajamalla Composer-komento create-project, kuten kuvassa 8 nähdään. 
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Kuva 8. Laravel projektin perustaminen Composerilla. 
Kun terminaali on ladannut kaiken, ilmoittaa se asennuksen olevan valmis. Täysin val-
mista ei kuitenkaan ole vielä, vaan seuraavaksi Laravel täytyy yhdistää aikaisemmin luo-
tuun tietokantaan.  
 
Kuva 9. Laravelin yhdistäminen palvelimella olevaan tietokantaan. 
Kuvassa 9 nähdään, kuinka yksinkertaista on luoda tietokanta yhteys Laravelilla. Laravel 
tukee myös muita SQL-järjestelmiä, mutta oletuksena on MySQL, joka on myös tässä 
tapauksessa oikea. Silloin kun insinöörityötä kehitettiin paikallisella palvelimella, ei tar-
vita salasanaa. Muussa tapauksessa se kirjoitettaisiin kuvassa näkyvään taulukkoon. 
Kun Laravel on pystytetty ja projekti sijaitsee WampServerin hakemistossa voidaan 
käynnistää sovellus avaamalla localhost-osoite internet-selaimella. 
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Kuva 10. Laravelin ensimmäinen käynnistys ja tervetuloa-sivu. 
Kuvassa 10 Laravel on nyt käynnistetty selaimessa. Kun katsotaan osoiteriviä huoma-
taan, että osoite on melko pitkä.  Internetissä sivut eivät ole tämän muotoisia. Laravelin 
asennuspaketti toimitetaan htaccess tiedoston kanssa, jota muokkaamalla voidaan si-
vuja näyttää ilman index.php-tiedostoa.  
 
Kuva 11. htaccess-tiedosto ja sen ehdot. [11.] 
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Käytännössä URL-osoite kirjoitetaan uudestaan. Tämä ohjataan index.php-tiedostoon 
vaikka sitä ei ole näkyvissä, kuten kuvassa 11 näkyy. Nyt voidaan vielä lisätä erillinen 
osoite Windowsin hosts-tiedostoon, jolloin saadaan hyvinkin tuotantovaihetta kuvastavat 
URL-osoitteet. Windowsin hosts-tiedosto löytyy hakemistosta ”Windows \system32\driv-
ers\etc\hosts”. Tiedostossa on näkyvissä oletusosoite eli localhost sen alle voidaan lisätä 
uusia osoitteita, kuten kuvassa 12 tehdään. 
 
Kuva 12. Windowsin hosts-tiedosto, johon on lisätty yksi osoite lisää. 
URL-osoitteiden uudelleenohjauksen ja hosts tiedoston muokkauksen jälkeen voidaan 
siirtyä juuri luotuun osoitteeseen kuten kuvassa 13. Sama sivu aukeaa jälleen, mutta 
paljon siistimmällä osoiterivillä.  
 
Kuva 13. Kuvankaappaus selaimesta URL:in uudelleenohjauksen jälkeen. 
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Gitin käyttö projektissa 
Gitiä käytettiin projektin aikana varmuuskopiointipaikkana ja versionhallintajärjestel-
mänä. Cmder terminaali-ohjelma toimitettiin Git-versionhallinta ominaisuuksilla, joten git-
komennot voi ajaa suoraan terminaalista. 
Ensin valitaan projektihakemisto eli kansio, jonka alta kaikki tiedostot lisätään gitin piiriin. 
 cd /”hakemisto polku”  
Kansio täytyy alustaa myös Gittiä varten, mikä tekee siitä tyhjän Git tallennuspaikan. 
 git init 
Seuraavaksi halutut tiedostot lisätään juuri luotuun tallennuspaikkaan. Piste merkitsee, 
että kaikki kansion alla olevat tiedostot lisätään. 
 git add . 
Nyt Git tietää kaikki tiedostot, joita uudessa tallennuspaikassa on. Seuraavaksi täytyy 
tehdä muutos. Ensimmäisellä kerralla jokainen tiedosto on muutos. 
 git commit –m ”Adding all files to remote repository” 
Tallennuspaikka täytyy myös luoda GitHub-sivustolle ja tämän jälkeen kaikki voidaan 
siirtää  GitHubiin. 
 git remote add github https://github.com/Bloof/KoiraKerho.git 
Lopuksi siirretään tiedostot myös GitHubiin push-komennolla. 
 git push origin master 
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Käytännössä kaikki halukkaat voivat ladata tiedostot, jos heille annetaan lupa ladata ne. 
Jos GitHub tallenuspaikka olisikin muotoa public kaikki halukkaat voisivat ladata tiedos-
tot. [12.] 
5 Sovelluksen toteutus 
5.1 Suunnittelu 
Sivuston suunnitelma on muuttunut muutaman kerran teknisen toteutuksen aikana, kun 
ei alun perin tiedetty tarkalleen, mitä halutaan ja miten. Sivuston toteutus on insinööri-
työssä esitetty sellaisenaan, kuin se tässä vaiheessa on. Sivustoa tullaan jatko kehittä-
mään vielä eteenpäin insinöörityön jälkeenkin.  
Pääidea sivustolla on siis palvella tiedonsäilytyspaikkana. Tämä vaatii myös mahdolli-
suuden tallentaa tietoa käyttöliittymän kautta. Käyttöliittymä on näkyvillä vain kirjautu-
neille ylläpitokäyttäjille. 
 
Kuva 14. Koira tietokannan relaatiot, yksinkertaistetussa muodossa. 
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Kuvassa 14 nähdään yksinkertaistettuna pääavainten liitännät toisiinsa. Koiran rekiste-
rinumero on Kennelliitolta saatua tietoa ja sitä käytetään pääavaimena kaikkiin koiriin 
liittyvissä tiedoissa. Kuvassa näkyy myös omistajat-taulu. Se on lisättynä sovellukseen, 
mutta sinne ei lisätä mitään tietoa toistaiseksi henkilötietolain puitteissa. 
 
Kuva 15. Käyttäjien tietokanta. 
Kuvassa 15 nähdään käyttäjien taulu ja salasanan palautukseen liittyvä taulu. Lopulta 
tietokantataulut näyttävät suhteellisen yksinkertaisilta. 
Itse sovellus on jaettu kahteen osaan: julkiseen, kaikille näkyvään osaan ja admin-osaan. 
Kuvassa 16 kaikille avoimessa osiossa voidaan hakea koiria ja niiden tietoja. Toinen osa 
on piilotettu admin-näkymä kuvassa 17. Admin-näkymä on uusien käyttäjien luontiin tar-
koitettu sivu, sekä datan lisäykseen tarkoitettu sivu. 
 
Kuva 16. Julkinen kaikille näkyvä sivu, josta voidaan hakea koirien tietoja. 
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Kuva 17. Admin-kirjautumisen sivu. 
Näillä kahdella ajatuksella lähdettiin liikkeelle ja lopullinen sovellus lisäsivuineen muo-
toutui kehityksen edetessä. 
5.2 Sivujen ohjaus 
Aikaisemmin oli jo maininta route-luokasta eli sivujen ”reitittämistä”. Kuvassa 18 näh-
dään luokka kokonaisuudessaan. Jokainen lomakkeen lähetys tai sivun näyttäminen 
vaatii ohjauksen routes.php-nimisessä tiedostossa. Reitti voidaan ohjata suoraan esi-
merkiksi funktiolle, joka käy läpi käyttäjän syöttämää tietoa. Näkyvä tieto ohjataan takai-
sin näkymälle. Näkymän luontiin täytyy olla myös oma reittinsä. [4.] 
Reiteissä tulee esiin monta Laravelin hyvää puolta. Reittiä luotaessa voidaan määritellä 
taulukko parametria käyttäen ehtoja, joiden täytyy toteutua ennen datan vientiä haluttuun 
funktioon. Käyttäjien hallinnassa voidaan määritellä ehto niin, että käyttäjän pitää olla 
kirjautunut ennen vientiä. 
’before => auth’  
Tietoturvaan liittyvistä ehdoista tärkein on ehdottomasti cross-site request forgeryn eh-
käisy. [13.] 
’before => csrf’.  
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Kuva 18. Kuvankaappaus routes.php tiedostosta, jossa näkyy lähes kaikki reitit. 
5.3 Tietokannan taulujen luonti 
Taulujen luonti onnistuu Laravelin migraatioilla. Laravel tarjoaa käytännössä versionhal-
linan tauluille. Jos myöhemmin halutaan lisätä yksi sarake lisää tehdään uusi migraatio, 
joka ajetaan tietokantaan terminaalia käyttäen. Vanhaan tauluun, jossa ei ole juuri lisätty 
yhtä saraketta voidaan palata yhtä helposti ajamalla reverse-komento terminaalissa. 
Ensin on muistettava, että täytyy olla projekti hakemistossa. Sitten voidaan luoda migra-
tion terminaalissa-komennolla 
 php artisan make:migration create_users_table 
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Komento suoritetaan, ja se tallentuu projektikansioon app/database/migrations. Komen-
non jälkeen tiedostoa pitää hieman vielä muokata kirjoittamalla siihen, mitä sarakkeita 
halutaan lisätä tauluun. 
 
Kuva 19. Migration luonti komento luo vastaavan tiedoston. 
Kuvassa 19 nähdään tiedosto, joka luotiin aikaisemmin esitellyllä komennolla. Laravel 
vaatii aina id-sarakkeen, joka on increments-tyyppiä. Ensimmäinen funktio luo taulun tie-
tokantaan ja toinen poistaa sen tietokannasta, jos funktiota käytetään. 
 php artisan migrate  
Kun halutut migraatiot on valmiina ne voidaan syöttää tietokantaan ylläolevalla komen-
nolla. 
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Erittäin kätevää tämä on varsinkin testausvaiheessa, kun muutamalla komennolla saa-
daan tietokanta pystyyn ja voidaan myös poistaa se. Alla oleva komento poistaa taulut 
tietokannasta. 
 php artisan migrate:reset 
Siirtymällä WampServerin phpMyAdmin-hallintajärjestelmään kuvassa 20 voidaan 
nähdä, että juuri luotu käyttäjä taulu on pystytetty. 
 
Kuva 20. Kuvan kaappaus phpMyAdmin järjestelmästä taulujen luonin jälkeen 
5.4 Admin-näkymä 
Admin-näkymän ohjelmointi aloitettiin luomalla view-osa eli käyttäjälle näkyvä osa sovel-
luksesta. Näin on helpompi määritellä, mitä funktioita tarvitaan prosessoimaan käyttäjän 
valintoja. Ensimmäisenä on admin-näkymään kirjautuminen eli tavallinen käyttäjä ja sa-
lasanasivu. 
Admin-näkymään on tehty myös layout, mikä luo hallintapaneelin sivun yläosaan. 
Layoutit ovat kehyksiä, jotka hoitavat HTML:n perusosat valmiiksi, jolloin samaa layoutia 
voidaan käyttää tässä tapauksessa kaikissa admin-näkymän sivuissa. 
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Kuva 21. Admin-näkymän master layout. 
Kuvassa 21 nähdään master.blade.php-tiedosto. Blade tarkoittaa, että käytetään Lara-
velin tarjoamaa Blade Templating-kieltä osassa tiedostoa. Blade on käytännössä yksin-
kertaistettu PHP:ta, jolla voidaan tehdä siistimmän näköistä koodia HTML-koodin se-
kaan. Tiedostossa luodaan navigaatiopaneeli jokaiselle sivulle. Riippuen siitä onko käyt-
täjä kirjautunut paneelissa näytetään eri sisältö. Rivillä 44 nähdään muuttuja content, 
tämän muuttujan sisään syötetään ohjaimessa kaikki muut erilliset sivut. 
 $this->layout->content = View::make('login');   
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Sisään kirjautuminen tapahtuu, kun käyttäjä on painanut ”Kirjaudu Sisään” nappia. Täy-
tyy muistaa myös, että reitin pitää olla kunnossa, jolloin reitti siirtää tapahtuman control-
leriin oikealle funktiolle, jossa se käsitellään. 
  
Kuva 22. Sisäänkirjautumisen toteuttava funktio 
Kuvassa 22 nähdään funktio, joka toteuttaa sisään kirjautumisen. Reitti mikä ohjaa ta-
pahtuman doLogin-funktiolle on nähtävissä kuvassa 18 rivillä 45. Funktiossa luodaan 
muutama sääntö lomakkeen täyttämistä varten; molempien kenttien täytyy olla täytetty 
ja salasanan pitää olla vähintään kuusi merkkiä pitkä. Laravelin Validaatio-luokka käy 
läpi syötetyt tiedot juuri annettujen sääntöjen perusteella. Mikäli Validaatio-luokka pa-
lauttaa epätoden, palautuu virheilmoitukset näkymään. 
Validaatio-luokan palauttaessa arvon tosi voidaan jatkaa käyttäjän kirjaamiseen sisälle. 
Kirjaaminen tapahtuu Laravelin Auth-luokan kautta. Jos Auth-luokka löytää users-tau-
lusta käyttäjän se kirjataan sisään ja uudelleenohjataan datanlisäyssivulle. Mikäli sala-
sana tai sähköposti oli väärin käyttäjä ohjataan takaisin kirjautumissivulle virheen 
kanssa. 
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Sivuston admin käyttäjien ollessa hyvin pieni ryhmä mitään yleistä rekisteröitymisloma-
ketta ei ole.  Kirjautumalla admin-sivustolle voidaan lisätä uusi admin tason käyttäjä. 
 
Kuva 23. Admin tason käyttäjän luonti admin näkymässä 
Käyttäjän luominen onnistuu täyttämällä kuvan 23 mukainen lomake ja painamalla ”Luo”. 
Asianomainen, jolle luotiin käyttäjä lähetetään sähköpostiviesti, jossa pyydetään vaihta-
maan salasana.  
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Kuva 24. Käyttäjän luomiseen tarkoitettu funktio 
Kuvassa 24 käytetään jälleen Validator-luokkaa lomakkeen tarkistamiseen. Rekisteröin-
nin ehdoissa on muutama mielenkiintoinen tapaus. Sähköpostin täytyy olla pakollinen 
sekä uniikki, ettei päädytä kahteen samaan sähköpostiin tietokannassa. Ehdossa on kir-
joitettu, että sen täytyy olla uniikki taulussa users. 
 'email' => 'required|unique:users' 
Myös salasanan varmistaminen on pakollinen kenttä ja sen täytyy olla sama kuin sala-
sana kentän. 
 'password_confirmation' => 'required|min:6|same:password' 
Mallissa on luotu yhteys tietokannan tauluun. Mallit laajentavat Laravelin Eloquent-luok-
kaa, josta voidaan olla yhteydessä tietokantaan. 
 protected $table = 'users'; 
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Kun tämä on tehty voidaan luoda uusi olio luokasta User. Näin ollen oliossa voidaan 
viitata suoraan tietokannan sarakkeisiin. Alla oleva koodi tallentaa käyttäjän syöttämän 
salasanan salattuna muuttujaan. 
$user->password = Hash::make(Input::get('password')); 
Kun kaikki tieto on kerätty talteen muuttujiin, voidaan ne tallentaa suoraan tietokantaan. 
 $user->save(); 
Nyt uusi käyttäjä on lisätty tietokantaan ja voidaan kirjautua sisään. Luodulle käyttäjälle 
lähtee vielä sähköpostia tiedoksi, että hänelle on luotu käyttäjä. 
Laravel tarjoaa helpon rajapinnan sähköpostin lähettämiseen, ainoa vaatimus on SMTP-
palvelin. Tähän projektiin valittiin ilmainen mailgun.org, joka sallii 10000 sähköpostin lä-
hettämisen ilmaiseksi joka kuukausi. Tunnusten luonnin jälkeen avaamalla tiedosto 
app/config/mail.php on kerrottava Laravelille palvelimen osoite ja tunnukset sekä sala-
sanat. 
Viestin lähettäjä voidaan asettaa taulukkoon asettaa halutuksi taulukko muuttujaan. 
 'from' => array('address' => 'webmaster@testi.fi', 'name' => 'Webmaster') 
Asetuksien jälkeen tehdään HTML-muotoinen tiedosto, jossa tyyliasetukset määrittää 
sähköposti näkymän. Tämän jälkeen käytetään Laravelin Mail-luokkaa ja send funktiota. 
 Mail::send('emails.welcome', $data, function($message) { 
Edellä olevan koodin ensimmäinen parametri tarkoittaa osoitetta views/emails/wel-
come.blade.php eli näkymä, joka lähetetään vastaanottajalle. Vastaanottaja määritellään 
vielä kolmannessa parametrissa funktion paluuarvon perusteella,. Siinä voidaan myös 
määrittää otsikko sähköpostille. 
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Datan lisääminen haluttiin toteuttaa .csv/.dat-tiedostojen lataamisella sivustolle. Nämä 
sitten pilkotaan ja syötetään tietokantaan. Tiedostoja on muutama erilainen, mutta jokai-
sen lataus on käytännössä toteutettu samalla tavalla. 
 
Kuva 25. Koirien tietojen lataus admin näkymässä. 
Koirien lisääminen onnistuu kuvassa 25 suoraan lataamalla Kennelliitolta saatu .dat-tie-
dosto järjestelmään. Toteutuksessa on huomioitu, ettei sama rekisterinumero voi mennä 
tietokantaan kahteen kertaan. Jos kuitenkin tiedostossa on sama rekisterinumero joka 
tietokannasta jo löytyy, niin kyseisen koiran tiedot päivitetään vastaamaan uudessa tie-
dostossa olevia tietoja. 
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Kuva 26. Funktio koirien datan syöttämiseksi järjestelmään. 
Kuvan 26 funktio vastaanottaa tiedoston suoraan lomakkeelta ja tallentaa sen muuttu-
jaan, joka käydään rivi riviltä läpi. 
 Form::open(array('action'=>'DataController@processDog','files'=>true 
PHP ymmärtää ladatun tiedoston merkkijonomuotoisena. Tämä täytyy pilkkoa osiin, jotta 
saadaan helpommin käytyä se läpi. Ensin merkkijono pilkotaan uuden rivin kohdalta 
”/r/n”, joka on Windowsin uuden rivin merkki. Tämän jälkeen jokainen rivi pilkotaan vielä 
pilkun kohdalla ja heittomerkit poistetaan.  
Kuvassa 26 rivillä 79 tarkistetaan, löytyykö koira jo valmiiksi tietokannasta. Jos löytyy, 
niin kentän tiedot päivitetään. Muussa tapauksessa uusi koira lisätään tietokantaan Malli-
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luokasta tehdyn dog-olion avulla. Kaikki tietokantaan tehtävät muutokset pitää vielä UTF-
8-enkoodata. 
Näin yksinkertaisesti kaikki haluttu tieto saadaan lopulta syötettyä tietokantaan. 
Unohtuneen salasanan palautus 
Salasanan unohtaminen on hyvin yleistä. Jokaisen palveluun tulisi olla eri salasanansa. 
Kuvassa 27 nähdään salasanan palautuslomake, josta palautuslinkki lähetetään käyttä-
jän sähköpostiin. 
 
Kuva 27. Salasanan palautukseen tarkoitettu lomake. 
Salasanan palautuksessa käytetään Laravelin Password-luokkaa apuna. Luokka luo 
avaimen ja tallentaa sen tietokantaan. Kuvassa 28 luodaan sähköpostin ulkoasu ja luo-
daan linkki, josta käyttäjä napsauttaa. 
 
Kuva 28. Salasanan palautus sähköposti HTML-muodossa. 
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Linkin mukana on parametrina aikaisemmin luotu avain. Mikäli avain on vielä voimassa 
ja se vastaa tietokannassa olevaa avainta, voidaan salasana vaihtaa. 
 
Kuva 29. Kuvassa salasanan vaihdoin tekevä funktio. 
Kuvassa 29 nähdään Laravelin Password-luokkan käyttöä. Password-luokka on yksi La-
ravelin apuluokka. Luokka toteuttaa valmiiksi jo suurimman osan salasanan palautuk-
seen tarvittavista asioista. Insinöörityössä ei kuitenkaan mennä Laravelin laajaan kirjas-
toon erityisen syvällisesti, koska se olisi jo oma insinöörityönsä. 
5.5 Julkinen näkymä 
Julkinen näkymä on myös sivuston aloitussivu. Ensimmäinen sivu on koirien haku. Tämä 
nähdään kuvassa 16. Toinen sivu on yksityiskohtaisempi esittely koirasta, jossa esite-
tään kaikki data kyseisestä koirasta. 
Koirien haku on toteutettu valitsemalla vetovalikosta ensin, miten halutaan hakea, esi-
merkiksi rekisterinumerolla tai koiran nimellä, kuten kuvassa 30. 
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Kuva 30. Hakukriteerin valinta. 
Kun valinta on tehty voidaan vielä kirjoittaa tarkennukseksi jotain. Jos mitään ei kirjoiteta, 
haetaan kaikki koirat. 
 
Kuva 31. Haun suorittava funktio controllerissa. 
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Kuvassa 31 alasvetovalikon tarkistaminen on suoritettu ”switch-case”-rakenteella, jolloin 
jokaiselle valinnalle voidaan helposti tehdä oma hakunsa. MySQL-haut on toteutettu La-
ravelin rajapinnan kautta, eikä ne siis ole puhdasta MySQL:ää. Kaikki paitsi ”väri ei tyhjä” 
haut ovat niin kutsuttuja ”jokeri hakuja”.  Hakuun voi kirjoittaa vaikka vain yhden merkin, 
ja tällöin haetaan kaikki merkkijonot, joista löytyy tuo yksi merkki. Haun jälkeen tulos 
palautetaan etusivulle ja näkymässä tarkistetaan, onko juuri lähetetty muuttuja olemassa 
vai ei. 
 if(Session::has('dogs')) { 
Kun koirat on viety näkymään, ne listataan allekkain ja luodaan ”Lisätiedot”-linkki jokai-
sesta rekisterinumerosta. Kuvassa 32 luodaan HTML-näkymä koirien listaamisesta. 
 
Kuva 32. Koirien listaus etusivulle haun jälkeen. 
Lisätiedot-linkkiä painamalla tehdään kaikista tietokannan tauluista haut kyseisellä rekis-
terinumerolla ja avataan tarkempi koirasta kertova sivu. Testidataa ei ollut vielä tässä 
vaiheessa saatavilla tarpeeksi, joten kaikkia hakulauseita ei ole vielä muodostettu. 
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Kuva 33. Lisätiedot linkkiä painamalla ajetaan kuvan funktio. 
Kuvassa 33 käytetään jälleen Laravelin tarjoamaa rajapintaa hakujen toteuttamiseksi. 
Funktio saa linkin kautta GET-parametrina kyseisen koiran rekisterinumeron. Tätä nu-
meroa käytetään kaikissa hauissa, kun jokaisessa tietokannan taulussa on tämä pää-
avaimena. Lisätietosivulla halutaan näyttää koiran sukupuu, joten haetaan myös koiran 
äiti ja isä ensimmäisen haun perusteella. Laravel palauttaa tietokantakyselyn kautta tau-
lukko-olion, jonka arvoihin päästään olion ilmentymän kautta. 
 $results['dogs'][0]->father_reg_nb 
Kaikkien hakujen oltua valmiita ne sijoitetaan vielä taulukkoon, jonka avaimiksi on ase-
tettu mitä taulukot pitää sisällään.  
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Kuva 34. Lisätietonäkymä. 
Kuvassa 34 nähdään lisätieto sivun pieniosa. Alemmaksi mentäessä on nähtävillä sa-
moin tyyliteltynä erilliset kokeet ja terveystiedot. Näin on viety loppuun koirakerhon tieto-
kanta sivustonkehitys. 
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6 Yhteenveto 
Sivuston kehityksen aikana oli tarkoitus oppia nykyaikainen tapa ohjelmoida verkkosi-
vuja ja samalla toteuttaa erään metsästyskerhon koiratietokanta. Insinöörityössä tarkas-
teltiin PHP:n Laravel-sovelluskehystä pääpiirteittäin sekä sitä miten Laravelia hyödyn-
täen voidaan toteuttaa nopeat ja ja helposti laajennettavissa olevat nykyaikaiset verkko-
sivut. 
Laravel osoittautui hyväksi valinnaksi sivuston toteutusta varten sen laajojen funktio kir-
jastojen takia. Tämä myös toisaalta aiheutti hieman haasteita. Monia asioita olisi ollut 
nopeampi toteuttaa natiivilla PHP:lla. Insinöörityön aikana oli kuitenkin tarkoitus oppia 
mahdollisimman paljon uutta tulevaisuutta silmällä pitäen, Laravel on tämän päivän suo-
situn PHP:n sovelluskehys, joka huomioitiin sovelluskehystä valittaessa. 
Koirakerhon kehityksen aikana opittiin myös vuorovaikutusta toimeksiantajan kanssa. 
Ohjelmointiprojektissa teknisen henkilön on osattava tuoda sellaisia asioita esille, joita 
toimeksiantaja ei huomaa edes kysyä. Tämä osaltaan vaikutti myös projektisuunnitel-
man jatkuvaan muokkautumiseen. Joitakin asioita täytyi tehdä uudestaan kehityksen ai-
kana muuttuneen toimeksiannon takia. 
Koiratietokantasivustoa tullaa jatkokehittämään tulevaisuudessa niiltä osin, joita tuleva 
käyttö tuo ilmi. Myöskin hakutoimintoja kehitetään tulevan datan perusteella sekä tilas-
tointia varten.  
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