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Tämän opinnäytetyön tarkoituksena on toteuttaa Android-sovellus, joka toimii osana Qem 
Software Oy:n kehittämää tupakka-automaattien ohjausjärjestelmää. Opinnäytetyö on tehty 
toimeksiantona kyseiselle yritykselle. 
Toteutettavan sovelluksen on tarkoitus toimia Android-taulutietokoneissa ja sen avulla voidaan 
langattomasti hallita sekä käyttää ohjausjärjestelmän piiriin asennettuja tupakka-automaatteja. 
Sovellukselle määriteltiin erinäisiä vaatimuksia, jotka esitellään opinnäytetyön alussa. 
Työn teoriaosuudessa tarkastellaan Android-sovellusten kehitykseen liittyvää teoriaa, sekä 
Android-sovellusten yleistä rakennetta. Käytännön osuudessa käydään läpi sovelluksen 
ominaisuuksien toteutusta ja toteutuksen aikana ilmenneitä ongelmia, sekä näiden ongelmien 
ratkaisuja. 
Opinnäytetyön lopputuloksena syntyi sovellus, joka täytti toimeksiantajan määrittelemät 
vaatimukset. Sovellus ja ohjausjärjestelmä siirtyivät tuotantoon ja ne otettiin käyttöön useissa 
kohteissa opinnäytetyöskentelyn aikana.  
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This bachelor thesis aims to produce an Android application that works with a tobacco vending 
machine controller system. The controller system is produced by Qem Software and the same 
company has also commissioned this thesis work.  
The application is intended to work in Android tablets and it will be used to wirelessly control the 
vending machines that are modified with the controller system. The company specified multiple 
requirements for the application when the project was starting. These requirements are presented 
in the beginning of this study. 
The theory part of this study is focused on Android software development and the general 
structure of Android applications. In the practical parts, we go through different features of the 
application and problems that appeared while producing these features.   
The result of this study was a working application that fulfilled the requirements specified for it. In 
the end, the application moved to production and was introduced to several outlets together with 
the controller system. 
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SANASTO  
Raspberry Pi Pienikokoinen yhden piirilevyn tietokone. 
Smoky Qem Softwaren kehittämä tupakka-automaattien ohjausjär-
jestelmä. 
SmokyClient Opinnäytetyön aiheena olevan Android-sovelluksen nimi. 
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1 JOHDANTO 
Suoritin vuoden 2016 lopussa opinnäytetyöni käytännön osuuden Qem Software -nimi-
sen yrityksen projektissa, jonka tarkoituksena oli kehittää uusi tupakka-automaattien oh-
jausjärjestelmä. Tehtävänäni oli suunnitella ja toteuttaa järjestelmän osana toimiva tau-
lutietokoneille suunnattu Android-sovellus, joka olisi langattomasti yhteydessä automaat-
tia ohjaavaan tietokoneeseen. Sovelluksen tarkoituksena olisi toimia automaatin käyttä-
jän käyttöliittymänä sekä työvälineenä automaatin ohjausjärjestelmän asennuksen yh-
teydessä. Sovellus julkaistiin nimellä SmokyClient. 
Opinnäytetyössäni toteutui niin sanottu konstruktiivinen tutkimusmenetelmä, sillä se 
koostui kokonaan uuden tuotteen suunnittelusta ja toteutuksesta. Työn aihe tuli minulle 
toimeksiantona Qem Software -nimiseltä yritykseltä ja pidin sitä mielenkiintoisena ja it-
selleni hyödyllisenä, koska pystyin sen kautta osallistumaan oikeaan ja tuotantoon asti 
etenevään ohjelmistoprojektiin. Tämän lisäksi olin jo ennen opinnäytetyöni alkua tehnyt 
Android-kehitystä Turun ammattikorkeakoulun tutkimusprojektissa sekä osana ammatti-
korkeakoulun ohjelmointiopintoja. Siksi opinnäytetyöni aihe tuntui luontevalta jatkolta ja 
mahdollisuudelta laajentaa aiempaa ohjelmoinnin ja ohjelmistosuunnittelun kokemus-
tani. 
Toimeksiantajan näkökulmasta työn tavoitteena oli saada toteutettua toimiva Android-
sovellus, joka täyttäisi projektin alussa määritellyt vaatimukset. Yrityksen sisällä ei ollut 
juurikaan kokemusta natiivien Android-sovellusten kehittämisestä, joten minulla oli myös 
mahdollisuus tuoda opinnäytetyöskentelyn yhteydessä uutta tietoa yritykseen. Oma ta-
voitteeni työlle oli erityisesti se, että työn lopputulos täyttää toimeksiantajan vaatimukset 
ja odotukset. Halusin myös työn kautta päästä osalliseksi sellaisia tilanteita ja kokemuk-
sia, joiden kautta voisin kehittää omaa osaamistani eteenpäin. 
Koska työn käytännön osuus käsitti erityisesti Android-sovelluksen toteutusta, rajautui 
myös lähdemateriaalini selkeästi Android-kehitystä käsittelevään aineistoon. Tästä 
syystä suurin osa lähteistäni oli peräisin Androidin virallisesta dokumentaatiosta ja erityi-
sesti Googlen tarjoamasta Android-kehitystä käsittelevästä opastusmateriaalista.  Rin-
nakkaisena lähteenä Android-kehitykseen käytin Antonio Pachón Ruizin kirjoittamaa kir-
jaa Mastering Android Application Development. Käyttöliittymäsuunnittelussa pidin tär-
keimpänä lähteenäni Googlen kehittämää Material design -käyttöliittymäohjeistusta. 
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Koin Googlen tarjoamien resurssien olevan varsin kattavat ja riittävät erityisesti perusta-
son Android-sovellusten kehitykseen. 
Tässä opinnäytetyössä esitän edellä mainitun projektin taustatietoja, sekä projektin 
suunnittelua ja toteutusta. Koska opinnäytetyöni oli erityisen keskittynyt Android-sovel-
luksen kehitykseen, selvitän myös yleisellä tasolla Android-sovelluksen kehitykseen liit-
tyvää teoriaa ja sovellusten yleistä rakennetta. Esittelen myös opinnäytetyöhöni liittyvän 
sovelluksen erilaisia ominaisuuksia sekä pohdin niiden toteuttamiseen liittyneitä haas-
teita ja ratkaisuja. Olen rajannut raportin kattamaan vain niitä sovelluksen ominaisuuksia, 
jotka koen kokonaisuuden kannalta kaikkein tärkeimmiksi. Tämän lisäksi olen toimeksi-
antajan pyynnöstä jättänyt käsittelemättä tässä raportissa joitain järjestelmään liittyviä 
tietoturvaominaisuuksia. Raportin lopussa teen vielä katsauksen projektin nykytilaan ja 
siihen miten hyvin opinnäytetyön aiheena olevan sovelluksen vaatimuksen täyttyivät 
sekä miten projekti jatkuu opinnäytetyön jälkeen. 
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2 PROJEKTIN TAUSTATIEDOT JA VAATIMUKSET 
2.1 Projektin tausta 
Qem Software -niminen yritys oli ennen tämän opinnäytetyön aiheena olevan projektin 
alkua tuottanut Smoky-nimisen järjestelmän, jonka avulla kauppojen ja kioskien kassoilla 
olevia tupakka-automaatteja oli mahdollista ohjata langattomasti Android-taulutietoko-
neen ja automaattiin kytketyn Raspberry Pi -tietokoneen avulla. Tupakka-automaatit ovat 
analogisia, yleensä kaupan kassasaarekkeeseen liitettyjä myyntiautomaatteja, jotka ja-
kelevat haluttuja tuotteita kassan liukuhihnalle. 
Automaatteja on perinteisesti ohjattu analogisella ohjaintaululla, jossa saatavilla olevat 
tuotteet on esitetty visuaalisesti ja jonka avulla asiakas on itse tilannut haluamansa tuot-
teet. Nykyisen tupakkalain mukaan asiakkaalle ei kuitenkaan saa enää esittää tupakka-
tuotteita tai niiden tavaramerkkejä, joten ohjaustaulujen kuvat ja tuotteiden nimet on kor-
vattu tuotenumeroilla (Tupakkalaki 2016). Tästä syystä jotkin automaatteja omistavat 
liikkeet ovat halunneet uudistaa automaatin käyttölogiikkaa edellä mainitun Smoky-jär-
jestelmän avulla niin, että kassavirkailija tilaa automaatista asiakkaan haluamat tuotteet 
ja automaattien analogiset ohjaintaulut voidaan poistaa kassasaarekkeesta. Näin kas-
salle saadaan myös lisää tilaa muille myytäville  
Qem Softwaren kehittämässä järjestelmässä automaattiin kytketty Raspberry Pi -tieto-
kone toimi HTTP-palvelimena, joka tarjosi lähiverkkoon automaatin käyttöliittymänä toi-
mivaa verkkosivua, joka taas avattiin taulutietokoneen verkkoselaimella. Käyttöönoton 
jälkeen Smoky-järjestelmässä oli ilmennyt perustavanlaatuisia ongelmia. Erityisesti on-
gelmia oli havaittu langattoman yhteyden ylläpitämisessä taulutietokoneen ja Raspberry 
Pi:n välillä. Tämän lisäksi järjestelmän asentaminen ja ylläpitäminen koettiin liian moni-
mutkaiseksi. Koska vanhan järjestelmän sovellusarkkitehtuuri oli osasyyllinen havaittui-
hin ongelmiin, oli yrityksessä lopulta päätetty aloittaa uusi projekti, jossa kyseisen järjes-
telmän ohjelmistot suunniteltaisiin alusta alkaen uudestaan. Vanhassa järjestelmässä 
käytetty laitekanta pysyisi kuitenkin ennallaan. 
Tulin itse kyseiseen uuteen projektiin mukaan sen suunnitteluvaiheessa ja toteutin osin 
työharjoittelijana ja osin opinnäytetyönäni järjestelmän osana toimivan Android-sovelluk-
sen nimeltä SmokyClient. 
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2.2 Järjestelmän laitetaso 
2.2.1 Järjestelmässä käytetyt laitteet 
Tupakka-automaatit ovat tupakkatuotteita jakelevia automaatteja, joita käytetään 
yleensä ruokatavarakauppojen ja kioskien kassojen yhteydessä. Järjestelmän tukemat 
automaatit ovat saksalaisen Harting-nimisen yrityksen valmistamia, ja ne on alun perin 
suunniteltu suojaamaan tuotteita myymälävarkailta (Harting 2016). Automaatteja on ole-
massa useita eri malleja. Mallien välisiä eroavaisuuksia ovat erityisesti niiden tarjoamat 
kytkennät, tuotteiden jakelu yhteen tai kahteen suuntaan, sekä automaatien koko. 
Automaatteja on perinteisesti ohjattu kuvan 1 mukaisella ohjaintaululla. Taulussa on jo-
kaista automaatin sisältämää tuoteputkea vastaava painike, jota painamalla automaatti 
jakelee yhden painiketta vastaavan tuotteen. Taulun ylälaidassa sijaitsevat merkkivalot 
kuvaavat automaatin tilaa ja ilmaisevat sen toimintaa. Merkkivalojen merkitys vaihtelee 
automaattityyppien mukaan. Smoky-järjestelmässä taulutietokone korvaa ohjaintaulun 
ja ohjaintaulut voidaan poistaa automaatista. 
 
Kuva 1. Tupakka-automaatin analoginen ohjaintaulu. 
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Automaatit sisältävät useita niin sanottuja tuoteputkia, joihin tarjolla olevat tuotteet va-
rastoidaan ja joista ne voidaan halutessa laskea automaatin sisällä kulkeville liukuhih-
noille. Liukuhihnat kuljettavat tuotteet automaatin yläosaan, josta ne pusketaan ulos, 
yleensä kauppasaarekkeen omalle liukuhihnalle. 
Automaatin ohjaimena järjestelmässä käytetään joko Raspberry Pi 2 tai Raspberry Pi 3 
-laitetta, joka on kytketty tupakka-automaattiin ohjaintaulun tilalle. Raspberry Pi on kuvan 
2 kaltainen, Iso-Britannialaisen Raspberry Pi Foundationin kehittämä pienikokoinen yh-
den piirilevyn tietokone, jossa käytetään yleisesti Debian-pohjaista Raspbian-käyttöjär-
jestelmää. Raspberry Pi 3:ssa on valmiina sekä Wi-Fi että Bluetooth piirit, mutta aikai-
sempiin malleihin kyseiset yhteydet lisättiin erillisillä USB-porttiin kytkettävillä lisälait-
teilla. 
 
Kuva 2. Raspberry Pi 2 -laite ilman suojakuoria (Raspberry Pi Foundation 2015.) 
Järjestelmässä käytetyt Android-taulutietokoneet ovat pääosin alemman hintaluokan ku-
luttajamalleja. Laitteiden vaatimuksina on erityisesti Bluetooth-yhteyksien tukeminen, 
sekä soveltuva hintaluokka. Suurin osa käytetyistä taulutietokoneista on Lenovon val-
mistamia. 
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2.2.2 Järjestelmän laitteistoarkkitehtuuri 
Projektin suunnitteluvaiheessa päätettiin uudessa järjestelmässä käyttää hyväksi jo ai-
kaisemmin käytettyä laitekantaa, mutta muuttaa osittain kyseisten laitteiden velvollisuuk-
sia järjestelmän sisällä. Tupakka-automaattiin kytketyn Raspberry Pi -laitteen velvolli-
suudeksi muutettiin ensisijaisesti tulkita ja välittää taulutietokoneilta tulevia käskyjä tu-
pakka-automaatille, sekä jakaa taulutietokoneen sovellukselle ohjelmistopäivityksiä ja 
automaatin tuotekarttaa. Tuotekartalla tarkoitetaan tässä tapauksessa listaa siitä mitä 
tuotetta missäkin automaatin tuoteputkessa on. Taulutietokoneen velvollisuudeksi kat-
sottiin toimiminen järjestelmän käyttöliittymänä loppukäyttäjälle ja järjestelmän asenta-
jalle, sekä taulutietokoneen ja Raspberry Pi -laitteen välisen yhteyden ylläpitäminen ja 
tarvittaessa korjaaminen.  
Kuviossa 1 esitellään yksinkertaistetusti järjestelmän laitetason arkkitehtuuria yhden au-
tomaatin näkökulmasta. Siinä yhteen tupakka-automaattiin on kytketty yksi Raspberry Pi 
-tietokone ohjaimeksi. Ohjaimeen voi olla yhteydessä samanaikaisesti useita Smoky-
Client-sovelluksella varustettuja taulutietokoneita sekä langattoman lähiverkon että 
Bluetooth-yhteyden kautta. 
 
 
Kuvio 1. Yksinkertaistettu esitys järjestelmän laitetason arkkitehtuurista. 
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2.3 Android-sovelluksen vaatimukset 
Android-sovelluksen vaatimusten kokoaminen aloitettiin edellisessä järjestelmäversi-
ossa havaittujen ongelmien korjaamisesta. Havaitut ongelmat liittyivät erityisesti taulu-
tietokoneen ja Raspberry Pi -tietokoneen väliseen langattomaan yhteydenpitoon ja jär-
jestelmän asennusprosessiin. Näiden ongelmien korjaamisen lisäksi järjestelmään ha-
luttiin Android-sovelluksen myötä uusia toiminnallisuuksia, kuten automaattien tuotekart-
tojen muokkaaminen ja automaatin täytön merkitseminen. 
Sovelluksen vaatimuksista ensimmäinen oli langaton yhteydenpito haluttuun Raspberry 
Pi -tietokoneeseen ja kyseisten yhteyksien ylläpitäminen ohjelmallisesti. Yhteyden halut-
tiin toimivan yhtäaikaisesti langattoman lähiverkon, sekä taulutietokoneen ja Raspberry 
Pi:n välille luodun Bluetooth-yhteyden kautta. Vaatimuksena oli myös, että sovellus pys-
tyy itsenäisesti korjaamaan edellä mainituissa yhteyksissä esiintyviä mahdollisia ongel-
matilanteita. Yhteyksiä pitkin pitäisi voida lähettää Raspberry Pi -tietokoneelle erilaisia 
komentoja, kuten tuotetilauksia ja muita tietokoneen ohjaamiseen liittyviä käskyjä. 
Toinen selkeä vaatimus suunnitellulle Android-sovellukselle oli sen toimiminen työkaluna 
järjestelmän asennusprosessissa. Smoky-järjestelmän asentajan tulisi voida käyttää so-
vellusta järjestelmän asennukseen sen jälkeen, kun laitteet on kytketty kiinni ja Android-
sovellus on asennettu taulutietokoneeseen. Sovelluksen avulla olisi siis voitava asettaa 
muiden järjestelmään kuuluvien laitteiden asetukset ja tiedot niin, että ne pystyvät toimi-
maan itsenäisesti osana järjestelmää. 
Kolmanneksi haluttiin sovelluksen pystyvän päivittämään itsensä Google Play -kaupan 
ulkopuolelta, jolloin taulutietokoneisiin ei tarvitsisi lisätä Google Play -kaupan käyttöön 
tarvittavia Google-tunnuksia. Sovelluksen tulisi voida tarkistaa halutusta lähteestä saa-
tavilla olevat päivitykset, sekä tarvittaessa ladata kyseiset päivitykset ja suorittaa niiden 
avulla itseensä Android-järjestelmän päivitysprosessi. 
Edellä mainittujen vaatimusten lisäksi sovelluksen pitäisi muun muassa pystyä esittä-
mään käyttäjälle selkeästi valitussa automaatissa tarjolla olevat tuotteet, sekä automaa-
tin reaaliaikainen tilausjono ja alkuperäisessä automaatin ohjaintaulussa näkyvillä olleet 
merkkivalot. 
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3 ANDROID-SOVELLUSTEN KEHITYKSESTÄ 
3.1 Kehitysympäristö ja projektin rakenne 
Android-sovellusten virallisena ohjelmointiympäristönä toimii Googlen kehittämä ja Intel-
liJ IDEA -ohjelmointiympäristöön pohjautuva Android Studio. Android Studio sisältää oh-
jelmakoodieditorin lisäksi muun muassa ominaisuuksia graafisen käyttöliittymän suun-
nitteluun, integroituun projektin versionhallintaan ja sovellusten emulointiin erilaisilla vir-
tuaalisilla Android-laitteilla. (Google 2017) 
 
Kuva 3. Esimerkki Android Studio 2.1-version käyttöliittymästä. 
Kuvassa 3 esitellään Android Studion version 2.1 visuaalista käyttöliittymää. Avoinna 
olevassa näkymässä on vasemmalla puolella projektin kansiorakennepuu, josta tiedos-
toja voi avata oikealla puolella olevaan editointinäkymään muokattavaksi. 
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Android-sovelluksen projekti koostuu monesta eri tiedostosta ja kansiorakenteesta, 
mutta projektin alaisuuteen määritellään yleensä ainakin kansiot ’manifests’, ’java’ ja 
’res’, jotka näkyvät myös edellisen kuvan kansiorakennepuussa. Android sovelluksen 
ohjelmakoodi kirjoitetaan yleensä Java-kielellä ja siinä käytetään hyväksi Googlen kehit-
tämiä Java-kirjastoja. Ohjelmakoodi kirjoitetaan java-kansion alle tallennettuihin java-tie-
dostoihin. Android-sovellusten visuaalinen käyttöliittymä määritellään XML-kielellä ja 
siinä käytetään hyväksi Androidin omaa XML-sanastoa ja valmiita käyttöliittymäelement-
tejä. XML-koodi kirjoitetaan res-kansion alle tallennettuihin xml-tiedostoihin. 
Aiemmin mainittu manifests-kansio sisältää projektin kannalta olennaisen AndroidMa-
nifest.xml-tiedoston, eli niin sanotun sovelluksen manifestin. Tämä tiedosto on pakollinen 
osa projektia ja se määrittelee muun muassa sovelluksen Java-paketin nimen, sovelluk-
sen sisältämät komponentit ja sen tarvitsemat oikeudet suoritettavalla laitteella. Esimerk-
kejä mahdollisista oikeuksista ovat muun muassa oikeus käyttää verkkoyhteyttä tai oi-
keus hallinnoida laitteeseen tallennettuja Wi-Fi -verkkoja. (Google 2017) 
3.2 Android-sovelluksen komponentit 
Android-sovellukset koostuvat erilaisista ohjelmallisista komponenteista, joista esimerk-
kejä ovat aktiviteetit (activity), fragmentit ja palvelut (service). Komponentit ovat aktiivisia 
sovelluksen osia, ne kirjoitetaan pääosin Java-kielellä ja ne tulee esitellä sovelluksen 
manifestissa. 
Google kutsuu aktiviteetteja Android-sovelluksen perustason rakennuspalikoiksi, jotka 
toimivat käyttäjän lähtöpisteenä tämän ollessa vuorovaikutuksessa sovelluksen kanssa 
(Google 2016). Aktiviteetti luodaan tekemällä Java-luokka, joka toteuttaa Androidin kir-
jastoista löytyvää Activity- tai AppCompatActivity-luokkaa. Aktiviteetit toimivat usein toi-
minnollisuuksina käyttöliittymän takana ja niille on myös perinteisesti määritelty XML-
tiedostosta haettava käyttöliittymä, jonka elementit sidotaan aktiviteetin toimintoihin. Jo-
kaisella Android-sovelluksella tulee olla ainakin yksi aktiviteetti, joka käynnistetään so-
velluksen avauksen yhteydessä ja joka määritellään sovelluksen manifestissa. Jokai-
sella aktiviteetilla on oma elinkaarensa, jonka aikana ne muun muassa luodaan, käyn-
nistetään, pysäytetään ja lopulta tuhotaan.  
Fragmentti on Android 3.0 -versiossa julkaistu komponentti, jonka tarkoituksena oli alun 
perin helpottaa responsiivisien käyttöliittymien suunnittelua eri kokoisille laitteille. Ruiz 
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antaa kirjassaan esimerkin, jonka mukaan fragmenttien voi ajatella olevan modulaarinen 
osa aktiviteettia, jolla on oma elinkaarensa, joka saa omia syötteitä käyttäjältä ja joka 
voidaan lisätä tai poistaa aktiviteetin ollessa käynnissä (Ruiz 2015, 22). Fragmentit toi-
mivat siis itsenäisenä osana aktiviteettiä ja niiden käyttötarkoitus on yleensä joidenkin 
käyttöliittymäosioiden erottaminen muusta aktiviteetistä löytyvästä toiminnallisuudesta. 
Fragmentin elinkaari on samankaltainen kuin aktiviteetilla ja niitä luodaan toteuttamalla 
Androidin kirjastoista löytyvää Fragment-luokkaa. 
SmokyClient-sovelluksessa käytin useita aktiviteetteja ja fragmentteja pitämään sovel-
luksen erilaiset toiminnallisuusnäkymät erillään toisistaan. Kehityksen alkuvaiheessa yri-
tin ensin jakaa sovelluksen pelkästään aktiviteetteihin ja niihin sidottuihin käyttöliitty-
mänäkymiin, mutta työn edistyessä totesin tämän tavan epäkäytännölliseksi. Yritin myö-
hemmin pitäytyä tavassa, jossa visuaalinen käyttöliittymä on aina sidottu fragmenttiin ja 
taustalla toimiva aktiviteetti hallinnoi kyseisiä fragmentteja, niiden välistä kommunikaa-
tiota ja taustalla suoritettavia prosesseja. Näin suoraan käyttöliittymään kytkeytyvä oh-
jelmakoodi saadaan erotettua sovelluksen muusta ohjelmakoodista ja aktiviteettien ra-
kenne pysyy puhtaampana. 
Palvelut ovat Googlen mukaan sellaisia sovelluksen komponentteja, jotka voivat toteut-
taa pitkäaikaisia suorituksia sovelluksen taustalla ja joihin ei ole sidottu suoraan käyttö-
liittymäelementtejä (Google 2016). Palveluita käytetään siis yleisesti pitkäaikaisten tai 
raskaiden suoritusten tekemiseen taustalla niin, että ne eivät ruuhkauta sovelluksen 
käyttöliittymäsäiettä ja siten aiheuta sovelluksen käyttöliittymässä hidastumista. 
3.3 Visuaalisen käyttöliittymän määrittely 
Android-projektissa visuaalinen käyttöliittymä määritellään XML-kielellä käyttäen Androi-
din omaa XML-sanastoa, sekä valmiita käyttöliittymäelementtejä. Käyttöliittymää voi 
Android Studiossa suunnitella visuaalisella käyttöliittymäeditorilla, joka luo automaatti-
sesti käyttöliittymän XML-kielisen määrittelyn tai kirjoittamalla suoraan XML-kielistä koo-
dia tekstieditorissa. Visuaalisessa käyttöliittymäeditorissa käyttöliittymään on mahdol-
lista myös vetää ja asetella hiirellä erilaisia elementtejä.  
Kuvassa 4 on esimerkki Android Studion visuaalisesta käyttöliittymäeditorista, johon on 
avattu SmokyClient-sovelluksen myyntitilan yksi käyttöliittymänäkymä. Ikkunan keskellä 
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nähdään esikatselunäkymä siitä miltä käyttöliittymä näyttäisi sovelluksessa ilman suori-
tuksen aikaisia muokkauksia. Näkymässä on valittuna RecyclerView-elementti, jonka si-
sään lisätään ohjelman suorituksessa tuotteita kuvaavat korttielementit pystysuunnassa 
rullattavaksi ruudukoksi. RecyclerView on Androidin uusimpia käyttöliittymäelementtejä 
ja sitä huomattavasti yleisemmin käytössä ovat esimerkiksi tekstikentät, nappulat, kuva-
elementit ja erilaiset elementtien sijoitusalueet, kuten LinearLayout ja RelativeLayout. 
Sijoitusalueet määrittelevät alueita, joiden sisään voidaan määritellä toisia elementtejä. 
Erilaiset sijoitusalueet järjestelevät sisältämänsä elementit eri tavoin. 
 
Kuva 4. Android Studion visuaalinen käyttöliittymäeditori. 
Käyttöliittymän elementeille annetaan XML-koodissa usein tunniste, jonka avulla ne voi-
daan tuoda olioiksi sovelluksen ohjelmakoodiin ja sitoa niiden sisältöä tai muita ominai-
suuksia sovelluksen suoritukseen. 
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4 SMOKYCLIENT-SOVELLUKSEN KEHITYS 
4.1 Sovelluksen suunnittelu ja kehityksen eteneminen 
SmokyClient-sovelluksen toteutus eteni projektin kuluessa osittain porrastetusti, sillä osa 
aikaisemmin mainituista sovelluksen vaatimuksista ei ollut tiedossa vielä projektin alku-
vaiheessa. Tämän vuoksi osa myöhemmin esiteltävistä sovelluksen näkymistä tai toi-
minnollisuuksista on lisätty SmokyClient-sovellukseen erillisinä kokonaisuuksina. Toi-
saalta sovellus myös kasvoi projektin kuluessa niin suureksi, että joudun käsittelemään 
tämän opinnäytetyön puitteissa vain niitä ominaisuuksia ja näkymiä, jotka koen sovelluk-
sen ydinalueeksi ja alkuperäisten vaatimusten kannalta olennaisimmiksi. 
Sovelluksen suunnittelu ja toteutus aloitettiin yhdestä näistä ydinominaisuuksista, eli lan-
gattomien yhteyksien luomisesta Raspberry Pi -laitteeseen ja niin sanotun myyntinäky-
män käyttöliittymän ja perustoiminnallisuuksien toteuttamisesta. Myyntinäkymällä tarkoi-
tetaan tässä tapauksessa sovelluksen näkymää, jossa käyttäjä voi nähdä automaatin 
tuotteet ja jonka avulla kyseisiä tuotteita voi tilata automaatista ulos. Projektin myöhem-
missä vaiheissa toteutettiin myös sovelluksen käyttöönottoon sekä järjestelmän asen-
nukseen liittyvät ominaisuudet, joita esittelen myöhemmin tässä luvussa. 
Suunnitellessani SmokyClient-sovelluksen yleisilmettä ja käyttöliittymää otin osittain 
mallia Material design -ohjeistuksesta, joka on Googlen erityisesti Android-sovelluksille 
laatima suositus siitä, miten käyttöliittymän tulisi toimia ja miltä sen tulee näyttää. Käytin 
erityisesti hyväkseni Material design -ohjeistuksessa määriteltyä kortti-komponenttia. 
Kortti määritellään ohjeistuksessa paperiarkiksi, joka kokoaa tietoa ja joka voi toimia läh-
töpisteenä yksityiskohtaisempaan tietonäkymään (Google 2017). Kuvassa 5 on esitelty 
SmokyClient-sovelluksessa usein toistuva käyttöliittymäelementti, joka lainaa edellä 
mainitun kortti-komponentin ominaisuuksia. Siinä kortin keskustaan kootaan yhden ai-
hepiirin kannalta olennaista tietoa ja kortin alareunaan lisätään yleensä yksi tai useampi 
nappula, jonka avulla käyttäjä voi vuorovaikuttaa kyseiseen tietoon. 
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Kuva 5. Esimerkki SmokyClient-sovelluksessa käytetystä kortti-elementistä. 
Seuraavaksi esittelen sovelluksen tärkeimpien näkymäkokonaisuuksien suunnittelua ja 
toteutusta. Näistä ensimmäiseksi esitellään myyntitila, joka kattaa järjestelmän normaa-
liin käyttöön liittyvät näkymät. Normaalilla käytöllä viitataan tässä tuotteiden tilaamiseen 
ja automaatin täyttämiseen. Myöhemmin esittelen myös sovelluksen käyttöönottoon ja 
järjestelmän asentamiseen liittyvät erilliset tilat.  
4.2 Myyntitila 
4.2.1 Myyntitilan ohjelmallinen rakenne 
SmokyClient-sovelluksen myyntitila sisältää useita koko laitteen ruudun täyttäviä näky-
miä, jotka toteutin projektin aivan alkuvaiheessa omina erillisinä aktiviteetteinaan. Tulin 
kuitenkin projektin edetessä siihen lopputulokseen, että usean aktiviteetin ylläpitäminen 
kyseisessä näkymässä on tarpeetonta ja muokkasin myöhemmin myyntitilan yhdeksi ak-
tiviteetiksi, joka hallinnoi useita fragmentteja, joista taas suurin osa sisältää käyttäjälle 
esitettävän käyttöliittymän 
Kuvassa 6 esitellään yksinkertaistetusti kyseisen tilan ohjelmallista rakennetta ja raken-
teen komponenttien keskeisiä suhteita. Kuten kuvasta voidaan todeta, on myyntitila oi-
keastaan vain yksi aktiviteetti, joka hallitsee useita fragmentteja. Käyttäjälle näkyviä ja 
oman käyttöliittymänsä omaavia fragmentteja ovat ProductFragment, joka sisältää 
myyntinäkymän pääkäyttöliittymän, ScreenSaverFragment, jonka käyttöliittymä näyte-
20 
TURUN AMK:N OPINNÄYTETYÖ | Ville Raikko 
tään, kun käyttäjä ei ole vuorovaikutuksessa sovelluksen kanssa tiettyyn aikaan ja lo-
puksi InfoFragment, joka sisältää erilaisia tietonäkymiä, kuten myyntitilan lokin, ohjekirjat 
ja tietoa sovelluksen tilasta. 
 
 
Kuva 6. SmokyClient-sovelluksen myyntitilan ohjelmallinen rakenne. 
Näiden fragmenttien lisäksi pääaktiviteetti luo ja hallinnoi niin sanottua taustafragmenttia, 
jolle ei määritellä käyttöliittymää ja joka pysyy elossa, kunnes pääaktiviteetti tuhotaan 
tarkoituksellisesti. Tämä taustafragmentti hallinnoi näkymän tarvitsemia yhteyksiä ja 
taustalla suoritettavaa tarkastussilmukkaa, jonka tehtävänä on ajaa ohjelmallisia tarkis-
tuksia tietyin väliajoin. Näin kyseiset yhteydet ja silmukat voidaan pitää elossa silloinkin, 
kun Android tuhoaa isäntäaktiviteetin väliaikaisesti, esimerkiksi laitteen kääntyessä vaa-
katasosta pystytasoon. Näin myös estetään tilanne, jossa aktiviteetin kontekstia pide-
tään hallussa taustasäikeissä, jolloin Javan roskienkerääjä ei voisi tuhota aktiviteetin in-
stanssia sen sulkeuduttua. Fragmentin käyttäminen olioiden säilömiseen on toimiva, 
mutta ei optimaalinen tapa ratkaista asia. Tulevaisuudessa yhteyksien ylläpitäminen on 
tarkoitus siirtää tähän paremmin soveltuvaan palveluun (service). 
4.2.2 Myyntinäkymän käyttöliittymä 
Myyntinäkymän käyttöliittymään kohdistui useita vaatimuksia, joista osa on jo esitelty 
raportissa aiemmin. Tärkeimpiä vaatimuksia oli valitun tupakka-automaatin tuotteiden 
esittäminen selkeänä ruudukkona, automaatin reaaliaikaisen tilausjonon ja vanhassa oh-
jaintaulussa näkyneiden valojen esittäminen visuaalisesti, sekä mahdollisuus rajata nä-
kyviä tuotteita pikanäppäimillä ja tuotenäkymän piilottaminen näytöltä, kun käyttäjä ei ole 
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aktiivinen tiettyyn aikaan. Tämän lisäksi sovelluksen käyttöliittymän tulee täyttää koko 
laitteen ruutu ja piilottaa Android-käyttöjärjestelmän elementit, joita painamalla käyttäjä 
voisi vahingossa poistua sovelluksesta. Lähes kaikki kyseiset vaatimukset kohdistuvat 
edellä esiteltyyn ProductFragment-elementtiin, jonka käyttöliittymä esitellään seuraa-
vassa kuvassa. 
 
Kuva 7. ProductFragmentin käyttöliittymä taulutietokoneen ollessa vaakatasossa. 
Kuvassa 7 näkyy ProductFragmentin käyttöliittymä sellaisena, kun se esitetään laitteen 
ollessa vaakatasossa. Siinä suurimman tilan vie keskellä oleva alue, jonka sisällä tu-
pakka-automaatin tuotteet esitetään interaktiivisina kortti-elementteinä. Korttia paina-
malla tuote kerätään myyntinäkymään ilmestyvään ostoskoriin, josta tilaus voidaan lä-
hettää automaatille. Oikeassa yläkulmassa esitetään nelikulmaisina elementteinä valot, 
jotka palaisivat automaatin ohjaintaulussa ja niiden alla olevassa tilassa sijaitsee auto-
maatin tilausjono, johon kertyy kaikki automaatin käsittelyssä olevat tuotetilaukset omina 
kortteinaan. Näkymän vasemmassa laidassa on pikanäppäimet näkyvien tuotteiden ra-
jaamiselle tiettyjen värien tai kategorioiden mukaan, sekä erilliset näppäimet niin sanotun 
tietonäkymän tai myyntinäkymän asetusten avaamiseen. Vasemmasta alakulmasta löy-
tyy myös näppäin myyntinäkymästä poistumiseen. 
Suurin haaste kyseisessä näkymässä oli pitää tuotekortit oikeassa mittasuhteessa. Toi-
minnallisuuden kirjoitushetkellä Androidissa ei ollut valmista mahdollisuutta määritellä 
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käyttöliittymäelementeille kiinteitä kuvasuhteita, joten jouduin lopulta keksimään ongel-
maan oman ratkaisuni. Kortit ovat Androidin tukikirjastosta löytyviä CardView-element-
tejä, jotka sijoitetaan ohjelmallisesti samasta kirjastosta löytyvään RecyclerView-ele-
menttiin rullattavaksi ruudukoksi. Kortit mukautuvat leveyssuunnassa automaattisesti 
niin, että jokainen kortti saa isäntäelementtinsä leveydestä samassa suhteessa tilaa. 
Korttien korkeus taas mukautuu sen sisältämän kuvaelementin mukaan, joka on oma 
muokkaukseni Androidin ImageView-kuvaelementistä. Kyseisen muokatun elementin 
tarkoitus on mukautua tiettyyn kuvasuhteeseen oman leveytensä mukaan. Kuvassa 8 
esitetään oman StaticRatioImageView-elementtini yliajettu onMeasure-metodi, joka 
määrittää kuvaelementin korkeuden uudestaan sen saatua alkuperäiset mittansa. 
 
Kuva 8. Ote StaticRatioImageView-luokan ohjelmakoodista. 
Toinen haaste liittyi sellaisen tilanteen havaitsemiseen, jossa laite on ollut käyttämättä 
tietyn aikaa, jolloin tuotekortit sisältävä käyttöliittymä voidaan piilottaa ja laitteen näytön 
taustavalo voidaan himmentää.  Tähän haasteeseen löytyi kuitenkin yksinkertainen rat-
kaisu, sillä Androidin aktiviteetit tarjoavat yliajettavan onUserInteraction-metodin, joka 
suoritetaan aina kun käyttäjä on vuorovaikutuksessa aktiviteetin kanssa. Tämän metodin 
avulla pystyin helposti pitämään kirjaa edellisen vuorovaikutuksen ajankohdasta ja las-
kemaan kuinka kauan aikaa siitä on kulunut.  
4.2.3 Yhteyksien muodostaminen ja kommunikaatio 
Myyntitilan täytyy muodostaa ja ylläpitää langatonta yhteyttä valitun tupakka-automaatin 
ohjaimeen ja kuten aikaisemmin todettiin, näitä yhteyksiä hallitaan pääaktiviteetin hallit-
semassa BackgroundFragmentissa. Sovelluksen tulee olla vaatimusten mukaisesti yh-
teydessä ohjaimeen käyttäen Bluetooth-yhteyttä, sekä langattoman lähiverkon kautta 
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käyttäen UDP-protokollaa. Kaikki viestit lähetetään optimaalisessa tilanteessa molem-
pien yhteyksien kautta ja jonkin yhteyden ollessa poikki, tilannetta pyritään analysoimaan 
ja korjaamaan. 
Langattoman lähiverkon kautta käytävä kommunikointi toteutetaan edellä mainitussa 
fragmentissa luotavan säikeen avulla, joka pitää sisällään DatagramSocket-luokasta 
muodostetun olion. Tämän olion avulla voidaan lähettää ja vastaanottaa UDP-protokol-
lan mukaisia paketteja. Olio on luotava käyttöliittymäsäikeen ulkopuolella, sillä olion luo-
man socketin avaamisen jälkeen säie pysähtyy odottamaan saapuvaa pakettia. Kuvassa 
9 esitellään DatagramSocketin luomista, halutun portin kuuntelemista ja saatujen vies-
tien lähettämistä eteenpäin ohjelman hierarkiassa. 
 
Kuva 9. DatagramSocketin luominen ja pakettien vastaanottaminen. 
Bluetooth-yhteyden luontia varten on käytettävän taulutietokoneen ja ohjaimen välille en-
sin luotava Bluetooth-laiteparitus. Laiteparituksen luonti tapahtuu SmokyClient-s ovelluk-
sen käyttöönoton tai järjestelmän asennuksen yhteydessä. 
Bluetooth-yhteyden luonti mahdollisimman varmasti oli yksi sovelluksen suurimpia on-
gelmia. Erityisesti kaikkein halvimpien taulutietokoneiden kanssa yhteydenluontia jou-
duttiin hiomaan pitkään, eikä sitä lopultakaan saatu toimimaan täysin varmasti kaikilla 
laitteilla. Kuvassa 10 esitellään tärkeimpiä osia Bluetooth-yhteyden luomisesta ohjelma-
koodissa ja siitä voidaan huomata, että prosessiin sisältyy muun muassa useita ja erilai-
sia yrityskertoja. 
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Koodissa luodaan ensin halutun laitteen avulla BluetoothSocket-luokasta olio, jota voi-
daan pyytää luomaan yhteys laitteiden välille. Periaatteessa jo tämän pitäisi riittää yh-
teyden onnistuneeseen luomiseen, mutta useilla testilaitteilla tämä onnistui erittäin har-
voin tai ei koskaan. Ensimmäinen hyväksi havaittu parannus oli kokeilla sammuttaa lait-
teen Bluetooth-yhteydet pois päältä ja käynnistää ne uudestaan ennen yhteyden avaa-
mista. Koodiesimerkissä tämä tehdään try-alueen sisällä juuri ennen socket.connect() -
metodin kutsumista. Laitteen Bluetooth-yhteydet sammutetaan ja käynnistetään uudes-
taan, jonka jälkeen jäädään odottamaan yhteyden palautumista ennen siirtymistä eteen-
päin. 
Jos yhteyden luominen ei vieläkään onnistu, yritetään vielä luoda BluetoothSocket-luo-
kasta uusi olio, mutta tällä kertaa niin sanotun heijastuksen, eli reflektion kautta ja yrite-
tään yhdistämistä vielä kerran uudestaan. 
 
Kuva 10. Bluetooth-yhteyden luominen ohjainlaitteeseen. 
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Edellä mainitut kokeilut Bluetooth-yhteyden luomisen kanssa johtivat siihen, että saimme 
yhteyden lopulta toimimaan kaikilla käytössä olevilla laitteilla. Joskus Bluetooth-yhteyden 
luomiseen tarvitaan silti useita yrityskertoja, mutta tällöin sovellus on jo yleensä käytössä 
UDP-yhteyden kautta ja käyttäjä ei välttämättä huomaa mitään eroa varsinaisessa käyt-
tökokemuksessa. 
Sovellus pitää yllä edellä esiteltyjä yhteyksiä ja kommunikoi niiden välityksellä ohjainlait-
teelle käyttäjältä saatavia käskyjä, sekä tietyin väliajoin generoitavia tiedotteita omasta 
tilastaan ja kyselyitä muuttuvista tiedoista. Muuttuvia tietoja ovat esimerkiksi ohjainlait-
teelle annettu nimi ja ohjainlaitteen tarjoamat sovelluspäivitykset, sekä ohjekirjat. 
4.3 Sovelluksen käyttöönotto 
Sovelluksen käyttäjän näkökulmasta sen ensimmäiset ominaisuudet liittyvät sovelluksen 
käyttöönottoon. Käyttöönoton suorittaa järjestelmän asentaja asennusprosessin aluksi 
ja sen tarkoituksena on antaa SmokyClient-sovellukselle toimipistekohtaiset tiedot, joita 
se tarvitsee toimiakseen osana Smoky-järjestelmää. Näitä tietoja ovat ainakin:  
 käytettävän langattoman lähiverkon tunnukset 
 toimipistekohtainen järjestelmän rajapinta-avain. 
Alkuperäisen suunnitelman mukaisessa käyttöönottoprosessissa sovelluksen asentaja 
olisi syöttänyt edellä mainitut tiedot manuaalisesti sovelluksen asennuskäyttöliittymään. 
Asentaja joutuu kuitenkin toistamaan tämän prosessin useita kertoja jokaisessa asen-
nuskohteessa, joten yritimme muokata tätä prosessia helpommaksi ja vähemmän aikaa 
vieväksi. Ratkaisuna oli upottaa syötettävät tiedot asentajalle annettavaan QR-koodiin, 
josta ne voidaan lukea suoraan sovelluksen muistiin. 
QR-koodi on kuvassa 13 esitetyn tyylinen, viivakoodin kaltainen kaksiulotteinen kuvio-
koodi, joka on kehitetty japanilaisessa Denso Wawe -nimisessä yrityksessä. Se voi si-
sältää jopa 7089 merkkiä pitkän merkkijonon. (Denso Wave 2016) 
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Kuva 11. Esimerkki yksinkertaisesta QR-koodista. 
SmokyClient-sovelluksen käyttöönotto suunniteltiin etenevän seuraavalla tavalla: 
1. Sovellus avataan. Todetaan ettei toimintaan tarvittavia tietoja ole vielä syötetty. 
Näytetään käyttäjälle näkymä, jossa pyydetään syöttämään kyseiset tiedot. 
2. Käyttäjä lukee sovelluksella toimipistekohtaisen QR-koodin. Koodin salattu si-
sältö puretaan luettavaan muotoon ja siitä noukitaan tarvittavat tiedot sovelluksen 
muistiin. 
3. Tallennetaan luettu rajapinta-avain sovelluksen muistiin. 
4. Lisätään käytettävä lähiverkko luettujen tietojen avulla laitteen muistiin, jonka jäl-
keen käsketään laitetta yhdistämään kyseiseen verkkoon. 
5. Sovelluksen käyttöönotto on valmis, kun laite on onnistuneesti yhdistetty käytet-
tävään lähiverkkoon. 
Käytin SmokyClient-sovelluksessa QR-koodin lukemiseen avoimen lähdekoodin kirjas-
toa nimeltä ZebraCrossing, joka mahdollistaa viivakoodien sekä QR-koodien tunnistami-
sen ja lukemisen laitteen kameran avulla. Kirjaston avulla on myös mahdollista luoda 
ohjelmallisesti kuvamuotoisia QR-koodeja sovelluksen käyttöliittymään. Käytin tätä omi-
naisuutta hyväkseni niin, että sovellus voi käyttöönoton jälkeen näyttää käyttäjälle uutta 
generoitua QR-koodia, josta tarvittavat tiedot voidaan taas lukea seuraaviin laitteisiin. 
Kuvan 12 ohjelmakoodiesimerkissä SetupActivity-nimisen aktiviteetin käyttöliittymässä 
olevan napin painallukseen sidotaan suoritusta, joka avaa edellä mainitun kirjaston 
avulla QR-koodin lukunäkymän. Näkymässä laitteen kameralla osoitetaan luettavaa koo-
dia, jolloin suoritus palautuu edellisen aktiviteettiin ja luettu tieto saadaan yliajamalla ky-
seisen aktiviteetin onActivityResult-metodi. 
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Kuva 12. Ohjelmakoodiesimerkki QR-koodin lukemisen aloituksesta. 
Kun ohjelma on saanut QR-koodista luetut tiedot, yritetään niiden perusteella lisätä lait-
teen muistiin käytettävän langattoman lähiverkon tiedot. Tämä tapahtuu kuvan 13 osoit-
tamalla tavalla, jossa luettujen tietojen pohjalta luodaan WifiConfiguration-luokan olio ja 
pyydetään laitetta tallentamaan se. Sovellus tarvitsee tähän ominaisuuteen manifestissa 
määritellyn oikeuden android.permission.CHANGE_WIFI_STATE. 
 
Kuva 13. Langattoman lähiverkon tietojen tallennus laitteeseen. 
Käyttöönoton lopuksi sovellus pyytää vielä laitetta yhdistämään edellä määriteltyyn lan-
gattomaan verkkoon. Käyttäjälle esitetään käyttöönoton onnistuneen, jos laite onnistuu 
yhdistämään kyseiseen verkkoon ja luettu rajapinta-avain on odotetun kaltainen. 
4.4 Järjestelmän asennusominaisuudet 
Yksi sovelluksen vaatimuksista oli toimia työkaluna Smoky-järjestelmän asennuksessa. 
Tämä tarkoittaa käytännössä sitä, että SmokyClient-sovelluksella pitää pystyä antamaan 
sen käyttöönotossa luetut tiedot tupakka-automaatin ohjaimena toimivalle Raspberry Pi 
-laitteelle, sekä kommunikoimaan ohjaimelle erilaisia käskyjä ja muuttamaan ohjaimen 
asetuksia. 
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Asennusprosessi jakautuu SmokyClient-sovelluksen näkökulmasta kahteen vaihee-
seen: esiasennettujen Raspberry Pi-laitteiden langattomaan etsintään, sekä komentojen 
ja asennustietojen välittämiseen löydetyille laitteille. Esiasennettu Raspberry Pi -laite tar-
koittaa tässä tapauksessa sellaista laitetta, joka on käynnistetty ja kytketty valmiiksi kiinni 
tupakka-automaattiin, mutta joka ei ole saanut toimintansa aloittamiseen tarvittavia tie-
toja. Tällaisessa tilassa olevat Raspberry Pi -laitteet on määritelty pysymään löydettä-
vissä ja paritettavissa Bluetooth-yhteyden avulla. 
Kuviossa 2 esitellään tarkemmin yhden tupakka-automaatin ohjaimen asennusprosessia 
sekvenssikaaviona. Sekvenssikaavio jakautuu pystysuuntaisiin viivoihin, eli niin sanot-
tuihin elämänlankoihin, jotka edustavat eri tasojen toimijoita. Tässä tapauksessa toimijat 
ovat asentaja, SmokyClient-sovellus, Raspberry Pi -ohjain ja Smoky-järjestelmän pilvi-
palvelu. Kaavio etenee ylhäältä alaspäin ja se kuvaa asennusprosessin etenemistä ja eri 
toimijoiden välistä kommunikaatiota prosessin aikana. 
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Kuvio 2. Sekvenssikaavio Smoky-järjestelmän asennusprosessista. 
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Kun asentaja on saanut luotua Bluetooth-parituksen laitteiden välille, voi hän ottaa auto-
maatin ohjaimeen yhteyden SmokyClient-sovelluksen asennusnäkymästä. Yhteys luo-
daan edellä esitellyllä tavalla Bluetooth-yhteyden yli. Yhteyden luomisen jälkeen sovellus 
avaa kuvan 14 mukaisen yksittäisen automaatin asennusnäkymän, jonka kautta asen-
taja voi syöttää ohjaimelle sen tarvitsemat tiedot, antaa ohjaimelle erilaisia käskyjä tai 
muokata automaatin tuotekarttaa. Kyseinen näkymä sisältää kaksi välilehteä, joista va-
semmanpuoleinen sisältää automaatin asennuksen kannalta olennaisten asetusten 
syöttämisen ja oikeanpuoleinen erikoistilanteissa tarvittavia komentoja. 
 
  
Kuva 14. Automaatin ohjaimen asennusnäkymä. 
Kun ohjain on saanut tarvittavat tiedot, yhdistänyt itsensä onnistuneesti pilvipalveluun ja 
ladannut itselleen oikean tuotekartan, on se valmis otettavaksi käyttöön ja se tulee löy-
dettäväksi myös lähiverkkoon seuraavaksi esitellyllä tavalla. 
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4.5 Automaattien etsiminen lähiverkosta 
Asennettujen tupakka-automaattien löytäminen lähiverkosta päätettiin toteuttaa multi-
cast-tekniikalla, eli niin sanotulla ryhmälähetyksellä. Ryhmälähetyksessä sama IP-tieto-
liikennepaketti voidaan välittää yhtäaikaisesti kaikille tiettyyn ryhmälähetysryhmään liit-
tyneille laitteille. Jos usealle laitteelle välitetään verkossa samaa tietoa, voidaan ryhmä-
lähetystä käytettäessä säästää aikaa ja verkkokapasiteettia, kun vertailukohtana on nor-
maalisti käytössä oleva unicast, eli täsmälähetys (Anttila 2010, 344). Smoky-projektissa 
ryhmälähetyksen suurin etu oli kuitenkin se, että kaikkiin valmiudessa oleviin Raspberry 
Pi -tietokoneisiin voidaan luoda yhteys lähiverkossa tietämättä kyseisten laitteiden 
verkko-osoitetta. 
Jotta automaatteja voitaisiin etsiä lähiverkosta, pitää niitä ohjaavien Raspberry Pi -lait-
teiden ensin hakeutua kyseisen verkon ennalta määriteltyyn ryhmälähetysryhmään. Tä-
män jälkeen ryhmään voidaan lähettää sovitun protokollan mukainen viesti, jolloin kaikki 
ryhmän jäsenet voivat ilmoittaa itsestään viestin lähettäjälle. 
 
Kuva 15. Viestin lähetys ryhmälähetysryhmään sovelluksen ohjelmakoodista. 
Otin kyseisen toiminnallisuuden käyttöön SmokyClient-sovelluksessa jo erittäin aikai-
sessa vaiheessa sovelluksen kehitysprosessia. Suunnittelin ensin ominaisuudelle yksin-
kertaisen käyttöliittymän, jossa käyttäjä aloittaisi haun painamalla hakupainiketta ja haun 
tulokset kertyisivät käyttöliittymässä olevaan listanäkymään. Jokainen automaatti näkyisi 
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listassa omana korttinaan, joka sisältäisi kyseisen automaatin ilmoittamat tiedot itses-
tään ja painikkeen, jota painamalla käyttäjä voisi valita listalta haluamansa automaatin. 
Myöhemmin lisäsin kortteihin myös visuaalisen esityksen siitä, onko kyseistä automaat-
tia ohjaavan Raspberry Pi -laitteen ja käytössä olevan taulutietokoneen välille luotu 
Bluetooth-paritusta. 
4.6 Sovelluksen päivittäminen 
Android-sovellukset julkaistaan allekirjoitettuna APK-tiedostopakettina (Android applica-
tion package), joka sisältää muun muassa sovelluksen käännetyn ohjelmakoodin ja sen 
tarvitsemat tiedostot, sekä joitain Androidin paketinhallintajärjestelmän tarvitsemia me-
tatietoja kyseisestä sovelluksesta. Näitä metatietoja ovat esimerkiksi sovelluksen sertifi-
kaatti ja AndroidManifest-tiedoston sisältämät merkinnät, kuten sovelluksen versio ja sen 
tarvitsemat oikeudet.  
Sovellusten pääasiallisena julkaisukanavana toimii yleensä Googlen omistama Google 
Play -sisältöpalvelu, jonka kautta laitteille on mahdollista asentaa tai päivittää jo asen-
nettuja sovelluksia. Smoky-projektissa sovelluksen jakelu ja päivitys päätettiin kuitenkin 
toteuttaa tämän palvelun ulkopuolelta, jolloin sovellukselle oli kehitettävä myös oma toi-
minnallisuus päivitysten tarkistukselle, pakettien lataukselle ja asennukselle. 
SmokyClient-sovelluksen on siis itse huolehdittava siitä, onko uusia päivityksiä tarjolla ja 
myös kyseisten päivitysten asentamisesta. Smoky-järjestelmässä automaattien ohjaimet 
lataavat uusimmat päivitykset pilvipalvelusta niiden tullessa tarjolle, jonka jälkeen ne tar-
joavat niitä samassa lähiverkossa toimiville SmokyClient-sovelluksille. Kun sovellus tie-
tää päivityksen olevan saatavilla, se ilmoittaa siitä käyttäjälle sovelluksen käyttöliitty-
mässä. Kun käyttäjä aloittaa päivitysprosessin, sovellus avaa uuden päivitysnäkymän, 
jossa uusi APK-paketti ladataan ja päivityksen etenemisen tila esitetään käyttäjälle. Oi-
keaksi todettu APK-paketti annetaan Android-järjestelmän paketinhallinnalle asennetta-
vaksi kuvan 17 osoittamalla tavalla, jolloin käyttöjärjestelmä pyytää käyttäjää vielä hy-
väksymään asennuksen ja sovelluksen mahdolliset uudet oikeudet. 
 
33 
TURUN AMK:N OPINNÄYTETYÖ | Ville Raikko 
Kuva 17. Esimerkki ladatun paketin antamisesta Androidin paketinhallintajärjestelmän 
asennettavaksi. 
Jotta Androidin paketinhallintajärjestelmä suostuu päivittämään sovelluksen sille anne-
tulla APK-paketilla, tulee paketin ja päivitettävän sovelluksen olla allekirjoitettu samalla 
julkaisuavaimella ja molemmat paketit tulee olla nimetty samalla nimellä.  
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5 YHTEENVETO JA ARVIOINTI 
Opinnäytetyön tavoitteena oli toteuttaa Android-sovellus, joka täyttäisi tämän raportin 
alussa esitellyt vaatimukset ja toimisi siten osana Qem Software -yrityksen kehittämää 
tupakka-automaattien ohjausjärjestelmää. Opinnäytetyön puitteissa valmistuikin julkai-
suvalmis sovellus, joka täyttää edellä mainitut vaatimukset ja sisältää myös joidenkin 
projektin aikana mukaan tulleiden vaatimusten mukaisia ominaisuuksia. 
Uusi Smoky-järjestelmä otettiin käyttöön ennen opinnäytetyön valmistumista, ja siten 
myös SmokyClient-sovellus ehti päätyä tuotantoon tänä aikana. Sovellus on keväällä 
2017 päivittäisessä käytössä muutamassa kymmenessä toimipisteissä ja noin 200 lait-
teessa ympäri Suomea. Vaikka sovelluksen kehityksessä oli pieniä ongelmia, koen kui-
tenkin opinnäytetyön käytännön osuuden sujuneen hyvin ja lopputuloksen onnistu-
neeksi. Työn vahvuutena pitäisin kokonaisen ohjelmistoprojektin viemistä suunnitteluvai-
heesta aina tuotantoon asti. Julkaisuvalmiissa sovelluksessa ei ole todettu suuria tai 
käyttöä haittaavia ongelmia, vaikka yksittäisiä virheitä ja ongelmia jouduttiinkin korjaa-
maan myöhemmillä päivityksillä. 
Yksi korjattavista ongelmista liittyi sovelluksen liian suureen virrankulutukseen. Muuta-
massa sovelluksen käyttökohteessa oli käytetty sellaisia latausjohtoja, joilla järjestelmää 
ei ollut aikaisemmin testattu. Tästä syystä taulutietokone oli saanut odotettua vähemmän 
virtaa, jolloin laite ei pystynyt lataamaan akkuaan odotetulla tavalla. Vaikka kyseessä 
olikin oikeastaan laiteongelma, korjattiin sitä osittain myös sovelluksen päivityksellä. Ky-
seisessä päivityksessä sovelluksen virrankulutusta optimoitiin ja sovellukseen lisättiin 
mahdollisuus näytön automaattiseen sammumiseen laitteen ollessa tarpeeksi kauan 
käyttämättä. 
Sovelluksen kehitys ja ylläpito jatkuvat tässä työssä esiteltyjen vaiheiden jälkeen. Sovel-
luksen jatkokehityksessä otetaan erityisesti huomioon käyttöönoton jälkeen saatuja pa-
rannusehdotuksia sekä kehityksen aikana opittuja uusia tekniikoita. Yksi tulevaisuu-
dessa korjattavista asioista SmokyClient-sovelluksessa on mielestäni erilaisten näky-
mien välinen navigointi, joka ei ole nykyisellään ratkaistu käyttäjän kannalta selkeim-
mällä tavalla. Näkisin ratkaisuna ongelmaan kaikkien myyntitilan ulkopuolisten näkymien 
toteuttamisen fragmentteina, joita hallitsee keskitetysti yksi aktiviteetti. Näin näkymien 
välisen navigoinnin voisi toteuttaa Androidin-sovelluksissa paljon käytetyllä Navigation 
Drawer -elementillä eli ruudun sivusta aukeavalla navigointivalikolla. 
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Toinen selkeä parannuskohde on yhteyksien siirtäminen itsenäisiin ja taustalla ajettaviin 
palveluihin, jotka kommunikoisivat sovelluksen kanssa Androidin sisäisten lähetysten 
avulla. Näin sovelluksen ja ohjaimen välistä yhteyttä olisi helpompi pitää yllä myös myyn-
tinäkymän ulkopuolella. 
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