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Abstract
Aspect-oriented approaches have commonly advocated separation of concerns. Some approaches have ap-
plied this separation in a symmetric fashion, like Hyper/J, whereas some others have relied on asymmetric
separation, like AspectJ. The diﬀerence in the approaches is that the diﬀerent concerns play a symmetric
role in the former, whereas the latter explicitly includes a conventional implementation on top of which
other concerns are woven onto as aspects. The question then arises, how are the concerns of the conven-
tional implementation special in the latter, and will the opportunity to use symmetric separation lead to
a fundamentally diﬀerent decomposition. In this paper, we discuss the dominance in decompositions in
speciﬁcations and corresponding aspect-oriented implementations. As examples, we use the speciﬁcation
method DisCo which allows modeling of concerns in a fashion that separates the diﬀerent concerns to spec-
iﬁcation branches, and aspect-oriented implementations using Hyper/J and AspectJ that can be composed
for DisCo speciﬁcations. As the ﬁnal outcome, we propose that any aspect-oriented approach addressing
the system at the level of program code necessarily has some concerns that are more dominant than some
others due to the control ﬂow of programs.
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1 Introduction
Tyranny of dominant decompositions is the term introduced to address problems
related to the inability to address all concerns of a software system using the same
facilities. Reported in [17], this has lead to the introduction of a paradigm where all
the concerns can be treated in a similar fashion, with a practical programming-level
implementation in Hyper/J [20]. Then, all concerns can be treated symmetrically,
which enables the creation of systems so that both conventional modularity and
cross-cutting properties are enabled using hypermodules.
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In contrast to symmetric approaches to manage cross-cutting properties, asym-
metric approaches have been introduced. For instance, AspectJ [18] introduces
facilities for augmenting a baseline implementation with additions referred to as
aspects. Then, one can advance such that an existing system, given as a conven-
tional program, is taken as the starting point, and new behaviors are woven into
the system with aspects. Furthermore, provided with a convention where aspects
are used for certain issues, the developers can anticipate the injection of aspects,
and overlook such parts of the system in the baseline implementation.
In general, the relation between symmetric and asymmetric approaches to aspect-
orientation [6,7,4] has been an interesting topic of research (e.g. [9]). In this paper,
we discuss the dominance of decompositions in terms of a speciﬁcation, where one
type of separation of concerns is provided, and sketch aspect-oriented implementa-
tions for it using Hyper/J and AspectJ. The purpose is to address diﬀerences and
commonalities of the techniques, and to compare their diﬀerent properties to each
other as well as the underlying speciﬁcation. Towards the end of the paper, we
connect our results to the framework provided by model-driven architecture, MDA
[8,21] by concluding that implementation-level techniques essentially require a dom-
inant decomposition for executability and meaningful binding to control ﬂow. The
experiences are based on a case study, where the behavior of a mobile switch has
been re-engineered [10].
The rest of this paper is structured as follows. Section 2 introduces the speciﬁ-
cation and modeling method we use as the starting point. Furthermore, we discuss
the structure of speciﬁcations that has been commonly used for separating con-
cerns. Sections 3 and 4 sketch implementations for DisCo speciﬁcations using Hy-
per/J and AspectJ, where symmetric and asymmetric decompositions of concerns
are oﬀered. In addition, we discuss the dominance of decompositions in described
systems. Then, Section 5 ﬁnally concludes the paper.
2 Speciﬁcation
As the method of speciﬁcation in this paper, we use DisCo [12,19], a formal method
that is based on Temporal Logic of Actions [13], and allows the development of
speciﬁcations and models in a fashion where diﬀerent concerns are incrementally
introduced.
2.1 DisCo Principles
DisCo speciﬁcations are composed in terms of layers that contain classes and ac-
tions. Classes are containers of data, and actions can be understood as multi-object
methods that can alter values of variables. Actions are executed in an interleaved
fashion without any interference from the rest of the system and their execution is
bound to be ﬁnished once it has been initiated, which makes actions atomic units
of executions. The language used for composing speciﬁcations is textual. However,
animation facilities have been provided to ease the analysis of speciﬁcations [16,3].
Furthermore, the relation of DisCo speciﬁcations and their denotation using UML
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has been studied in [15].
Layers can build on top of other layers, which is referred to as reﬁnement in
DisCo terminology. A restriction is made that actions can only alter values of
variables given in the same layer, which guarantees that safety properties will be
preserved by construction. To satisfy this restriction, reﬁnements can introduce
new variables and operations on them as well as augmentations to actions, provided
that the new action logically implies its ancestor. In fact, one can consider that the
concept of ancestors plays a key role in the DisCo approach. All classes and actions
can be considered as the reﬁnements of their ancestors in earlier layers, with the
layer deﬁning an empty system as the origin of the hierarchy. This gives an explicit
structure for any DisCo speciﬁcation, with the opportunity to deﬁne concerns in
individual layers.
When two or more layers are merged, actions may be merged into more complex
ones or be kept apart from one another. This corresponds to weaving in the aspect-
oriented setting, to which we will return in Sections 3 and 4, where aspect-oriented
techniques are considered.
2.2 Concern-Based Modeling of Abstractions with DisCo
The use of layers allows modeling of systems using several levels of abstraction.
For instance, when modeling a telephony exchange, it is possible to model the
system using abstract concepts, such as call control, connections, and legs, which are
individual connections from the exchange to a caller or callee, and charging, as well
as in terms of processes used for implementing the abstract concepts. This allows
each layer to focus on a certain concern the modeler wants to address separately.
As long as the relation between abstractions is simple, for instance each ab-
stract concept can be associated with a certain low-level concept, this scheme is
relatively simple. For instance, a low-level concept can be a process or interprocess
communication. However, when an abstraction is deﬁned that requires cooperation
of several low-level concepts, more complex implementations result. In this paper,
we will refer to these two types of abstractions as primitive and non-primitive, re-
spectively. Another way to consider such abstractions is to refer to them as local
and cross-cutting.
The reﬁnement of a non-primitive abstraction to a directly implementable form
is yet another concern. Therefore, this issue is commonly addressed using a DisCo
layer that deﬁnes the relation between an abstract concept and its more concrete im-
plementation. Techniques have been introduced for such transformations, including
the option to use archived design steps that resemble design patterns [11].
2.3 Speciﬁcation Architectures in DisCo
Due to the deﬁnition of the methodology, speciﬁcations given in DisCo contain two
diﬀerent types of architectures. One is composed in terms of classes and actions,
and the other is composed with layers. The architecture composed with classes and
actions resemble those composed with conventional techniques, but the architecture
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composed with layers is less conventional. Therefore, this topic will be addressed
in more detail in the following.
Layered speciﬁcations in DisCo allow layers where individual concerns are ad-
dressed. Layers are truly symmetric in the sense that the reﬁnement relationship
between layers preserves (safety) properties of all component layers, and the order
in which layers are given can vary. Furthermore, reﬁnements can only make more
restrictions, which resembles the constraint-oriented design style introduced in con-
nection with LOTOS [5]. Another diﬀerence to commonly used aspect-oriented
approaches is that layers are complete in the sense that they only describe behav-
iors in terms of the variables included in them. Then, when layers are composed,
a new universe is created where the rules of behavior of all component layers are
satisﬁed.
Such layers allow an approach where the control of the system is given in one
layer, which is then composed with other layers. When considering the architecture
created with layers, a control layer can play two diﬀerent roles.
• The use of primitive (or local) abstractions only allows an approach where funda-
mental properties are deﬁned in the beginning, leading to a bottom-up approach.
• The use of non-primitive (or cross-cutting) abstractions requires an implementing
layer, resulting in a top-down construction of the system. This layer can be given
as a separate speciﬁcation branch to promote separation of concerns.
These two approaches are illustrated using a simpliﬁed version of a telephony
exchange as an example (Figure 1). There are three main functions in the ex-
change. Layer Legs introduces abstract concept legs, i.e., connections between the
caller/callee and the exchange; layer Processes implements the abstract concept
using available techniques, with diﬀerent actions for incoming and outgoing calls
and routing; and layer Charging introduces the capability to charge for established
legs. As it is the relation of these functions that are important, we will only discuss
them in an abstract fashion. Moreover, operations given in them have been included
in the ﬁgure, as they are meaningful for implementations we will describe later on.
2.4 Implementing DisCo speciﬁcations with conventional techniques
When using conventional techniques, a one shot implementation aims at attacking
the complete composition of all the layers, where the resulting architecture1 obeys
the structure deﬁned in layers, but overlooks the layer structure. In Figure 1, the
bottom-up approach is straightforward to implement, but the top-down approach
requires the creation of a composite speciﬁcation shown in Figure 1. In other words,
architecturally signiﬁcant parts given inside the layers form the dominant decom-
position, and the layered structure as a whole is overlooked [14].
More recently, we have also considered aspect-oriented techniques [1]. This en-
ables us to preserve the structure created with layers. Moreover, we have considered
applying the same design methodology in the design of aspect-oriented systems. In
the following sections, we shift the focus on composing aspect-oriented implemen-
tations in a fashion that preserves the layered structure of the speciﬁcation.
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Fig. 1. Speciﬁcation architecture of DisCo speciﬁcations
3 Hyper/J Implementation
Hyper/J [20] is probably the most prominent approach to symmetric aspect-oriented
programming. It can intuitively be used for a similar separation of concerns as
DisCo. However, the level of abstraction in the two approaches is diﬀerent, which
has some consequences on how systems can be constructed in a pragmatic fash-
ion. In the following, we outline a mechanism for implementing the above DisCo
speciﬁcation using Hyper/J.
3.1 Source of Symmetry
When composing a Hyper/J system, independent subsystems are deﬁned in the
beginning. They can be individual classes or collections of them, and they can be
even tested in isolation from one another. The goal is to create all the necessary
operations of the eventual implementation in isolation.
Once a collection of implementation classes exist, the designer uses hypermod-
ules to deﬁne how the diﬀerent parts of the system are integrated. The means
provided by Hyper/J basically require that two methods are equated, and enable
the deﬁnition of call order of the methods. However, more complex facilities for
relating the diﬀerent classes can be imagined. Because the starting point for the
development is a collection of classes and deﬁnitions that combine them, it is obvious
that from the technical perspective all classes play a similar role.
3.2 Aligning Hyper/J Implementation with DisCo Speciﬁcation
As the starting point of implementing a DisCo speciﬁcation with Hyper/J, one
should compose classes out of DisCo layers, reﬂecting the contents of the layers
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Fig. 2. Architecture of Hyper/J implementation preserving the structure
in detail. Then, once Java implementations for the contents are available, one
should match the classes and equate the operations that correspond to each other
in diﬀerent classes. Sequential and branching architectures can be treated in a
similar fashion, which makes Hyper/J a natural candidate for implementations of
DisCo speciﬁcations. Moreover, equating the methods can be implemented in pieces,
which allows an incremental approach to the development not unlike that of DisCo
(Figure 2).
However, there is one major drawback. Before one includes the branch that
deﬁnes the master control ﬂow only declarative goals can be achieved. In other
words, by combining branches that deﬁne operations that do not trigger themselves
to execution, one cannot create any runnable programs. As a result, the semantics
of diﬀerent branches have diﬀerent contribution to the development. Therefore, the
branch deﬁning the control ﬂow can be considered as a dominant dimension in the
semantic sense.
As a result of the special role of control ﬂow, in cases where an early phase of the
DisCo speciﬁcation deﬁnes executions the situation is simple. The corresponding
Hyper/J implementation can be given and tested in a straightforward fashion. Then,
as the design advances, new features can be immediately augmented with normal
routines. Furthermore, also testing by running the system is enabled. However,
in cases where some later branch introduces the control, combinations where the
implementation branch is missing result in declarative statements. This in particular
applies to non-primitive abstractions, which often deﬁne no control as such but
are conceptually important. They cannot be tested in a Hyper/J implementation
independently of the rest of the system, but they can still be deﬁned and used as
intermediate systems that can be studied with reviews.
T. Mikkonen / Electronic Notes in Theoretical Computer Science 163 (2007) 19–2824
4 AspectJ Implementation
In contrast to Hyper/J, AspectJ [18] aims at the deﬁnition of systems in a fashion
where a baseline implementation is given ﬁrst. This baseline is given using conven-
tional Java, and it will be extended with aspects that are woven into code. In other
words, aspects can be taken as extensions of the baseline system, and they most nat-
urally follow the control given in the baseline, although an option has been provided
to override operations. In the following, we outline a mechanism for implementing
the above DisCo speciﬁcation using AspectJ.
4.1 Source of Asymmetry
The fundamental source of asymmetry in AspectJ is that there are two types of
artifacts. One type is the conventional Java classes, and the other type is the
aspects. The types also play a diﬀerent role in the development process, which is
addressed in the following.
When the development begins, a baseline implementation is created with con-
ventional Java classes. This system can be tested and run normally. Then, once
the baseline is satisfactory, aspects are woven to it to introduce new properties.
However, unlike in Hyper/J where additional information was used to combine op-
erations, aspects of AspectJ have information on where they should be woven. In
fact, a common goal is to use aspects such that the baseline needs not to know
about the use of aspects, because this would liberate the developers of the baseline
to focus on its goals and requirements.
4.2 Aligning AspectJ Implementation with DisCo Speciﬁcation
When composing an AspectJ implementation of a DisCo speciﬁcation, the starting
point is always an executable that essentially deﬁnes the master control ﬂow. The
deﬁnition can be given either in the main branch, or in some other branch, but
we consider that this is the fundamental dominant decomposition of the system in
the sense of its behaviors. Moreover, in order to create a runnable baseline it is an
obvious necessity.
Once the baseline is completed, other features are integrated to it using aspects.
In this case, non-primitive abstractions can become abstractions that implement the
abstraction in one module, assuming that the control of the system is introduced in
some later branch (Figure 3). This has already been addressed in detail in [1].
5 Discussion
Speciﬁcation-level separation of concerns can be diﬀerent from implementation-
level separation of concerns. In this paper, behavioral dominant decomposition
at a level of speciﬁcation and its structural dominant decomposition in aspect-
oriented systems were shown to have the potential to be diﬀerent. The reason for the
diﬀerence lies in the control ﬂow, which can be abstracted away in a speciﬁcation but
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Fig. 3. Architecture of AspectJ implementation preserving the structure
forms a necessary element in an implementation. When considering the behaviors
of the system, executions that must take place commonly introduce a dominant
decomposition any case in implementations, as otherwise only declarative deﬁnitions
can be given. As a result, structure-preserving implementations of the speciﬁcations,
whose architecture had prescribed diﬀerences regarding the order in which certain
concerns were introduced, are similar for both Hyper/J and AspectJ.
We believe that the reason for the diﬀerence lies in cross-cutting abstractions,
which extend from one implementation-level abstraction to another. Without aspect-
oriented techniques, such abstractions would result in tangled code, but with them
the architecture of the composed implementation can be aligned with the speciﬁca-
tion. The rationale for the above is that non-primitive abstractions are cross-cutting,
and can therefore beneﬁt from aspect-oriented techniques for obvious reasons. How-
ever, without an executable main branch, it is diﬃcult to locate the correct methods
to equate or associated pointcuts. Yet they are an important tool when composing
models, where the abstractions can be studied in a meaningful fashion. In par-
ticular, as already mentioned, they can be used for re-engineering the structure of
systems into a form that easily lends itself to an aspect-oriented implementation,
which has also given inspiration for the example used in this paper.
The consequences of the observation are many. Firstly, even if technically sym-
metric facilities are oﬀered for composing systems in an aspect-oriented fashion, the
fact that the introduction of control ﬂow that necessarily is a cross-cutting con-
cern implicitly creates asymmetry may be an argument on what types of systems
beneﬁt from aspect-orientation. Secondly, the fact that in some cases abstractions
are not executable as such but bear declarative meaning is something that may
aﬀect unit testing of aspects, and give weight for research aiming at unit testing
at the level of aspects, which seems to require a test driver or stub that models
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the expected control ﬂow. Finally, we believe that it is essential for early use of
aspect-oriented techniques to overlook control ﬂow oriented dominance, and focus
on problem-oriented decompositions. Later on, implementation techniques, where
control ﬂow is intimately present, can then be used to introduce this concern, fol-
lowing the practices of Model-Driven Architecture, MDA [8,21]. In essence, both
Hyper/J and AspectJ require considering similar issues at the level of Platform
Speciﬁc Models without oﬀering much support for Computation or Platform Inde-
pendent Models of MDA. Therefore, the facilities the developer can be beneﬁtted
from can be considered restricted.
Finally, we believe that in addition to the low-level relation of diﬀerent con-
cepts discussed in this paper, the relation between speciﬁcation level concepts and
corresponding aspect-oriented techniques enable a more sophisticated view to early
use of aspect-orientation. Although based on diﬀerent origins and terminology, the
possibility to compose such an alignment gives a raise to an extended discussion [2].
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