This paper presents a face hashing technique for fast face recognition. The proposed technique employs the two existing algorithms, i.e., 2-D discrete cosine transformation and K-means clustering. The image has to go through different pre-processing phases and the two above-mentioned algorithms must be used in order to obtain the hash value of the face image. The searching process is increased by introducing a modified form of binary search. A new database architecture called Facebases has also been introduced to further speedup the searching process.
Introduction
There are two basic concerns in face recognition systems namely face identification and face authentication [1] [2][3] [4] . For face identification, a system has to determine whether an input image matches a person's data in the database. For authentication, a system has to make sure that an input image has an exact match with a particular individual's data in the database records.
A typical face recognition system has generally three modules, i.e., preprocessing, feature selection criteria and classification module. The preprocessing step includes the segmentation process for finding face data in an image. The area of interest, the face in this case, is extracted in this step and normalization is performed on it. Sometimes, a preprocessing step also includes the feature extraction from the segmented face data like eyes, nose, lips, etc.
Several face recognition techniques have been proposed and developed based on extracting facial features and calculating geometrical distances in facial parts including distance from nose to eyes, distance from nose to forehead, distance between eyes, etc. Unfortunately, these techniques are not able to maintain the accuracy rate in recognizing facial parts. Moreover, neural networks came in market to maximize the recognition rate by improving the training set of images.
The proposed technique is related to face hashing and this section tries to present the existing techniques which are related and can sometimes be helpful to face hashing. The idea of face hashing has been extracted from early graphical feature mapping techniques. For example, Noor Zaman et al. [5] presented the concept of face bar code in their paper but the problem is that they did not provide enough results to prove the validity of the technique.
V.V. Starovoitov et al. [6] in their paper described facial recognition using geometric features. In this technique the face is marked as different segments. These segments are created by marking different points on the face, as a result of which fifteen segments and twenty eight features of face are created between the points. These features are then measured by the distances between the points. Feng Yang et al. [7] used the geometrical mapping on the face which helped in pose variation and face identification. King Hong Cheung et al. [8] introduced the secrets of face hashing by using false assumption. There are a number of face recognition systems available for commercial use namely Cognitec [9] , Eyematic [10] , Viisage [11] , Identix [12] , [20] , [21] and [13] , among others. 
Proposed algorithm
The proposed technique is based on calculating numerical values of a face image for fast recognition. These values should be unique for each face in the database. For this purpose, 2-D Discrete Cosine Transformation (2-D DCT) has been selected for creating the face image. The calculated hash value of the face is then saved into the database with the corresponding face ID. Storing the database with respect to hash values will help to apply modified binary search to recognize the faces from the database. To further decrease the searching time, the database containing the hash values is separated into ten files (i.e. 0, 1, 2… 9) corresponding to the first character of hash values. The whole process consists of two different phases: database generation phase and binary search for face recognition phase.
Database Generation Phase
The training database for images consists of two things, i.e., the pre-processed or normalized images and the database files having information about the saved images. The images to be stored in the database must follow the preprocessing step. Figure 1 depicts this scenario.
The input Images
A number of train face images were used for each individual to be stored in the database. Each train image for a person is different depending upon the conditions like pose, illumination, background and other facial expressions, among others. This will help to find the faces more accurately. All the images in the database should be in grayscale hence the very first step after image acquisition is to convert the image to grayscale (See Figure 2 ). 
Preprocessing
The preprocessing phase segments the face region from the input image. The face region is then normalized (scaling, sizing and positioning) in standard format of the stored database. The normalized image is then converted to double precision image intensity.
Data Reduction
The segmented faces are processed further for block-based transformation. These faces are divided into many blocks in order to apply linear transformation to them. The block size may be 8×8 or 16×16 and lie in a sequence. The linear transformation provides energy compaction (data compression) and a well-known linear transformation 2-D DCT has been selected for this purpose which provides only N number of coefficients from the block of size MxM (N < MxM).
Let, for example M=8, i.e., block size be MxM which after applying DCT is represented by N, say N=8. These eight coefficients are high energy components in that block and have low frequency. The DCT is represented by the following equation as mentioned in [14] [15] :
where x n is even around n=0 and even around n=N-1:
Facebases Generation
The vectors created using DCT coefficients are then quantized to discard the non significant information from the image (quantization is lossy) [14] [15] . These coefficients then pass to the next step for Facebase generation. This paper introduces a term named Facebase for face database. The architecture of the proposed database (Facebases) is different from the traditional face databases in that it consists of ten database files, i.e., FB0, FB1, FB2, FB3… FB9 depending upon the first digit of the hash value (described later). This means that information of a face having the hash value starting with digit 0 will be saved into the database file FB0, information of a face having the hash value starting with digit 1 will be saved into the database file FB1 and so on.
The design of the Facebase generator uses the Kmeans clustering [16] algorithm for generation of Facebases from the training set of vectors. For this, the mean vector is calculated from all the reduced data vectors formed from the data reduction step described previously. The K-means filter [16] is then applied to the resultant vector with k clusters. The proposed technique selects four clusters which can be varied [16] .
where (x 1 , x 2 ,…, x n ) is a set of vectors from the previous step. k = number of clusters (partitions) S = k sets i.e., S = {S 1 , S 2 … S k } Depending upon the four partitions, the four centroid values are calculated. Figure 3 shows four centroid values of a face image produced after applying the 2-D DCT transform, zig-zag scanning and the Facebase generation algorithm (through K-means clustering) The face hash value is then saved into the Facebases corresponding to the first digit of hash value (i.e., the sum of vectors is calculated and based on its first digit the corresponding Facebase is loaded for searching). Figure 4 shows that face value -69.5292 will be stored in FB6 (Facebase number 6). The whole face hashing process is explained in Figure 5 .
The hashes in Facebases are stored in sorted order so that the modified binary search could be applied for fast searching. Figure 6 shows the format of a Facebase database. Each entry in a database consists of six fields: four fields for the centroid of clusters (hash value), one field for the sum of centroids and one for the picture ID to keep track of pictures in the database. This proposed scheme of database arrangement stores the data in a symmetric and arranged order. The fields defined for each entry in a Facebase helps to track pictures as well as the hash values of each entry; therefore, it efficiently helps to speed up the recognition process because of requiring less searching time to find a match for test image in a database.
Face Recognition Process
The proposed scheme of Facebase generation and database record management helps to speed up the recognition rate and achieves the goal of automatic face recognition; it also makes the search fast and reduces bandwidth consumption.
The initial steps followed in the proposed architecture for the recognition module are the same as in the database generation step i.e.: 
The Modified Binary Search (MBS)
To speed up the search process, a modified binary search algorithm has been introduced. As the hash values are calculated for images, there may be a difference of hash values depending upon illumination, pose, etc.; because of that, a threshold limit is introduced in modified binary search scheme. This limit may vary depending upon the database size (Total database entries in a Facebase)
The algorithm for MBS is as follows:
Proposed Algorithm: MBS
Check the length of the Facebase. (say N) Check the number of entries in the Facebase with threshold limit t (say t=30) if (N > t) then Apply the correlation matching or minimum distance between vectors using the following equation:
Now, calculate the sum of vectors :
where, represents the vectors (centroid) stored in Facebase represents the new vectors of the new image represents the absolute distance between stored and new vectors represents the sum of absolute differences of these vectors N represents the Facebase length Check for the entry whose correlation value results greater than or equal to 0.98, otherwise the input image match will not exist in a database.
if (N > t) then
Check the first and last entry of Facebase ( first entry as F b1 and last entry as F bL ) If (Fs<Fb1), then (where Fs is the hash value to be searched and Fb1is the first entry of the current Facebase) divide the threshold value by its half (say t/2 = 15) and match the hash value with the last t/2 entries from the previous Facebase of the selected one, i.e., Fs € Fb
If (Fs>Fb L ), (where the hash value to be searched is greater than the first entry of selected Facebase), divide the threshold value by its half (say t/2 = 15) and match the hash value with the first t/2 entries from the next Facebase of the selected one.
Fs € Fb+1 [(t/2) 1] If (Fs€FbL), (the hash value to be searched is within the first and last entry of the Facebase), it means that the match can take place in the selected Facebase. Now apply the normal binary search algorithm and find the closest match.
After finding the closest hash value, select the previous t/2 values and the next t/2 values of the image with closest hash value in the selected Facebase (call it the threshold limit values).
Apply the correlation matching on these values ( step 2
Check for the entry whose correlation value results greater than or equal to 0.98, otherwise the input image match will not exist in a database. Figure 7 shows the way the modified binary search works. 
Experiments and results

Results for the ORL Database
The accuracy and performance of the existing symbolic LDA (linear discriminant analysis) is reviewed in the atomizing face recognition process using the "database of faces" (formerly 'The ORL database of faces'). The ORL face database [17] consists of 400 images in such a way that it contains ten images for each of the 40 unique persons in various poses. All the images have a uniform background with the persons standing in frontal position. The spatial and gray level intensities of the images are 92 112 and 256, respectively. In our test, all images are resized to 80×80. All the 400 images from the ORL database are used to assess the face recognition performance of the proposed scheme. Six images are randomly selected from the ten images of each person for training and the remaining is used for testing. Table  1 shows the training time and recognition rate comparison of the existing and the proposed techniques using the Yale face database.
The graph in Figure 8 shows the comparison of different techniques with respect to the time required for the training of images. The x-axis shows various techniques and the y-axis represents the training time in seconds.
Methods
Training Figure 9 shows the comparison of the recognition rate of various previously defined recognition techniques with the proposed scheme of recognition. The y-axis represents the recognition rate in percentage.
Yale Face Database results
The experiments are performed using the Yale database [19] to compare the face recognition accuracy of the proposed technique with other existing techniques. In these experiments, 9 images are arbitrarily taken from each class for training and the remaining is used for recognition or testing purpose. Table 2 shows the training time and recognition rate comparison of the existing and the proposed techniques using the Yale Face Database. Figure 10 shows the comparison of different techniques with respect to the time required for training of images. The x-axis shows various techniques and the y-axis represents the training time in seconds. Figure 11 shows the comparison of the recognition rate of various previously defined recognition techniques with the proposed scheme of recognition. The y-axis represents the recognition rate in percentage. 
Recognition Time Analysis
The recognition time analysis of the proposed system is given in Table 3 . For this purpose, a large database of 11,152 pictures was created containing the pictures from the ORL and Yale databases. Some pictures of different resolutions and backgrounds are also added to the database. The purpose of using different types of pictures is to check the system performance in different conditions. To conduct the experiment, different images were selected randomly from the database as test images which then went through preprocessing and recognition phases. Some of the results are shown in Table 3 . The average time found for face recognition is approximately 142 milliseconds (0.14 seconds per image).
Conclusions and discussion
Recognition in the proposed technique is achieved using the signal compression technique. Data for building a database are first compressed and then coded in the form of vectors; therefore, each individual's data are recorded in the form of numbers or vectors. There are a number of advantages of using compression techniques for recognition systems especially in bandwidth consumption problems. Firstly, an individual's face is decomposed into blocks and then processed by block-based transforms, i.e., the DCT transform. Then transformed data is coded and used for making vectors. Afterwards, the sum of these vectors is calculated which gives a hash value against each individual's entry. A number of such vectors from an individual's data constitute a Facebase of a particular individual. The efficient use of the block-based transform reduces the original data to high energy coefficients which are very few in number as compared with the original data. Making a hash value reduces the searching time efficiently and maximizes the recognition rate.
The main purpose of the proposed technique is fast face recognition so that it can be helpful to recognize a face in a large database of faces. The technique is focused on both searching time and recognition accuracy. On the basis of the experiments and the observed results, it has been shown that the proposed algorithm reduces both the search time required by the recognition algorithm and the training time required. This algorithm can be used in the future in the areas in which fast and rapid recognition is needed.
