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1.- Estructura de la memoria
1.1.- Portada, Agradecimientos, Citas e Índice
Creo que no hace falta explicación :)
1.2.- Cap. 1.- Estructura de la memoria
Explicación general de las partes de las que consta esta memoria, con una pequeña 
descripción de los capítulos que la conforman, para dar una visión rápida y global. 
1.3.- Cap. 2.- Introducción
Introducción. Qué es el CIDUI? Porque hemos elegido este tema para nuestro proyecto 
de final de carrera? Motivaciones personales y técnicas de la misma. Objetivos perseguidos 
con este proyecto. 
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1.4.- Cap. 3.- Conocimientos previos
Explicación sencilla de las tecnologías más importantes utilizadas para desarrollar el 
proyecto, y que deberían ser comprendidas para poder leer los capítulos de especificación y 
especialmente  el  de  diseño.  Se  ha  intentado  que  resulte  sencillo  de  leer.  Sistemas  de 
información, arquitectura en tres capas, sistemas basados en web, servidores web, lenguajes 
de scripting y bases de datos. 
1.5.- Cap. 4.- Planificación inicial
Detalles de la planificación prevista inicialmente para el proyecto. Incluye las fases de 
las que consta la organización del congreso y posteriormente un diagrama con las iteraciones 
seguidas. 
1.6.- Cap. 5.- Especificación
Especificación  formal  del  proyecto.  Descripción  textual  del  congreso  desde  una 
perspectiva de especificación, explicación de su estructura, requerimientos. 
Requerimientos  funcionales,  es  decir,  las  funcionalidades  que  debe  incorporar,  y 
Requerimientos  no  funcionales,  es  decir,  las  limitaciones  que  nos  son  impuestas  por  la 
tecnología u otros factores. 
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1.7.- Cap. 6 .- Entorno de trabajo
Detalles del  entorno de trabajo.  Materiales utilizados,  software,  servidores,  y demás 
elementos que hemos usado para el proyecto. En algunos casos aclaramos el porque hemos 
elegido una tecnología u otra, o un software u otro. 
1.8.- Cap. 7 .- Diseño e implementación
Explicación del diseño e implementación del proyecto, centrada sobre todo en los casos 
de uso del mismo. 
Presentamos  un  diagrama  de  estados  del  congreso,  que  es  una  formalización  de 
conceptos vistos en la especificación, y también presentamos el modelo arquitectónico con el 
diagrama de clases que hemos decidido que necesitaremos, y el diagrama de la arquitectura a 
seguir. 
Posteriormente veremos el modelo relacional, es decir la traducción del diagrama de 
clases para que pueda ser almacenado en una base de datos relacional.
Y por último veremos los casos de uso del proyecto, con descripciones, el contrato que 
han de cumplir,  su diagrama de flujo  y  algunos comentarios de implementación que nos 
parece interesante destacar. 
1.9.- Cap. 8 .- Pruebas y tests
Pruebas del  proyecto.  Explicación de las pruebas seguidas para validar  el  proyecto 
antes de su entrega. 
Pruebas de funcionalidad para comprobar que el sistema hace correctamente lo que 
tiene que hacer,  pruebas de carga sobre el  servidor para ver que soporta el  volumen de 
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trabajo  que se  espera  de  el  y  pruebas  de  tolerancia  a  fallos  para  asegurarnos  que no 
perderemos nuestros datos en caso de accidente. 
Las pruebas de consistencia de datos las hemos incluido en las pruebas funcionales. 
1.10.- Cap. 9 .- Conclusiones
Capítulo  reflexivo  donde  juntamos  las  conclusiones  personales  con  los  resultados 
obtenidos del proyecto, planificación real del mismo, cálculo de su coste económico y algunas 
ideas para un trabajo futuro sobre el mismo. 
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2.- Introducción 
El proyecto “Sistema de Información para el IV Congreso CIDUI” ha sido realizado 
en colaboración con el Institut de Ciéncies de l'Educació (ICE [1])  como Proyecto de Final de 
Carrera de los estudios de Ingeniería Informática de la Facultad d'Informàtica de Barcelona, 
(FIB [2]), perteneciente a la Universitat Politécnica de Catalunya (UPC [3]). 
En julio de 2006 fue el turno de la UPC de alojar el  “IV Congrés Internacional de 
Docéncia Universitaria y Innovació (CIDUI [4])
Este  congreso  es  organizado  conjuntamente  por  los  ICEs  de  las  universidades 
UB,UAB,  UPF,  UdG,  UdL,  URV y UPC cada dos años desde el  año 2000, cada edición 
acogida en una universidad diferente. En esta edición, el congreso dio cita a más de 1000 
profesionales del  ámbito de la  enseñanza,  que asistieron durante tres días a multitud de 
ponencias,  presentaciones  y  charlas  donde  se  debatieron  aspectos  diversos  sobre  la 
enseñanza universitaria. 
Como  organizador  del  congreso,  el  ICE necesitará  coordinar  y  controlar  diversos 
aspectos y elementos del mismo, motivo por el cual se decidió llevar a cabo este proyecto de 
creación de un sistema de información a medida, ya que el sistema basado en Lotus Notes 
que se había utilizado anteriormente ya no respondía a las necesidades existentes, puesto que 
se replanteó el sistema de información y se solicitaron nuevas funcionalidades, que resultaban 
de difícil implantación y mantenimiento al no conocer el sistema lotus script como para poder 
realizarlas. Esto propició la decisión de cambiar de plataforma a una más mantenible. 
Para poder  manejar  todas las necesidades de información y  organización de este 
congreso, se decidió crear, por un lado, un sistema de información que permitiese administrar 
todos los aspectos posibles del congreso, así  como facilitar toda la información necesaria 
sobre el mismo a los asistentes, evaluadores, administrador, etc.
Investigando un poco, se encontró un software de la UPC que ofrecía algunas utilidades 
que necesitábamos, pero sin embargo no ofrecía otras importantes. Estamos hablando del 
paquete GCON. 
Una funcionalidad ofrecida que nuestro desarrollo  no ofrece es la  gestión del  pago 
online. Sin embargo este apartado no era muy prioritario debido a que la forma preferida de 
pago en este congreso es la transferencia bancaria. También ofrece la creación integrada de 
credenciales, clips, etc. 
Nuestro sistema ofrece, en cambio, inscripción de no solo participantes, sino también 
ponentes, y una gestión integral de horarios y aularios, muy importante en nuestro caso. 
El proceso de creación del sistema se llevó a cabo entre octubre de 2005 y julio de 
2006, contando con varias fechas intermedias para las cuales diversas funcionalidades del 
proyecto deben estar ya funcionando. 
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2.1.- Motivación técnica
Cuando el ICE se decidió a organizar el CIDUI, se sabía, por ediciones anteriores, que la 
cantidad de asistentes sería elevada, rondando el millar de personas y que se recibirían unas 
600 propuestas. Estos números son suficientemente elevados como para haber provocado 
problemas de organización en el pasado, por lo que para la edición actual se decidió que se 
precisaba de un sistema de información para gestionar todo este volumen de información 
generada. 
El hecho de decantarse por un desarrollo a medida, a pesar de que la UPC disponía del 
software GCon de gestión de congresos, fue una decisión del cliente que creyó que puesto 
que el CIDUI es un congreso que tiene lugar cada dos años era mejor disponer de un sistema 
propio. 
Así  pues nuestra misión era crear una herramienta para gestionar eficientemente el 
congreso del CIDUI, y que pudiera servir de base para una futura herramienta de gestión de 
congresos más general a nivel UPC si es posible. 
2.2.- Motivación personal
Cuando en mi trabajo como becario del ICE  surgió la posibilidad de trabajar en el 
proyecto del CIDUI, inmediatamente me sentí interesado por el mismo. Un proyecto grande y 
complejo, que me podía servir como PFC, y además relacionado con sistemas web, un tema 
que me apasiona. Así pues, surgió la oportunidad y la aproveché. 
Me  interesan  mucho  los  sistemas  web.  Me  gusta  trabajar  en  ellos,  cargar  mis 
creaciones en el navegador, y ver como funcionan. Me agrada la idea de que pueden llegar a 
cualquiera en el mundo, haciendo la información accesible de forma sencilla. Supongo que el 
aspecto visual también influye. Por un motivo o por otro, en general disfruto más.
Técnicamente, un sistema basado en web tiene ventajas e inconvenientes respecto a 
uno basado en el método de implantación de aplicaciones con instalación en las máquinas de 
los usuarios. Tiene su propia filosofía de trabajo, y sus propias herramientas, pero al fin y al 
cabo es tan sólo otra forma de conseguir  crear sistemas o aplicaciones que cumplan su 
cometido.  
Por otra parte tengo claro por haber visto como otros compañeros realizan sus PFCs, 
que quiero realizar el mío en colaboración con una entidad. Esto me asegura una motivación 
adicional para acabar el proyecto en un plazo fijo, y me da una experiencia laboral real. 
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2.3.- Objetivos
El objetivo de este proyecto es la creación de un sistema de información que permita a 
los  organizadores  del  congreso  CIDUI  coordinar,  gestionar,  y  en  general,  lidiar  con  la 
complejidad que dicho congreso supone de una forma cómoda, sencilla y eficaz. 
Además de los servicios que ofrece el sistema a los organizadores, debe existir también 
una parte del sistema abierta a todo el mundo que contenga la información sobre el congreso 
y permita el envío de propuestas para su posterior evaluación. Denominaremos a esta parte la 
parte  pública  del  sistema,  en  contraposición  a  la  parte  privada  o  intranet  que solo  será 
accesible para usuarios validados en el sistema. 
Algunas características esperadas del sistema son sencillez de uso e intuitividad (ya que 
sus  usuarios  son  personas  de  perfil  no  técnico),  permitir  el  acceso  al  mismo  desde 
localizaciones diversas, para que pueda ser usado por varios usuarios al mismo tiempo, y 
restringir el acceso a las partes sensibles del sistema a personas no autorizadas. 
Se  espera  que el  sistema permita  lidiar  con  al  menos los  siguientes  aspectos  del 
congreso: gestión de envíos de propuestas, gestión posterior de dichos envíos, evaluación de 
las propuestas, envío y almacenamiento de ficheros, envío de correos masivos, gestión de 
horarios y aularios del congreso, entre otros. 
Son un objetivo deseable el reutilizar dentro de lo posible las herramientas, sistemas, 
servicios  y  en  general,  recursos  de  los  que  ya  disponga  el  ICE,  así  como buscar  la 
reusabilidad,  de  forma que  para  el  siguiente  congreso  del  2008,  simplemente  haya  que 
readaptar el sistema actual del 2006. 
Los principales usuarios de la intranet son los evaluadores y el administrador. En total 
unos 50 usuarios, pero es muy poco probable que en un momento dado haya mas de diez a lo 
sumo. Sabemos que deberemos adaptarnos a las limitaciones del hardware ya existente, por 
lo que tendremos que tener especial cuidado con la eficiencia. 
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3.- Conocimientos previos 
Este capítulo explicará de forma sencilla algunos conceptos técnicos con los 
que el lector de perfil no técnico puede no estar familiarizado. Aprovecharemos 
para explicar  algunas relaciones entre estos conceptos,  y  porqué nos hemos 
decantado por algunas de estas opciones. 
3.1.- Servidores web
Un servidor web es un programa que escucha peticiones realizadas a la máquina a 
través de unos puertos de red concretos. 
Gestiona el alojamiento de un sitio web en un ordenador, manejando las peticiones que 
llegan de acuerdo con su configuración. Puede realizar multitud de acciones sobre el sitio que 
gestiona,  implementar  directivas  de  seguridad,  llamando  a  programas  externos,  sirviendo 
paginas, etc etc 
En nuestro caso, hemos usado el servidor web Apache [www.apache.org] un servidor 
de código abierto muy modular y rápido, que nos ofrece las funcionalidades que necesitamos.
3.2.- Lenguajes de scripting para web
Una pagina web esta escrita en el lenguaje html, que no permite realizar cálculos ni 
operaciones, ni extraer datos de ningún sitio. Html solo permite escribir ciertos datos y precisar 
la forma en que estos se presentan. 
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Por eso cuando se quiere construir un sistema es necesario apoyarse en algún lenguaje 
de programación que nos permita realizar cálculos, acceder a la base de datos, etc
Los lenguajes  de  scripting  para  web se  utilizan para  poder  incluir  instrucciones de 
programación dentro de páginas web. 
Para comprender esto, pongamos un ejemplo. Cuando se realiza una búsqueda por 
ejemplo en google, google no devuelve una pagina web que tenga guardada directamente en 
algún sitio con los resultados. En vez de eso, google realiza una serie de operaciones internas 
que devuelven los  resultados de la  búsqueda,  y  estos  luego son devueltos en forma de 
paginas web. 
Esto es así porque los resultados de la búsqueda no son los mismos cada vez aunque la 
búsqueda sea la misma, se han de calcular cada vez de nuevo. 
Se caracterizan por estar en el  lado del servidor,  es decir,  que el  usuario pide una 
pagina de tipo script, el script se ejecuta en el servidor haciendo lo que tenga que hacer, y 
devuelve una pagina web al usuario. Esta es el resultado de o ha sido modificada por el script 
llamado en primer  lugar.  Esto  permite  que el  código del  script  nunca sea enviado a  un 
ordenador  remoto,  sino  ejecutado  en  el  servidor  directamente.  Esto  da  seguridad  a  las 
aplicaciones web, puesto que el usuario solo recibe el resultado del código ejecutado, y nunca 
el código en si mismo, en el que podría haber, por ejemplo, contraseñas escritas. 
Las dos alternativas más comunes en este sentido son PHP y ASP. ASP pertenece a 
Microsoft y es más restrictivo en cuanto a las tecnologías con las que puede trabajar. Puesto 
que PHP ya estaba presente en el servidor del que disponíamos y además está diseñado para 
trabajar perfectamente con mysql elegimos PHP frente a ASP. 
En  el  caso  de  nuestro  proyecto,  hemos  usado  PHP4.  Php  es  un  lenguaje  de 
programación de scripting diseñado originalmente para producir páginas web dinámicas. Se 
usa  generalmente  como  un  módulo  de  un  servidor  web,  aunque  tiene  una  interficie  de 
comandos propia para invocar a su intérprete. El mayor problema con PHP 4.1 es que tiene un 
sistema de tipos todavía bastante rudimentario, y en el cual no nos hemos querido apoyar por 
considerarlo todavía demasiado poco probado. 
3.3.- Bases de datos y gestores de bases de datos
Las bases de datos son sistemas que permiten almacenar y gestionar datos. 
Podemos pensar en ellas como hojas de cálculo, pero mucho más potentes y complejas, 
pues nos permiten realizar muchas más operaciones con la información. 
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Habitualmente constan de ficheros donde guardar los datos, que se organizan en tablas, 
y un sistema gestor (sgbd) La estructura en que se guardan los datos se llama esquema, y 
describe la forma en que deben organizar los mismos. 
El SGBD permite hacer búsquedas, modificaciones, borrados, inserciones, etc etc sobre 
los datos. Además se encarga de manejar físicamente la información, y de manejar todas las 
peticiones, aspectos de eficiencia, concurrencia, integridad, realización de backups, etc etc.
Para realizar  dichas acciones, la mayoría de sgbd se apoyan en lenguajes de consultas, 
(query languages) usando prácticamente todos una u otra versión de SQL : Structured Query 
Language.
Este  lenguaje  esta  diseñado  para  la  recuperación  y  manejo  de  datos,  definición  y 
modificación  de  esquemas,  acceso  a  objetos  en  la  base  de  datos  en  bases  de  datos 
relacionales como la que usamos nosotros. 
En nuestro caso, nos hemos decantado por mysql [http://www.mysql.net/] debido a que 
es una base de datos rápida y ligera, de código abierto, y muy extendida en el mundo. Está 
diseñada para trabajar  perfectamente con  apache y php,  y  además estaba disponible en 
nuestro servidor. 
3.4.- Sistemas de información para 
organizaciones
Un  sistema  de  información se  puede  definir  como  un  conjunto  de  funciones  o 
componentes interrelacionados que forman un todo, es decir, obtiene, procesa, almacena y 
distribuye información (datos manipulados) para apoyar la toma de decisiones y el control en 
una organización. Igualmente apoya la coordinación, análisis de problemas, visualización de 
aspectos complejos, entre otros aspectos. [bib: wiki_sio]
Los  sistemas  de  información  son  imprescindibles  hoy  en  día  para  organizaciones, 
empresas,  y  entidades  que  tengan  que  manejar  grandes  volúmenes  de  información. 
Explicamos esto a nivel de definición porque nuestro proyecto es básicamente un sistema de 
información a pequeña escala.
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3.5.- Arquitectura en tres capas
La arquitectura en tres capas es una forma de organizar  un sistema basada en la 
separación del mismo en tres “capas” principales, que se ocuparán de trabajar directamente 
con los datos una,  controlar  la  lógica de la  aplicación otra,  y  presentar  los resultados e 
interactuar con el usuario la tercera. Cada capa solo se puede comunicar con la capa superior 
o inferior. 
Usuario
Interfaz  con el usuario
Lógica de la aplicación
Gestión  de datos
Datos
Es una de las formas más comunes de estructurar aplicaciones grandes, sin embargo 
resulta un tanto complicado ser estrictamente fiel a esta filosofía en aplicaciones web, ya que 
html mezcla contenido de datos con presentación.
Pese a este defecto, la arquitectura en tres capas casa bien con php y mysql, y nos sirve 
como base para estructurar nuestro sistema de una forma ordenada. 
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3.6.- Sistemas basados en web
Estos  sistemas  se  basan  en  el  paradigma  cliente  servidor.  Esto  quiere  decir  que 
dispondremos de un servidor que realizara la mayor parte del trabajo y servirá (de aquí su 
nombre) las peticiones que los clientes le soliciten. 
Esta forma de implantación de aplicaciones es muy diferente a la del software que debe 
ser instalado en la máquina cliente y se ejecuta desde la misma, dependiendo de los recursos 
de esta y muy poco o nada de un servidor externo. 
Ambos sistemas tienen ventajas e inconvenientes, pero en nuestro caso nos hemos 
decantado por un sistema basado en web, ya que debemos llegar a varios usuarios, que no 
sabemos donde usarán la aplicación,  sobre que máquina,  y que nos interesa reciban los 
cambios que podamos realizar rápidamente. 
Por  estos  motivos  una  aplicación  web,  que  solo  necesita  un  navegador  para  ser 
ejecutada, no importa sobre que máquina, ni desde donde mientras pueda acceder a internet, 
nos resulta idónea. Cuando se actualiza la aplicación en si misma, todos los usuarios reciben 
la mejora al momento, puesto que todos acceden a la misma aplicación desde su pc.
Por el lado del servidor, se necesitará un servidor de páginas web, un gestor de bases 




La planificación inicial de este proyecto ha tenido que tener en cuenta las fechas clave 
en el desarrollo del congreso, fechas que se debe intentar respetar todo lo posible, y para las 
cuales diversas funcionalidades del sistema deben estar operativas. 
Puesto que se ha desarrollado el  sistema a la par que se ha usado,  las diferentes 
funcionalidades  han  tenido  que ser  desplegadas  con  poco  tiempo para  realizar  pruebas 
exhaustivas, y se ha trabajado por iteraciones con objetivos claros: cada iteración debe tener 
como resultado que una parte del sistema sea funcional y este operativa, puesto que entrara 
en uso inmediatamente. 
Veamos a continuación un calendario general del congreso:
15 septiembre Inicio  proyecto
16 nov  – 11 enero Envío propuestas
30 nov  – 20 enero Evaluación  inicial  propuestas
17 dic – 28 enero Envío resúmenes  prop.  aceptadas
11 feb – 28 marzo Evaluación  resúmenes
3 abril  – 11 abril Notificaciones  de aceptación
7 abril  – 31 mayo Inscripciones  y pagos
11 abril  – 5 mayo Envío textos  completos
15 mayo  – 25 junio Confección  de  horarios,  aularios  y 
programa
5, 6, 7 julio Celebración  congreso
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Este  calendario  general  nos  marca  los  objetivos  intermedios  a  conseguir,  también 
llamados comúnmente milestones. Veamos a continuación una planificación de las tareas que 
pensamos llevar a cabo. 
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5.- Especificación
A continuación veamos la especificación de nuestro sistema. La especificación 
es donde se describe como tiene que ser el sistema, que requisitos tiene, y se 
crean los diagramas que actúan como planos del mismo. 
5.1.- Sobre el congreso
5.1.1.- Descripción textual del congreso
El congreso del CIDUI (Congrés Internacional de Docéncia Universitaria y Innovació) és 
un congreso bianual organizado por varias universidades catalanas, donde profesionales de la 
enseñanza de varios países se reúnen para asistir a ponencias, reuniones y mesas redondas 
centradas en intercambios de experiencias de innovación en la docencia universitaria. 
5.1.2.- Como es la estructura del congreso
En  esta  cuarta  edición  se  estima  que  asistirán  unos  1500  profesionales,  venidos 
principalmente de España, Portugal y Latino América. Estos profesionales participaran en el 
congreso como asistentes y / o ponentes. 
Un ponente es todo aquel que envía una propuesta al congreso. Las propuestas son 
documentos que deben ser archivadas, y evaluadas. 
Para poder decidir  que ponencias se presentan al  congreso y hacer una selección, 
evaluamos cada una de las propuestas recibidas. Este proceso lo realizan dos evaluadores 
por  cada  propuesta,  de  forma  independiente  entre  si.  Sus  evaluaciones  son  luego 
contrastadas para obtener una nota final. 
Más tarde, se abrirá el turno de inscripciones. Los asistentes se inscribirán al congreso, 
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y los ponentes se registrarán como tales asociándose a la ponencia que van a dar. Cada 
persona se inscribe una vez, excepto si es ponente y asistente, en cuyo caso se inscribe una 
vez para cada rol. 
El administrador del congreso definirá mas adelante un horario formado por aularios y 
sesiones, y colocará una ponencia en cada combinación de sesión y aula.
5.2.- Requerimientos funcionales
Dícese de los requerimientos que debe cumplir el sistema por deseo nuestro 
(del cliente) es decir, las cosas que se espera que sea capaz de realizar nuestro 
sistema, cual es la misión que debe cumplir.
● El sistema permitirá, al menos, guardar un registro de que asistentes han pagado 
la inscripción y de ser posible, gestionar el pago de la misma.  
● El sistema deberá permitir a los autores enviar sus propuestas en ficheros tipo 
word, y deberá guardar dichos ficheros junto con los datos de su autor. 
● El sistema deberá permitir al administrador realizar las siguientes tareas:
○ Gestionar los documentos: borrarlos, editar la información, guardarlos en pdf 
para impresión, asignarlos a un evaluador.
○ Gestionar los evaluadores: darlos de alta, de baja, asignarles documentos 
para revisar, ver que documentos tienen. 
○ Gestionar los asistentes. Ver quienes están inscritos, si han pagado o no, 
marcar cuando un asistente ha pagado, y ver que documentos han enviado.
● El sistema debe permitir a los evaluadores ver los documentos que se les han 
asignado, y darles puntuaciones a los mismos. 
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5.3.- Requerimientos no funcionales
Dícese de las propiedades que debe cumplir el sistema por restricciones que le 
son  impuestas  externamente,  como  restricciones  de  ambiente  y  desarrollo, 
eficiencia, etc. Imponen condiciones sobre los requerimientos funcionales.
5.3.1.- Eficiencia
El sistema debe resultar lo suficientemente eficiente para permitir un uso adecuado del 
mismo. Para ello, se debe conseguir unos tiempos de respuesta aceptables para aplicaciones 
web, del entorno de los 1 – 4 segundos para una operación normal. 
Este es el tiempo que se cree que un usuario común considera como normal para una 
operación sencilla. Si los tiempos superan los cinco segundos, el sistema empieza a ser lento, 
y a más de ocho segundos aproximadamente, muy pesado de utilizar. Por esto trataremos de 
mantener los tiempos en los 1-4 segundos como decíamos. 
5.3.2.- Usabilidad
El sistema debe ser en la medida de lo posible intuitivo y fácilmente utilizable.  Los 
usuarios tienen un perfil del cual no se espera altos conocimientos técnicos, por lo que la 
simplicidad es muy importante. 
Las  acciones  deben  estar  presentadas  en  una  interfaz  sencilla  con  iconos  claros, 
explicaciones de lo que hace cada icono, y un camino de trabajo (o workflow) cómodo por la 
aplicación. 
Esto se refiere a las acciones que los usuarios esperan. Por ejemplo, si ven un icono de 
una X roja, suelen asumir que es un icono para borrar.  En este caso, esperan tener que 
seleccionarlo y clickar en un icono, luego confirmar que quieren borrar y por ultimo ver que se 
ha borrado correctamente. Tratar de respetar al máximo el proceso mental de los usuarios 
hace a la aplicación más usable. 
La parte pública debe tener un diseño especialmente atractivo que agrade al usuario, 
puesto que es la carta de presentación del congreso, y lo que los participantes van a poder ver 




Puesto que la intranet servirá para conocer y controlar el estado del congreso, esta debe 
proporcionar informes precisos sobre el mismo. Es importante que las búsquedas devuelvan lo 
que se espera obtener, y den resultados coherentes entre si. Especialmente en los casos en 
que se anoten pagos por parte de asistentes al congreso. 
5.3.4.- Tecnologías
Para un sistema de estas características donde los usuarios visitarán nuestro portal  y 
los administradores trabajarán sobre los datos, decidimos utilizar un servidor apache con base 
de datos mysql y php como lenguaje de scripting. 
Es cierto que hay otras opciones válidas, como un servidor IIS con SQLServer y ASP, 
pero la  combinación elegida está basada principalmente en software abierto,  y  está muy 
extendida, y por ello es una arquitectura muy probada. 
Por lo tanto, es un requerimiento no funcional que el sistema este basado en Apache, 
mySQL, PHP 4.1, html, javascript y css como tecnologías principales. 
5.3.5.- Secundario: Reusabilidad
Un  requisito  secundario  que  trataremos  de  satisfacer  dentro  de  lo  posible  es  la 
reusabilidad,  puesto que se pretende que el  sistema pueda servir  como base para otros 
congresos. Este objetivo es menos importante que el factor tiempo. 
Con esto queremos decir que es más importante que el sistema este listo para esta 
cuarta  edición  que  el  hecho  de  que  se  pueda  reaprovechar  fácilmente  para  ediciones 
posteriores. Es por esto que decimos que es un objetivo secundario. 
5.4.- Cuadro de perfiles de usuarios
Nuestro sistema contemplará tres perfiles básicos de usuario (administrador, evaluador, 
otros), aunque se podría clasificar a estos en más categorías: 
Queremos aclarar que llamaremos usuario a cualquier persona que utilice el sistema. 
Si  estamos  hablando  de  la  intranet,  nos  referiremos  a  administradores  y  evaluadores.  
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En cambio si estamos hablando de la parte pública nos referiremos a visitantes, autores, y 
asistentes. 
● Administrador:  Tendrá  acceso  completo  a  la  intranet  desde  donde  podrá 
consultar las propuestas, evaluadores, asistentes, los documentos, etc etc. 
● Evaluador:  se encarga de evaluar las propuestas que el administrador le ha 
asignado desde su zona de la intranet. 
● Visitante:  simplemente consulta la información que tenemos disponible en la 
parte pública. 
● Autor:  pretende hacernos llegar  sus propuestas  a  través  del  formulario  que 
tenemos habilitado para ello en la parte pública.
● Asistente al congreso: se inscribe en el congreso (debe hacerlo) para poder 
asistir al mismo. También puede querer organizar su horario para aprovechar bien el 
congreso. Accede a la parte pública.
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5.4.1.- Cuadro de casos de uso por usuarios
Los casos de uso son como pequeñas historias donde se explica lo que el sistema hará 
en diferentes situaciones. Incluyen: 
● Actores que realizan papeles,  como por  ejemplo,  el  sistema,  un usuario,  un 
sistema externo. 
● Acciones que se realizan para pedir acciones a otros actores, o a uno mismo, 
cuando se devuelven los resultados de las acciones
● Explicaciones textuales como las cosas que cumple el caso de uso (el contrato) 
y algunos detalles de implementación. 
En el cuadro de casos de uso por usuarios podemos ver una relación entre los perfiles 
de usuarios, las fases del congreso, y los casos de uso disponibles. 
( “tratar x” querrá decir -> crear, listar, editar, y borrar x )
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Usuario Administrador Evaluador Sistema
1 octubre Fase de diseño y planificación
12 enero Fase de envío de comunicaciones
- enviar com - tratar evaluadores
- tratar com
- tratar autores
- casar com con evaluador
- divorciar com de evaluador
- evaluar com - generar pdfs




- evaluar com - obtener nota final
- paginar resultados
- generar pdfs
 21 abril Envío de confirmaciones y recepción de documentos
-  enviar  doc  
    de la com
- ver com completas -  crear  codigos  de  
     confirmación
- envío emails 
- guardar ficheros
- generar pdfs
22 mayo Inscripción de asistentes
- inscribirse
    (como asistente)      
    (como autor)
- tratar inscripciones
15 junio Organización de la estructura del congreso
- generar horario
   personalizado
- tratar aularios
- tratar sesiones
5,6,7 julio Realización del congreso
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5.5.- Diagrama de Casos de Uso
El diagrama de casos de uso nos muestra de un vistazo rapido, los casos de uso y 
actores del sistema, y como están relacionados. Los datos concretos de como se realizará 
cada caso de uso se verán en el capítulo de diseño para que resulte más cómoda su lectura.
En nuestro caso los actores principales son el sistema, el servidor de pdfs, el servidor de 
aspemail, el visitante, asistente, autor, evaluador y administrador. 
Nos podemos fijar por ejemplo en que hay muchos casos de uso relacionados con el 
administrador. Esto no nos debería sorprender puesto que es el usuario para el que se han 
creado más funcionalidades, y el que utiliza más el sistema. Otros actores, como el servidor 
de pdfs, en contraste, prácticamente no tienen ninguna asociación porque solo actúan en 
ocasiones muy concretas. 
Varios de los casos de uso tratan las mismas funcionalidades para clases diferentes, 
como los de crear evaluador, crear comunicación, crear horario, etc y se han resumido en 
crear X. Básicamente son los casos de creación, borrado, listado, y modificación. 
Un par de casos de uso tratan las relaciones entre un evaluador y las comunicaciones 
que se le asignan. Son los casos de casamiento, divorcio, y evaluación. 
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Hay algunos otros casos de uso que tratan la comunicación entre el  sistema y los 
autores, como enviar propuesta, inscribirse, generar códigos de confirmación, enviar correos.
Por último hay utilidades para el administrador como los listados, la generación de pdfs, 
la obtención de notas finales y algún otro. 
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6.- Entorno de trabajo
Vamos  a  entrar  en  detalle  respecto  a  las  características  técnicas  de  las 
herramientas  empleadas  en  la  realización  del  Proyecto.  Este  capítulo  és 
importante para poder entender algunas de las limitaciones impuestas durante el 
desarrollo del Proyecto.
6.1.- Metodología de trabajo
Nuestra metodología tiene muy presente la diferenciación entre el site en explotación y 
el site de desarrollo. Aunque en momentos puntuales hemos trabajado directamente sobre el 
primero en directorios o scripts “ocultos” en general lo hemos hecho sobre todo en el segundo. 
De esta manera podemos probar cualquier añadido o modificación de forma local con 
la consiguiente comodidad, rapidez y seguridad, para luego pasarlo al servidor de explotación:
– No hace falta subir archivos por ftp constantemente
– Al estar en local ganamos rapidez
– Si algo no funciona, se puede probar o retocar todo lo que haga falta
– Si estropeamos algo, lo cargamos de nuevo. 
También es destacable el uso de un repositorio. Este método de trabajo posee muchas 
ventajas para nosotros , puesto que nos permite mantener un gran control sobre el nivel de 
cambios en el proyecto, volver atrás en caso de error, y facilita mucho el intercambio de los 
archivos del mismo entre sus participantes. 
Como comentario,  sin embargo, un inconveniente del mismo a tener en cuenta en 
proyectos web es que al integrar equipos con desarrolladores de diferentes perfiles se puede 
dar el caso de que un programador estropee el diseño de un diseñador, o al reves. También 
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se puede dar el caso de trabajar sobre una versión vieja de un archivo si no se actualiza 
convenientemente el repositorio antes de empezar a tocar archivos. Es por esto que el uso de 
repositorios requiere una dinámica propia y cuidadosa. 
Respecto al cliente, nuestro prioridad consiste en centrarnos principalmente en cumplir 
con los plazos del calendario en cuanto a funcionalidades básicas, que es lo principal, y en lo 
posible  intentar  satisfacer  sus  peticiones  de  funcionalidades  puntuales,  o  necesidades 
especiales de información o de informes, etc. que siempre surgen ya que este proyecto parte 
de cero, no se reaprovecha nada del sistema anterior.  
Así pues, tras recibir una petición esta se considera en función de su prioridad (dictada 
por el cliente principalmente), la carga de trabajo, el valor añadido que aporta vs el coste de 
realizarla, etc. 
Una vez se decide llevarla a cabo, empieza el proceso de diseño de la misma, para 
posteriormente programarla y testearla en local. Cuando los miembros del proyecto creen que 
está madura, se sube al servidor y se deja que el cliente la pruebe. Normalmente este pide 
modificaciones o  ajustes,  que se realizan en lo  posible,  y  también suele  descubrir  fallos 
ocultos (efecto demo) que se corrigen. 
Cuando este proceso termina, se pone en explotación, añadiendose al  resto de la 
aplicación.
Esto significa que la  aplicación,  a medida que se va construyendo también se va 
explotando, es decir, no esperamos a tener un producto terminado y completo, sino que a 
medida que vamos completando las secciones o modulos estos entran inmediatamente en 
uso. 
6.2.- Entorno de Desarrollo
A continuación detallaremos las herramientas y tecnologías utilizadas para desarrollar 
y explotar el sistema en la práctica real. Dentro de lo posible, se ha intentado aprovechar 
todas aquellas herramientas o sistemas que el ICE ya tenía a su disposición. En los casos en 
que no ha sido posible se ha intentado utilizar software libre. 
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6.2.1.- Desarrollo: Subversion system, SVN
Subversion, SVN, CVS indican (casi) el mismo concepto. Un sistema para permitir a un 
grupo  de  programadores  trabajar  en  un  proyecto  de  forma  distribuida,  con  backups 
incrementales de los cambios que se van produciendo en el proyecto. 
En nuestro caso, nos aporta ventajas para poder trabajar simultaneamente en varios 
archivos entre los miembros del proyecto, y como herramienta fiable para realizar backups 
comodamente, puesto que el repositorio está almacenado en un servidor del ICE y no en local. 
Utilizaremos  el  Tortoise  SVN  (http://tortoisesvn.tigris.org/),  para  windows,  cuya 
utilización es  muy sencilla  ya  que se integra  en el  explorador  de archivos  directamente. 
Tortoise es el sistema usado en el departamento de sistemas del ICE por lo que no hemos 
tenido que considerar alternativas.  
6.2.2.- Desarrollo: Dreamweaver MX 2005
Como editor  de páginas web,  hemos usado el  IDE Macromedia Dreamweaver MX 
2005 (http://www.adobe.com/products/dreamweaver/) que es el estandard en el ICE. Este IDE 
es un editor tipo WYSIWYG muy potente y permite la previsualización de los resultados del 
codigo  html,  manejo  de  archivos,  ftp  integrado,  vista  solo  codigo,  etc.  Es  especialmente 
cómodo para comprobar que la parte de presentación del  site se mantiene sin tener que 
cargar constantemente en el servidor para probar. 
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6.2.3.- Desarrollo: Cliente FTP 
FTP,  file  transfer  protocol,  es  un  standard  para  transferéncia  de  archivos  entre 
ordenadores. Se basa en el modelo cliente servidor, donde un ordenador mantiene un servidor 
que permite a otros conectarse al mismo y poner archivos en el mismo, o obtener los archivos 
que contiene. 
En  nuestro  caso,  utilizamos  este  sistema  para  mover  archivos  al  servidor  de 
explotación desde nuestro sistema local de desarrollo y pruebas. Para ello hemos usado la 
herramienta ftp integrada en Dreamweaver. 
6.2.4.- Desarrollo: remote desktop
En ocaciones hemos necesitado esta herramienta para poder controlar directamente 
alguno de los servidores utilizados. Si bien no teniamos acceso via remote desktop al servidor 
de explotación, sí que lo teníamos, por ejemplo, al servidor donde estaba instalado ASPEmail 
como veremos más adelante. 
6.2.5.- Desarrollo: servidor local, EasyPHP
Para poder realizar pruebas y desarrollo en un servidor local teníamos que instalar un 
servidor  apache,  el  intérprete  de php y una base de datos mysql.  Decidimos instalar  un 
paquete integrado que configurara todo por nosotros de una forma estandard en vez de tener 
que instalar y configurar manualmente cada uno de los programas. Tras algo de investigación, 
EasyPHP (http://www.easyphp.org/) nos pareció una buena opción ya que tiene una versión 
para windows y es de instalación facil,  con un interfaz cómodo y sencillo.  Ademas, yo ya 
estaba familiarizado con este paquete de desarrollos anteriores. 
6.2.6.- Desarrollo: DBDesigner
Esta herramienta para windows es gratuita y nos permite diseñar nuestra base de 
datos de forma eficiente. Posee muchas opciones y sus menus son sencillos y completos. Es 
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ligera y bastante completa. (http://fabforce.net/dbdesigner4/)
6.2.7.- Desarrollo: Documentación
Para realizar esta documentación se sopesó la posibilidad de realizarla en latex WAKA 
REF pero al no estar familiarizados con este lenguaje se optó por cuestión de prioridades por 
utilizar Open Office (http://www.openoffice.org/). 
Para  generar  los  gráficos  gant  se  optó  por  la  herramienta  gratuita  Gantt 
(http://ganttproject.biz/)
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Para  la  creación  de  los  diagramas  UML  se  usó  la  herramienta  libre  Argo  UML 
(http://argouml.tigris.org/)
6.3.- Entorno de Explotación
De nuevo detallaremos las herramientas específicas usadas pero ahora en 
la explotación del sistema para esta primera edición del congreso en particular. 
6.3.1.- Explotación: servidor eprints
Para la explotación de nuestro sistema nos fue asignado un espacio en el servidor 
eprints, un servidor controlado por la Biblioteca Gabriel Ferraté pero que había sido cedido por 
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el ICE y al que el ICE tenía acceso. En este sentido no había mucha elección. El servidor en 
sí,  aunque no  conocemos sus características  físicas  exactas,  sabíamos  que,  ademas  de 
hospedar nuestro sistema, contenía varios otros sites de la UPC. Las ventajas del mismo eran 
una arquitectura linux con apache, mysql y php ya instalados, mantenimiento de la máquina 
externo y backups diarios por parte de upcnet.
Este servidor se quedó algo justo durante el transcurso del proyecto por lo que fué 
sustituido por otra máquina más potente. 
6.3.2.- Explotación: servidor web Apache 1.2
Eprints ponía a nuestra disposición un espacio de uno de sus servidores  Apache 1.2 
para servir las peticiones a nuestro sistema. 
6.3.3.- Explotación: PHP WAKA version (4.1)
La versión de PHP que teníamos disponible era la 4.1
Esto motivó que decidieramos no utilizar el sistema de clases de PHP puesto que en la 
versión 4.1 no está plenamente soportado, empezando este soporte en la versión 5.0. 
Por ello, decidimos simular el sistema de clases creando pseudo-clases, almacenadas 
en la base de datos y realizando todas las operaciones sobre la misma, usando siempre el id 
del objeto para realizar las consultas. 
6.3.4.- Explotación: html, css, javascript
Además de utilizar PHP para la programación del site, el código final que recibe el 
usuario es html con hojas de estilos css y javascript para realizar ciertas funciones sobre los 
fomularios  y  en  otros  casos  puntuales.  Esto  permite  que  cualquier  navegador  moderno 
pudiese  ver  nuestro  portal.  No  optamos  por  otras  soluciones  como  xhtml  por  falta  de 
familiaridad con las mismas y requerimientos de tiempo.
6.3.5.- Explotación: mySQL 
La base de datos de explotación es la misma que la de pruebas, mysql. Nos decidimos 
por esta base de datos en parte porque el servidor de que disponíamos ya tenía soporte para 
la misma, y en parte porque es una solución gratuita, rápida, y fiable, y php contiene muchas 
funciones para interactuar específicamente con mysql.
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6.3.6.- Explotación: ASPEmail
Para solucionar la  necesidad que surgió de que el  sistema pudiese enviar  emails 
masivamente a participantes en el congreso, se optó por externalizar esta función sobre un 
servidor del ICE que tenía instalado ASPEmail. Esta herramienta basada en ASP permite el 
envío de correos electrónicos y estaba ya configurada y lista de desarrollos anteriores. Los 
correos se enviaban al relay de la UPC que los enviaba a sus destinatarios. 
6.3.7.- Explotación: Java, XML, generació de PDFs
Para  solucionar  la  necesidad  de  poder  disponer  de la  información  en 
documentos pdf que se pudieran descargar y visionar comodamente, optamos 
por  externalizar  dicha  función  puesto  que  el  ICE  disponía  de  un  sistema 
generador  de  documentos  pdf  que  funcionaba  bien.  Llamando  a  un  servlet 
residente en uno de los servidores del ICE mediante un sencillo link dentro de 
nuestro sistema, recibíamos un pdf descargable por el usuario. 
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7.- Diseño e Implementación
Caminar sobre el agua y desarrollar software a 
partir de unas
especificaciones es fácil…
...si ambas están congeladas.
Edward V. Berard, 
Ingeniero Informático
Vamos a intentar explicar el proceso de diseño del proyecto, así como las 
restricciones que le han sido impuestas al  mismo y como ha afectado esto a 
nuestras  decisiones  de  diseño.  Incluiremos  también  algunos  detalles  de  la 
implementación que nos parezcan interesantes, destacables u oportunos. 
7.1.- Diagrama de estados
Un diagrama de estados nos servirá para ver los estados por los que pasa el congreso. 
En cada uno de estos estados las funcionalidades del sistema cambiarán. No se necesita lo 
mismo en el estado de recepción de propuestas que en el de selección de propuestas.
 Utilizaremos  estos  estados  para  poder  realizar  iteraciones  sucesivas  que  vayan 
generando el sistema de forma JIT (Just In Time), es decir, en vez de construir un sistema 
entero  que  luego  se  utilice  para  cada  estado  cuando  toque,  iremos  construyendo  las 
funcionalidades de un estado mientras ocurre un estado anterior, de forma que la construcción 
y utilización del mismo avancen en paralelo. 
Como se puede observar en este diagrama, coincide prácticamente con la planificaión 
que hemos visto anteriormente. 
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7.2.- Modelo Arquitectónico
Nuestro Modelo Arquitectónico sentará las bases para la aplicación. Puesto que se trata 
de un sistema basado en web creemos conveniente utilizar  una división por  capas para 
nuestro  sistema,  tal  y  como detallamos  en la  especificación.  La  adaptación  concreta  del 
modelo de tres capas es la siguiente:
Interfaz  (HTML, css)
Dominio  (PHP, JavaScript)
Gestión  de Datos (mySQL SGBD)
El inconveniente a este respecto es la difícil separación entre Interfaz y Dominio, puesto 
que PHP y HTML se superponen de forma que dificultan esta separación. La posibilidad de 
utilizar XML para separar mejor estas capas fue sopesada pero se descarto por el  factor 
tiempo. 
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7.3.- Modelo de clases
Para la generación del diagrama de clases hemos decidido tomar una decisión poco 
usual  en proyectos que no sean de este tipo.  Diseñaremos directamente el  diagrama de 
clases sobre el diagrama relacional. 
Hemos decidido realizar esto así porque trabajaremos directamente sobre un modelo 
relacional después, y porque nos permite ver más directamente como vamos a relacionar las 
clases entre si en la base de datos a la hora de diseñarlas. Como además no utilizaremos el 
sistema de tipos básico de PHP 4, sino que haremos una simulación de clases usando la base 
de datos, creemos que esta opción es la mejor en este caso. 
7.4.- Modelo Relacional 
El modelo relacional es una traducción del modelo de clases a un diagrama que se 
pueda generar en un SGBD. Se adaptan las relaciones entre las clases para que se puedan 
guardar en la base de datos. Esto afecta especialmente a las relaciones n:m donde hay que 
utilizar tablas secundarias, asi como a las generalizaciones y especificaciones. 
Para la identificación de objetos se usarán las claves primarias de la base de datos. Los 
atributos se guardaran directamente en las tablas. 
En nuestro modelo se pueden observar las clases principales de nuestro sistema, que 
son las que poseen más relaciones, es decir, como se podía pensar intuitivamente, las clases 
persona, proposta, evaluacio. 
Se pueden observar junto a estas unas tablas adyacentes llamadas *_databox. Estas 
tablas guardan parte de los datos de las clases *, es decir, persona_databox guarda parte de 
los datos de persona. Esto se ha hecho así para aligerar las tablas que contienen las clases 
haciendo que los atributos de uso poco común se guarden aparte en las tablas *_databox. 
Las  tablas  que  manejan  los  horarios  y  aularios,  como  super_session,  aules, 
franja_horaria. 
Tablas que contienen datos auxiliares como la tabla de documentos, la de imágenes, la 
de  idiomas,  la  de  login,  la  de  país.  También  hay  algunas  tablas  que  solo  existen  para 
relacionar dos clases, como assistencies. Se han incluido los datos de multiplicidades en las 




7.5.- Casos de Uso y Diagramas de flujo
Primero recordaremos el  diagrama de casos de uso que ya apareció  en el 
capítulo de especificación. Posteriormente detallaremos cada caso de uso en la forma 
ya explicada al inicio del capítulo. 
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7.5.1.- Caso de uso enviar propuesta
Un visitante decide participar en el congreso y para ello nos quiere hacer llegar su 
propuesta de ponencia para el mismo. Para ello rellenará el formulario que hemos preparado, 
y este será procesado haciéndonos llegar su propuesta, que quedará almacenada en nuestra 
base de datos a la espera de que sea evaluada. 
Contrato
El formulario será procesado, de forma que se asegure que contiene los datos que nos 
interesan  en  cada  campo  mediante  comprobaciones  en  javascript,  y  posteriores 
comprobaciones una vez enviado. Se asegura que los datos serán guardados correctamente 
en la base de datos y que se avisará al usuario de que ha sido así, o de que ha habido un 
error. 
La forma de evitar duplicados sera comprobar nombre de usuario y comunicación. El 
documento enviado será almacenado en el servidor en un directorio con un número de serie y 
quedará  asociado  a  dicha  comunicación.  Se  deberá  controlar  el  tamaño máximo  de  los 




El  formulario  se  encarga  de  recoger  todos  los  datos  de  la  comunicación 
(3_envío_form2.php) aquí se realizan las comprobaciones más básicas con javascript para 
evitar campos vacios, por ejemplo. 
Estos  datos  se  pasan  al  fichero  (3_envío_form_post.php)  que  ejecuta  las 
comprobaciones finales sobre los datos, trata la imagen si la habia para ajustarla en tamaño y 
formato,  e  inserta  todos  los  datos  en  la  base  de  datos.  Finalmente  se  llama  al  fichero 
(3_envío_form_post_ok.php)  para  confirmar  que  todo  el  proceso  ha  tenido  lugar 
correctamente. 
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7.5.2.- Caso de uso crear x
Creación de un objeto nuevo que no existe en el sistema.
Contrato
Se  tienen  todos  los  datos  necesarios  del  objeto  a  crear.  El  objeto  será  creado 
correctamente en el sistema.
Diagrama de flujo
Implementación
El proceso es el mismo para todos los objetos. Se rellenan los datos del objeto a crear, y 
se comprueba que no falte ningún dato esencial. Esto se realiza mediante javascript antes de 
enviar el formulario de creación. 
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Posteriormente, se comprueba que no exista ya un objeto igual en el  sistema. Para 
comprobar esto, depende de la clase del objeto se comprobará por ejemplo que no exista ya 
una persona con el mismo nombre. 
Si no ha habido problemas, se creará el objeto en la base de datos, y se añadirán sus 
dependencias si se necesitan. 
7.5.3.- Caso de uso modificar x
Para cuando se desea cambiar alguna de los valores de los atributos de un objeto.
Contrato
Se indicará el objeto que se desea modificar. Después de indicar las modificaciones, el 
objeto será exactamente el mismo que era antes, excepto en aquellos campos en los que ha 
sido modificado expresamente. 
Diagrama de flujo
Implementación
Se indica el objeto a modificar, y este se trae de la base de datos. Se muestran todos 
los campos que permitimos modificar, y una vez el usuario ha terminado de retocar lo que 
desea, se reinsertan todos en la base de datos mediante un update, de forma que el objeto 
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queda igual excepto allí donde se han cambiado los valores. 
7.5.4.- Caso de uso borrar x
Incluye borrar propuesta, borrar inscripcion, borrar evaluador
Contrato
Recibe la id del objeto a borrar. 
Se pide confirmación por parte del usuario.
Borra las dependencias del objeto del sistema, y luego borra el objeto.
Diagrama de flujo
Implementación
El script iniciador ( x_esborrar.php ) recibe la id del objeto a borrar. Comprueba que el 
usuario tenga privilegios para borrar el objeto, y luego recupera información básica sobre el 
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mismo y sus dependencias, y posteriormente pregunta al usuario si esta seguro de que desea 
borrar.
Si  el  usuario  lo  confirma,  se  pasa  el  control  al  script  que  borra  realmente 
(  x_esborrar_post.php )  que realizará el  borrado propiamente dicho,  comenzando por  las 
dependencias y terminando con el objeto.
7.5.5.- Caso de uso listar x
Este caso de uso permite obtener listas de elementos y mostrarlas al usuario. Lo que 
varía entre los diferentes listados són los elementos a mostrar. 
Contrato
Se solicitará la realización del listado. Se devolverá un listado correcto de los objetos 




Hay varios  listados diferentes,  pero  la  idea general  es  la  misma para  todos.   Se 
selecciona el listado deseado desde la zona de administración del sistema, o en el caso de 
evaluadores  desde  su  página  principal,  y  esto  llama  al  script  que  realiza  el  listado.
Dicho script  realizará  una query  a  la  base de datos  solicitando los  datos  que se 
desean. En el caso en que se necesiten datos de varias tablas, se realizará la serie de querys 
encadenadas  necesarias.  
Hay que destacar que no se ha empleado un solo script  parametrizable debido a 
cuestiones de eficiencia. El servidor de que se disponía daba problemas con querys complejas 
sobre tablas con menos de 1000 elementos, así que se optó por un script diferente para cada 
query que devolviera estrictamente lo necesario para cada una. Además se ha creado un 
sistema de  paginacion  que permita  devolver  los  resultados  en  bloques  pequeños  de  50 
elementos, y deje navegar adelante y detrás por los resultados. 
7.5.6.- Caso de uso casar comunicación y evaluador
Puesto que las comunicaciones que pasen una criba inicial por parte del administrador 
deben  ser  evaluadas,  debemos asignar  a  cada una  un  evaluador  entre  nuestro  pool  de 
evaluadores. Este proceso lo lleva a cabo el administrador. 
Contrato
La comunicación y el evaluador existen. 
La comunicación no esta ya asignada a un evaluador. 




El administrador usa la vista de comunicaciones sin evaluador y selecciona la opción de 
casar  evaluador  y  comunicación.  Se  puede  ver  que  evaluadores  tiene  la  comunicación 
elegida.  El  fichero  casament.php  recibe  estos  parametros  y  realiza  el  casamiento 
comprobando las condiciones del contrato. 
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7.5.7.- Caso de uso divorciar comunicación y evaluador
Si hay casamientos, hay divorcios. En este caso se desea “separar” a un evaluador y 
una comunicación que han sido previamente asociados. 
Contrato
Ambos, evaluador y comunicación deben existir




El administrador va a la vista de comunicaciones casadas y selecciona una. El fichero 
casament.php  sirve  también  para  realizar  los  divorcios,  y  se  le  indica  el  evaluador, 
comunicación, y que los divorcie. 
Antes de realizar el  divorcio, se comprueba la existencia de evaluaciones para esta 
comunicación  por  parte  de  este  evaluador  y  se  borran  si  existen.  Después  se  borra  la 
asociación entre evaluador y comunicación. 
7.5.8.- Caso de uso evaluar comunicación
Un evaluador elije una de las comunicaciones que tiene asignadas y la evalua 
Contrato
Recibe una comunicación, que puede estar ya evaluada o no. Devuelve una evaluación 




El script prop_avaluar.php recibe la id de la propuesta a evaluar. Se debe estar login en 
el  sistema.  Se  comprueba  que  esa  propuesta  y  ese  evaluador  esten  relacionados.  El 
administrador puede evaluar todas las propuestas. Si la evaluación ya habia sido realizada 
rescata los datos que ya habia. 
Una  vez  cumplimentada  la  evaluación,  el  script  prop_avaluar_post.php  realiza  la 
inserción en la base de datos de forma correcta.
7.5.9.- Caso de uso obtener nota final
Para calcular las notas de las comunicaciones, se ponderan las notas que ha recibido 
por  parte  de  sus  evaluadores.  Este  proceso  se  realiza  automáticamente  al  indicar  un 
evaluador  una  nota  final.  En  caso  de  borrar  el  evaluador  o  similares,  se  reactiva  la 
actualización de la nota. 
Contrato
La comunicación existe. 
Un evaluador coloca una nota definitiva, que se ponderara con las notas ya existentes 
de la comunicación para dar un valor medio definitivo ponderado. Si el que pone la nota final 




Cuando un evaluador pone una nota final, se llama a la función  prop_set_nota_final de 
la clase proposta para que se calcule la media. El administrador puede también llamar a esta 
función para alterar la nota directamente. Si el evaluador se borra, el fichero encargado de 
realizar el borrado borra sus evaluaciones y actualiza las notas. Lo mismo sucede en caso de 
divorcio. (borrado en cascada)
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7.5.10.- Caso de uso crear códigos de confirmación
En  este  caso  estos  códigos  son  necesarios  para  que  los  participantes  cuyas 
comunicaciones han sido seleccionadas puedan enviarnos sus comunicaciones definitivas y 
podamos confirmar que dichos archivos son enviados por sus autores validos. Por lo tanto 
generamos códigos de confirmación basándonos en la id con la que los guardamos en la base 
de datos, que es desconocida para cualquier agente externo, y el apellido del participante. 
Contrato




7.5.11.- Caso de uso generar pdfs
Genera un documento pdf descargable a partir de un documento .doc o similar que nos 
hayan entregado.
Contrato
Llamamos al servlet que genera los pdfs y le indicamos entre otras cosas, la url del 
documento a convertir. El servlet genera y nos devuelve el pdf para descarga inmediata.
Diagrama de flujo
Implementación
La generación de pdfs ha sido realizada de forma externa. El ICE ya disponía de una 
herramienta de conversión de un formato a otro, y lo único que hacemos es llamar a la misma 
pasándole la url del documento, y nos devolverá el pdf generado a partir del mismo. 
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7.5.12.- Caso de uso realizar inscripción
En este caso de uso, un participante realiza una inscripción formal al congreso para el o 
para el y sus colaboradores. 
Contrato
El usuario estará correctamente almacenado en el sistema como persona inscrita en el 
congreso.  Se  permitirá  al  usuario  establecer  si  se  trata  de  un  autor  o  un  participante. 




El formulario se encarga de restringir ciertos campos según el tipo de asistente que se le 
indique. Si  la inscripción es de un autor se permite enviar el  documento definitivo. Se ha 
implementado  mediante  tres  ficheros:  4_inscripcion.php,  4_inscripcion_send_doc.php, 
4_inscripcion_send_doc_post.php 
7.5.13.- Caso de uso generar horario
Es  preciso  poder  generar  horarios  para  el  congreso  de  forma  supervisada  por  el 
sistema. 
Contrato
El  horario  se  generara  por  franjas.  Para  una  franja  determinada  se  indicara  que 
comunicaciones se van a colocar en ella. No se puede tener una misma comunicación en dos 




El fichero sess_horario_editor.php y sess_session_editor.php permiten editar el horario 
completo y sesiones en particular. La implementación toma el horario de la base de datos y lo 
lee, indicando el mismo. Antes de guardar cualquier modificación se comprueba que no se 
violen las condiciones. 
7.5.14.- Caso de uso enviar correo
Hay puntos del congreso en que sera necesario enviar correos a los participantes del 
mismo. Envíos masivos de correos. Para ello se utilizará la herramienta ASPEmail que permite 
esto. Utilizaremos el relay de la UPC para dirigir dichos correos. Sin embargo, no se ha podido 
integrar un editor de correos por requerimientos temporales, así pues se han “enlatado” los 
tres envíos necesarios durante el congreso. Esto esta incluido en el apartado de mejoras como 
algo a solucionar. 
Contrato
Se  nos  indicará  una  condición  que  deben  cumplir  los  destinatarios  del  correo.  Se 
prepararán  los  parámetros  de  ASPEmail  para  poder  enviar  los  correos.  Se  le  pasará  la 




El fichero mails_massius_empaquetador es parte del dominio pero no tiene una interfaz 
para  usuarios,  que  es  la  parte  faltante.  Este  fichero  es,  sin  embargo,  manualmente 
parametrizable, y recogerá los datos necesarios de la base de datos, y los empaquetará para 
llamar a ASPEmail. 
7.5.15.- Caso de uso consultar extranet
Este caso de uso como tal no pertenece realmente a la intranet del congreso, pero 
creemos que estaria bien incluirlo, puesto que parte de la información de la intranet, como los 
horarios y aularios pueden ser consultados desde la parte pública. 
Contrato




Los diversos ficheros HTML que forman la parte pública no deben ser procesados ni 
programados,  simplemente se devuelve la  página solicitada por  el  usuario,  no hace falta 
programación mas allá de esto. Hay alguna pagina como la que muestra los horarios que 
tomará contenido de la base de datos, pero su funcionalidad es una replica de la función de 
consulta de horarios de la intranet. 
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8.- Pruebas y tests
Donde explicaremos que sistema utilizamos para realizar las pruebas en local y 
como es la interacción con el servidor de explotación
8.1.- Procedimiento de pruebas 
genérico
El procedimiento de pruebas es siempre el mismo. Se realiza la modificación sobre la 
versión  de  desarrollo  que  tenemos  en  local.  Una  vez  probados  los  diferentes  casos  / 
funcionalidades hasta que se cree que no hay errores, se sube al servidor de explotación.  
Una vez en este, se vuelve a probar y por último se hace pública la modificación. Hay 
que estar atento puesto que los usuarios tienen una capacidad especial para encontrar errores 
que nosotros no hemos conseguido encontrar, y es probable que en las primeras horas nos 
avisen de pequeños errores nuevos.
8.2.- Pruebas de funcionalidad y consistencia
Para cada funcionalidad del sistema, comprobar que hace lo que debe hacer, probando 
cada caso posible, y comprobaciones sobre la consistencia de los datos en el SGBD. 
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8.2.1.- Prueba: registro de pagos
Comprobar  que  al  marcar  un  usuario  como  pagado  esta  información  se  guarde 
correctamente. Es un caso que en realidad es muy sencillo pero debido a que se trata de 
información  de  pagos  es  muy  importante  asegurarse.  Si  bien  se  guarda  la  información 
económica manualmente en papel, esta utilidad del sistema ahorra trabajo al administrador. 
Procedimiento: 
Probar a marcar y desmarcar varios usuarios. Comprobar que la información se guarde 
bien en la base de datos. 
Resultado 
Correcto. 
8.2.2.- Prueba: Envío de propuestas
Comprobación del envío de propuestas. 
Procedimiento: 
Probamos el envío de propuestas y sus casos extremos, como ficheros con extensiones 





8.2.3.- Prueba: Impresión de documentos
Se guardan los documentos en pdf para poder ser imprimidos. Este es un servicio que 
proporciona una herramienta externa del ICE. 
Procedimiento: 
Probar la impresión de varios documentos. 
Resultado 
Correcto. 
8.2.4.- Prueba: Asignar propuestas a evaluador. 
Para el caso de uso “casamiento” de propuesta y evaluador. 
Procedimiento: 
Probar asignación de demasiadas propuestas a un mismo evaluador. Probar a asignar 
la misma propuesta a dos evaluadores diferentes. Probar a asignar a un evaluador inexistente. 




8.2.5.- Prueba: Divorciar evaluador y propuesta. 
Para el caso de uso de divorciar.
Procedimiento: 
Separar propuesta de evaluador al  que no esta asignado o a evaluador inexistente. 
Separar  evaluador  de  propuesta  a  la  que  no  esta  asignado  o  a  propuesta  inexistente. 
Comprobar  que  al  separar  las  evaluaciones  dependientes  se  borran  correctamente. 
Comprobar que quedan correctamente desligados. 
Resultado 
Correcto. 
8.2.6.- Prueba: Listados de asistentes. 
Para cada listado, comprobar para copias con pocos asistentes ficticios que:
Procedimiento: 
Los  asistentes  que  aparecen  son  solo  los  que  cumplen  las  condiciones,  que  la 
ordenación  de  los  mismos  es  la  correcta,  que  se  generan  y  separan  los  listados 
correctamente. 
Resultado 
Estas comprobaciones fueron de las mas pesadas,  puesto que con las mejoras de 
eficiencia en la generación de los listados, el codigo que los genera se volvió poco intuitivo. En 
varios casos se descubrieron bugs en las consultas que fueron reparados. Resultado final 
correcto. 
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8.2.7.- Prueba: Funcionalidades de evaluador 
Entrar al sistema con rol de evaluador y comprobar que solo nos dejan hacer acciones 
acordes a nuestro rol, y ver nuestras comunicaciones asignadas. 
Procedimiento: 
Tratar  de poner notas a comunicaciones que no nos pertenecen,  comprobar que si 
evaluamos los datos se guarden correctamente, provar la impresión de comunicaciones.
Resultado 
Correcto. 
8.3.- Pruebas de carga
Se llaman así a pruebas que se realizan sobre los servidores que soportan 
la aplicación para ver si  estos son capaces de responder a las peticiones (la 
carga) a la que se espera que se vean sometidos en un entorno de explotación 
real. 
En  nuestro  caso,  realizar  pruebas de  carga resultó  un poco difícil,  puesto  que el 
servidor que daba soporte a nuestra aplicación no era nuestro, ni estaba dedicado a nuestra 
aplicación en exclusiva, sino que alojaba también otros sistemas de otros departamentos. Por 
tanto, no podíamos realizar pruebas de casos extremos que pudieran colgar o sobrecargar el 
servidor por respeto a esas otras aplicaciones. 
Sin  embargo,  si  que  realizamos,  durante  las  pruebas  de  funcionalidad, 
comprobaciones sobre la velocidad de respuesta de la aplicación. Aunque durante la mayor 
parte  del  desarrollo  los  resultados  fueron  satisfactorios  con  tiempos  de  respuesta 
razonablemente bajos a las peticiones de información, del rango de 2 – 4 segundos, tuvimos 
un bache alrededor del mes de abril, cuando las tablas mas grandes rondaban las 1000 tuplas 
de longitud lo cual es poco para una base de datos de explotación, las querys empezaron a 
alargarse en tiempo, hasta llegar en ocasiones a saltar el timeout de 30 segundos de php. 
Tras consultar esto con los responsables del servidor eprints, vimos que el servidor 
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que alojaba el sistema estaba previsto que fuera actualizado en breve, por exceso de carga 
para sus prestaciones actuales para las cuales se había quedado pequeño. Esto nos decidió a 
implementar mejoras de eficiencia sobre la base de datos para poder lograr una eficiencia 
aceptable mientras el servidor se modernizaba. 
Por un lado, optimizamos las tablas de la base de datos repartiendo los datos de forma 
que aquellos campos menos utilizados estuvieran en tablas anexas a las tablas principales, de 
forma que el tamaño de estas se redujera. También adaptamos los tipos de los campos para 
mejorar el tiempo de respuesta de la base de datos, puesto que si estos son de tamaño fijo 
mySQL puede usar el tipo de tabla InnoDB que es el más rápido. 
La programación de los recorridos sobre la base de datos también fué optimizada de 
forma que se redujera lo máximo posible la carga sobre el servidor. Mediante estas medidas, 
logramos bajar los tiempos de respuesta de los 30 a los 8 segundos, algo aceptable, si bien no 
optimo, mientras se actualizaba el servidor. 
8.4.- Tolerancia a fallos
Queremos destacar que este aspecto del sistema no es responsabilidad nuestra, sino 
que delegamos la misma en nuestro host del sistema, es decir en los responsables del buen 
funcionamiento del servidor que nos alojaba. 
A este respecto, sabemos que el servidor está protegido contra caidas por upcnet, y que 
se realizan backups diarios de los datos del mismo, cada noche de madrugada, en caso de 
que se necesite restaurar el sistema a un estado anterior. 
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9.- Conclusiones
Donde  detallaremos  las  lecciones  aprendidas  durante  el  proyecto  y  los 
resultados que se obtuvieron con el mismo en su uso real, así como proyecciones 
de futuro.
9.1.- Conclusión personal 
Personalmente, los diez meses de duro trabajo creo que dieron sus frutos, puesto que el 
sistema cumplió con las expectativas que se tenían de él, y permitió una buena organización 
del congreso en los plazos pedidos. 
Durante la realización del mismo creo que obtuve una valiosa experiencia de trabajo en 
proyectos largos, así como una visión real del proceso de desarrollo del mismo, y de porque 
es realmente importante intentar  seguir  en la medida de lo posible los procesos que nos 
enseñan en la carrera, que muchas veces parecen engorrosos mientras se ven como teoría 
pero luego en la práctica permiten una buena estructuración de algo que sería demasiado 
complejo gestionar de otra manera. 
Me quedo con la satisfacción de poder presentar un PFC que ya ha sido utilizado con 
éxito en el mundo real, y que además han considerado lo suficientemente util  como para 
decidir añadirle funcionalidades de cara a nuevas ediciones de congresos. 
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9.2.- Planificación real del proyecto
Quizás la parte más difícil, cumplir los plazos de entrega para evitar desviaciones en el 
calendario oficial del congreso. 
Si bien conseguimos mantener dichas fechas, algunas partes del proyecto resultaron 
más difíciles de lo  esperado.  Por ejemplo,  tuvimos que perder  algo más de una semana 
mejorando la eficiencia de las consultas por las causas descritas en el apartado de pruebas de 
carga.  La paginacion de las consultas también desvió la planificación haciendonos perder 
tiempo de ventaja. 
Otros  apartados  especialmente  difíciles  fueron  el  formulario  inicial  de  entrega  de 
propuestas y algunos de los listados de información para el administrador. 
Por  suerte,  en  nuestra  previsión  inicial  habíamos  previsto  dos  periodos  largos  de 
mejoras,  que nos  permitieron absorver  estas  desviaciones,  así  como poder  realizar  otras 
tareas  en  el  proyecto,  como  por  ejemplo,  resolver  bugs  encontrados,  realizar  pequeñas 
mejoras,  arreglar  la  presentación  de elementos,  implementar  mejoras  de  eficiencia  como 




Vamos a presentar a continuación una aproximación de los costes 
del proyecto basándonos en la dedicación por horas y el coste por 
hora y trabajador. 
Trataremos de incluir otros costes como material y relacionados ya dentro de los costes 
por  hora  trabajada.  Esto  es así  puesto  que resulta  casi  imposible  estimar  los  costes  de 
servidores  que  llevan  ya  tiempo  funcionando,  y  separar  la  fracción  de  costes  de 
mantenimiento de los mismos del total de costes en este sentido para el ICE, además de ser 
estos servidores compartidos, lo que dificulta más esta separación.
Las  horas  se  han  calculado  basándonos  en:
meses * semanas laborables * dias de la semana * horas al dia * coste por hora
Los costes reales se calculan de la misma manera, pero el coste por hora es, excepto 
en Diseño Gráfico que sigue siendo de 40 euros la hora, tan solo de 6 euros la hora, el sueldo 
de un becario UPC. 
Tarea Recurso Horas Coste Teórico Coste Real 
Diseño Gráfico Técnico Multimedia 160 6400 6400
Analisis de requisitos Analista 20 1200 240
Especificación Especificador 60 3600 360
Diseño Diseñador 120 7700 770
Implementación Programadores 680 23800 4080
Pruebas Programadores  / 
usuario
80 2000 550
Servidor eprints SBIB  UPC  /  ICE 
UPC
-- -- --
Alojamiento servidor SBIB UPC -- -- --
Backups y servicios UPCNet,  SBIB 
UPC
-- -- --
Total: 44700 euros 12400 euros
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9.4.- Trabajo futuro
Ningún proyecto es perfecto, y este no va a ser la excepción. Cuando se trabaja en un 
entorno real, con medios limitados, no se pueden llevar a cabo las cosas tal y como uno 
desearía y en muchas ocasiones se tienen que tomar decisiones de compromiso. A 
continuación detallaremos las mejoras más importantes que creemos se puede realizar sobre 
el proyecto, y pautas para trabajo futuro sobre el mismo. 
A  nivel  de  servidor  de  explotación:  un  servidor  de  explotación  más  potente  es 
imprescindible. Dado que trabajamos con una base de datos pequeña, con tablas de pocos 
miles de tuplas, las consultas deberían ser más rápidas todavia. El hecho de que la intranet 
sea usada por muy pocos usuarios evita el colapso, pero este punto debería reforzarse. 
A nivel de seguridad: La seguridad no era una prioridad absoluta del diseño, y por lo 
tanto nos basamos en un sistema de logins y sesiones para poder acceder a la intranet.
Sin embargo, debería realizarse una auditoría de seguridad del sistema para poder tapar 
posibles agujeros que este tenga. Tampoco se ha tenido en cuenta temas como el  evitar 
ataques tipo sql-inject, aunque estos son difíciles puesto que el acceso a la base de datos es 
accesible solo en local por el administrador y los evaluadores, pero aún así este aspecto es 
mejorable. 
El  resto de medidas se basan en un sistema perimetral  de firewalls que impiden el 
acceso a ciertas partes de la aplicación desde ips no autorizadas. 
Flexibilidad: Este és un sistema realizado a medida de un cliente en particular y un 
congreso en particular.  Se expresó el  deseo de que, si  era posible, se pudiese utilizar el 
sistema para organizar otros congresos. Este hecho se ha tratado de tener en cuenta, pero ha 
tenido poca prioridad comparado con los otros requisitos. Por ello, se debería readaptar el 
sistema para permitir que sirva de plataforma genérica de organización de futuras ediciones 
del congreso CIDUI.
Búsqueda: una utilidad de búsqueda interna de participantes, comunicaciones o demás 
sería muy util para horrar tiempo al administrador. 
Nuevas tecnologias: Se podrían añadir el uso de otras tecnologías no incluidas en la 
intranet, que pudiesen aportar funcionalidad, como el uso de ajax en búsquedas, incluir un 
gestor de correo interno basado en alguna aplicación open-source como squirrel mail, etc. 
Mejora de gestión de personas: La necesidad de terminar a tiempo ha provocado que 
la gestión de personas sea un tanto simplificada. Mejorar este aspecto con la inclusión de 
perfiles, y la solución de algunas inconsistencias sería una mejora interesante. También se 
podrían incorporar la expedición de certificados y acreditaciones y pago online. 
Por último, gestión de ediciones. Permitir crear instancias diferentes para cada edición 
del congreso CIDUI. A este extremo, me han confirmado hace poco que el ICE tiene intención 
de realizar una versión 2.0 del proyecto. El PFC de otro alumno consistirá en parametrizar y 
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Hope dangles on a string
Like slow spinning redemption
Winding in and winding out
The shine of it has caught my eye
And roped me in
So, mesmerizing, so hypnotizing,






I swear I'm right
Swear I knew it all along
And I am flawed, but I am cleaning up so well
I am seeing in me now the things you swore you saw yourself
So clear
Like the diamond in your ring
Cut to mirror your intention
Oversized and overwhelmed
The shine of which has caught my eye
And rendered me
So isolated, so motivated






I swear I'm right
Swear I knew it all along
And I am flawed, but I am cleaning up so well
I am seeing in me now the things you swore you saw yourself
So turn
up the corners of your lips
Part them and feel my finger tips
Trace the moment fall forever
Defense is paper thin
Just one touch and I'll be in
Too deep now to ever swim against the current
So let me slip away
So let me slip away
So let me slip away
So let me slip against the current
So let me slip away
So let me slip away
So let me slip away






I swear I'm right
Swear I knew it all along
And I am flawed, but I am cleaning up so well
I am seeing in me now the things you swore you saw yourself
Like hope
dangles on a string
Like slow spinning redemption...
--Vindicated, by Dashboard Confessional
it is now, finally, over...
and I am now, finally, free...
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