The design of the control software for complex systems is a difficult task. It requires the modeling, the simulation, the integration and the adaptation of a multitude of interconnected entities and behaviors. To tackle this complexity, the approach proposed consists in combining architectural concepts, Design Patterns and object-oriented modeling with unified modeling language (UML). In this context, the present paper describes a modeling framework to take greater advantage of these concepts and to design flexible, intelligible control software. It proposes to objectify the behaviors, which leads to a two-level architecture based on three concepts: resources software images of the controlled system-behaviors applied to these resources, and meta-behaviors, i.e. means for behavior integration and adaptation. Two Design Patterns are proposed to describe how to specify behaviors and define the means to combine and adapt them. The first pattern, Polymorphic Behavior, provides the means to define new behaviors for a system and to plug them dynamically. The second one, Structured Behavior, provides the means to use finite state machines for behavior switching. The originality of the framework is that it defines concepts, a UML-based notation and heuristics which specifies how to apply these concepts. To illustrate the elements mentioned, this paper uses the control software of a walking robot as a running example.
Introduction
The design of the control software for complex systems is a difficult task [29] . In particular, it requires means -i.e. concepts, notations and guides -for the integration and adaptation of a number of local behaviors within the framework of global control [36] . To tackle this complexity, one of the current approaches takes advantage of the know-how acquired from object-oriented software. In this context, the present paper proposes a modeling framework which explains how to capitalize this know-how in order to find a new way to design complex software systems which are controllers. The basic concept proposed by this paper is that of behavioral objects, which consists in reifying the behaviors of a subsystem. This founding principle opens an important field of investigation of complex systems. In particular, it helps to model all the elements considered (subsystems, control laws and interactions) in a uniform way with objects. The well-known principles of the object-oriented approach -classification, composition and delegation -can then be applied to the behavioral aspects. The notion of behavioral objects leads to an analysis guided by a two-level architecture that sets up three kinds of entities: resources, behaviors and meta-behaviors. These two levels must not be mistaken for the traditional notion of hierarchy. The first conceptual level includes entities which model resources, i.e. software images of the physical components. The resources help to model the structure of the controlled system and to specify the available services to make this structure evolve. The second conceptual level includes entities which model behaviors and allow the control of the previous elements. A behavioral object can then be considered as a resource for behavioral objects of a higher order. These behavioral objects, called meta-behaviors, help to integrate, adapt and coordinate other behaviors; they represent the third concept of the architecture. The heuristics associated with the present architecture matches a modeling step with each of the above-mentioned concept. The first step consists in modeling the controlled system with the different objects it is composed of and their relations. The second step determines the behaviors and the local laws which apply to each of the entities found. The last step uses meta-behaviors to coordinate the specified behaviors until the desired global control strategy is obtained.
The present paper is divided into three parts. The first part describes the main problems of modeling controllers which are particular software system. It explains how the complexity of the controlled systems is also to be found in the control software and presents the current ways to approach this complexity. The second part describes the modeling framework proposed. This framework includes concepts, notation and heuristics used to reduce the modeling efforts by describing the software components necessary for the global control of a complex system, the way to represent them and to organize them. The third part shows how the behaviors can be synthesized from Design Patterns adapted to control software. The control of a hexapod robot will be the example used throughout the whole study.
Software control of complex systems

Software and control
The control field includes the necessary know-how for the synthesizes of an algorithm dedicated to the control of a particular subsystem. For example, Astrom and Wittenmark [4] explain: (1) how to synthesize a control law with optimality and robustness constraints and (2) how to implement this law with an algorithm. So far, however, the control field has no general framework which would explain how to integrate the multitude of controllers necessary for the global control of a complex system, into a single software, in a flexible way. So, the software control of complex system leads to a software system which is also complex. To tackle this complexity, Van Bremen et al. [38] suggest to take advantage of the concepts from the field of multi-agent systems. Each controller is modeled by an agent which is a kind of active object performing a control law. The global behavior is then modeled as a society of agents which collaborate or are coordinated by agents of a higher level. Van Bremen and de Vries [37] present an implementation of these concepts for servo-controlled room temperature.
The present paper follows a similar approach. It shows how to take advantage of the object-oriented concepts to allow the easier software synthesis for complex control systems and it uses the example of the control of a legged robot [33] to illustrate the concepts.
This system, shown in Fig. 1 , consists of a multitude of interdependent variables or entities which must be organized. To control it, it is necessary to integrate several types of controllers which perform each a particular behavior. In the present case, the control software must integrate local controllers to servo-control each leg and a global supervisor to synchronize the local motions and to set the walking speed. Each local controller can be decomposed into three simpler controllers: a retraction controller which allows the platform to move, a protraction controller which determines where and how to reposition a leg and a controller which coordinates the previous two controllers. The proposed modeling framework helps to tackle the complexity of such a system.
Object-oriented approach to control
One of the current ways to master the increasing complexity of control software consists in reusing concepts issued from software engineering. Sanz et al. [29] present the advantages and difficulties of such an approach. They explain that software engineering contains the necessary concepts to tackle the complexity and that using them helps to reduce the design efforts. However, their application to the control field requires new knowledge [18] .
The elements from the software field which prove most promising in the control field are the object-oriented concepts -with the UML language [13] -and the architectural elements -with the Design Patterns [16] . Booch [6] and
