We propose a new approach to graph compression by appeal to optimal transport. The transport problem is seeded with prior information about node importance, attributes, and edges in the graph. The transport formulation can be setup for either directed or undirected graphs, and its dual characterization is cast in terms of distributions over the nodes. The compression pertains to the support of node distributions and makes the problem challenging to solve directly. To this end, we introduce Boolean relaxations and specify conditions under which these relaxations are exact. The relaxations admit algorithms with provably fast convergence. Moreover, we provide an exact O(d log d) algorithm for the subproblem of projecting a d-dimensional vector to transformed simplex constraints. Our method outperforms state-of-the-art compression methods on graph classification.
Introduction
Graphs are widely used to capture complex relational objects, from social interactions to molecular structures. Large, richly connected graphs can be, however, computationally unwieldy if used as-is, and spurious features present in the graphs that are unrelated to the task can be statistically distracting. A significant effort thus has been spent on developing methods for compressing or summarizing graphs towards graph sketches [1] . Beyond computational gains, these sketches take center stage in numerous tasks pertaining to graphs such as partitioning ( [2, 3] ), unraveling complex or multiresolution structures ( [4, 5, 6, 7] ), obtaining coarse-grained diffusion maps ( [8] ), including neural convolutions ( [9, 10, 11] ). State-of-the-art compression methods broadly fall into two categories: (a) sparsification (removing edges) and (b) coarsening (merging vertices). These methods measure spectral similarity between the original graph and a compressed representation in terms of a (inverse) Laplacian quadratic form [12, 13, 14, 15, 16] . Thus, albeit these methods approximately preserve the graph spectrum, e.g., [1] ; they are oblivious to, and thus less effective for, downstream tasks such as classification that rely on labels or attributes of the nodes. Also, the key compression steps in these methods are, typically, either heuristic or detached from their original objective [17] .
We address these issues by taking a novel perspective that appeals to the theory of optimal transport [18] , and develops its connections to minimum cost flow on graphs [19, 20] . Specifically, we interpret graph compression as minimizing the transport cost from a fixed initial distribution supported on all vertices to an unknown target distribution whose size of support is limited by the amount of compression desired. Thus, the compressed graph in our case is a subgraph of the original graph, restricted to a subset of the vertices selected via the associated transport problem. The transport cost depends on the specified prior information such as importance of the nodes and their labels or attributes, and thus can be informed by the downstream task. Moreover, we take into account the underlying geometry toward the transport cost, unlike agnostic measures such as KL-divergence [21] .
There are several technical challenges that we must address. First, the standard notion of optimal transport on graphs is tailored to directed graphs where the transport cost decomposes as a directed flow along the edge orientations ( [22] ). To circumvent this limitation, we extend optimal transport on graphs to handle both directed and undirected edges, and derive a dual that directly measures the discrepancy between distributions on the vertices. As a result, we can also compress mixed graphs [23, 24, 25, 26] . The second challenge comes from the compression itself, enforced in our approach as sparse support of the target distribution. Optimal transport is known to be computationally intensive, and almost all recent applications of OT in machine learning, e.g., [27, 28, 29, 30, 31, 32] rely on entropy regularization [33, 34, 35, 36, 37] for tractability. However, entropy is not conducive to sparse solutions since it discourages the variables from ever becoming 0 [22] . In principle, one could consider convex alternatives such as enforcing 1 penalty (e.g., [38] ). However, such methods require iterative tuning to find a solution that matches the desired support, and require strong assumptions such as restricted eigenvalue, isometry, or nullspace conditions for recovery. Some of these issues were previously averted by introducing binary selection variables [39, 40] and using Boolean relaxations in the context of unconstrained real spaces (regression). However, they do not apply to our setting since the target distribution must reside in the simplex. We introduce constrained Boolean relaxations that are not only efficient, but also provide exactness certificates.
Our graph compression formulation also introduces new algorithmic challenges. For example, solving our sparsity controlled dual transport problem involves a new subproblem of projecting on the probability simplex ∆ under a diagonal transformation. Specifically, let D( ) be a diagonal matrix with the diagonal ∈ [0, 1] d \ {0}. Then, for a given , the problem is to find the projection
This generalizes well-studied problem of Euclidean projection on the probability simplex ( [41, 42, 43] ), recovered if each i is set to 1. We provide an exact O(d log d) algorithm for solving this generalized projection. Our approach leads to convex-concave saddle point problems with fast convergence via methods such as Mirror Prox [44] .
Our contributions. We propose an approach for graph compression based on optimal transport (OT). Specifically, we (1) extend OT to undirected and mixed graphs (section 2), (2) introduce constrained Boolean relaxations for our dual OT problem, and provide exactness guarantees (section 3.2) (3) generalize Euclidean projection onto simplex, and provide an efficient algorithm (section 3.2), and (4) demonstrate that our algorithm outperforms state-of-the-art compression methods, both in accuracy and compression time, on classifying graphs from standard real datasets. We also provide qualitative results that our approach provides meaningful compression in synthetic and real graphs (section 4).
Optimal transport for general edges
Let G = (V, E) be a directed graph on nodes (or vertices) V and edges E. We define the signed incidence matrix F : F ( e, v) = 1 if e = (w, v) ∈ E for some w ∈ V , −1 if e = (v, w) ∈ E for some w ∈ V , and 0 otherwise. Let c( e) ∈ R + be the positive cost to transport unit mass along edge e ∈ E, and ∆(V ) the probability simplex on V . The shorthand a b denotes that a(i) ≤ b(i) for each component i. Let 0 be a vector of all zeros and 1 a vector of all ones. Let ρ 0 , ρ 1 ∈ ∆(V ) be distributions over the vertices in V . The optimal transport distance W (ρ 0 , ρ 1 ) from ρ 0 to ρ 1 is [22] :
where J( e) is the non-negative mass transfer from tail to head on edge e. Intuitively, W (ρ 0 , ρ 1 ) is the minimum cost of a directed flow from ρ 0 to ρ 1 . In order to extend this intuition to the undirected graphs, we need to refine the notion of incidence, and let the mass flow in either direction. Specifically, let G = (V, E) be a connected undirected graph. We define the incidence matrix pertaining to G as F (e, v) = 1 if edge e is incident on v, and 0 otherwise. With each undirected edge e ∈ E, having cost c(e) ∈ R + , we associate two directed edges e + and e − , each with cost c(e), and flow variables J + (e), J − (e) ≥ 0. Then, the total undirected flow pertaining to e is J + (e) + J − (e). Since we incur cost for flow in either direction, we define the optimal transport cost W (ρ 0 , ρ 1 ) from ρ 0 to ρ 1 as
We call a directed edge e + active if J + (e) > 0, i.e., there is some positive flow on the edge (likewise for e − ). Moreover, by extension, we call an undirected edge e active if at least one of e + and e − is active. We claim that at most one of e + and e − may be active for any edge e.
Theorem 1.
The optimal solution to (1) must have J + (e) = 0 or J − (e) = 0 (or both) ∀ e ∈ E.
The proof is provided in the supplementary material. Thus, like the directed graph setting, we either have flow in only one direction for each edge e, or no flow at all. Moreover, Theorem 1 facilitates generalizing optimal transport distance to mixed graphsG(V, E, E), i.e., where both directed and undirected edges may be present. In particular, we adapt the formulation in (1) with minor changes: (a) we associate bidirectional variables with each edge, directed or undirected. For the undirected edges e ∈ E, we replicate the constraints from (1). For the directed edges e, we follow the convention that J + ( e) denotes the outward flow along e whereas J − ( e) denotes the incoming flow (from head to tail), and impose the additional constraints J − ( e) = 0. We will focus on undirected graphs G = (V, E) since the extensions to directed and mixed graphs are immediate due to Theorem 1.
Graph compression
We view graph compression as the problem of minimizing the optimal transport distance from an initial distribution ρ 0 having full support on the vertices V to a target distribution ρ 1 that is supported only on a subset S V (ρ 1 ) of V . The compressed subgraph is obtained by restricting the original graph to vertices in S V (ρ 1 ) and the incident edges. The initial distribution ρ 0 encodes any prior information. For instance, it might be taken as a stationary distribution of random walk on the graph. Likewise, the cost function c encodes the preference for different edges. In particular, a high value of c(e) would inhibit edge e from being active. This flexibility allows our framework to inform compression based on the specifics of different downstream applications by getting to define ρ 0 and c appropriately.
Dual characterization of the transport distance
Note that (1) defines an optimization problem over edges. However, our perspective requires quantifying W (ρ 0 , ρ 1 ) as an optimization over the vertices. Fortunately, strong duality comes to our rescue. Let c = (c(e), e ∈ E) be the column vector obtained by stacking the costs. The dual of (1) is
This alternative formulation of W (ρ 0 , ρ 1 ) in (2) lets us define compression solely in terms of variables over vertices. Specifically, for a budget of at most k vertices, we solve
where λ > 0 is a regularization hyperparameter, and ||ρ 1 || 0 is the number of vertices with positive mass under ρ 1 , i.e., the cardinality of support set S V (ρ 1 ). The quadratic penalty is strongly convex in ρ 1 , so as we shall see shortly, would help us leverage fast algorithms for a saddle point problem.
Note that a high value of λ would encourage ρ 1 toward a uniform distribution. We favor this penalty over entropy, which is not conducive to sparse solutions since entropy would forbid ρ 1 from having zero mass at any vertex in the graph.
Our next result reveals the structure of optimal solution ρ * 1 in (3). Specifically, ρ * 1 must be expressible as an affine function of ρ 0 and F . Moreover, the constraints on active edges are tight. This reaffirms our intuition that ρ * 1 is obtained from ρ 0 by transporting mass along a subset of the edges, i.e., the active edges. The remaining edges do not participate in the flow.
Theorem 2. The optimal ρ * 1 in (3) is of the form ρ * 1 = ρ 0 + F η , where η ∈ R |E| . Furthermore, for any active edge e ∈ E, we must have F t * (e) ∈ {c(e), −c(e)}.
Constrained Boolean relaxations
The formulation (3) is non-convex due to the support constraint on ρ 1 . Since recovery under 1 based methods such as Lasso often requires extensive tuning, we resort to the method of Boolean relaxations that affords an explicit control much like the 0 penalty. However, prior literature on Boolean relaxations is limited to variables that have no additional constraints beyond sparsity. Thus, in order to deal with the simplex constraints ρ 1 ∈ ∆(V ), we introduce constrained Boolean relaxations. Specifically, we define the characteristic function g V (x) = 0 if x ∈ ∆(V ) and ∞ otherwise, and move the non-sparsity constraints inside the objective. This lets us delegate the sparsity constraints to binary variables, which can be relaxed to [0, 1] . Using the definition of L λ , we can write (3) as
Denoting by the Hadamard (elementwise) product, and introducing variables ∈ {0, 1} |V | , we get
Adjusting the characteristic term as a constraint, we have the following equivalent problem
Algorithm 1 Algorithm to compute Euclidean projection on the d-simplex ∆ under a diagonal transformation.
Input: y,
Algorithm 2 Mirror Prox algorithm to (approximately) find in relaxation of (9). The step-sizes at time with respect to , t, and ζ are α , β , and γ respectively.
Extra-gradient step:
Our formulation in (4) requires solving a new subproblem, namely, Euclidean projection on the d-simplex ∆ under a diagonal transformation. Specifically, let D( ) be a diagonal matrix with the diagonal
Then, for a given , the problem is to find the projection
This problem generalizes Euclidean projection on the probability simplex ( [41, 42, 43] ), which is recovered when we set to 1, i.e., an all-ones vector. Our next result shows that Algorithm 1 solves this problem exactly in O(d log d) time. Theorem 3 allows us to relax the problem (4), and solve the relaxed problem efficiently since the projection steps on the other constraint sets can be solved by known methods [45, 46] . Specifically, since consists of only zeros and ones, || || 0 = || || 1 = 1 and = . So, we can write (4) as
where we denote the constraints for and t respectively by 
We note that (6) is a mixed-integer program due to constraints E k , and thus hard to solve. Nonetheless, we can relax the hard binary constraints on the coordinates of to [0, 1] intervals to obtain a saddle point formulation with a strongly convex term, and solve the relaxation efficiently, e.g., via customized versions of methods such as Mirror Prox [44] , Accelerated Gradient Descent [47] , or Primal-Dual Hybrid Gradient [48] . An attractive property of our relaxation is that if the solutionˆ from the relaxed problem is integral thenˆ must be optimal for the non-relaxed hard problem (6), and so the original formulation (3). We now pin down the necessary and sufficient conditions for optimality ofˆ .
) and 0 otherwise. The relaxation of (6) is guaranteed to recover S V (ρ *
+ × R such that the following holds for all vertices v ∈ V ,
, where
(t,ν,ζ) ∈ arg max
For some applications projecting on the simplex, as required by (6), may be an expensive operation. We can invoke the minimax theorem to swap the order ofρ 1 and t, and proceed with a Lagrangian dual to eliminateρ 1 at the expense of introducing a scalar variable. Thus, effectively, we can replace the projection on simplex by a one-dimensional search. We state this equivalent formulation below. Theorem 5. Problem (6), and thus the original formulation (3), is equivalent to
.
We present a customized Mirror Prox procedure in Algorithm 2. The projections Proj T F,c and ProjẼ k can be computed efficiently, respectively, by [45] and [46] . We round the solutionˆ ∈ [0, 1] |V | returned by the algorithm to have at most k vertices as the estimated support for the target distribution ρ 1 ifˆ is not integral. The compressed graph is taken to be the subgraph spanned by these vertices.
Experiments
We conducted several experiments to demonstrate the merits of our method. We start by describing the experimental setup. We fixed the value of hyperparameters in Algorithm 2 for all our experiments. Specifically, we set the regularization coefficient λ = 1, and the gradient rates α = 0.1, β = 0.1, γ = 0.1 for each ∈ {0, 1, . . . , T }. We also let ρ 0 be the stationary distribution by setting ρ 0 (v) for each v ∈ V as the ratio of deg(v), i.e. the degree of v, to the sum of degrees of all the vertices. Note that the distribution thus obtained is the unique stationary distribution for connected non-bipartite graphs, and a stationary distribution for the bipartite graphs. Moreover, for non-bipartite graphs, it has a nice physical interpretation in that any random walk on the graph always converges to this distribution irrespective of the graph structure.
The objective of our experiments is three-fold. Since compression is often employed as a preprocessing step for further tasks, we first show that our method compares favorably, in terms of test accuracy, to the state-of-the-art compression methods on graph classification. We then demonstrate that our method performed the best in terms of the compression time. We finally show that our approach provides qualitatively meaningful compression on synthetic and real examples. 
Classifying standard graph data
We used several standard graph datasets for our experiments, namely, DHFR [49] , BZR-MD [50] , MSRC-9, MSRC-21C [51] , and Mutagenicity [52] . We focused on these datasets since they represent a wide spectrum in terms of the number of graphs, number of classes, average number of nodes per graph, and average number of edges per graph (see Table 1 for details). All these datasets have a class label for each graph, and additionally, labels for each node in every graph.
We compare the test accuracy of our algorithm, OTC (short for Optimal Transport based Compression), to several state-of-the-art methods: REC [1] , Heavy edge matching (Heavy) [2] , Affinity vertex proximity (Affinity) [14] , and Algebraic distance (Algebraic) [12, 13] . Amongst these, the REC algorithm is a randomized method that iteratively contracts edges of the graph and thereby coarsens the graph. Since the method is randomized, REC yields a compressed graph that achieves a specified compression factor, i.e., the ratio of the number of nodes in the reduced graph to that in the original uncompressed graph, only in expectation. Therefore, in order to allow for a fair comparison, we first run REC on each graph with the compression factor set to 0.5, and then execute other baselines and our algorithm, i.e. Algorithm 2, with k set to the number of nodes in the compressed graph produced by REC. Also to mitigate the effects of randomness on the number of nodes returned by REC, we performed 5 independent runs for REC, and subsequently all other methods.
Each collection of compressed graphs was then divided into train and test sets, and used for our classification task. Since our datasets do not provide separate train and test sets, we employed the following procedure for each dataset. We partitioned each dataset into multiple train and test sets of varying sizes. Specifically, for each p ∈ {0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8}, we divided each dataset randomly into a train set containing a fraction p of the graphs in the dataset, and a test set containing the remaining 1 − p fraction. To mitigate the effects of chance, we formed 5 such independent train-test partitions for each fraction p for each dataset. We averaged the results over these multiple splits to get one reading per collection, and thus 5 readings in total for all collections, for each fraction for each method. We averaged the test accuracy across collections for each method and fraction.
We now specify the cost function c for our algorithm. As described in section 3, we can leverage the cost function to encode preference for different edges in the compressed graph. For each graph, we set c = 0.01 for each edge e incident on the nodes with same label, and c = 0.02 for each e incident on the nodes that have different label. Thus, in order to encourage diversity of labels, we slightly biased the graphs to prefer retaining the edges that have separate labels at their end-points. More generally, one could parameterize and thus learn the costs for edges.
In our experiments, we employed support vector machines (SVMs), with Weisfeiler-Lehman subtree kernel [53] to quantify the similarity between graphs [51, 54, 55] . This kernel is based on the Weisfeiler-Lehman test of isomorphism [56, 57] , and thus naturally takes into account the labels of the nodes in the two graphs. We fixed the number of kernel iterations to 5. We also fixed T = 25 for our algorithm. For each method and each train-test split, we used a separate 5-fold cross-validation procedure to tune the coefficient of error term C over the set {0.1, 1, 10} for training an independent SVM model on the training portion. Table 1 summarizes the performance of different methods for each fraction of the data. Clearly, as the numbers in bold indicate, our method generally outperformed the other methods across the datasets. We note that on some datasets the discrepancy between the average test accuracy of two algorithms is massive for every fraction. Further, as Fig. 1 shows, OTC performed best in terms of compression time as well. We emphasize that the discrepancy in compression times became quite stark for larger datasets (i.e., DHFR and Mutagenicity).
Compressing synthetic and real examples
We now describe our second set of experiments with both synthetic and real data to show that our method can be seeded with useful prior information toward preserving interesting patterns in the compressed structures. This flexibility in specifying the prior information makes our approach especially well-suited for downstream tasks, where domain knowledge is often available. Fig. 2 demonstrates the effect of compressing a synthetic tree-structured graph. The penultimate level consists of four nodes, each of which has four child nodes as leaves. We introduce asymmetry with respect to the different nodes by specifying different combinations of c(e) for edges e between the leaf nodes and their parents: there are respectively one, two, three and four heavy edges (i.e. with c(e) = 0.5) from the internal nodes 1, 2, 3, and 4 to their children, i.e., the leaves in their subtree. As shown in the figure, our method adapts to the hierarchical structure with a change in the amount of compression from just one node to about three-fourths of the entire graph. We also show meaningful compression on some examples from real datasets. The bottom row of Fig. 2 shows two such examples, one each from Mutagenicity and MSRC-21C. For these graphs, we used the same specification for c as in section 4.1. The example from Mutagenicity contains patterns such as rings and backbone structures that are ubiquitous in molecules and proteins. Likewise, the other example is a good representative of the MSRC-21C dataset from computer vision. Thus, our method encodes prior information, and provides fast and effective graph compression for downstream applications.
A Supplementary Material
We provide here proofs of all the results from the main text.
Proof of Theorem 1
Proof. We will prove the result by contradiction.
Suppose there is someê ∈ E such that the optimal solution assigns J + (ê) > 0 and J − (ê) > 0. Then we note that a min{J
Consider an alternate solution (J + ,J − ) such that ∀ e ∈ E,
Clearly, (J + ,J − ) is feasible for (1). Moreover, it achieves a lower value of the objective than the optimal solution (J + , J − ). Therefore, (J + , J − ) cannot be optimal.
Proof of Theorem 2
Proof. We introduce non-negative Lagrangian vectors α and β, respectively, for the constraints F t c and −c F t. We consider the terms in the objective that depend on t
The gradient ∇g(t) must vanish at optimality, so
The first part of the theorem follows immediately by defining η = β − α. A closer look at (1) reveals that η = J − − J + is, in fact, the net flow along the edges e − from (1). Now, we prove the second part. By definition, in order for an edge e to be active, at least one of e + and e − must be active, i.e., we must have J + (e) + J − (e) > 0. On the other hand, Theorem 1 implies that at least one of J + (e) and J − (e) is 0 for each e ∈ E in the optimal solution. Combining these facts, we have that for any active edge e, exactly one of e + and e − is active, i.e., exactly one of the inequalities J + (e) > 0 and J − (e) > 0 must hold. This immediately implies, by complementary slackness, that exactly one of α(e) or β(e) is 0. Thus, for any active edge e, either the lower bound or the upper bound on F t * (e) in the constraints −c(e) ≤ F t * (e) ≤ c(e) must become tight. Therefore, we must have F t * (e) ∈ {±c(e)}.
Proof of Theorem 3
Proof. Note that since at least one coordinate of is strictly greater than 0, the feasible region is non-empty, and consequently, a unique projection exists. We introduce variables α ∈ R and β ∈ R d + , and form the Lagrangian
We now write the KKT conditions for the optimal solution x. For each j ∈ [d], we must have
Clearly, for j ∈ [d] {1, 2, . . . , d}, j = 0 =⇒ x j = y j . Therefore, without loss of generality we assume in the rest of the proof that j > 0 for all j. Then we can immediately simplify the KKT conditions to
We note that x j > 0
This shows that the zero coordinates x j correspond to smaller values of y j / j . Thus, we can sort the indices j in non-increasing order based on the ratio y j / j , reorder x according to the sorted indices, and find an index ∈ [d] such that x j > 0 for j ∈ [ ] and 0 for < j ≤ d. Without loss of generality, we therefore assume that x 1 ≥ x 2 . . . ≥ x > 0 = x +1 . . . = x d , and 
Thus, our task essentially boils down to finding the number of positive coordinates . We now show that
First consider j < . Then y j / j > −α for j ∈ [ ]. Noting that j > 0 for all j and using (16), we must have 
Finally, we consider < j ≤ d. We note that 
Proof of Theorem 4
Proof. Recall the formulation (6): .
Making the constraints E k explicit, we get 
Note that for any fixed (a) {ρ 1 ∈ R |V | | (ρ 1 ) ∈ ∆(V )} is convex, and T F,c is convex and compact, (b) φ( , t,ρ 1 ) is continuous, and (c) for every fixed t, φ( , t, ·) is convex inρ 1 ; while for every fixedρ 1 , φ( , ·,ρ 1 ) is linear (thus concave) in t. Therefore, invoking the Sion's minimax theorem [58] , we can swap the order of min and max within the parentheses in (17) , and obtain 
