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ATOMIC DELEGATION: 
OBJECbORIENTED 
TRANSAmIONS 
When you modify a type, 
atomic delegation 
updates the 
functionalities of the 
types that delegate to the 
modified type. 
This mechanism permits 
dynamic binding 
and code reuse 
in atomic actions. 
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tomic delegation, a new object-ori- A ented linguistic mechanism, lets you 
create dynamically defined classes of 
atomic actions. The techmque is also uni- 
formly integrated with other object-ori- 
ented techques such as mheritance and 
dynamic bindmg. 
Atomic delegation is more powerful 
than statically defined transactions be- 
cause it supports the construction of open- 
ended systems and systematic reuse of 
software involving atomic operations. 
Delegation' allows an object receiving 
a request message to forward it to some 
other designated objects for processing. 
Of course, forwardinga request message is 
not new and is common in distributed 
computing for load sharing or finding net- 
work resources and services. But in object- 
oriented programming, the concept of 
delegation is a generahation of inheri- 
tance.2 An object's behavior is imple- 
mented by the objects to which it dele- 
gates the request messages. Using 
delegation, an object can change its behav- 
ior. Thus, delegation is useful in building 
extensible and open systems. 
In concurrent and distributed pro- 
gramming, atomic actions3 are important 
to mmtam consistent states of shared re- 
sources. An atomic action is a sequence of 
operations that executes as a single, indi- 
visible operation; an aborted execution of 
such a sequence is never permanent or vis- 
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ible to other actions. Atomic actions are 
common in database systems as transac- 
tions. More recently, Barbara Liskov inte- 
grated them into object-based program- 
ming paradigms in Arps,4 where every 
interface procedure of an object is imple- 
mented as an atomic sequence of opera- 
tions. 
The conventional model of an atomic 
action as a statically defined sequence of 
operations is not compatible with such ob- 
ject-oriented techniques as inheritance 
and dynamic binding, whch are needed to 
support extensible system behavior. Con- 
sider a simple office system modeled with 
object-oriented techniques: An object 
representing an administrative secretary 
- an object whose interface methods cor- 
respond to financial transactions - exe- 
cutes all hancial transactions requested 
by the office employees. Each transaction 
involves requester authentication fol- 
lowed by operations on a financial 
database. To add new functionalities to the 
object representing the hancial database 
you must add new interface methods to 
the object representing the secretary or 
modify existing methods. For buildmg ex- 
tensible systems, t h~s  is undesirable. Add- 
ing new functionahties to a class should 
not require you to explicitly modify de- 
scendent classes in the inheritance hierar- 
chy to incorporate the upgrades. 
Atomic delegation lets an object dele- 
gate a sequence ofrequest messages to one 
or more designated objects as an atomic 
action. By changing the delegation rela- 
tionship between objects or by modifymg 
the functionality of an object to whch 
messages are delegated, you can dynami- 
cally change the set of atomic actions sup- 
ported by an object. 
We use the Sina language5 to illustrate 
the utility of atomic delegation, modehg 
a real-world problem using object-ori- 
ented techniques. We implemented Sina 
on a Sun-3 workstation. 
DISTRIBUTED OFFICE 
In &IS article we use a small example of 
a real-world system, an office with a num- 
ber of departments. 
Figure 1 is a functional view of the of- 
fice system. Each department has a man- 
ager, a secretary, and employees. All share 
a common set ofresponsibhties: printing, 
reporting, sending and receiving mail, and 
managing a calendar. A department secre- 
tary coordmates some common responsi- 
bilities. 
T h s  office also has a director and a 
financial manager, who have the addi- 
tional responsibilities of managing finan- 
cial transactions. A manager can access 6- 
nancial information and make a deposit or 
withdrawal from the office budget. The 
hancial manager carries out the mone- 
tary transactions requested by a depart- 
ment secretary on behalf of some manager. 
To model such an office system using 
object-oriented design paradigms, you 
would use objects to represent the entities 
and resources in the office. 
There are anumber ofwell-known de- 
sign problems in bui lhg  such an office 
environment as a dismbuted computing 
system. The  ofice staff concurrently 
shares the objects malung up the office 
environment. Therefore, you need to 
control and synchronize access to shared 
objects? System failures may result in in- 
consistent data, so you must integrate such 
reliability mechanisms as atomic actions 
into the system design. Finally, you need 
information-protection mechanisms for 
critical and sensitive data. 
The office organization may change: 
New positions and responsibilities may be 
introduced or existing ones may be modi- 
fied or canceled. Also, an employee's ex- 
pected functions may change. Therefore, 
you must provide mechanisms for on-line 
integration of new software tools or up- 
grades without disrupting ongoing office 
activities. 
I Manager's respomibilii: I 
Figure I .  A distributed ofice system. 
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type personverify interface is 
begin 
method verifyPerson( string as name, pwd, key) returns nil; /* int4me method */ 
method defineperson( string as name, pwd, ) returns boolean; 
messages { self.verifyPerson(*), self.deiinePersonc) }; /* intmfimepredicate */ 
end; 
DATA-ABSTRACTION MECHANISMS 
Figure 2. Type person V e r f i  interface declaration. 
ments, name and pwd, and stores them 
internally as an authorization identity. 
h c h r a t i k ,  int4ace obj,m, 
and an int4acepredicate. An interface def- 
inition declares the methods implemented 
by the type that other objects can invoke. 
It also declares the interface objects encap- 
sulated by each instance of the type. The 
abstract behavior of such interface objects 
becomes visible as the behavior of the in- 
stances of the new type being deiined. 
Such interface objects are Sina’s pri- 
mary mechanism for supporting multiple 
inheritance. The interface predicate spec- 
ifies the messages that objects of its ab- 
stract type can accept. It also specifies the 
precedence rules in searching for a re- 
quested method in the classes of its inter- 
face objects and among its own interface 
methods. 
Figure 2 shows only the interface part 
of the type personverify, a basic module in 
modeling the example office system. Ob- 
jects of this type would be used to authen- 
ticate a person’s identity. The method 
defineperson accepts two string argu- 
local instance of type Ci- 
pher to decode the arguments of method 
verifyperson. 
Message expressions. An object can inter- 
act with another object only when it in- 
vokes its interface methods by executing 
message expressions. A message expres- 
sion consists of a receiver object, a method 
selector, and a list of parameters for the 
method. 
For example, a user of persodd, which 
is an instance of type personverify shown 
in Figure 2 ,  would initialize the authoriza- 
tion identity of persodd by executing the 
message expression 
personId.definePerson 
(‘Barbara’, ’PBarhara’); 
T h s  sends a request message to the re- 
ceiver object persodd. The method selec- 
tor in the above expression is 
defineperson, and ’Barbara’ and 
’PBarbara’ are the parameters. 
An object can invoke an operation on 
itself by using the pseudovariable selfas the 
receiver object in a message expression. 
The receiver in a message expression can 
also be specified with a pointer to the ob- 
ject. For example, if objPointer is a pointer 
to persodd, you can rewrite the above ex- 
pression as 
@ohjPointer.deiinePerson 
(‘Barbara’, ’PBarhara’); 
Atomic messoger You can deiine a mes- 
sage expression that sends to an object a 
sequence of related messages whose pro- 
cessing is performed as a single, indivisi- 
ble, atomic action. Such a sequence has 
one or more messages, each with a method 
selector and appropriate parameters, 
grouped together w i h  a pair of aggre- 
gate operators, <...>. The system processes 
such messages sequentially, treating the 
whole sequence as an atomic action. For 
example: 
Barbara .usFree(parameters), 
arrange(parameters)>; 
T h s  atomic message sequence sends to 
Barbara an indivisible sequence of two 
messages with the method selectors isFree 
and arrange. The messages are processed 
as an atomic action. 
During the processing of an atomic 
message, other atomic messages may be 
sent. An atomic message sent by a method 
that is itself processing an atomic message 
is called a nested atomic message. When a 
nested atomic message fails, the atomic 
message that invoked it also fails. An 
atomic message’s failure does not change 
the system’s state. 
Interface prediiates. A type’s interface 
predicate deiines the rules for searchng 
for the method selectors and for accepting 
messages for processing. 
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The basic building block for an inter- 
face predicate, a messagepposition, is sim- 
ilar to a message expression: It has a re- 
ceiver object, a method selector, and 
parameters. (If the receiver object in a 
message proposition is self; you can omit 
selfin the proposition.) A message satisfies 
a message proposition if the received 
message's selector and the arguments 
match the selector and the argument 
types, respectively, in the message propo- 
sition. 
The following message proposition 
has a receiver object idManager of type 
personverifj. 
It satisfies any message with selector veri- 
@Person that can be processed by the ob- 
ject idManager. 
If a message argument has the charac- 
ter *, the corresponding method declara- 
tion determines the argument's validity 
for a given message. If * is a method selec- 
tor, it is replaced by all the matching selec- 
tors as defined by the receiver object's in- 
terface predicate. 
Such a specification may generate a set 
of propositions. These generated proposi- 
tions form an ordered list defined by the 
receiver object's interface predicate. For 
example, the message expression 
idManager.*(*) is equivalent to the list 
idManager.verifyPerson (*) 
(idManager.verifyPeron(*), 
idManager.definePerson(*)] 
of message propositions, which you obtain 
by substituting for the method selector * 
every method selector that idManager ac- 
cepts according to the interface predicate 
of type personverifj.. 
You can combine a sequence of message 
propositions using the aggregate operator 
to form an aggregate proposition, whch is 
syntactically s i d a r  to an atomic message. 
An atomic message sequence satisfies an 
aggregate proposition if there is a one-to- 
one correspondence between both their 
elements, and each element in the message 
sequence satisfies the corresponding 
proposition in the aggregate proposition. 
For example, the aggregate proposi- 
tion 
<securityData.verifd(*), 
hancialhlanager. *(*)> 
would be satisfied by an atomic message 
sequence of two messages. The first mes- 
sage in the sequence must have method 
selector verifyId and vahd parameters, and 
the second message can have any method 
selector valid for the object 
financiallllanager. Failure of either mes- 
sage to process aborts processing of the 
entire atomic message sequence. 
An interface predicate is an ordered list 
comprising message propositions or ag- 
gregate propositions. An instance of a type 
accepts a message (or an atomic message 
sequence) for processing only if the re- 
ceived message (or message sequence) sat- 
isfies a proposition in this list. Messages 
are matched with the propositions accord- 
ing to their order in the set defined by the 
interface predicate. The first proposition 
that satisfies the message is used to process 
the message. 
Consider the interface predicate of 
type securityBase: 
type SecurityBase interface is 
begin 
Figure 3. Type securityBase interfare declaration. 
{idManager. *(*), se1f.veri +Id(*) 
self.insertId(*), self.deleteId(*))'eCi~Base 
Here a name in the superscript indicatc 
the name of the type whose interfac 
proposition is being referenced. Accord 
ing to thls interface predicate, an instanc 
of securityBase accepts all messages ac 
cepted by the objectidManager, and it als 
accepts three other methods implemente 
by itself. This interface predicate is equk 
alent to an ordered list of propositions: 
{[verifyPerson(*), 
definePerson(*))pe"onven@,.verifyId(*), 
insertId( *), deleteId(*))"""n~Base 
Inheritance ad delegation. The interface 
predicate mechanism treats convention; 
mheritance as a special case of delegatior 
Sina allows an object to delegate a reque! 
message that it receives either to some in 
terface object or to some external objec 
whose name appears in the interfac 
predicate's propositions. Delegation c 
messages to interface objects correspond 
to conventional single or multiple inheri 
tance, where the abstract state of an inter 
face object is a part of its encapsulatin 
object's state. Precedence rules implied b 
the interface predicate in searching fa 
method selectors solve the general prob 
lem of duplicate method names inheritel 
from different interface objects. 
An example illustrates how the typ 
securityBase inherits from the type per 
sonverify. Figure 3 shows the interfac 
declaration of type securityBase. T h s  ne1 
type implements an access-control list tha 
stores some users' name-password pairs. i 
- 
objects personverify as idManager; 
method verifyID( string as name, pwd, key) returns nil; 
method in.sertID( smng as managersName, managersfid, name, pwd, key ) returns nil; 
method deleteID( string as managersName, managershd, name, pwd, key) returns nil; 
messages { idManager.*C), self.verifyId(*), self.insertId(*), self.deleteId(*)h 
P inte$me object */ 
/* intq-fk-e mthodr */ 
P intwfareepredicate */ 
end; 
I E E E  S O F T W A R E  
type secretary interface is 
begin 
objects reporting as editing; 
method name0 returns string; 
method setName( smng as persodame ) returns nil; 
messages { name(*), setName(4, editins), aecurityData.verifYId(*>, financiauManager.*(*)> };
end; 
Figure 4. Type secretary interface declaration. 
type financialManagementinte&e i s  
begin 
method status() returns integer; 
method deposit( integer as dollars ) returns nil; 
method transfer( integer as accountl\;o, dollars ) returns nil; 
messages { status(*), deposit(*), transfer(?, 
end; 
Figure Y. Type financialManagmmt in teare  declaration 
I1 r 
Class: personverify Class: security Base 
Inherits: object Inherits: personverify 11 Class: object -
Figure 6. Sina objectsfii- implementing the distributed office. 
system administrator, who is the only one 
allowed to make changes, controls the list. 
Therefore, the securityBase object also 
stores the system administrator's name- 
password pair. This functionalq is inher- 
ited from type personverify. 
The securityBase object inherits the 
behavior of personverify by creating an 
instance (called idManager) of thls type in 
its interface. The securityBase object also 
introduces three new methods -verifyId, 
insertId, and deleteId - whch the system 
administrator uses to update the access- 
control list. 
The method verifyId validates its input 
parameters, name and pwd, using the in- 
ternally stored access-control list, and 
raises an exception if it cannot find the 
input parameters as a name-password pair. 
The method insertId validates the first 
two parameters using the name-password 
pair for the system administrator. If they 
are validated, it adds a name-password 
pair, specified by the next two parameters, 
to the access-control list. Similarly, 
deleteId removes from the access-control 
list a name-password pair. These three 
methods use the last argument, key, to en- 
code and decode the name-password 
pairs. 
When an instance of securityBase re- 
ceives a request, then, accordmg to its in- 
terface predicate, it first searches the 
idManager interface for the method selec- 
tor in the request. If the message satisfies 
my message proposition in the interface 
predicate of type personverify, it is dele- 
Tated for processing to idManager. If the 
method selector does not match any per- 
sonverify interface methods or the pa- 
ameters do not match with the expected 
3arameter types, then the search contin- 
ies in the remaining part of the ordered 
ist of propositions in the securityBase in- 
-erface predicate. 
Atomic delegation and extensibility. An ag- 
regate proposition in an object's interface 
iredicate specifies atomic message se- 
pences that it can accept for processing. 
Ielegation within an aggregate proposi- 
I '  
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tion allows you to deiine a dynamic set of 
atomic actions. 
Figure 4 illustrates this atomic delega- 
tion construct with type Secretary's inter- 
face declaration. Type Secretary provides a 
department secretary's basic tools and im- 
plements two methods, name and 
setName. Also, it inherits from type Re- 
porting by using an instance of thls type as 
an interface object, and delegates elements 
of atomic messages to securityData and 
financialManager, which are external ob- 
jects of types securityBase and 
financialManagement. Type Reporting 
implements the basic reporting functions 
such as printing a document and sending 
electronic mail. The ordered list of inter- 
face propositions for type Secretary is 
[name(*), setlame(*),  editing.*(*), 
<securityData.verifyId(*), 
fitlanciaL~~ager.*(*)>Jsecre~Y 
The last proposition in the predicate of 
Secretary - that is, <securityData.veri- 
fyId(*), financialManager.*(*) > - pro- 
vides a set of atomic actions for financial 
transactions. This proposition is satisfied 
by an atomic message sequence whose first 
message verifies the sender's identity. 
Only marlagers and directors can perform 
financial transactions. Type Secretary del- 
egates the first message to securityData for 
name-password validation. 
The second message, which is executed 
only ifvalidation does not fail, is the h a n -  
cia1 transaction. It is delegated to the 
financiamanager. The second message 
can contain any method selector accept- 
able to the object iinancialManager. 
Figure 5 shows the interface of the type 
financialManagement, which models the 
hancial manager's functions. Its tasks are 
to give a financial status, depositfunds, and 
transfer funds. The interface predicate is 
quite simple: 
(status0, deposit(*) 
~.ansfer(*)Jf in""=~Mana~~ment  
All propositions in the predicate refer to 
methods implemented by the type itself. 
Any new methods added to 
hancialManagement's interface become 
automatically available to the department 
managers as valid financial transactions 
through the global object called 
departmentSecretary. You do not need to 
modify type Secretary. 
MODELING THE OFFICE SYSTEM 
Figure 6 illustrates the relationshps 
between various classes and objects that 
we use to model the example office system, 
The type securityBase mherits from the 
type personverify. Type Secretary imple- 
ments financial transactions by delegating 
to two external objects, financialManager 
and securityData. 
An employee is represented by the type 
Person, which delegates invocation re- 
quests to an external object called 
departmentsecretary for such office-re- 
lated functions as mail, document prepa- 
ration, and financial 
transactions. Type Person 
also delegates to-calendar- 
Base, an object of type 
calendarManager for 
scheduling meetings. An 
object of type Manager 
acquires all attributes of 
type Person by delegating 
to a global object called 
departmentManager,  
whch is of type Person. 
However, it redefines and 
reimplements the meth- 
ods name and setName so 
each manager can be as- 
signed a different name. 
A secretarv's tasks are 
to print the documents 
prepared by the employ- 
ees, handle mail, and sup- 
port communication between the depart- 
ment managers and the financial manager. 
Figure 4 showed the interface part of type 
Secretary. Instances of type Secretary can 
respond to the messages name and 
setName. 
The h d  proposition in Secretary's 
interface predicate indicates that if the 
method selector in a message is not name 
or setName, Secretary can search for it in 
the interface predicate of editing. Object 
editing, an interface object for the type 
Secretary, is an instance of type Reporting 
with the interface predicate 
{printDocument(*), ~ e n d M a i l ( * ) ) ~ ~ P " ~ b ~ g  
Since Editingis an interface object of each 
instance of Secretary and Secretary's in- 
terface predicate contains the proposition 
I E E E  S O F T W A R E  
editing.*(*), type Secretary inherits all 
Editing's methods. Thls means that the 
departmentsecretary, whch is an instance 
of type Secretary, provides the methods 
printDocument and sendMd to its clients. 
An employee is represented by an in- 
stance of type Person. Figure 7 shows the 
interface definition and use of the type 
Person as it would appear to a user of our 
system. The interface predicate of type 
Person is 
(name(*), setName(*), receiveMail(*), 
r e a M a i l 0 ,  initializecalendar(*), 
calendarBase[index] .*(*), 
departmentSecretary.*(*)}person 
The message proposition 
name(*) indicates that all 
Delegation to an array 
element using an 
index that can be 
changed at runtime is 
called dynamic 
delegation. This 
mechanism can also 
implement dynamic 
inheritance. 
instances of type Person 
recognize the message 
name, which returns a 
string containing the 
name of the message's re- 
cipient. The type Person 
can define its own name 
by involung the method 
setName. The method 
receiveMai1 is used to re- 
ceive the letters sent by 
electronic mail. 
T h e  method in- 
itializecalendar assigns a 
unique calendar manager 
to an instance of Person. 
T h s  method also has one 
integer parameter for ini- 
tializing a local variable 
called index. This local variable is used in 
the message proposition calendar- 
Base[index].*(*). Object calendarBase is a 
global array of elements of type 
calendarManager. The proposition indi- 
cates that if a message does not match any 
of the previous propositions in the inter- 
face predicate, the message is then dele- 
gated to an object in the array 
calendarBase. The search now continues 
in the interface predicate of type 
CalendarManager. The variable index is 
used to select &s array element. 
Because a different value for index ini- 
tializes each instance of type Person, each 
person can share the same code but still 
delegate messages referring to its own cal- 
endar manager object. Delegation to an 
element of an array using an index, where 
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type person interface is 
begin 
method name0 returns string, 
method setName(string as personsName) returns nil; 
method receiveMail(string as madData, sender) returns nil; 
method readMail0 returns string, 
method initialiLeCalendar(inte er as I) returns nil, 
messages [ name(*), setName(*?, receiveMai1 (*), readMail0, initiahzeCalendar(*), 
calendarBase[index] ?(*), departmentSecretary,*(*) ); 
end; 
John.sendMail('how are you Alice), Alice.refO), 
The mail is delivered 
e.sendMail('Fine, and you?)), John.refO), 
e marl is delivered 
Figure 7. Type pmm inter$ace declaration and use. 
type calendarAAfanager interface is 
comment Thrs type implements the calmdur managementftrnctions o j  a pwson, 
begin 
objects calendar as calendarData; 
method arran e(@Any as ininator, @Any as paruci ants[5]) returns nil, 
method cance&nteger as meetingDate) returns ni t  
method Iist(integer as meetingDate) returns nil, 
messages [ <calendarData IsFree(*), arrange(*)>, calendarData.status(*), <cancel(*)>, <list(*)>], 
end; 
I* thuprocess is deadlocked and restarted *I 
Mary.<list(9002 15)>; 
Peter, Ahce, John, Barbara, Mary Barbara.<list(9002 1 S)>, 
Mary, Peter, Abre, j'ohn, Barbara  I 
Figure 8. Type calendarManagw tnterjae declaration and use. I/ 
i. . v
the index can he changed at runtime, is 
called dynamic delegation. The same mech- 
anism can implement dynamic inheri- 
tance if you declare the array as an inter- 
face object. 
The last proposition in the interface 
predicate of type Person is department- 
Secretary.*(*). If an instance of type Per- 
son receives a message that does not match 
any other propositions, it delegates the 
message to department-Secretary. This 
way every instance of type Person acquires 
type Secretary's functionahty to print and 
prepare documents, send mail, and exe- 
cute financial transactions ifit has the priv- 
ileges of a manager or the director. 
Figure 8 shows the interface of the type 
CalendarManager. A CalendarManager's 
tasks are to arrange and cancel appoint- 
ments and to list the participants sched- 
uled for an appointment. The methods 
arrange, cancel, and list implement these 
basic tasks. This type inherits from type 
Calendar through an interface object of 
this type. The type CalendarManager's 
predicate is defined as 
(<calendarData.isFree(*), arrange(*)>, 
cancel(*X(*))c~""'~~g~r calendarDa st 
The first proposition, <calendarData. 
isFree(*),arrange(*)>, means that the mes- 
sage sequence consisting of isFree fol- 
lowed by arrange can only he executed 
atomically. Without this requirement, 
two persons might h d  out at about the 
same time that someone is free at  a given 
time, and then arrange an appointment 
with that person. 
In the last two message propositions, 
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the method Cancel cancels a meeting at a 
given date, whle List displays the partici- 
pants scheduled for an appointment. Both 
methods have one parameter representing 
the date. The two messages are also atomic 
to avoid any inconsistencies if a person re- 
quests a meeting-participant list while 
some participants are canceling their ap- 
pointments. 
Figure 9 shows the implementation of 
type Manager. Besides performing an 
employee's normal functions - printing, 
sending and receiving electronic mail, and 
scheduhg with a calendar - an object of 
type Manager can also perform financial 
transactions, as reflected by its predicate: 
(name(*), setName(*), financialStatus(*), 
d e p a m n e n ~ i I a n a g e r . * ( * ) ] ~ ~ ~ ~ g ~ ~  
deposit(*), transfer(*), 
The first two propositions in the list repre- 
sent the operations for associating a string 
name with an instance of type Manager. 
T h e  next three propositions - 
financialstatus@), deposit(*), and trans- 
fer(*) - take care of a manager's financial 
transactions. T h e  last proposition, 
departmentManager.*@), specifies dele- 
gation to a global object called depart- 
ment-Manager, which is of type Person. 
Ths delegation gives all instances of type 
Manager the behavior of type Person. 
Figure 9 also shows an implementation 
of the method Transfer, whch validates 
the name-password pair. In the atomic 
message 
self.cveirfyId(myName, mypass, key), 
transfer(accountNo, dollars)> 
the first message validates the invoker's 
identity. Funds are transferred only if the 
name-password pair is valid. If the valida- 
tion fails, an error condition aborts pro- 
cessing of the entire message sequence. 
The h r d  argument, key, encodes the pa- 
rameters myName and mypass. The local 
method computeName encodes the 
manager's name-password pair. 
T h s  atomic message sequence is sent 
to self; so the message is first searched for in 
Manager's interface predicate. The mes- 
sage does not satisfy the first three propo- 
sitions, so it is delegated to department- 
Manager, which is of type Person. Type 
Person in tum delegates the message to 
departmentsecretary, whch recognizes 
t h ~ s  atomic message. Type Secretary dele- 
gates the first component to securityData, 
which verifies identification, and delegates 
the second component to the financial- 
Manager, which executes the financial 
transaction. 
This example illustrates delegation as a 
general mechanism for inheritance and 
code reusability. The implementations of 
types Secretary, Person, and Manager 
show how a set of atomic actions can be 
defined and inherited using delegation. 
Also, the interface predicate of type Per- 
son shows that the delegation relationshp 
between objects can be changed dynami- 
cally. 
IMPLEMENTATION ISSUES 
For synchronization, our implementa- 
tion of atomic delegation gives each object 
an object manager through which atomic 
messages lock the objects they access, ac- 
cordmg to the two-phase loclung proto- 
col? Thus a process executing an atomic 
message cannot release any objects if it still 
needs to access any other objects. All ob- 
jects accessed by an atomic message stay 
locked until the atomic message sequence 
commits or aborts. 
type Manager interface is 
comment Thrs qpe simulates a manager, 
begin 
method name0 returns string, 
method setName( strin as mana ersName ) returns nil, 
method financialStatusrsmng as &ey ) returns integer, 
method deposit( integer as dollars, stnng as kev ) returns nil, 
method transfer( integer as accountNo, dollars; string as key) returns nil, 
messages { nameo, setNameC), financialStatusr), deposit(*), transfer(*), 
departmentManager.*(') 1, 
end; 
transfer 
begin 
computeNamekev); 
self.<verifild(myName, mypass, key), transfer(accounuVo, dollars)>; /* delegates t o  the secretary */ 
end; 
begin 
computeName; 
myKame:= coder.encode(self.name0, ke ) 
mypass:= coder.encode('P'.cat(myNameI Ley); /* and encodes them. here, coder ir ofiype cipher */ 
/* getr the name and asmord of the manager */ 
end: 
Barbara's (of type manager) desktop 
Barhara.deposit(2000, herKey'), nil 
return 
Barbara.financialStatus('herKey); 2000 I I  
Barbara transfer(l2123, 1000, 'herKey'); 
I am wan$ei ing the money 
nil 
return 
Barbara financialStatus('herKey'); ZOO0 
Figure 9. Type manager interjace declaration and use. The top window shows the intelface declaration; the bottom window, implementations of methods tra. . f . -  and 
ComputeName. The inset window shows an operation invocation on an object named Barbara, which is of type mnager.  
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If the processing of an atomic message 
aborts, the objects modified by that mes- 
sage must return to their earlier states. 
The object manager creates a backup copy 
of each object before it is modified by an 
atomic message. ‘Then, if an atomic mes- 
sage aborts, object states are restored with 
the saved copies before the locks are re- 
leased. 
You can also abort an atomic message 
by executing the message self.error(‘An 
error message’). The objects changed by 
the atomic message are restored to their 
previous states. Thus, when you detect an 
error, you can abort an atomic message 
without side effects. 
To detect deadlocks, a blocked process 
starts a probe computation.’ First the pro- 
cess sends a probe message to the object 
managers of the objects locked by the pro- 
cess. Each object manager propagates the 
probe message to the processes waiting to 
access its object. These waiting processes, 
in turn, propagate the probe to the object 
managers of the objects they have already 
locked. If the system is deadlocked, the 
probe message is eventually received by a 
process that has propagated the probe it- 
self. Ths process then knows it is part of a 
deadlocked process cycle. 
After a deadlock is detected, a search 
identifies a victim, the youngest process 
among the deadlocked set, which is 
aborted and restarted. A restarted process 
i L  
retains its current age. The result is tha 
the oldest process in the system is sure t i  
commit successfully. 
e mtegration of interface predicates 
gation supports extensible and open sys 
tems involving atomic actions. The inter 
face predcate construct is general so yo1 
can use it to consmct the conventiona 
object-oriented data abstraction and code 
sharing strategies. You can also implemen 
both lnheritance and delegation. 
Delegation in an atomic message se 
quence is key to dynamic bindmg anc 
code reusability within atomic action: 
When you modify a type, Sina’s delega 
tion mechanism automatically updates th’ 
functionalities of those types that delegat, 
to the instances of the modified type. Fo 
example, if you upgrade type reporting o 
type financiawanagement, then type 
Secretary, Person, and Manager automat 
ically incorporate the new functionahtie: 
The new functionalities also become visi 
ble as part of detined classes of atomic ac 
tions. 
We implemented Sina usini 
Smalltalk-80. At the UniversityofTwentc 
we are implementing a new protoqp 
using C++. We are also investigating inte 
gration of synchronization mechanism 
into the interface predicate construct. 4 
T“ atomic message sequences, and dele 
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