A Model-Driven Framework to Support Games Development: An Application to Serious Games by Tang, SOT
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Source Model
Target Model
(i) Model Refinement
Additional 
Information
Transformation 
Engine
Source Model
(ii) Model Refactoring
Source Model
Target Model
(iii) Model Abstraction
Source Model A
Target Model
(iv) Model Integration
Transformation
Engine
Source Model B
Source Model
Target 
Model 1
(v) Model Decomposition
Target 
Model 2
Source Model
Target Model
(vi) Model Translation
Transformation 
Engine
Transformation 
Engine
Transformation 
Engine
Transformation 
Engine
Unrelated 
information
Model 1 Model 2
Target Model View A
Target Model 
View B
  
Model
Software Code
Generator
Code Generation
Model
Diagrams/Text
Generator
Document Generation
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pacman ghost
pellet
fruit  
ghost 
hunt
to 
collect
pacman 
hunt/eat 
Ghost 
dead
eaten 
by 
pacman
home
return
Ghost 
spawn
Navigate 
through
maze
1
Learn about 
treasure map
3
Find map
4
Find Treasure
2a
Search Old 
House
2b
Search Museum
2c
Discover 
aggregate clue
2d
Search 
Graveyard
2e
Find Crypt
2f
Search Crypt
2g
Defeat Ghoul
2i
Find map
2h
Lose to Ghoul
2
Locate map
Detailed View
  
DEMO
HIGH
SCORE
TABLE
START 
NEXT 
LEVEL
SCREEN
PRIMARY
GAME-
PLAY
MODE
ENTER 
INITIALS 
SCREEN
15 seconds loop
player completes level
3 seconds
delay
player loses,
high score
player loses, no high score
player 
inserts 
coins
  
Silenced
pistol & 
bullets
Bedroom
door
Uniform & 
ID card
Hall door
Wehrmacht
Officer 1
Entrance 
doorHotel 
room
Hotel 
room
Guest
bedroom
Guest
bedroom
Landing Bathing 
Soundtrack
Stairs Dining 
room
Dining 
room
Key: = direction of game flow
= fixed game object
= mobile game object
SCENE 1
  
C’
C
B’
B
A’
A
D
Apartment
Apartment 
Gate Key
Swamp 
Monument
Backyard
Neely’s Bar Church Fountain
Parking 
Space
Tunnel
Trailer
Street
Partial Map of Silent Hill 2
Roadblock
Building/Area in white
 
  
COLLISION 
EVENT
(Detection)
COLLISION 
EVENT
(Stop)
COLLISION 
EVENT
(Detection)
COLLISION 
EVENT
(Triggers 
goal event)
BAT
BALL
WALL
GOAL
SCORE
BAT
BALL
WALL
GOAL
SCORE
GOAL EVENT
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Hunted
Reset
level
Dying
Hunter
Power
Pill
Power
Pill
Timer
If lives
> 0
Collision
  
EnemyTracker
enemyPosition
boolean enemyMoved()
Radar
...
position getEnemyPos()
TrackEnemy
NoEnemy
Tracked
By1Radar
Tracked
By2Radars
EnemyPos
Unsure
HenemyLost
enemySighted
[enemyMoved] /
enemyPosChanged
enemySighted
enemySighted
EnemyPosKnown
2
<<behaviour>>
  
Eat Power Pellet Eat Hunted Ghost
Eaten by Hunter 
Ghost
Eat Pellet Collide with wall Eat Fruit
Move Pacman
Player
Player input
Token interactions
Diablo Player
View Character
Stats
Name Character
Allocate Experience 
Points
Display Inventory
Move and Drop 
Inventory Item
Base Character Class
:Bob
Ogre
Sword
Base Weapon Class
<< is a >>
<< is a >> << is a >>
<< has a >>
<<Entity>> Platform<<Enemy>> Benzo
- points
<<PlayerCharacter>> Bub
- lives
- score
<<Entity>> Bubble <<Entity>> Reward
- points
<<Enemy>> Benzo
- name
- gravity
- friction
players
bubbles
1..*
0..*
0..* 0..*
0..*
0..1
traps
enemies rewards
platforms
  
 
  
  
  
 
  
  
 
                                                          
  
                                                          
  
  
  
  
  
SOPHISTICATION OF FEATURES
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+ jPCT
+ Unreal   
   Development   
   Kit
+ Java Monkey Engine
+ 3DSTATE   
   3D Engine
+ Apocalyx 
Engine
+ Blender Game
   Engine
+ Crystal Space
+ CryEngine 3
+ Cube 2:   
   Sauerbraten
+ Delta3D
+ G3D
+ Irrlicht   
    Engine
+ Lilith3D
+ OGRE
+ OpenSceneGraph
+ Panda3D
+ The Nebula 
   Device 3
+ Torque 
Game Engine
+ Unity 3D
+ XNA
+ RenderWare
+ EGO
+ Jade Engine
+ Source 
   Engine
+ Id Tech 
   Engine
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Language
Generator
Domain 
Framework
Target
LEVEL 1
LEVEL 2
LEVEL 3
  
CIM
PIM
PSM
Generator
Domain 
Framework
Target
LEVEL 1
LEVEL 2
LEVEL 3
Transformation 
Engine
Transformation 
Engine
Model
Layer 1
Layer 2
Layer 3
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GTM GSM
Game Software 
Framework 
Constructs
Game Software 
Framework
GTM
Transformation
Code 
Template
GCM
Game Software 
Constructs
GCM
Transformation
Software 
codes
GSM
Generation
  
STRUCTURE OBJECT SCENARIO MECHANICS
Game Structure
Game Presentation
Game Simulation
Game Object
Game Theme
Game Scenario
Game Event
Game Objective
Game Rules
Game Player
  
 
 
Game Rule
Game Event
Game Objective
Game Object
Game Scenario
Game Player
Game Context
SERIOUS GAME
isOrganisedIn
isPlayedBy
isA
Game Structure
Game Presentation
Game SimulationGame Rule
simulate
Game Scenario
operateUnder
Game Objective
hasPurposeOf
Game Event
hasOccuranceOf
takePlaceIn
Game Object
Game Player
isRepresentedBy
Game Theme has
isA
Game Context
has
Author
has
Title
has
Avatar
isA
Game Environment
isPopulatedWith
  
Event Trigger
Game Context
isA
isComposedOf
isA
Game Structure
Game PresentationGame Simulation
Pedagogic Event 
Indicator
isLabelledWith
Event Trigger isTriggeredBy
Game Structure Typehas
a e ontext
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Event Trigger
Trigger Game Context
Input Trigger
Time Trigger
Proximity Trigger Game Mechanic 
Trigger
isA
isA
isA
isA
Game Application 
Event
has
Identifier
has
Trigger Target
has
has
Area
2D Area
3D Area
isA
isA
isPositionedAt
Position
2D Position
3D Position
isA
isA
Time Interval has
Repeat
has
track
Input Event
registerInputVia
Input Interface
Hardware Interface
GUI Interface
isA
isA
Trigger
Game Event
Hardware Type
has
Reference To 
GUI
has
Keyboard Input 
Event
isA
Mouse Input Event
isA
Mouse Event
has
Keyboard 
Event
has
Keyhas
GUI Component
Media Component
Game Presentation
isPresentedWith
isInteractedUsingIdentifier
has
hasMeasurement
Depth Index has
Media Component
2D Dimension
isPositionedAt
2D Position
GUI Component
  
 
 
 
 
  
 
 
 
  
 
Media 
Component
isMediaFor
isA
isA
isA
isA
Media 
Component
Text
Image
Audio
Video
Identifier
has
isPositionedAt
2D Position
hasMeasurement
2D Dimension
Caption has
isPositionedAt
2D Position
hasMeasurement
2D Dimension
isPositionedAt
2D Position
hasMeasurement
2D Dimension
Source
has
Source
has
Source
has
Game Presentation
isColouredUsing
Text Formating
Repeat
has
ListValue
GUI ComponentisInterfaceFor GUI Co ponent
isA
Button
isA
Listbox
isA
Radiobutton
isA
Textbox
isA
Checkbox
Identifier
has
GUI Style IDhas
isPositionedAt
2D Position
hasMeasurement
2D Dimension
Label
has
Caption
has
hasMeasurement
2D Dimension
hasListValue
ListValue
Value
has
Caption
has
Group ID
has
hasMeasurement
2D Dimension
has
Caption
has
Value
Game Presentation
Background 
Image has
Caption
has
Caption
has
  
 
 
 
Front End Display
Game Simulation
isGovernedBy Game Dimension
isPacedUsing
hasInGameInfoDisplayedVia
Game Scenario
simulate
has
Game Physics
Front End isplay
Identifier
has
Game Tempo
  
 
 
 
controlTimingOf
Real Time
has
Virtual Time
has
Game Tempo
Game Simulation
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Environmental Force
govern
Game Physics
Collision World
has
isDrivenBy
Identifierhas
isType
Environmental Force
Force Angle
Force Value
hasAngle hasForce
Static Force Angle
Dynamic Force 
Angle
isType
isConstrainedBy
Angle
has
Min Angle
has
Max Angle
isType
Static Force Value
Dynamic Force 
ValueisType
Force Value
has Min Force 
Value
has
Max Force 
Value
has
Game Simulation
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Front End 
Display
displayInGameInformationOf
Front End 
Display
isType
Static Front End 
Display
Dynamic Front End 
Display
isType
Identifier
has
isPositionedAt
2D Position
3D Position
Position
isType
isType
Front End Display Type
has
Front End Display Style
has
DataSource
has
Owner
has
DataSource
has
Game Simulation
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SENSOR
MANAGER
ACTION 
GENERATOR
PERSONALITY 
MANAGER
ACTING 
MANAGER
MOTION 
GENERATOR
SPEECH 
GENERATOR
Emotional cues
Sensitivity of sensor
Behavioral
Data
Action to be 
taken
Action Speech
APPEARANCE 
GENERATOR
Vital Data
S2: COORDINATE
S1: OPERATION
S5: POLICY
S3: CONTROL
S4: INTELLIGENCE
Vital 
Data
Game 
Environment
  
  
 
Object Action
Object Action
Object Action
Object Action
Object Action
Game Object
Game Theme
hasGameTheme
Identifier
has
isType
Actor Object
hasAttributeSpecificationOf
Object Attributes hasIntelligenceSpecificationOf
Object Intelligence
perform
Object Action
show
Object Appearance
isType
Consumable Object
perform
Object Action
show
Object Appearance
isType
Decorative Object
show
Object Appearance
isType
Enhancement Object
hasAttributeSpecificationOf
Object Attributes
perform
Object Action
show
Object Appearance
isType Item Object
hasAttributeSpecificationOf
Object Attributes
show
Object AppearanceisType
Mechanical Object
perform
Object Actionshow
Object Appearance
isType
Structural Object
show
Object Appearance
isType
Surface Object
show
Object Appearance
isPositionedAt
2D Position
3D Position
Position
isType
isType
hasAttributeSpecificationOf
Object Attributes
hasAttributeSpecificationOf
Object Attributes
isType
Projectile Object
perform
Object Action
show
Object Appearance
hasAttributeSpecificationOf
Object Attributes
hasAttributeSpecificationOf
Object Attributes
hasAttributeSpecificationOf
Object Attributes
  
Vital Attribute
Object 
Attributes
Actor Object
isAttributesSpecificationFor
Enhancement Object
isAttributesSpecificationFor
Inventory Size
has
Mass
has
isPositionedAt
Solidity State has
hasExistanceSpecificationOf
Vital Sign
2D Position
3D Position
Position
isType
isType
 
  
Object Image 
Component
Object Internal 
Projection
Object 
Appearance
Actor Object
isProjectionOf
Enhancement Object
Image Style
hasTheLookOf
has
Object Image
hashasInternalProjectionVia
Object Internal 
Projection
Identifier
has
Reference Front End 
Display
has
Reference To 
Object Attribute
has
Consumable Object
Decorative Object
Item Object Mechanical Object
Structural Object
Surface Object
isProjectionOf
isProjectionOf
isProjectionOf
isProjectionOf
isProjectionOf
isProjectionOf
isProjectionOf
Object Image 
Component
Asset Source
has
Identifier
has
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Object ActionActor Object
isPerformedBy
Enhancement Object
hasAnimationSpecificationOf
Object Animation
Consumable Object
Item Object Mechanical Object
isPerformedBy
isPerformedBy
isPerformedBy isPerformedBy
hasMotionSpecificationOf
Object Motion
hasSoundSpecificationOf
Object Sound
hasVitalSignUpdateSpecificationOf
Object Vital Sign 
Update
Identifier
has
Identifier
has
Animation 
Start Frame
has
Animation 
End Frame
has Animation 
Asset Source
has
Identifier
has isDrivenBy
Identifier
has
isType
Force
Force Angle
Force Value
hasAngle hasForce
Static Force Angle
Dynamic Force 
Angle
isType
isConstrainedBy
Angle
has
Min Angle
has
Max Angle
isType
Static Force Value
Dynamic Force 
Value
isType
Force Value
has
Min Force 
Value
has
Max Force 
Value
has
Environmental Force
isAffectedBy
isA
Identifier
has Sound Asset 
Source
has
Narrative
has
Reference to Game 
Attribute
has
Arithmetic Operatorhas
Constant
has
 
  
 
 
Object Decision
Object 
Intelligence
Actor Object
isIntelligenceSpecificationOf
Description
hasDecisionSpecificationOf
has
Object Decision
has
hasAbilitySpecificationOf
Object Ability
Deciding Condition
Conditional Operator
has
Reference to Object 
Attribute
has
Learn
Ability Learning
has
Navigate
Ability Navigation
has
isType
isType
Reference to 
Object Action
has
Idenfierhas
Constant
has
Virtual Camera
Game Objective
Game Rule
Game Event
Game Scenario
Difficulty 
Indicator
has
Game Simulation isSimulatedBy
Identifier
has
Game Rule
operateUnder
Game Objective
hasPurposeOf
Game Event
hasOccuranceOf
takePlaceIn
Game Environment
isDisplayedThroughPerspectiveOf
Virtual Camera
  
Proximity 
Trigger
Game Object
Checkpoint
host
Game 
Environment
Game Scenario
Identifier
has
isLocationMarkedWith
Checkpoint
Proxi ity 
Trigger
isTrackedBy
isPopulatedBy
Game Object
Identifier
has
isIlluminatedUsing
CheckpointLight
Identifier
has
Light Intensity
has
isColouredUsingColour
isDisplacedAt
2D Position
3D Position
Position
isType
isType
Point Light
isType
Directional Light
isType
Spot Light
isType Area Light
isType
Range
has
Range
has
Spot Angle
has
2D Area
cover
hasAngle
Angle hasAngle
isPositionedAt
Game Objective
mark
  
 
Virtual Camera
displayAViewOf
Virtual Camera Game Scenario
Identifier
has
Attached Virtual 
Camera
isFocusedAs
Static Virtual 
Camera
isFocusedAt
isType
isType
Virtual Camera 
Focus
isPositionedAt
2D Position
3D Position
Position
isType
isType isAttachedAt
AttachmentPoint
Focus ObjecthasAngle
Focus Angle
isType
isType
Angle
  
 
 
  
 
Game Acting 
Coordination
Game Act
Event Trigger
Game Event
Game Scenaro
Game Event
occurIn
Identifier
has
hasActSpecificationOf
Game Act
isTriggeredBy
Event Trigger
Game Mechanic 
Trigger
Time Trigger
isType
isType
has
Game Object ID
Identifier
has
followGame Acting Script
Identifier
has
isCoordinatedWith
Game Acting 
Coordination
Simple Acting 
Coordination
Complex Acting 
Coordination
isType
isType
Animate
Animate with Object
isType
isType
Play Sound
Translate to 
Checkpoint
isType
isType
Animate and Translate 
to Checkpoint
Animate with Object
isType
Animate
Translate To 
Checkpoint
performAct
performMoveToCheckpoint
Animate and Play 
Sound
isType
Animate
Play Sound
performAct
performSound
Animate with Object and 
Translate to Checkpoint
isType
performActOnObject
Translate To 
Checkpoint
performMoveToCheckpoint
Animate with Object
Act on Object and 
Move To
isType
performActOnObject Play Sound
performSound
Act, Sound and 
Move To
isType
Animate
performAct
Play Sound
performSound
Translate To 
Checkpoint
performMoveToCheckpoint
Act on Object, 
Sound and Move To
isType
Play Sound
performSound
Translate To 
Checkpoint
performMoveToCheckpoint
Animate with Object
performActOnObject
  
 
 
Game ScenaroGame Objective
isPurposeForisDeterminedBy
Goal Condition
Identifier
has
Description
has
Constant
has
Conditional 
Operator has
reference
Trackable Data
Trackable Action 
Counter
Trackable Game 
Attribute
Trackable Input Type 
Counter
Trackable Scenario 
Completion Time
isType
isType
isType
isType
track
Input Event
Keyboard Input 
Event
isA
Mouse Input Event
isA Mouse Event
has
Keyboard 
Event
has
Keyhas
Game Rule
Game RuleGame Scenario control
ID
has
Descriptionhas
Game Scoring Rule
Game Interaction 
Rule
isType
isType
  
 
Reference To 
Game Object
Game 
Interaction Rule
Interaction Outcome
Interaction Condition
conclude
isDeterminedBy
Interaction Actor
Interaction Subject
restrict
allowInteractionWith
Interaction Actor By 
ID
isType
Interaction Actor By 
Class
isType
has
has
Interaction Subject 
By ID
isType
Interaction Subject 
By Class
isType
eference To 
a e bject
has
Game Object 
Class
has
Update Game 
Attribute
isType
Update Game Object 
Attribute
isType
Query Game 
Attribute
isType
Query Subject 
Attribute
isType
Query Subject 
Ownership
isType
Reference To 
Game Object
eference To 
a e bject
Game Object 
Class
Game Scoring Rule
Scoring Outcome
Scoring Condition
conclude
isDeterminedBy
Query Duration
isType
Query Game Object 
State
isType
QueryInput
isType
Query Other Game 
Objectives
isType
  
 
 
 
Game Record
Game AttributeGame Control
Game PlayerSERIOUS GAME play
Avatar
isRepresentedBy
Game Control
operate
Game Attribute
hasPerformanceRecordedIn
Inventory Size
has
Game Record
isLoggedIn
Game Player IDhas
  
 
 
 
Reference To 
Game Object
Avatar
represent
Game Player
Static Avatar
isType
Dynamic Avatar
isType
Reference To 
Game Object
has has
eference To 
a e bject
  
 
 
 
Game AttributeGame Attribute
recordPerformanceOf
Game Player
Game Attribute Vital 
Sign
isType
Game Attribute 
Score
isType
Idenfitifier
has
Unreferenced Vital 
Attribute Sign
isType
Referenced Vital 
Sign
isType
  
 
 
 
  
 
 
Game Control
isOperatedBy
Game Player
Identifier has
registerInputVia
Input Interface
isMappedUsing
Action Map
Reference To 
Object Action
has
Active Object 
State
has
Game RecordGame Record
traceGame Player
Idenfifier
has
archieve Game Result
Raw Game Result
Computed Game 
Result
isType
isType
  
 
 
  
Platform
Input Audio Graphics
Dynamics
Game Logic Level DataEvent Handler
Schematics of Game 
Software Components
  
Game Application
Scripting
GUI
Character 
Animation
Scene 
Graph
Window 
Management
PhysicsAudio
Input 
devices
XML Networking
Delta3D Game Engine
Platform
Animation (Skeletal Animation)
Visual Effects (Particle 
systems, Lighting, Shadow, 
Environment Map)
Target Hardware (PC, Xbox 360, PS3, etc)
Device Drivers
OS
Platform Independence Layer (Ensuring consistent engine behaviour across all hardware platforms)
Core Systems (Assertions, Memory Allocation, Math Library, Custom Data Structures and Algorithm,  Movie Player, Parsers, Analytics, I/O)
Resource Manager & Game Assets
                   Low-level Renderer    Profiling & Debugging Collision & Physics
Human Interface 
Devices
Front End
Audio
Online 
Multiplayer
Scene Graph/ Culling 
Optimizations
Gameplay Foundations
3
rd
 Party SDKs (Graphics SDKs {DirectX, OpenGL}, Physics SDK {Havok, PhysX}, AI SDK, etc...)
Game-Specific Subsystems
Skeletal Mesh 
Rendering
Ragdoll 
Physics
Hierarchical Object 
Attachement
In-Game Cinematics
Text, Fonts, Drawing
  
 
INPUT
GAME 
PHYSICS
ARTIFICIAL 
INTELLIGENCE
USER 
INTERFACE
GRAPHIC AUDIOANIMATION
GAME RESOURCE MANAGEMENT
GAME 
CONTEXT 
SYSTEM GAME OBJECT GAME SCENARIO
VIDEO 
PLAYER
NETWORKING
AI 
SCRIPT
PHYSICS 
PARAMETERS
GAME SIMULATION SYSTEM
SOUNDS
ANIMATION 
DATA
MESH TEXTUREFONTS
CORE 
COMPONENTS
GAME 
RESOURCES
SERVICE
COMPONENT
GAME 
SPECIFIC
SYSTEMS
VIDEOS ...
HELPER 
COMPONENTS
  
 
Graphic
Input
Audio
Resource 
Management
Game Resources
Meshes Textures
Fonts
Sounds AI Scripts
Physics Parameters
Videos
etc...
GAME Creates
Game Context System
Presentation Context
Splash Screen
Presentation Context
Game Menu
Presentation Context
Intro to Level 1
Simulation Context
First Person Simulation
...
Initialises
Active Contexts
Simulation Context
First Person Simulation
Presentation Context
Pause Menu
Context is pushed into 
Active Contexts Stack 
as per Game Flow
User Interface
Uses UI 
components
Load
Initialise
Update
Render
Cleanup
Presentation Context
Pause Menu
Contexts Pool
  
  
 
Game 
Physics
AI
Game Simulation 
System
Initialise
Update
Render
Cleanup
Graphic
Input Audio
Resource 
Management
Load
Creates
Game Resources
Meshes Textures
Fonts
Sounds AI Scripts
Physics Parameters
Videos
etc...
Load
Scenario 1 Scenario 2 Scenario 3 ...
Game Scenario
Animation
3D Objects
Scene Graphs
UI
Update Transform
Update Bounding Box
Update Animation
Update Object States
Update Sound
Draw Model
Uses
Data for game 
object 1
Data Library for 
Game Object
Data for game 
object 2
...
Update Object/Logic
Main()
{
gameRunning = true
fps = 30
delay = 1000/fps
gameTime = 0
sleepDuration = 0
nextTick = GetTickCount()
While (GameRunning){
Game.Update()
Game.Render()
nextTick =+ delay
sleepDuration = nextTick - GetTickCount()
If (SleepDuration >= 0)
{
Sleep (sleepDuration)
}
}
}
  
 
 
  
If(this.actionState == 2)//Pick
{
collisionObject = PhysicManager.checkCollision(this, GameEnvironment)
If(collisionObject.type == “HealthPack”)
{
AnimationManager.SetSequence(this, “Pick”)
this.health.add(25.0f)//health is a vital
}
ElseIf(collisionObject.type == “Key”)
{
AnimationManager.SetSequence(this, “Pick”)
this.inventory.add(object);
}
}
  
 
Function Render(Component RenderManager, VirtualCamera camera){
If (camera.WithinFrustum(this))
{
RenderManager.Render(this, camera)
}
}
  
 
 
  
SkeletalAnimation
AnimationManager
+ playbackIndex {get; set;} : integer
+ maxFrame {get; set;} : integer
+ setSequence(GameObject object,string sequenceID) : void
+ UpdateAnimation(GameObject object) : void
+ RecordAnimation(SceneGraph gameEnvironment) : void
+ PlaybackAnimation() : void
SpriteAnimation ProceduralAnimation
PlaybackFrame
playbackBuffer:Array
1 *
  
 
 
monitoredInput : Array
1
*
Hardware
+ Initialise() : void
+ AddListener(InputTrigger inputTrigger) : void
+ RemoveListener(InputTrigger inputTrigger): void
+ Update() : void
+ Cleanup() : void
InputManager
+ Initialise() : void
+ Update() : void
+ Cleanup() : void
*
InputTrigger
1
Mouse Keyboard
  
 
 
PhysicsManager
+ ApplyForce(GameObject object, float forceValue, Vector3 forceAngle, 
Force constraint) : void
+ ApplyRecoil(GameObject object, float forceValue) : void
+ CheckCollision(GameObject object1, GameObject object2) : boolean
+ CheckCollision(GameObject object, SceneGraph environment) : boolean
+ RegisterConstraint() : void
+ GetConstraint(string forceID) : Force
Force
+ id {get;} : string
+ forceValue {get;} : float
+ forceAngle {get} : Vector3
constraints:Array
1 *
  
 
  
 
 
GameResourceManager
+ Load(string source, Mesh mesh) : void
+ Load(string source, Sprite sprite) : void
+ Load(string source, AnimationData animationData) : void
+ Load(string source, string fontName) : void
+ Load(string source, string soundName) : void
+ Load(string source, Video video) : void
+ RetrieveFont(string fontName) : Font
+ RetrieveSound(string soundName) : Sound
+ UnloadSound(string soundName) : void
+ Unloadfont(string fontName) : void
SoundComponent
sounds:Array
1 *
Font
fonts:Array
1 *
  
 
AIManager
+ Update() : void
+ Clear() : void
Flocking
+ maxVel {get; set;} : float
+ maxAcc {get; set;} : float
+ avoidDist {get; set;} : float
+ neighborDist {get; set;} : float
+ avoidWeight {get; set;} : float
+ headingWeight {get; set;} : float
+ centroidWeight {get; set;} : float
+ targetWeight {get; set;} : float
flocking1
1
PathFinding
pathfinder 1
1
+ FindPath(GameObject object, 
GameObject[] obstacles, target) : void
+ Update() : void
+ Clear(string objectID) : void
+ Clear() : void
+ Flock() : void
+ Update() : void
+ Clear() : void
GameObject
1 *
boids* : Array
targets* : Array
obstacles*: Array
ObjectOnPath
1*
objectsOnPath : Array
Position
1
1
path
GameObject
1
1
Object*
DecisionMaking
+ Decide(GameObject object, Decision[] decisions, 
bool learn) : string
1 1
reasoner
  
 
 
 
  
 
 
  
 
  
 
INPUT
GAME 
PHYSICS
ARTIFICIAL 
INTELLIGENCE
USER INTERFACE GRAPHIC AUDIOANIMATION
GAME RESOURCE MANAGEMENT
GAME CONTEXT 
SYSTEM GAME OBJECT GAME SCENARIO
VIDEO PLAYER NETWORKING
GAME SIMULATION SYSTEM
CORE 
COMPONENTS
PLATFORM 
SPECIFIC 
COMPONENTS
SERVICE
COMPONENT
GAME SPECIFIC
SYSTEMS
AI SCRIPT
PHYSICS 
PARAMETERS
SOUNDS
ANIMATION 
DATA
MESH TEXTUREFONTS
GAME 
RESOURCES
VIDEOS ...
WINDOW MANAGEMENT FILE SYSTEM TIMER
MATH LIBRARY RANDOM NUMBER GENERATOR UNIQUE OBJECT IDENTIFIER MANAGEMENT
HELPER 
COMPONENTS
GAME LOGIC AND 
INTERACTIVITY GAME CONTENT
GAME SOFTWARE MODEL
GRAPHIC WRAPPER PHYSICS WRAPPER
for a software technology platform
  
 
 
  
 
 
  
 
 
  
  
  
 
 
  
 
  
P
L
A
N
P
R
O
T
O
T
Y
P
E
2 Understand learners
3 Identify learning activities for learning objectives defined in 1
4 Sequence learning activities in increasing complexity order
6 Design game mechanics for learning activities defined in 3
8 Design scenario and game-play for learning activities defined in 3 using 4 and 5
7 Design game components and its associated behaviours
12 QA Test on serious game
11 Refine the game level
10 Evaluate prototype against learning objective
9 Prototype game level
SERIOUS GAME ready for releaseF
IN
A
L
IS
E
Repeat 
for each 
game level
Instructional planning 
activities for serious 
game
Rapid 
prototyping and 
play-testing for 
each game 
levels
Integrate all the 
developed 
levels into a 
single serious 
game
1 Define learning objectives and design goals
Iteration
5 Design story to set scene and link learning activities defined in 3
13 Finalise serious game
 
  
  
  
A video or 
animation clip 
that explains 
the 
importance of 
fire safety in 
the People’s 
School
A video or 
animation clip 
that 
introduces to 
People’s 
School to all 
newcomers.
Game player need to 
spot all the TEN fire 
hazards within 60 
seconds before a fire 
incident happens.
Level 1
A messy classroom 
setup with obstacles 
blocking exit path. 
Game player needs to 
clear the path to get to 
the exit point before a 
fire incident happens.
Level 2
A video or 
animation clip 
on the news 
with the 
headline of 
“Fire Tragedy 
at School 
Killed 30 
School Kids”
A video or 
animation clip 
with message 
on the 
importance 
of the fire 
drills and 
prevention
A video or 
animation clip 
on school 
being 
awarded as 
fire safety 
award of the 
year
A video or 
animation clip 
that explain 
exit path in a 
classroom in 
case of 
emergency.
A video or 
animation clip 
that explains 
different types 
of fire 
hazards in 
classroom.
 If level complete  
Introduction Screen
Play
Quit
A video or 
animation clip 
that 
introduces a 
usual day in 
the classroom 
and the 
occurrence of 
a fire incident.
 If level complete  
A video or 
animation clip 
that 
introduces a 
usual day in 
the classroom 
and the 
occurrence of 
a fire incident.
 If level complete  
If level complete
If Level NOT
complete
A messy classroom 
setup with obstacles 
surrounded by fire 
hazards. Game player 
needs to find an 
escape route and avoid 
getting hurt during fire 
incident.
Level 3
A classroom with 
different setup, 
obstacles and fire 
hazard. Game player 
needs to find an 
escape route and avoid 
getting hurt during fire 
incident.
Level 4
END
START
 
  
 
  
Stage 1 Modelling game object
Stage 2 Modelling game environment
Stage 3 Modelling game scenario, game rules and game objectives
Stage 4 Modelling game presentation
Stage 5 Modelling game simulation
Stage 6 Modelling game structure
Stage 7 Modelling game player
Stages of Modelling in SeGMEnt
  
  
  
  
  
  
  
 
  
 
  
0
20
40
60
80
100
120
140
160
Using Model-Driven Software
Development Approach
Conventional software
development approach (hand-
coded)
5 
160 
Hours 
Development 
Approach 
  
0
1000
2000
3000
4000
5000
6000
7000
Non-technical domain
expert (£100 per day)
Freelance Adobe Flash
Developer (£350 per day)
62.5 
7000 
500 
0 
Training cost
Cost
Cost (£) 
Resource type 
  
 
 
  
 
  
 
  
 
 
  
  
 
 
 
  
                                                          
  
 
  
 
  
 
  
  
 
  
  
<SeriousGame> ::= <Title> <Author> <GameStructure> 
<GamePlayer> 
<GameStructure> ::= <GameStructureType>  
<GameContext> {<GameContext>}  
<GameContext> ::= [<GamePresentation> |  <GameStructure>] 
<EventTrigger> {<EventTrigger>} <PedagogicEvents> 
<PedagogicEvents> ::= <EventOfInstruction> 
{<EventOfInstruction>} 
<EventTrigger> ::= <Identifier> (<InputTrigger> | 
<TimeTrigger> | <ProximityTrigger> | 
<GameMechanicsTrigger>) <TriggerTarget>
<InputTrigger> ::= <InputInterface>  
<TimeTrigger> ::= <TimeInterval> <Repeat>  
<ProximityTrigger> ::= <Position> <Area>   
<GameMechanicsTrigger> ::= <GameApplicationEvent>  
<InputInterface> ::= (<HardwareInterface> | <GUIInterface>) 
<HardwareInterface> ::= <HardwareType> <InputEvent> 
<GUIInterface> ::= <ReferenceToGUI> 
<Position> ::= <2DPosition> | <3DPosition>  
<Area> ::= <2DArea> | <3DArea>  
<GamePresentation> ::= <Identifier> <MediaComponent> 
{<MediaComponent>}[ <GUIComponent> { <GUIComponent>}] 
<DepthIndex> <Dimension> <2DPosition> 
<MediaComponent> ::= <MediaText> | <MediaImage> | 
<MediaVideo> | <MediaSound>
<MediaText> ::= <Identifier> <Caption> <2DPosition> 
<2DDimension> [<TextFormatting>]  
<MediaImage> ::= <Identifier> <Source> <2DPosition> 
<2DDimension>  
<MediaSound> ::= <Identifier> <Repeat> <Source> 
<MediaVideo> ::= <Identifier> <Source> <2DPosition> 
<2DDimension> 
<Dimension> ::= <2DDimension> | <3DDimension> 
<GUIComponent> ::= <GUIButton> | <GUIListbox> | 
<GUIRadiobutton> | <GUITextbox>
<GUIButton> ::= ID> <2DPosition> <2DDimension> <GUIStyleID> 
<backgroundImage> <Caption> 
<GUICheckbox> :: <Identifier> <2DPosition> <Caption> 
<Value> <GUIStyleID> 
<GUIListbox> ::= <Identifier> <2DPosition> <Width> 
<Caption> <listValue> { <ListValue>} <GUIStyleID> 
<GUIRadiobutton> ::= <Identifier> <GroupID> <Caption> 
<Value> <2DPosition> <GUIStyleID> 
<GUITextbox> ::= <Identifier> <2DPosition> <2DDimension> 
<Caption>  <GUIStyleID> 
  
<GameSimulation> ::= <Identifier> <GameDimension> 
<GameTempo> <GamePhysics>  
<FrontEndDisplay> {<FrontEndDisplay>} <GameScenario> 
<GameTempo> ::= <RealTime> <VirtualTime> 
<GamePhysics> ::= <CollisionWorld> <EnvironmentalForce> { 
<EnvironmentalForce> } 
<EnvironmentalForce> ::= <force> 
<Force> ::= <Identifier> <ForceValue> <ForceAngle> 
<ForceAngle> ::= <StaticForceAngle> | <DynamicForgeAngle> 
<StaticForceAngle> ::= <Angle> 
<DynamicForceAngle> ::= <MinAngle> <MaxAngle> 
<MinAngle> ::= <Angle> 
<MaxAngle> ::= <Angle> 
<ForceValue> ::= <StaticForceValue> | <DynamicForceValue> 
<StaticForceValue> ::= <ForceValue> 
<dynamicForceValue> ::= <MinForceValue> <MaxForceValue>  
<MinForceValue> ::= <ForceValue> 
<MaxForceValue> ::= <ForceValue> 
<FrontEndDisplay> ::= <Position> <FrontEndDisplayType> 
<FrontEndDisplayStyle> (<StaticFrontEndDisplay> | 
<DynamicFrontEndDisplay>)  
<StaticFrontEndDisplay> ::= <DataSource>  
<DynamicFrontEndDisplay> ::= <Owner> <DataSource> 
<RelativePositioning> 
<GameObject> ::= <Identifier> <Position> <GameObjectType> 
<GameTheme>  
<GameObjectType> ::= <ActorObject> | <EnhancementObject> | 
<ConsumableObject> | <ItemObject> | <MechanicalObject> | 
<ProjectileObject> | <StructuralObject> | 
<DecorativeObject> | <SurfaceObject> 
<ActorObject> ::= <ObjectAttributes> <ObjectAppearance>  
<ObjectAction> {<objectAction>} <objectIntelligence> 
<EnhancementObject> ::= <ObjectAttributes> 
<ObjectAppearance>  
<ObjectAction> {<objectAction>}  
<ConsumableObject> ::= <ObjectAttributes> 
<ObjectAppearance>  
<ObjectAction> {<objectAction>}  
<ItemObject> ::= <ObjectAttributes> <ObjectAppearance> 
<ObjectActions> 
<MechanicalObject> ::= <ObjectAttributes> 
<ObjectAppearance>  
<ObjectAction> {<ObjectAction>}  
<ProjectileObject> ::= <ObjectAttributes> 
<ObjectAppearance>  
<ObjectAction> {<ObjectAction>}  
<StructuralObject> ::= <ObjectAttributes> 
<ObjectAppearance>  
<DecorativeObject> ::= <ObjectAttributes> 
<ObjectAppearance> 
<SurfaceObject> ::= <ObjectAttributes> <ObjectAppearance> 
<ObjectAttributes> ::= <VitalAttribute> {<VitalAttribute>} 
<PositionAttribute> <SolidityStateAttribute> 
[<MassAttribute>]  
[<InventoryAttribute>] 
  
<ObjectAppearance> ::= <Identifier> <ObjectImage> 
<ObjectInternalProjection> 
<ObjectImage> ::= <objectImageComponent> 
{<ObjectImageComponent>} <ObjectImageStyle>  
<ObjectImageComponent> ::= <Identifier> <AssetSource>  
<ObjectInternalProjection> ::= <ReferenceToFrontEndDisplay> 
<ReferenceToObjectAttribute> 
<ObjectActions> ::= <ObjectAction> {<ObjectAction>}  
<ObjectAction> ::= <Identifier> <ObjectAnimation> 
[<ObjectMotion>]  
[<ObjectSpeech>] [<ObjectVitalUpdate>]
<ObjectAnimation> ::= <Identifier> <AnimationStartFrame>  
<AnimationEndFrame> <AnimationAssetSource>  
<ObjectMotion> ::= <Identifier> <Force> 
<EnvironmentalForce> <SyncWithAnimation> 
<ObjectSound> ::= <Identifier> <SoundAssetSource> 
[<NarrativeSource>]  
<ObjectVitalUpdate> ::= <ReferenceToObjectAttribute> 
<ArithmeticOperator> <Constant>  
<ObjectIntelligence> ::= <ObjectDecision>{<ObjectDecision>} 
[<ObjectAbility>] 
<ObjectDecision> ::= <Identifier> <DecisionCondition> 
<ReferenceToObjectAction>  
<DecisionCondition> ::= <ReferenceToObjectAttribute> 
<ConditionalOperator> <Constant>  
<objectAbility> ::= [<AbilityLearning>] 
[<AbilityNavigation>]  
<GameScenario> ::= <Identifier> <GameEnvironment> 
<VirtualCamera> {<VirtualCamera>} <DifficultyIndicator> 
<GameEvent> { <GameEvent>}  <GameObjective> { 
<GameObjective>} <GameRule> { <GameRule>} 
<GameEnvironment> ::= <Identifier> (<GameObjectID> 
{<GameObjectID>})  
(<Checkpoints> {<Checkpoints>}) (<ProximityTrigger> { 
<ProximityTrigger>}) (<Light> {<Light>}) 
<checkpoint> ::= <Position> <GameObjective> 
<Light> ::= <Identifier> <Position> <LightColour> 
<LightIntensity> (<DirectionalLight> | <SpotLight> | 
<PointLight> | <AreaLight>) 
<DirectionalLight> ::= <Angle> 
<SpotLight> ::= <Angle>  <Range> <SpotAngle> 
<PointLIght> ::= <Range> 
<AreaLight> ::= <2DArea> 
<VirtualCamera> ::= <StaticVirtualCamera> | 
<AttachedVirtualCamera> 
<StaticVirtualCamera> ::= <Identifier> <Position> 
<VirtualCameraFocus> 
<AttachedVirtualCamera> ::= <Identifier> <AttachmentPoint> 
<VirtualCameraFocus>  
<VirtualCameraFocus> ::= (<FocusAngle> | <FocusObject>)  
  
<GameEvent> ::= <Identifier> <GameAct> {<GameAct>} 
[(<GameMechanicTrigger> | <TimeTrigger>)] 
<GameAct> ::= <Identifier> <GameObject> <GameActingScript>  
<GameActingScript> ::= <Identifier> 
<GameActingCoordination> { <GameActingCoordination>} 
<GameActingCoordination> ::= (<SimpleActingCoordination> | 
<ComplexActingCoodination>)  
<SimpleActingCoordination> ::= <Animate> | 
<AnimateWithGameObject> | <PlaySound> | 
<TranslateToCheckpoint> 
<complexActingCoordination> ::= (<Animate> | 
<AnimateWithGameObject>) [<PlaySound>] 
[<TranslateToCheckpoint>] 
<GameObjective> ::= <Identifier> <Description> 
<GoalCondition> 
<GoalCondition> ::= <TrackableData> <ConditionalOperator> 
<Constant> 
<TrackableData> ::= <TrackableActionCounter> | 
<TrackableGameAttribute> | <TrackableInputTypeCounter> | 
<GameScenarioCompletionTime> 
<GameRule> ::= <Identifier> (<GameScoringRule> | 
<GameInteractionRule>)  <Description>  
<GameInteractionRule> ::= <InterationActor> 
<InteractionSubject>  <InteractionCondition> 
<InteractionOutcome> 
<InteractionActor> ::= <ReferenceToGameObject> 
{<ReferenceToGameObject>}) | <GameObjectClass>  
<InteractionSubject> ::= <ReferenceToGameObject> 
{<referenceToGameObject>}) | <GameObjectClass>  
<InteractionCondition> ::= (<QuerySubjectOwnership> | 
<QuerySubjectAttribute> | <QueryGameAttribute>)  
<InteractionOutcome> ::= (<updateGameAttribute> | 
<updateGameObjectAttribute>)  
<GameScoringRule> ::= <ScoringCondition> <ScoringOutcome>  
<ScoringCondition> ::= <QueryGameObjectState> | 
<QueryInput> | <QueryDuration> | <QueryOtherGameObjectives> 
 
  
<GamePlayer> ::= <GamePlayerID> <Avatar> <GameAttribute> 
{<GameAttribute>} <Inventory> <GameControl> {<GameControl>} 
<GameRecord> {<GameRecord>}  
<Avatar> ::= <StaticAvatar> | <DynamicAvatar> 
<StaticAvatar> ::= <ReferenceToGameObject> 
<DynamicAvatar> := <ReferenceToGameObject> 
{<ReferenceToGameObject>} 
<Inventory> ::= <InventoryAttribute>  
<GameAttribute> ::= <Identifier> (<GameAttributeVital> | 
<GameAttributeScore>) 
<gameAttributeVital> ::= (<ReferencedVitalAttribute> | 
<UnreferencedVitalAttribute>) 
<GameControl> ::= <Identifier> <InputInterface> <ActionMap>  
<ActionMap> ::= <ActiveObjectState> 
<ReferenceToObjectAction> 
<GameRecord> ::= <Identifier> <GameResult> 
<GameResult> ::= <RawGameResult> | <ComputedGameResult> 
<GameTheme> ::= <Description> 
 
  
GameContext
+ allowRender {get; set;} : bool
+ allowUpdate {get; set;} : bool
+ pedagogicEvent {get; set;} : string
+ contextTransitionTrigger {get;} : EventTrigger
+ Initialise() : void
+ Update() : void
+ Render(Component RenderManager*) : void
+ CleanUp () : void
GameContextManager
+ Initialise() : void
+ GameContextManager(GameContext startContext) : void
+ PushContext(GameContext activeContext) : void
+ PopContext() : void
+ Update() : void
+ Render() : void
+ CleanUp() : void
Presentation Simulation
+ timeRatio {get;} : float
+ Simulation(GameScenario scenario) : void
EventTrigger
SeriousGame
+ Main() : void
+ Update () : void
+ Render () : void
+ Cleanup () : void
GameSimulationManager
+ enabled {get; set;} : bool
+ Initialise() : void
+ Update():void
+ Render(Component RenderManager): void
+ Cleanup() : void
SceneGraph
Component
GamePlayer
1
players
*
1
1
contextManager
simulationManager
1 1
1
1
physicsManager
animationManager
aiManager
1
*
activeContext : Stack 
contextPool
1
transitionTriggers:Array
*
11
2DGraph
1
1
contextManager
simulationManager
GameScenario
1
1 scenario
Force
1
1environmentForce
ApplicationEventManager
1
applicationEvent
Manager
1
renderManager
soundManager
inputManager
1
1
RenderManager
SoundManager
InputManager
PhysicsManager
AnimationManager
GUIComponent
MediaComponent
GameResourceManager
  
GamePlayer
+ Initialise() : void
+ Cleanup() : void
Vital
+ id {get; } : string
+ value {set; get;} : string
+ minValue {get; } : float
+ maxValue {get; } : float
+ add(integer value) : void
+ reduce(integer value) : void
+ notify() : void
GameStatistic
+ id {get; } : string
+ attempt {get; set;} : integer
+ onTarget {get; set;} : integer
Actor
Inventory
+ capacity {get; } : integer
+ bag : List <GameObject>
+ selected {get; set;} :integer
+ Add(GameObject item) : void
+ Remove(GameObject item) : GameObject
inventory
11
1
*
1
*
1
*
 
EventTrigger
+ id {get; set;} : string
+ triggerTarget {get;} : string
+ enabled {get; set;} : bool
+ Execute() : void
GameMechanicTrigger
+ {get;} :
+ GameMechanicTrigger(string id, string 
triggerTarget, string eventType) : void
InputTrigger
+ InputTrigger(string id, string 
triggerTarget, string eventType) : void
InputInterface
+ input {get;} : InputEvent
GUIInterface
+ GUIInterface(GUIComponent 
*gui, string eventType) : void
ProximityTrigger
+ enabled {get; set;} : bool
+ InputTrigger(string id, string 
triggerTarget, Position pos, 
Area area) : void
+ isCollided(GameObject obj) : bool
+ Notify() : void
InputEvent
+ id {get; set;} : string
+ eventType {get; set;} : string
+ Notify() : void
HardwareInterface
+ hardwareType : string
+ HardwareInterface(string 
HardwareType, ) : void
KeyInputEvent
+ keycode : integer
ApplicationEvent
+ eventType {get; set;} : string
+ Notify() : void
MouseInputEvent
TimeTrigger
+ Interface {get;} : InputInterface
+ TimeInterval {get;} : integer
+ Repeat {get;} : integer
+ BeginTime {get; set;} : integer
+ TimeTrigger(string id, string 
triggerTarget, integer timeInterval, 
integer repeat) : void
+ Begin() : void
+ CheckExpiry() : void
+ Notify() : void
eventList 
ApplicationEventManager
+ AddListener(GameMechanicTrigger gmt) : void
+ RemoveListener(GameMechanicTrigger gmt) : void
+ Update() : void
+ ReportEvent(string event) : void
1
*
gameApplicationEvent 1
1
1
1 gameMechanicTrigger
Position
Vector2 Vector3
Area
Vector2 Vector3
areaposition
1
1
1
1
interface
1
1
GUIComponent
interface
1
1
inputInterface
1 1
1 1
inputEvent
GameContextManagercontextManager
11
  
SceneGraph
+ Update() : void
+ UpdateNodes(GraphNode node) : void
+ Render(Component RenderManager) : void
+ RenderNodes(GraphNode node, Component RenderManager) : void
+ Render(Component RenderManager, VirtualCamera camera) : void
+ RenderNodes(GraphNode node, Component RenderManager, 
VirtualCamera camera) : void
+ Locate(string id) : GraphNode
GraphNode
+ id {get;} : void
+ allowUpdate{get; set;} : boolean
+ Update () : void
+ Render (Component RenderManager) : void
MediaComponent GUIComponent FrontEndDisplay GameObject Light
<<interface>>
iUpdatable
+ Update() : void
<<interface>>
iRenderable
+ Render(Component RenderManager) : void
+ Render(Component RenderManager, 
VirtualCamera camera) : void
1
*
rootNode : List
1
*
child : List
Function Update()
{
scenario.gameEnvironment.Update()
2DGraph.Update()
}
Function Render(Component RenderManager)
{
RenderManager.BeginRender()
scenario.gameEnvironment.Render()
2DGraph.Render()
RenderManager.EndRender()
RenderManager.RenderToDisplay()
}
Function Update()
{
UpdateNodes(this.rootNode)
}
Function UpdateNodes(GraphNode node)
{
node.Update
For each GraphNode childNode in node.Child
{
UpdateNodes(childNode)
}
}
  
GameScenario
+ id {get; set;} : string
+ difficultyIndicator {get;} : integer
+ activeCamera {get; set;} : integer
+ Initialise() : void
+ Update() : void
+ Render(Component RenderManager) : void
GameObjective
+ description {get;} : string
+ objectiveFlag {get; set;} : bool
+ GameObjective(string description) : void
+ IsObjectiveMet(Collection TrackableData) : bool
VirtualCamera
+ aspectRatio{get; set;} : string
+ FocusAt(Vector3 target) : void
+ Update(SceneGraph scene) : void
position
rotation
displacedPosition
view
projection
1
1
: Array
*
1
objectives : Array
1 *
Matrix Position
1
*
gameEnvironment
virtual 
Cameras 
1
1
Simulation
simulationManager1
1
SceneGraph
+ Update() : void
+ UpdateNodes(GraphNode node) : void
+ Render(Component RenderManager) : void
+ RenderNodes(GraphNode node, Component RenderManager) : void
+ Render(Component RenderManager, VirtualCamera camera) : void
+ RenderNodes(GraphNode node, Component RenderManager, 
VirtualCamera camera) : void
+ Locate(string id) : GraphNode
GraphNode
+ id {get;} : void
+ allowUpdate {get; set;} : boolean
+ Update () : void
+ Render(Component RenderManager) : void
+ Render(Component RenderManager, VirtualCamera camera) : void
MediaComponent GUIComponent FrontEndDisplay GameObject Light
1
*
rootNode : List
1
*
child : List
  
GameObject
+ id {get; set;} : string
+ boundingVolume {get;} : Vector3
+ type : string
+ frameNo : integer
+ Update() : void
+ Render(Component RenderManager, 
VirtualCamera camera) : void
+ actionState {get; set;} : integer
+ collidable {get; set;} : bool
+ mass {get; set;} : float
StaticObject
Vector3
Rotation
1
1
appearance
SceneGraph
AnimationData
+ id{get;} : string
SpriteSequence
+ SpriteSequence(string id, Array 
<Frame> newSequence) : void
AnimationSequence
+ sequence{get;} : Array <Bones>
+ AnimationSequence(string id, Array 
<Bones> newSequence) : void
1*
frames
Frame
+ top {get; set;} : integer
+ bottom {get; set;} : integer
+ left {get; set;} : integer
+ right {get; set;} : integer
Vector2
1
*
animations : Array
Inventory
+ capacity {get; } : integer
+ bag : List <GameObject>
+ selected {get; set;} :integer
+ Add(GameObject item) : void
+ Remove(GameObject item) : GameObject
*
*
inventory
11
Items 1
*
DynamicObject
Vital
+ id {get; } : string
+ value {set; get;} : string
+ minValue {get; } : float
+ maxValue {get; } : float
+ add(integer value) : void
+ reduce(integer value) : void
+ notify() : void
*
*
Position
1
1
position
Sprite
ObjectAppearence
Model
1
rotation 1
Actor
Decision
+ probability {get;} : float
+ actionID {get;} : string
1
*
decisions : Array
11
vitalReference
Vector2
+ x {get; set; } : float
+ y {get; set; } : float
Vector3
+ x {get; set; } : float
+ y {get; set; } : float
+ z {get; set; } : float
Function Update()
{
//Check All Time Trigger
Objective1Timer.CheckExpiry()
//Trigger Game Event in the Scenario
If(ActiveEvent == 1)
{
If(gameEnvironment.locate(actor1).activeState){ gameEnvironment.locate(actor1).activeState = 1}
If(gameEnvironment.locate(actor2).activeState){ gameEnvironment.locate(actor1).activeState = 1}
If(gameEnvironment.locate(actor3).activeState){ gameEnvironment.locate(actor1).activeState = 1}
}
ElseIf(ActiveEvent == 2)
{
If(gameEnvironment.locate(actor1).activeState){ gameEnvironment.locate(actor1).activeState = 2}
If(gameEnvironment.locate(actor3).activeState){ gameEnvironment.locate(actor1).activeState = 3}
}
//Update Scene Graph
gameEnvironment.Update()
objectivesMet = true
//Check to see if all objective are met
For each objective in GameObjectives
{
objectivesMet = objectivesMet && objective.objectiveFlag
}
If(objectivesMet)
{
applicationEventManager.ReportEvent(“ScenarioEnd”)
}
}
  
Function Update()
{
//Pair action to the appropriate motion and animation
If(this.actionState == 1)//Walk
{
collisionObject = PhysicManager.checkCollision(this, GameEnvironment)
If(collisionObject.type == “Movable”)
{
PhysicManager.ApplyForce(this, 0.5f, this.rotation, PhysicManager.GetConstraint(“Friction”))
PhysicManager.ApplyForce(collisionObject, collisionObject.mass/this.mass*0.5f, 
this.rotation, PhysicManager.GetConstraint(“Friction”))
AnimationManager.SetSequence(this, “Push”)
SoundManager.Play(SoundManager.RetrieveSound(“ActorPushSFX”), 1, 
                     SoundManager.Event, this.position)
this.energy.reduce(0.5f)
}
Else
{
PhysicManager.ApplyForce(this, 2.0f,this.rotation, PhysicManager.GetConstraint(“Friction”))
AnimationManager.SetSequence(this, “Walk”)
SoundManager.Play(SoundManager.RetrieveSound(“ActorWalkSFX”), 1, 
                     SoundManager.Event, this.position)
this.energy.reduce(0.1f)
}
}
ElseIf(this.actionState == 2)//Pick
{
collisionObject = PhysicManager.checkCollision(this, GameEnvironment)
If(collisionObject.type == “HealthPack”)
{
AnimationManager.SetSequence(this, “Pick”)
this.health.add(25.0f)//health is a vital
}
ElseIf(collisionObject.type == “Key”)
{
AnimationManager.SetSequence(this, “Pick”)
this.inventory.add(object);
}
}
ElseIf(this.actionState == 3)//Use
{
If(this.inventory.selected.type == “Key”)
{
collisionObject = PhysicManager.checkCollision(this, GameEnvironment)
If(collisionObject.type == “HealthPack”)
{
AnimationManager.SetSequence(this, “OpenDoor”)
this.inventory.remove(this.inventory.selected)
SoundManager.Play(SoundManager.RetrieveSound(“KeyUnlockSFX”), 1, 
   SoundManager.Event, this.position)
collisionObject.actionState = 1//Door Unlock
}
}
}
Else{//Idle
AnimationManager.SetState(this, “Idle”)
}
//Check for collision
collisionObject = PhysicManager.checkCollision(this, GameEnvironment)
If(collisionObject.type == “Building” && collisionObject.type == “Furniture”)
{
PhysicManager.ApplyRecoil(this, 0.1f)
AnimationManager.SetSequence(this, “Stop”)
}
//Update transform of animation
AnimationManager.Update(this);
//Reset actionState
this.actionState = 0//idle
}
  
RenderManager
+ Initialise() : void
+ BeginRender() : void
+ EndRender() : void
+ Render(MediaComponent media) : void
+ Render(GameObject gameObject, VirtualCamera camera) : void
+ Render(GUIComponent gui) : void
+ Render(FrontEndDisplay fed) : void
+ Render(Light light, VirtualCamera camera) : void
+ Render() : void
+ RenderToDisplay() : void
+ CleanUp() : void
ImageBuffer
imageBuffer
1 1
SoundManager
+ EVENT {get;} : integer
+ BACKGROUND {get;} : integer
+ Initialise() : void
+ Play(Sound sound, integer repeat, integer mode, position pos) : void
+ Play(string sound, integer repeat, integer mode, position pos) : void
+ Pause(integer mode) : void
+ Resume(integer mode) : void
+ Stop(integer mode) : void
+ CleanUp() : void
audioTrack
+ soundFile {get; } : Sound
+ repeat {get; set; } : integer
+ channel {get; } : integer
+ pos {get;} : Position
activeTracks:Array
1 *
VideoPlayer
+ Play(string videoFile) : void
+ Pause() : void
+ Resume() : void
+ Stop() : void
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FEDComponent
+ id {get; set;} : string
+ enabled {get; set;} : bool
+ fedStyleID {get; set;} : integer
+ caption {set;} : string
+ isActive {get; set;} : bool
+ Initialisation() : void
+ Render(Component RenderManager, 
VirtualCamera camera) : void
+ Update() : void
GameObject
GraphNode
+ node* {set;get;} : GraphNode
Label MinimapGauge Bar Counter
Dimension
Vector2
Vector3
Position
Vector2
Vector3
dimension
1 1
position
1 1
object object objects : 
Collection
object object1 1 1 1 1
1 1 1
1 1
Vector2
+ x {get; set;} : float
+ y {get; set;} : float
Vector3
+ x {get; set;} : float
+ y {get; set;} : float
+ y {get; set;} : float
Matrix
+ r[4] : Vector3
Vector4
+ x {get; set;} : float
+ y {get; set;} : float
+ y {get; set;} : float
+ w {get; set;} : float
  
Random
+ GenerateFloat() : float
+ GenerateInteger() : integer
+ GenerateFloat(float min, float max) : float
+ GenerateInteger(integer min, float max) : integer
UniqueObjectIdentifierManager
+ Initialise() : void
+ RegisterPrefix(string prefix) : void
+ NextID(string prefix) : string
+ CleanUp() : void
ObjectCounter
+ prefix {get; set;} :string
+ counter {get; set;} : integer
1 *
ObjectCounters
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Specification is 
represented in 
GCM
GCM is translated into 
GTM, a computational 
model independent of 
platform
GTM is then translated to 
the GSM of the targeted 
platform. Individual GSM 
Translator is required.
GSM can then be 
transformed to desired 
software artefacts using 
code generator.
Software 
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