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Capítulo I 
Introducción 
1. La idea 
  
Durante un tiempo estuve trabajando para una empresa que me ofreció 
la posibilidad de realizar el Proyecto de final de carrera (PFC en adelante). 
Mientras trabajaba para ellos, fui realizando lo que en principio sería mi PFC. A 
medida que avanzaba me iba dando cuenta que el desarrollo no era de mi 
agrado. Lo que realmente estaba haciendo era llenar de parches un software 
que la empresa había elegido para un fin y que había resultado una mala 
elección. Debido a la mala elección y que no había tiempo para buscar otro 
software se decidió parchear como se pudiera lo que ya se tenía. 
 Fue en este momento sin haber inscrito el PFC ni haber empezado a 
escribir la memoria y una vez acabado el software decidí abandonar la 
empresa. Sabiendo que abandonaba un proyecto ya acabado. Quería hacer 
algo que realmente me llenase, algo en lo que creyese, y un software 
parcheado no lo era. No respetaba casi ninguna de las ideas de ingeniera del 
software que me hayan enseñado durante la carrera.  
 
 
2 
 
 A partir de aquí y siguiendo con mis asignaturas intenté buscar 
proyectos en departamentos o en otras empresas, pero ninguno me parecía lo 
suficientemente interesante. Entonces tomé la opción de intentar buscar una 
idea por mi mismo. Desde la aparición de Android (sistema operativo para 
dispositivos móvil impulsado por Google) siempre me ha atraído esta nueva 
tecnología, así que intenté buscar alguna idea al respecto. Un día hablando con 
Miquel surgió la idea de hacer un planificador de rutas por carriles bici de 
Barcelona, al margen del ya existente visualizador de estado de estaciones 
Bicing. Intentar mejorando sobre Android. 
 Javier Béjar se prestó a ser mi tutor en el proyecto y unas semanas más 
tarde, me llegó un rumor de que Bicing preparaba algo parecido a mi idea de 
proyecto. Acudí a Javier Béjar para plantearle cambiar el proyecto o enfocarlo 
en otra dirección y llegamos a la idea de orientarlo hacia las redes sociales. La 
idea era aprovechar el potencial de Android con los mapas (Google Maps) para 
realizar una red social geolocalizada. Esto significa que los elementos 
compartidos por los amigos estarán situados en un mapa, teniendo cada 
elemento una cierta longitud y latitud. A parte de esto, seguimos manteniendo 
la idea de enfocarlo todo en torno al movimiento Bicing de Barcelona.  
 
 
2. Un vistazo a Android 
 
Android es un sistema operativo orientado a dispositivos móviles basado 
en una versión modificada del núcleo de Linux. Inicialmente fue desarrollado 
por Android Inc., compañía que fue comprada después por Google, y en la 
actualidad lo desarrollan los miembros de la Open Handset Alliance (liderada 
por Google). Hoy en día existen 65 miembros en la alianza. Alguno de los 
miembros de ésta son: Google, HTC, Intel, Motorola, Samsung, LG, T-Mobile, 
Nvidia, China Mobile, Vodafone, Telefónica.  
La presentación de la plataforma Android se realizó el 5 de noviembre de 
2007 junto con la fundación Open Handset Alliance, un consorcio de 48 
compañías de hardware, software y telecomunicaciones comprometidas con la 
promoción de estándares abiertos para dispositivos móviles. Esta plataforma 
permite el desarrollo de aplicaciones por terceros a través del SDK, 
proporcionada por el mismo Google, y mediante el lenguaje de programación 
Java. Una de las ideas que promueve Android es la facilidad y rapidez en el 
desarrollo de las aplicaciones para él. El SDK antes mencionado dispone de un 
emulador con el que los desarrolladores pueden probar sus aplicaciones sin 
necesidad de disponer de un terminal con el sistema operativo Android. 
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El código fuente de Android está disponible bajo diversas licencias de software 
libre y código abierto. 
Los componentes principales del sistema operativo de Android son: 
Aplicaciones: las aplicaciones base incluirán un cliente de email, programa de 
SMS, calendario, mapas, navegador, contactos, y otros. Todas las aplicaciones 
están escritas en lenguaje de programación Java. 
Framework de aplicaciones: los desarrolladores tienen acceso completo a los 
mismos APIs del framework usados por las aplicaciones base. La arquitectura 
está diseñada para simplificar la reutilización de componentes. 
Bibliotecas: Android incluye un set de bibliotecas C/C++ usadas por varios 
componentes del sistema Android. Estas características se exponen a los 
desarrolladores a través del framework de aplicaciones de Android; algunas 
son: bibliotecas de medios, bibliotecas de gráficos, 3d, SQLite, entre otras. 
Runtime de Android: Android incluye un set de bibliotecas base que 
proporcionan la mayor parte de las funciones disponibles en las bibliotecas 
base del lenguaje Java. Cada aplicación Android corre su propio proceso, con 
su propia instancia de la máquina virtual Dalvik. La Máquina Virtual corre clases 
compiladas por el compilador de Java. 
Núcleo Linux: Android depende de Linux para los servicios base del sistema 
como seguridad, gestión de memoria, gestión de procesos, stack de red, y 
modelo de controladores. El núcleo también actúa como una capa de 
abstracción entre el hardware y el resto del software. 
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3. Descripción del proyecto 
 
 AndroBici intenta ser un sistema formado por diferentes partes para 
simular el servicio de alquiler de bicicletas existente en Barcelona.  
 AndroBici es un PFC independiente a la empresa que se encarga del 
sistema de alquiler de bicicletas existente y se necesita simular este servicio. 
Para ello se precisa de una aplicación de administración que permita gestionar 
los usuarios, estaciones, carriles bici, etc0  
 Por otro lado AndroBici contiene una aplicación para los clientes del 
servicio. En esta los usuarios pueden ver el estado de las estaciones bici 
(creadas y gestionadas desde la aplicación de administración) y  pueden 
planificar rutas por carriles bici de Barcelona. La característica más significativa 
de esta aplicación será la de una red social geolocalizada que permita a los 
usuarios del servicio, de un medio para comunicarse e intercambiar información 
con sus amigos.  
 
  
4. Justificación del proyecto 
  
El movimiento Bicing en Barcelona está creciendo día a día y cada vez 
mas usuarios utilizan este servicio.  
Alguno de los principales problemas con los que se encuentran los 
usuarios del servicio habitualmente son: 
1. No saber si la estación más cercana tiene bicicletas disponibles para usar. 
2. No saber si la estación a la que un usuario se dirige dispone de sitios libres 
para aparcar la bicicleta. 
3. No conocer los ‘carriles bici’ que existen en la ciudad para circular 
tranquilamente sin necesidad de ir por la carretera. 
Bicing también se encuentra con problemas para el servicio: 
• No saber el estado de las estaciones (vacías de bicicletas o llenas y 
sin sitio para dejar bicicletas). 
• No tener mecanismos para detectar averías, problemas, incidencias, 
etc. tanto en bicicletas, como estaciones, como ‘carriles bici’. 
Actualmente existen algunas soluciones móviles que permiten consultar 
el estado de las estaciones Bicing. El problema de estas soluciones es que 
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para obtener dicha información parsean el código HTML de la web del Bicing. 
Esta manera de trabajar es bastante pésima, ya que la consulta del estado de 
las estaciones debería ser un servicio gratuito y que se pudiese consultar de 
forma sencilla.  
El proyecto intenta dar solución a estos problemas así como aportar 
otras ventajas a los usuarios. Por un lado proponer una posible solución a los 
problemas antes mencionados, y por otro intenta introducir el concepto de red 
social geolocalizada. Este concepto es muy interesante en el mundo móvil ya 
que hoy en día la mayoría de móviles de tercera generación o más disponen de 
dispositivos GPS o sistemas que le permiten triangular su situación.  
 Uno de los principales problemas con los que se encuentra este 
proyecto, es que Bicing es una empresa privada y por tanto el acceso a los 
datos de las estaciones o usuarios es totalmente imposible. Por este motivo a 
parte de la aplicación para Android, se necesitara de todo el sistema de gestión 
(Aplicación de Administración, Base de datos,0 ). 
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5. Objetivos del proyecto 
  
Este proyecto surge de una idea, que no tiene fines lucrativos y que 
únicamente intenta crear sistema de simulación del servicio de Bicing.  
Esto se concreta en dos tipos de objetivos. Los objetivos como proyecto, 
que son aquellos que tienen que ver como las metas que se quieren lograr con 
el sistema pensado, e intentan definir el funcionamiento del sistema; y los 
objetivos académicos. Al ser un PFC, el fin es poner en práctica los 
conocimientos aprendidos durante la carrera.  
 
5.1. Objetivos como proyecto 
  
Los objetivos como proyecto son aquellos que intentan definir el 
funcionamiento final del sistema. Las metas a las que se pretende llegar en 
cuanto a funcionalidades. 
Estos objetivos son: 
1. Estado de las estaciones: Dotar a los usuarios de un sistema móvil 
para consultar el estado a tiempo real de las estaciones de bicicletas. 
 
2. Planificador de rutas: Dotar a los usuarios de un sistema móvil que 
permita planificar rutas entre estaciones de bicicletas usando ‘carriles 
bici’. Al ser Barcelona una ciudad con bastante desnivel entre sus 
puntos, se quiere proporcionar al usuario de la información del 
desnivel de la ruta planificada. 
 
3. Red Social: Dotar a los usuarios de una red social con la cual 
poderse comunicar y compartir diferentes elementos (imágenes, 
texto, rutas,0) entre sus amigos. Los amigos deberán ser usuarios 
del sistema. 
 
4. Zona de ayuda: Dotar a los usuarios de un sistema móvil mediante 
el que se pueda advertir de problemas en el servicio o sugerir nuevas 
ideas para mejorar el servicio ya existente. 
 
5. Servicio Web: Generar un Servicio Web que pueda ser utilizado por 
cualquier cliente, independientemente de la tecnología utilizada. Esto 
permitirá a obtener los datos necesarios a quien quiera de forma 
gratuita y controlada. En este caso se utilizara un cliente con 
tecnología Android. 
 
 
7 
 
 
Esto significa que se necesitaran mecanismos para la gestión de 
usuarios, gestión de estaciones, gestión de carriles bici0 Los objetivos del 
sistema necesario son: 
 
6. Aplicación de Administración: Se necesita de una aplicación para 
poder administrar los datos de las estaciones, los usuarios, los 
carriles y las sugerencias o problemas reportados por los usuarios. 
 
7. Base de Datos: Es necesaria una base de datos donde poder 
persistir todo lo que el sistema vaya generando. Ya sea a nivel de 
administración o a nivel de usuario final. 
 
5.2. Objetivos académicos 
 
 Los objetivos académicos pretenden demostrar que el estudiante sabe 
aplicar los conocimientos adquiridos durante sus estudios en la carrera.  
Para este proyecto se pueden definir de la siguiente manera: 
1. Demostrar los conocimientos adquiridos en la rama de la Ingeniería 
del Software para ser capaz de definir objetivos, requisitos y 
especificaciones, para poder realizar un buen diseño de las 
diferentes aplicaciones del sistema. 
 
2. Demostrar los conocimientos adquiridos en cuanto a lenguajes y 
herramientas de desarrollo adquiridos durante la carrera 
 
3. Demostrar la capacidad de aprender nuevos lenguajes y/o nuevas 
herramientas de desarrollo no utilizados anteriormente. 
 
4. Demostrar la capacidad de realizar un diseño de base de datos sólido 
con los datos bien cohesionados para asegurar la integridad de todos 
ellos. 
 
5. Demostrar los conocimientos adquiridos en cuanto a diseño de 
interfaces amigables para el usuario. 
 
6. Demostrar los conocimientos adquiridos en cuanto a redes, para 
implementar ciertas funcionalidades de comunicación para la 
aplicación cliente como para la aplicación de administración que se 
realizarán. 
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7. Demostrar los conocimientos adquiridos en cuanto a redes, para la 
correcta elección e instalación de los diferentes servidores. 
 
8. Demostrar las capacidades de gestión de proyectos aprendidas 
durante la carrera, sabiendo planificar y gestionar el PFC desde su 
idea inicial hasta la lectura final del mismo. 
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6. Metodología de desarrollo 
 
 En este apartado veremos el proceso que se ha seguido durante el 
proyecto para la creación del sistema.  
Primero veremos los pasos comunes a seguir en la creación de 
cualquier software según la Ingeniería del Software (estudiada en la carrera): 
Análisis de Requisitos 
Se analizan las necesidades de los usuarios finales para determinar los 
objetivos que se deben cumplir al final del proceso. De esta fase surge la 
especificación del comportamiento del sistema sin entrar en detalles. 
Especificación 
Descripción completa del comportamiento del sistema que se va a 
desarrollar. Incluye un conjunto de casos de uso que describe todas las 
interacciones que tendrán los usuarios con el software. Los casos de uso 
también son conocidos como requisitos funcionales. Además de los 
casos de uso, la especificación también contiene requisitos no 
funcionales. Los requisitos no funcionales son requisitos que imponen 
restricciones en el diseño o la implementación. 
Diseño y Arquitectura 
Descripción general del sistema y la especificación detallada de cada 
una de sus partes. También describe la manera en que las diferentes 
partes del sistema interactúan unas con otras. 
Implementación 
Dase de programación. En esta fase los programadores mediante un 
lenguaje de programación previamente elegido, realizan el código fuente 
para poder llevar a cabo el comportamiento descrito en todas las 
anteriores fases.  
Prueba 
Fase en la que el sistema se encuentra acabado y es necesario probar 
su solidez. El sistema debe llevar a cabo las funcionalidades u objetivos 
descritos en la especificación sin errores.  
Documentación 
Documentar todo el proceso seguido, para posibles ampliaciones y si es 
necesario manuales de usuario y/o programador. 
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Se han seguido los pasos tal y como indica la Ingeniería del Software, la 
manera en que estos se aplican varía en función de varios modelos de 
desarrollo de software. En este caso se ha elegido un modelo de desarrollo en 
cascada. 
Modelo en cascada 
En Ingeniería de software el desarrollo en cascada, ordena las etapas 
del desarrollo del software, de tal forma que el inicio de cada etapa debe 
esperar a la finalización de la inmediatamente anterior. 
Desventajas 
En la vida real, un proyecto rara vez sigue una secuencia lineal, esto 
crea una mala implementación del modelo, lo cual hace que lo lleve al 
fracaso. El proceso de creación del software tarda mucho tiempo ya que 
debe pasar por el proceso de prueba y hasta que el software no esté 
completo no se opera. Esto es la base para que funcione bien. 
Ventajas 
Se tiene todo bien organizado y no se mezclan las fases. 
Es perfecto para proyectos que son rígidos, y además donde se 
especifiquen muy bien los requerimientos y se conozca muy bien la 
herramienta a utilizar. 
 
La razón por la que se ha elegido este modelo de desarrollo es 
principalmente porque permite una manera de trabajar mucho mas organizada 
y clara. Este proyecto a diferencia de un proyecto empresarial real, no necesita 
presentar prototipos de forma urgente, así una mejor organización facilitará la 
tarea de desarrollo del proyecto. 
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7. Organización de la memoria 
 
Durante los siguientes capítulos se irán describiendo los diferentes 
pasos seguidos para la consecución de este proyecto. A continuación se 
describen brevemente los contenidos de cada uno de los diferentes capítulos 
de esta memoria. 
Capítulo 1 
Es el capítulo actual y contiene una descripción general del proyecto sin 
entrar en tecnología además de los objetivos. Es el capítulo destinado a situar 
al lector en un punto de partida. 
Capítulo 2 
 Este capítulo se encarga de detallar las aplicaciones ya existentes en el 
mercado que pueden llevar o llevan a cabo tareas similares a las que se 
pretenden. También describe las pruebas hechas al inicio del proyecto para 
comprobar en cierta medida su viabilidad. 
Capítulo 3 
Empieza a detallar las fases de la ingeniería del software. Este capítulo 
corresponde al análisis de requisitos. Además de describir los requisitos del 
sistema, se plantea la planificación a seguir durante el tiempo que se cree 
durará el proyecto. 
Capítulo 4 
Capítulo destinado a la especificación del sistema. Corresponde a la 
segunda fase de la ingeniería del software. Se encarga de mostrar que debe 
ser capaz de hacer el sistema y un poco la forma en la que lo debe hacer. 
Capítulo 5 
 Diseño y Arquitectura del sistema. En este capítulo se detalla cómo debe 
funcionar el sistema. Se describen las tecnologías usadas y se diseña una 
primera versión visual de cómo serán las aplicaciones. 
Capítulo 6 
 En este capítulo se describe la implementación. Última fase de la 
ingeniería del software. Se podrán ver las herramientas usadas y los problemas 
principales surgidos durante la fase. 
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Capítulo 7 
Se podrá encontrar una comparativa de la planificación inicial hecha en 
el capítulo 2 con los tiempos finales además de un breve análisis económico en 
el que se estimará el coste de producción del proyecto. 
Capítulo 8 
 Corresponde al capítulo de conclusiones. En este, se podrán encontrar 
las conclusiones del proyecto a nivel académico como de proyecto empresarial. 
También se podrán ver las propuestas para futuras evoluciones del sistema, 
además de una conclusión personal. 
Capítulo 9 
 Capítulo de bibliografía. En él podremos encontrar libros, publicaciones y 
webs que han ayudado a la consecución del proyecto. 
Anexo 
 Aquí se pueden encontrar los manuales de uso de las dos aplicaciones 
que forman el sistema. Uno de ellos destinado a administradores y el otro 
destinado a clientes. 
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Capítulo II 
Análisis de antecedentes y 
Pruebas de concepto 
 
En el siguiente capítulo se detallarán algunos antecedentes de aplicaciones 
con funcionalidades parecidas a las que se pretenden llevar a cabo con la 
consecución de este proyecto. También se verán pruebas de concepto que se 
hicieron para determinar la mejor alternativa tecnológica para realizar la 
aplicación móvil. 
 
1. Antecedentes 
1.1. Bicing 
 
Este proyecto intenta simular el servicio que Bicing ofrece en Barcelona, 
aportando herramientas para su explotación por parte de los usuarios y de la 
administración. 
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Bicing dispone de una herramienta web con la que los usuarios pueden 
consultar el estado actual de todas las estaciones del servicio. Este sistema es 
muy intuitivo para los usuarios, sitúa las estaciones en un mapa, facilitando la 
rápida localización.  
Otra ventaja de este sistema es el uso de diferentes colores para los 
iconos sobre el mapa. Estos varían en función de la disponibilidad o no de 
bicicletas en las estaciones. Si una estación dispone de bicicletas, su icono 
será verde, mientras que si no hay bicicletas disponibles el color del icono será 
rojo. 
 Aunque parece una buena solución, si se estudia más detenidamente el 
funcionamiento del mapa, se puede ver que la manera de obtener la 
información de las estaciones presenta problemas.  
Uno piensa que cuando hace click sobre una estación se consulta en 
tiempo real la situación de la misma y no es así. La web carga la situación e 
información de todas las estaciones al cargar la pagina. Esto significa que la 
consulta del estado de la estación no se realiza en tiempo real, sino que el 
estado es el del momento en el que se ha cargado la página web. Puede 
parecer una buena forma, pero si un usuario mantiene la página sin recargar 
durante minutos o incluso horas, el estado de las estaciones seguirá siendo el 
del momento en que se cargó la página y 
esto es un error.   
En la Web de Bicing encontramos 
un mapa en formato imagen con la 
situación de las estaciones y los 
diferentes ‘carriles bici’ existentes en la 
ciudad. Este mapa es de gran ayuda para 
visualizar de forma inmediata la situación 
de los carriles, pero es poco útil si un 
1 Mapa de Estaciones, Web Bicing 
2 Mapa carriles bici Barcelona
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usuario necesita saber cómo ir de un sitio al otro de la ciudad usando estos 
carriles.  
1.2.  iBicing 
 
Existe una aplicación 
gratuita para iPhone 
llamada iBicing. Esta 
aplicación permite a 
cualquier usuario, sea o no 
usuario de Bicing, conocer 
el estado de las estaciones. 
iPhone ha 
revolucionado el mundo de 
la tecnología móvil. Esto se 
debe principalmente a la 
facilidad de instalar 
aplicaciones sencillas con 
las que realizar tareas concretas mediante el famoso App. Store. Esta es una 
de las principales ventajas de iPhone y de la que se aprovechan muchos 
desarrolladores para hacer llegar rápidamente sus aplicaciones al usuario final. 
iBicing es un claro ejemplo. Una aplicación sencilla, que realiza una 
tarea muy concreta. Nos permite elegir una estación de un listado que contiene 
todas las de la red de estaciones. Una vez el usuario ha seleccionado la 
estación se le muestra la información de la estación seleccionada. 
La ventaja más importante que tiene esta aplicación es su sencillez y la 
plataforma para la que está desarrollada. Hace muy bien su tarea y está 
desarrollada para una plataforma que la gente usa habitualmente. 
También presenta varios inconvenientes. En primer lugar la forma de 
mostrar las estaciones al usuario es poco amigable. Mostrar una lista de todas 
las estaciones no permite la localización ágil cuando este número es bastante 
grande. La mejor manera de situarlas sería sobre un mapa, así el usuario las 
localizaría fácilmente. 
Otro problema es la obtención de los Datos. Esta aplicación fue 
desarrollada por una empresa ajena a Bicing, por tanto no disponían de acceso 
a los datos. La única manera de obtener estos datos era parsear el código 
fuente de la Web de Bicing para obtener los datos. Pese a ser un sistema 
efectivo, sería mejor tener un servicio web gratuito que permitiese obtener 
estos datos de una manera más ‘limpia’. 
3 iBicing para iPhone
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1.3. aBicing 
 
Existe una versión gratuita 
de consulta de estado de 
estaciones para Android.  
Android dispone de una 
aplicación parecida al App. Store 
llamada Market, que permite a 
los usuarios descargar e instalar 
aplicaciones sin dificultad. 
ABicing se encuentra disponible 
en el Market de Android son 
coste alguno. 
Es una aplicación sencilla y útil. El funcionamiento es parecido a la 
aplicación para iPhone. El estado de las estaciones se puede consultar desde 
un mapa o desde una lista y también podemos marcar estaciones como 
favoritas. Han introducido la mejora de mostrar las estaciones sobrepuestas en 
un mapa. La aplicación en modo mapa es mucho más amigable para el usuario 
que no en modo lista. 
Pese a haber introducido la mejora, sigue disponiendo de un botón de 
refresco. Este botón es necesario porque los datos de las estaciones se cargan 
al abrir la aplicación o al clicar el botón de refresco. Estos datos se cargan 
parseando la página web de Bicing de nuevo. 
Otra vez una aplicación intenta acceder a los datos de las estaciones, 
pero pese a ser un servicio gratuito, el único medio del que dispone para 
hacerlo es parseando código fuente, cosa que no es demasiado elegante.  
 Otro inconveniente de esta aplicación es que existen dos versiones: la 
gratuita y la de pago. En la versión gratuita únicamente se nos permite ver las 
cinco estaciones más cercanas en un radio de quinientos metros. En la versión 
de pago se nos permite ver las estaciones más cercanas sin restricción de 
proximidad. Pese a ser un servicio gratuito, esta aplicación pone la restricción 
de proximidad para su versión gratuita. 
  
4 aBicing para Android
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1.4. Veloid 
 
Veloid es una aplicación 
totalmente gratuita para 
terminales Android. Útil para 
consultar el estado de las 
estaciones.  
De la misma manera que 
aBicing, Veloid se encuentra 
disponible de forma gratuita sin 
ningún tipo de restricción en el 
Market de Android. 
 Esta  algo más elaborada que iBicing y aBicing; presenta las estaciones 
en un mapa y la manera de mostrar el estado de las estaciones es muy 
interesante. Veloid utiliza los iconos que aparecen superpuestos en el mapa 
para mostrar el estado de la estación, dividiendo este icono en dos partes: una 
parte para bicicletas disponibles y la otra parte para sitios disponibles (se 
puede observar en la imagen de la izquierda).  
También permite hacer búsqueda de estaciones con ciertas bicicletas o 
lugares disponibles. Esta funcionalidad es interesante para posibles grupos de 
personas. 
Otra de las ventajas es la de poder acceder a cualquier red de alquiler 
de bicicletas de Europa, no solo al Bicing de la ciudad de Barcelona. 
Suponiendo una gran ventaja frente a las otras dos. 
En las anteriores aplicaciones uno de sus inconvenientes era el de 
parsear el código fuente de la página web de Bicing, ya que era una forma 
poco elegante de obtener la información. En este caso no tengo datos ni 
información para saber cómo se obtienen los datos del estado de las 
estaciones. Pero usando la aplicación, los valores de las estaciones no varían 
por más minutos que se tenga abierta, lo que me lleva a pensar que la carga de 
la información se produce cada vez que se consulta el mapa, no cada vez que 
se consulta una estación. Este es el mismo procedimiento que en las 
anteriores. Esto no da datos a tiempo real de las estaciones, sino que muestra 
el estado de las estaciones en el momento en que se accedió a la aplicación. 
 
 
 
5 Veloid para Android
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2. Pruebas de concepto 
 
Hemos visto como utilizando diferentes tecnologías se han realizado 
algunas aplicaciones en torno a la consulta de estado de las estaciones pero 
ninguna de ellas presenta algo similar a un planificador de rutas o simplemente 
un visualizador de carriles bici. 
Llegados a este punto, era claro que trabajar sobre mapa era mucho 
más agradable para el usuario que cualquier otra forma. La idea del proyecto 
ya era una realidad y se necesitaba ver si Android podía llegar a hacer todo lo 
que se le iba a pedir y compararlo con otras tecnologías móviles para saber si 
era una ventaja o desventaja usar Android. 
Una prueba de concepto es una implementación resumida o incompleta 
de una idea con el propósito de verificar si el concepto puede ser llevado a 
término o no. Dada la idea y sabiendo que la utilización de mapas es prioritaria, 
se realizan pruebas de concepto en alguna de las diferentes tecnologías 
móviles. Aunque mi idea inicial era de realizar el proyecto en Android, era 
necesario ver el potencial del mismo frente a otras tecnologías móvil. 
Entre las diferentes tecnologías se elige estudiar iPhone, J2ME y 
Android ya que son las 3 con más usuarios. Se descarta el uso de de 
BlackBerry o de Palm ya que la cantidad de usuarios que usan esta tecnología 
no es muy amplia y el tipo de usuarios que utilizan estos terminales no es el 
público al que iría dirigida la aplicación en primera instancia. iPhone y Android 
son tecnologías que han revolucionado el mundo móvil, por eso son las más 
interesantes, pero J2ME es de las tecnologías más usadas en tecnología móvil. 
 
2.1. iPhone   
iPhone es sin duda lo más alto en la pirámide en cuanto a terminales 
móviles hoy en día, al menos para un usuario normal. En este caso lo que nos 
interesa es saber el potencia de esta tecnología desde el punto de vista de un 
desarrollador. 
Las aplicaciones para estos terminales se desarrollan en un lenguaje 
llamado ObjectiveC, es una variante de C con orientación a objetos. Es un 
lenguaje bastante desconocido para los que no se dedican a ello, aunque al 
tener base en el famoso lenguaje C hace más rápido su aprendizaje.  
En primer lugar un desarrollador se dirigiría a la web que Apple creó 
para desarrolladores, donde se explican las diferentes herramientas que se 
utilizan para generar una aplicación iPhone. En esta web un desarrollador 
puede encontrar documentación o ‘how to’. Personalmente no encontré como 
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mostrar un simple mapa en iPhone, así que tuve que buscar por Google como 
hacerlo. Pude encontrar un documento de doce páginas donde me explicaba 
exactamente como mostrar un mapa. Realicé el trabajo con éxito y vi el trabajo 
que podía suponer trabajar con Mapas.  
Apple no dispone de cartografía así que lo que hicieron en la versión 3 
del SDK (actualmente el SDK se encuentra en la 3.2) fue añadir una librería 
llamada MapKit que utilizaba ‘Google Maps API’ para mostrar los mapas. Es 
más, durante la implementación de la prueba, hay que introducir manualmente 
URL para la consulta de datos, esto significa que realmente lo que se está 
haciendo es acceder a la web de forma directa. 
Mi conclusión, teniendo en cuenta las necesidades del proyecto es que 
iPhone pese a disponer de una aplicación para diseñar la parte visual de la 
aplicación muy buena, la manera de trabajar con mapas no es demasiado 
sencilla ni demasiado elegante. Además el lenguaje con el que trabaja es 
desconocido en cierta manera.  
 
2.2. J2ME 
J2ME (Java 2 Platform Micro Edition) es una plataforma de Sun 
Microsystems para desarrollar aplicaciones sobre tecnología Java para 
dispositivos móviles, con capacidades computacionales y gráficas muy 
reducidas. 
iPhone y Android han revolucionado el mundo móvil así como el hecho 
de desarrollar aplicaciones para ellos. Mediante un SDK específico de la 
tecnología y con terminales con prestaciones significativamente avanzadas, la 
manera de desarrollar ha cambiado. J2ME es un lenguaje pensado para 
terminales con prestaciones reducidas, no es un lenguaje para trabajar con una 
cantidad importante de datos, y no está pensado para trabajar con mapas ya 
que los terminales a los que va dirigido normalmente no tienen esta opción.  
Otra de las desventajas de desarrollar con tecnología J2ME es la 
distribución de la aplicación. Si se desarrolla con el SDK de iPhone o Android, 
la distribución de la aplicación se hace mediante el App Store o el Market, de 
forma sencilla y rápida y por un coste muy bajo, mientras que con J2ME la 
distribución se tendría que hacer por los famosos SMS para descargar, o desde 
la web,  
Por estos motivos J2ME es una tecnología que no se contempla para 
desarrollar la aplicación cliente del proyecto.  
 
 
 
20 
 
2.3. Android 
En el capítulo de introducción ya se ha visto que es y de donde surge. 
Es sin duda la tecnología que quería usar para llevar a cabo este proyecto, y 
por ese motivo, quería que la prueba de concepto fuese más precisa e 
intentase definir si todo lo que quería hacer era posible.  
Al igual que en el caso de Android, como desarrollador lo primero es 
dirigirse a la página oficial de Android para desarrolladores. Esta web presenta 
gratas sorpresas, como una serie de tutoriales que permiten muy rápidamente 
empezar a trabajar con cualquier tipo de vista de la que disponga Android 
(entre ellas una vista de mapa). Además también dispone de bastantes 
ejemplos de diferentes tipos de aplicaciones, para que el nuevo desarrollador 
se familiarice y consulte el código para saber cómo realizar algunas tareas. En 
cuanto a la documentación para desarrolladores en mi opinión, encontré mucho 
mas didáctica y accesible la de Android que no la de iPhone.  
 Una vez consultada la web y habiendo creado rápidamente una 
aplicación con un mapa, mi siguiente duda era saber si sería sencillo conseguir 
dividir la aplicación en cuatro secciones, las cuatro partes de la aplicación 
cliente que tenía en mente: Red Social, Consulta de estaciones, Planificación 
de rutas y Sugerencias. En los cuatro casos se trabajaría sobre mapas. De 
nuevo Android me proporciona un tipo de vista con pestañas en la parte 
superior visualmente muy atractiva. En otro de los tutoriales de la web, se 
explicaba cómo crear una aplicación con tres pestañas. Solo tuve que crear 
cuatro pestañas y poner dentro de ellas un mapa y ya tenía todo lo que 
necesitaba. 
 La gran ventaja de Android son los mapas, y esto se debe a que quien 
está detrás del proyecto en mayor medida es Google. Ellos aportan sus 
conocimientos de Google Maps y Android ya dispone desde su versión 1.0 del 
SDK de una librería que permite trabajar sobre los mapas de manera sencilla, 
sin perder atractivo visual para el usuario. 
Otra ventaja clara de Android es su lenguaje, como ya se ha dicho en el 
capítulo de introducción, Android tiene a Dalvik, una maquina virtual que 
permite ejecutar aplicaciones. Pero Dalvik está basada en la actual 
JavaRuntimeMachine que es la encargada de ejecutar aplicaciones Java. No 
es de extrañar pues, que las aplicaciones Android se programen en un lenguaje 
muy parecido a Java. De hecho se disponen de todas las librerías de Java más 
las librerías que Google ha creado aparte (como la de mapas entre otras). Java 
ha sido el lenguaje más usado durante mi estancia en la carrera así que resulta 
muy agradable poder seguir utilizándolo para desarrollar la aplicación cliente 
del proyecto. 
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Otra de las ventajas del uso de Android es la cantidad de ejemplos que 
se encuentran por internet. En su lanzamiento Google creó el ‘Android 
Developer Challenge’, un concurso que intentaba incentivar a los 
desarrolladores del mundo a crear aplicaciones para Android a cambio de un 
premio monetario. Esto hizo que empezasen a salir muchos ejemplos a la red, 
foros en los que resolver dudas y paginas especializadas en el desarrollo o el 
potencial de Android. En mi opinión fue una gran estrategia de Google, ya que 
a partir de aquí el desarrollo de aplicaciones para estos terminales sigue 
creciendo. 
Parece claro, que Android presenta muchas ventajas para llevar a cabo 
este proyecto: su sencillez en mapas, su lenguaje conocido (Java) y aunque 
iPhone puede ser mejor en acabados visuales, Android no ha olvidado este 
detalle y presenta acabados muy agradables. 
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Capítulo III 
Análisis de requisitos y 
Planificación 
 
1. Análisis de requisitos 
1.1. Visión global del sistema 
Como se ha comentado en el capítulo de introducción, el proyecto 
desarrolla la creación desde el inicio del sistema completo que permite 
administrar y explotar la información. Se intenta simular el funcionamiento de 
Bicing, dando una idea de funcionamiento y comunicación correcta. Al nuevo 
sistema lo llamaremos AndroBici a partir de ahora. Para crear el sistema será 
necesario desarrollar dos tipos de aplicaciones: 
• Aplicación de Administración: se usará para gestionar los datos 
dependientes de AndroBici, tales como usuarios, estaciones, carriles0 
 
• Aplicación Cliente: la usaran los usuarios del sistema para consultar 
datos de estaciones y carriles, y crear información relacionada a 
amistades, objetos compartidos en la red social0 
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1.2. Actores 
Una vez hemos visto una visión global del sistema hay que definir los 
actores que intervendrán en el sistema. Estos actores serán: 
• Administrador: actor encargado de utilizar la aplicación de 
administración. Este usuario trabajaría para la empresa encargada de 
gestionar el sistema. 
 
• Cliente: actor encargado de utilizar la aplicación cliente. Dispondrá de un 
terminal móvil con tecnología Android y utilizará el servicio de AndroBici, 
por tanto será usuario de este. 
 
1.3. Requisitos funcionales 
Los requisitos funcionales describen todas las funcionalidades que 
tendría que tener el sistema. El conjunto de las diferentes funcionalidades 
permiten conocer lo que el sistema será capaz de hacer.  
Las funcionales del sistema se han separado en dos grupos, 
dependiendo de qué actor las utilice y además se han agrupado para una mejor 
comprensión. Aquí tenemos la lista resultante de requisitos funcionales del 
sistema:  
Cliente 
Autentificación 
El grupo de Autentificación trata las funcionalidades relacionadas con el 
cliente a la hora de acceder a la aplicación sistema, además de las 
relacionadas con las de la gestión de su contraseña. 
• Login: Entrar en la aplicación. 
• Logout: Salir de la aplicación. 
• Recordar Contraseña: Si se olvida la contraseña, se le recuerda al 
cliente. 
• Cambiar Contraseña: Permite cambiar la contraseña al cliente. 
 
Planificador de rutas 
 Este grupo contiene las funcionalidades relacionadas con el planificador 
de rutas de la aplicación cliente. 
• Planificar Ruta: Planificar una ruta entre dos estaciones. 
• Ver Perfil Altura Ruta: Ver las alturas de los puntos por los que pasa la 
ruta. 
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Estaciones bici 
Funcionalidades relacionadas con la consulta de estado de estaciones 
de la aplicación cliente. 
• Ver Estaciones: Permite ver la situación en el mapa de todas las 
estaciones por parte del cliente. 
• Ver Estado Estación: Permite ver el estado de una estación por parte del 
cliente. 
Sugerencias 
Funcionalidades relacionadas con la gestión de sugerencias de la 
aplicación cliente. Las sugerencias son usadas por parte del cliente para 
advertir a AndroBici de posibles mejoras en la red de estaciones o de carriles. 
• Ver Sugerencias: Permite ver la situación en el mapa de todas las 
sugerencias por parte del cliente. 
• Añadir Sugerencia: Permite añadir una nueva sugerencia al sistema por 
parte del cliente. 
• Eliminar Sugerencia: Permite eliminar una sugerencia del sistema por 
parte del cliente creador de la misma. 
 
Incidencias 
Funcionalidades relacionadas con la gestión de Incidencias de la 
aplicación cliente. Las incidencias son usadas por parte del cliente para advertir 
a AndroBici de posibles fallos en el sistema, o malfuncionamiento de bicicletas 
o daños en carriles o bicicletas0 
• Ver Incidencias: Permite ver la situación en el mapa de todas las 
incidencias por parte del cliente. 
• Añadir Incidencia: Permite añadir una nueva incidencia al sistema por 
parte del cliente. 
• Eliminar Incidencia: Permite eliminar una incidencia del sistema por parte 
del cliente creador de la misma. 
 
Configuración 
 Funcionalidades relacionadas con la configuración de los parámetros a 
tener en cuenta a la hora de utilizar la Red Social. 
• Definir Objetos Compartidos: Permite al cliente definir que objetos 
compartidos de los disponibles desea ver como compartidos por sus 
amigos. 
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• Definir Tiempo Objetos Compartidos: Permite al cliente definir cuál es el 
intervalo de tiempo desde cuando desea ver los objetos compartidos de 
sus amistades.  
 
Red Social 
Funcionalidades relacionadas con la red social. Dada su extensión, este 
grupo lo dividiremos en otros dos grupos. 
Amigos 
 Funcionalidades relacionadas con las amistades de los clientes. 
• Ver Amigos: Muestra todos los amigos del cliente. 
• Ver Amigo: Muestra la información de un solo amigo. 
• Eliminar Amigo: Elimina a un amigo de la lista de amistades del cliente. 
• Buscar Persona: Permite al cliente buscar un nombre de usuario para 
ver si existe o no. 
Invitaciones de amistad 
 Funcionalidades relacionadas con las invitaciones de amistad del cliente. 
Las invitaciones de amistad, son peticiones que se realizan de cliente a otro 
para permitir o no, entrar en la lista de amistades. 
• Ver Invitaciones: Muestra todas las invitaciones de amistad pendientes 
que tiene el cliente. 
• Confirmar Amigo: Confirma una petición de amistad de otro cliente. 
• Ignorar Amigo: Ignora una petición de amistad de otro cliente. 
 
Objetos Compartidos (OC) 
Funcionalidades relacionadas con los objetos compartidos. Definiremos 
de ahora en adelante un objeto compartido como, un tipo de dato que el 
usuario puede compartir con sus amigos. De objetos compartidos existen de 
cuatro tipos: Texto, Foto, Ruta, Coger_Bici. 
Un objeto compartido de tipo texto, es un texto compartido por un amigo 
del cliente. Un objeto compartido de tipo Foto es una imagen compartida por un 
cliente. Un objeto compartido de tipo ruta es una ruta planificada, compartida 
por el cliente. Un objeto compartido de tipo coger_bici es autogenerado por el 
sistema cuando el usuario utiliza el sistema de alquiler de bicicletas. 
• Ver Objetos Compartidos Amigos: Muestra todos los objetos 
compartidos de las amistades del cliente.  
 
 
26 
 
• Ver Objetos Compartidos UN Amigo: Muestra todos los objetos 
compartidos de un amigo del cliente. 
• Añadir Objeto Compartido TEXTO: Añade un nuevo OC de tipo texto. 
• Añadir Objeto Compartido FOTO: Añade un nuevo OC de tipo foto. 
• Añadir Objeto Compartido RUTA: Añade un nuevo OC de tipo ruta. 
• Añadir Objeto Compartido COGER BICI: Añade un nuevo OC de tipo 
coger_bici. 
• Eliminar Objeto Compartido TEXTO: Elimina un OC de tipo texto. 
• Eliminar Objeto Compartido FOTO: Elimina un OC de tipo foto. 
• Eliminar Objeto Compartido RUTA: Elimina un OC de tipo ruta. 
• Eliminar Objeto Compartido COGER_BICI: Elimina un OC de tipo 
coger_bici. 
• Ver Objeto Compartido TEXTO: Ver la información de un OC de tipo 
texto. 
• Ver Objeto Compartido FOTO: Ver la información de un OC de tipo foto. 
• Ver Objeto Compartido RUTA: Ver la información de un OC de tipo ruta. 
• Ver Objeto Compartido COGER_BICI: Ver la información de un OC de 
tipo coger_bici. 
• Ver más Objetos Compartidos: Muestra más objetos compartidos de los 
que se están mostrando. 
• Comentar Objeto Compartido: El cliente deja un comentario en un OC. 
 
Administrador 
Gestión Usuarios 
Funcionalidades para la gestión de usuarios por parte del administrador. 
• Buscar Usuario: Buscar un usuario. 
• Añadir Usuario: Permite añadir un nuevo usuario al sistema. 
• Eliminar Usuario: Permite eliminar un usuario existente en el sistema. 
• Modificar Usuario: Permite modificar un usuario existente en el sistema. 
 
Gestión Estaciones Bici 
 Funcionalidades para la gestión de estaciones bici por parte del 
administrador. 
• Ver Estaciones Bici: Permite ver la situación en el mapa de todas las 
estaciones por parte del administrador. 
• Ver Estación Bici: Permite ver el estado de una estación por parte del 
administrador. 
• Añadir Estación Bici: Permite añadir una nueva estación. 
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• Eliminar Estación Bici: Permite eliminar una estación ya existente en el 
sistema. 
• Modificar Estación Bici: Permite modificar una estación ya existente en el 
sistema. 
 
Gestión Carriles Bici 
 Funcionalidades para la gestión de carriles bici por parte del 
administrador. 
• Ver Carriles Bici: Permite ver la situación en el mapa de todos los 
carriles  bici por parte del administrador. 
• Ver Carril Bici: Permite ver el estado de un carril bici por parte del 
administrador. 
• Añadir Carril Bici: Permite añadir un nuevo carril bici.  
• Eliminar Carril Bici: Permite eliminar un carril bici ya existente. 
Gestión Sugerencias 
 Funcionalidades para la gestión de sugerencias por parte del 
administrador. 
• Ver Sugerencias Usuarios: Permite ver la situación en el mapa de todas 
las sugerencias por parte del administrador. 
• Ver Sugerencia: Permite ver el estado de una sugerencia por parte del 
administrador. 
• Eliminar Sugerencia: Permite eliminar una sugerencia ya existente. 
Gestión Incidencias 
 Funcionalidades para la gestión de incidencias por parte del 
administrador. 
• Ver Incidencias Usuarios: Permite ver la situación en el mapa de todas 
las incidencias por parte del administrador. 
• Ver Incidencia: Permite ver el estado de una incidencia por parte del 
administrador. 
• Eliminar Incidencia: Permite eliminar una incidencia ya existente. 
 
1.4. Requisitos no funcionales 
Los requisitos no funcionales son criterios que pueden usarse para 
juzgar la operación de un sistema en lugar de sus comportamientos, ya que 
esto último corresponde a los requisitos funcionales. 
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A continuación se muestra una lista de los requisitos funcionales del 
sistema: 
• El servicio ofrecido por AndroBici, debe ser de acceso gratuito. 
 
• El servicio ofrecido por AndroBici, debe poder ser accesible desde 
cualquier tipo de plataforma. 
 
• El administrador debe poder aprender a usar la aplicación de 
administración en un día. 
 
• El cliente debe poder aprender a usar la aplicación cliente en un máximo 
de dos días. 
 
• La interface de la aplicación cliente tiene que ser intuitiva y fácil de 
manejar. 
 
• La interface de la aplicación de administración tiene que ser intuitiva y 
fácil de manejar. 
 
 
2. Planificación 
 
Una vez se ha visto el alcance el proyecto y se ha realizado el análisis 
de requisitos, es más factible realizar una planificación del proyecto. La 
planificación detallará el número de días destinados a las diferentes fases del 
proceso de desarrollo de software: Análisis, Especificación, Diseño e 
Implementación.  
Para cada una de las fases se detallarán los diferentes procesos 
internos. Una buena planificación además de permitir acabar un proyecto a 
tiempo, también permite a los desarrolladores tener bien organizadas las tareas 
y saber en todo momento cual será la siguiente tarea en el proyecto. Es 
importante planificar bien el tiempo, como planificar bien las tareas a realizar 
antes que otras por dependencias, ya que si no podría darse el caso de 
encontrarse en una tarea encallado por la falta de realización de otra tarea 
necesaria. 
A continuación se muestra la planificación del proyecto mediante un 
diagrama de Gantt: 
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Capítulo IV 
Especificación 
1. Modelo de casos de uso 
  
En el modelo de casos de uso se especifican los diferentes diagramas 
que existirán en el sistema. Un diagrama de caso de uso sirve para especificar 
la comunicación y el comportamiento de un sistema mediante su interacción 
con los usuarios y/u otros sistemas. Es habitual que un caso de uso 
normalmente coincida con una funcionalidad y se puede apreciar fácilmente la 
dependencia entre casos de uso. 
De esta manera podemos ver los casos de uso de las funcionalidades 
descritas en el capítulo anterior. Igual que en el capítulo anterior, la 
organización se realiza por actores y para cada uno de ellos se dividen los 
casos de uso en subgrupos. 
Aquí tenemos la especificación de los casos de uso: 
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CLIENTE 
Autentificación 
Login 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario se logea para poder utilizar la App. Cliente 
Flujo principal 
Usuario App. Cliente Sistema 
Introduce su ID y su 
contraseña 
  
 Envía los datos al sistema  
  Verifica que la dupla <ID, 
contraseña> existe 
  Guarda un Log del acceso 
 Da acceso al usuario al resto 
de la App. Cliente 
 
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
  La dupla <ID, contraseña> 
no existe 
 Muestra un mensaje al 
usuario de error. 
 
 Da un nuevo intento al 
usuario 
 
  
 
Logout 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea dejar de estar logeado en la App. Cliente 
Flujo principal 
Usuario App. Cliente Sistema 
Login   
Elige Logout   
 Envía notificación al sistema  
  Guarda Log del logout 
 Deja de dar acceso a la App. 
Cliente 
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Recordar Contraseña 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario ha olvidado su contraseña y desea una nueva para 
acceder a la App. 
Flujo principal 
Usuario App. Cliente Sistema 
Selecciona Olvidé 
Contraseña  
  
 Muestra un formulario 
pidiendo el ID al usuario 
 
Introduce el ID   
 Envía el ID al Sistema  
  Verifica que existe el ID 
  Cambia la contraseña de 
este ID por una aleatoria X 
  Envía un mail al usuario con 
la nueva contraseña X 
 Avisa al usuario de que su 
nueva contraseña ha sido 
enviada a su mail 
 
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
  El ID del usuario no existe 
 Muestra un mensaje al 
usuario de error. 
 
 Da un nuevo intento al 
usuario 
 
  
 
Cambiar Contraseña 
Actores: Usuario 
Sistemas: App. Cliente 
Descripción: El usuario desea que la App. Cliente recuerde su contraseña. 
Flujo principal 
Usuario App. Cliente Sistema 
Elige Cambiar Contraseña    
 Muestra formulario   
Introduce antigua y nueva 
contraseña 
 Guarda Log del logout  
 Enviar la información   
  Guarda la información  
 Muestra confirmación al 
cliente 
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Planificador de rutas 
Planificar Ruta 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea planificar una ruta entre dos estaciones de 
bici. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea Planificar una ruta   
Selecciona una estación de 
Inicio y una de Final 
  
 Envía las estaciones al 
Sistema 
 
  Calcula la ruta mínima entre 
las dos estaciones 
 Muestra en un mapa la ruta 
calculada 
 
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
  No existe ruta que una las 
dos estaciones 
 Muestra un mensaje al 
usuario advirtiéndole que no 
existe una ruta 
 
  
 
System
Usuario
Login
Recordar Contraseña
Logout
<<include>>
CambiarContraseña
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Perfil Altura Ruta 
Actores: Usuario 
Sistemas: App. Cliente 
Descripción: El usuario desea ver el perfil de alturas de la ruta planificada. 
Flujo principal 
Usuario App. Cliente 
Planificar Ruta  
Desea Ver Perfil  
 Muestra una gráfica con el 
perfil de alturas de la ruta 
  
 
System
Usuario
Planificar Ruta
Perfil Altura Ruta
<<include>>
 
Estaciones bici 
Ver Estaciones 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver todas las estaciones. 
Flujo principal 
Usuario App. Cliente Sistema 
El usuario desea ver todas 
las estaciones 
  
 Pide al sistema la situación 
de las estaciones 
 
  Envía la situación de las 
estaciones 
 Muestra un mapa con las 
estaciones 
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Ver Estado Estación 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver el estado de ocupación en el que se 
encuentra una estación bici. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Estaciones   
Selecciona una estación   
 Pide la información de la 
estación seleccionada al 
sistema 
 
  Obtiene la información de la 
estación 
  Envía la Información a la 
App. cliente 
 Muestra un mensaje con la 
información 
 
  
 
System
Usuario
Ver estado estacionVer Estaciones
<<include>>
 
Sugerencias 
Ver Sugerencias 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver sus sugerencias. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea ver sus sugerencias   
 Pide al sistema las 
sugerencias del usuario 
 
  Busca las sugerencias del 
usuario 
 Muestra un mapa con las 
sugerencias 
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Añadir Sugerencia 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea añadir una nueva sugerencia. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Sugerencias   
Desea añadir una 
sugerencia 
  
 Muestra un formulario  
Introduce título   
Introduce descripción   
Pulsa guardar   
 Envía la información al 
sistema 
 
  Guarda la sugerencia 
 Muestra un mensaje de 
añadido 
 
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
No introduce título   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 2 
Usuario App. Cliente Sistema 
No introduce descripción   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 3 
Usuario App. Cliente Sistema 
No introduce posición GPS   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 4 
Usuario App. Cliente Sistema 
  No se ha podido guardar la 
sugerencia 
 Se muestra mensaje de 
error 
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Eliminar Sugerencia 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea eliminar una de sus sugerencias. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Sugerencias   
Desea eliminar una 
sugerencia 
  
Elije una sugerencia   
 Envía la eliminación al 
sistema 
 
  Elimina la sugerencia 
 Muestra un mensaje de 
eliminado 
 
  
 
System
Usuario
Añadir Sugerencia
Eliminar Sugerencia
Ver Sugerencias
<<include>>
<<include>>
 
Incidencias 
Ver Incidencias 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver sus incidencias. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea ver sus incidencias   
 Pide al sistema las 
incidencias del usuario 
 
  Busca las incidencias del 
usuario 
 Muestra un mapa con las 
incidencias 
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Añadir Incidencia 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea añadir una nueva incidencia. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Incidencias   
Desea añadir una Incidencia   
 Muestra un formulario  
Introduce título   
Introduce descripción   
Pulsa guardar   
 Envía la información al 
sistema 
 
  Guarda la Incidencia 
 Muestra mensaje de añadido  
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
No introduce título   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 2 
Usuario App. Cliente Sistema 
No introduce descripción   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 3 
Usuario App. Cliente Sistema 
No introduce posición GPS   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 4 
Usuario App. Cliente Sistema 
  No se ha podido guardar la 
incidencia 
 Se muestra mensaje de 
error 
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Eliminar Incidencia 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea eliminar una de sus incidencias. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Incidencias   
Desea eliminar una 
incidencia 
  
Elije una incidencia   
 Envía la eliminación al 
sistema 
 
  Elimina la incidencia 
 Muestra un mensaje de 
eliminado 
 
  
System
Usuario
Añadir Incidencia
Eliminar Incidencia
Ver Incidencias
<<include>>
<<include>>
 
Definir Configuración 
Definir Objetos Compartidos 
Actores: Usuario 
Sistemas: App. Cliente 
Descripción: El usuario desea definir que objetos compartidos desea que 
se muestren en su mapamundi. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea configurar objetos 
compartidos 
  
 Muestra los diferentes tipos 
de objetos 
 
Selecciona únicamente los 
que desea que se muestren. 
  
 Se envían los cambios al 
sistema 
 
  Guarda la configuración 
  
Flujo alternativo 1 
Usuario App. Cliente 
No selecciona ningún objeto  
 Se avisa al usuario y se le 
vuelve a dar la oportunidad 
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Definir Tiempo Objetos Compartidos 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea definir el tiempo desde el que se mostraran 
objetos compartidos. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea configurar el tiempo 
de los objetos compartidos 
  
 Muestra una lista con 
diferentes opciones 
 
Selecciona la opción 
deseada 
  
 Se envían los cambios al 
sistema 
 
  Guarda la configuración 
  
Flujo alternativo 1 
Usuario App. Cliente 
No selecciona ningún tiempo  
 Se avisa al usuario y se le 
vuelve a dar la oportunidad 
  
 
System
Usuario
Definir Objetos Compartidos
Definir Tiempo Objetos Compartidos
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Red Social 
Amigos 
Ver Amigos 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver todos los amigos del usuario X. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea ver todos los amigos   
 Pide al sistema todos los 
amigos del usuario X 
 
  Busca los amigos del 
usuario X 
 Muestra todos los amigos  
  
 
Ver Amigo 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver la información de un amigo. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Amigos o Buscar Amigo   
Elige un amigo   
 Pide la información del 
amigo al sistema 
 
  Busca la información del 
amigo 
 Muestra la información  
  
 
Eliminar Amigo 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea eliminar a uno de sus amigos. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Amigo   
Desea eliminar un amigo   
 Avisa al sistema de la 
eliminación 
 
  Elimina la relación de 
amistad 
 Confirma la eliminación  
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Buscar Persona 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea buscar un nuevo amigo. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea buscar una persona   
 Muestra un formulario  
Introduce ID de la persona   
 Envía el ID al sistema  
  Busca si existe algún 
usuario con ese ID 
 Muestra los resultados del 
sistema 
 
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
Introduce un ID vacio   
 Muestra un mensaje de error  
  
 
Ver Invitaciones 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver las invitaciones de amistad que tiene. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea ver sus invitaciones   
 Pide al sistema las 
invitaciones del usuario  
 
  Busca las invitaciones del 
usuario 
 Muestra todas las 
invitaciones del usuario 
 
  
 
Confirmar Amigo 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea confirmar una invitación de amistad. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Invitaciones   
Confirma una invitación   
 Informa al sistema de la 
confirmación 
 
  Guarda la relación de 
amistad 
  Elimina la invitación 
 Muestra OK  
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Ignorar Amigo 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ignorar una invitación de amistad. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Invitaciones   
Ignora una invitación   
 Informa al sistema de la 
invitación ignorada 
 
  Elimina la invitación 
 Muestra OK  
  
 
System
Usuario
Eliminar Amigo
Buscar Amigo
Ver Amigos
Ver Amigo
Confirmar Amigo
Ignorar Amigo
<<include>>
Ver Invitaciones
<<include>>
<<include>>
<<include>>
<<include>>
 
 
Objetos Compartidos 
Ver Objetos Compartidos Amigos 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver los OC de sus amigos. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea ver OC de sus 
amigos 
  
 Pide al sistema los OC de 
los amigos 
 
  Busca y envía los OC 
 Muestra los OC en un Mapa  
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Ver Objetos Compartidos UN Amigo 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver los OC de un amigo. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Amigo    
Desea ver OC de un amigo   
 Pide al sistema los OC del 
amigo 
 
  Busca y envía los OC 
 Muestra los OC en un Mapa  
  
 
Ver Objeto Compartido 
Actores: Usuario 
Sistemas: App. Cliente 
Descripción: El usuario desea ver en detalle un OC. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Objetos Compartidos 
Amigos o Ver Objetos 
Compartidos UN Amigo 
  
Selecciona un OC para verlo   
 Pide al sistema la Info del 
OC 
 
  Busca y envía la Info 
 Muestra la Info del OC  
  
 
Ver más Objetos Compartidos 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver OC más antiguos. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Objetos Compartidos   
El usuario desea ver OC 
mas antiguos 
  
 Pide al sistema más OC del 
usuario 
 
  Busca y envía los OC 
 Muestra los OC en el Mapa  
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Comentar Objeto Compartido 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea comentar un OC. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Objeto Compartido   
Desea comentar el OC   
 Muestra un formulario para 
comentar 
 
Introduce el comentario   
 Envía el comentario al 
sistema 
 
  Guarda el comentario del 
OC 
 Muestra un mensaje de OK  
  
Flujo alternativo 1 
Usuario App. Cliente 
Introduce un comentario 
vacío  
 
 Se muestra un mensaje de 
error 
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Añadir  Objeto Compartido TEXTO 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea añadir un OCText. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea añadir un OCTexto   
 Muestra un Formulario  
Introduce Título   
Introduce el Texto   
 Envía la información al 
Sistema 
 
  Guarda la información 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
No introduce Título   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 2 
Usuario App. Cliente Sistema 
No introduce Texto   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 3 
Usuario App. Cliente Sistema 
No introduce posición GPS   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 4 
Usuario App. Cliente Sistema 
  No se ha podido guardar el 
OC 
 Se muestra mensaje de 
error 
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Añadir  Objeto Compartido FOTO 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea añadir un OCFoto. 
Flujo principal 
Usuario App. Cliente Sistema 
Desea añadir un OCFoto   
 Muestra un Formulario  
Introduce Título   
Introduce el Texto   
Elige Foto   
 Envía la información al 
Sistema 
 
  Guarda la información 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
No introduce Título   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 2 
Usuario App. Cliente Sistema 
No elige Foto   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 3 
Usuario App. Cliente Sistema 
No introduce posición GPS   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 4 
Usuario App. Cliente Sistema 
  No se ha podido guardar el 
OC 
 Se muestra mensaje de 
error 
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Añadir  Objeto Compartido RUTA 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea ver todos los amigos del usuario X. 
Flujo principal 
Usuario App. Cliente Sistema 
Planificar Ruta   
Desea añadir una OCRuta   
 Muestra un Formulario  
Introduce Título   
Introduce el Texto   
 Envía la información al 
Sistema 
 
  Guarda la información 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Usuario App. Cliente Sistema 
No introduce Título   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 2 
Usuario App. Cliente Sistema 
No introduce Texto   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 3 
Usuario App. Cliente Sistema 
No introduce posición GPS   
 Se muestra mensaje de 
error 
 
  
Flujo alternativo 4 
Usuario App. Cliente Sistema 
  No se ha podido guardar el 
OC 
 Se muestra mensaje de 
error 
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Añadir  Objeto Compartido COGER BICI 
Actores: Usuario 
Sistemas: Sistema 
Descripción: El usuario coge una bici de una de las estaciones. 
Flujo principal 
Usuario App. Cliente Sistema 
Coge una bici de una 
estación 
  
  Guarda un OC con datos 
predeterminados  
  
 
Eliminar Objeto Compartido 
Actores: Usuario 
Sistemas: App. Cliente y Sistema 
Descripción: El usuario desea eliminar un OC. 
Flujo principal 
Usuario App. Cliente Sistema 
Ver Objeto Compartido   
Si el objeto es del usuario, 
desea eliminarlo 
  
 Envía notificación de 
eliminación 
 
  Guarda cambios de 
eliminación 
 Elimina el OC  
  
 
System
Usuario
Eliminar Objeto Compartido
Ver Objetos Compartidos Amigos
Ver Objetos Compartidos UN Amigo
Comentar Objeto Compartido
Ver Objeto Copartido
<<include>>
<<include>>
<<include>><<include>>
Añadir OCText
Añadir OCFoto
Añadir OCRuta Añadir OCCogerBici
Añadir OCVideo
Ver mas Objetos Compartidos<<include>>
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ADMINISTRADOR 
Gestión Usuarios 
Buscar Usuario 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea buscar a un usuario.   
Flujo principal 
Administrador App. Admin Sistema 
Introduce el ID del usuario   
 Envía el ID al Sistema  
  Buscar al Usuario con ese 
ID 
 Muestra la información del 
Usuario 
 
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
El ID esta vacio   
 Muestra mensaje de error  
  
Flujo alternativo 2 
Administrador App. Admin Sistema 
  No existe Usuario con ese 
ID 
 Muestra mensaje de error  
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Añadir Usuario 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea dar de Alta un Nuevo Usuario  
Flujo principal 
Administrador App. Admin Sistema 
Introduce ID usuario   
Introduce Información 
usuario 
  
 Envía ID & Info al Sistema  
  Da de Alta al usuario 
guardando su ID y su Info 
  Envía mail al usuario con su 
nueva contraseña 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
El ID está vacío   
 Muestra Mensaje de error  
  
Flujo alternativo 2 
Administrador App. Admin Sistema 
Alguno de los campos de la 
Info no es correcto 
  
 Muestra Mensaje de error  
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Eliminar Usuario 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea eliminar un Usuario 
Flujo principal 
Administrador App. Admin Sistema 
Buscar Usuario   
Desea eliminar al usuario   
 Envía la notificación de 
eliminación 
 
  Elimina al usuario del 
Sistema 
 Muestra mensaje de OK  
  
 
Modificar Usuario 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El administrador desea modificar los datos el Usuario 
Flujo principal 
Administrador App. Admin Sistema 
Buscar Usuario   
Desea modificar al usuario   
Modifica la Info   
 Envía la notificación de 
modificación y la nueva Info 
al Sistema 
 
  Modifica la Info del Usuario 
 Muestra un mensaje de OK  
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
Alguno de los campos de la 
Info es incorrecto 
  
 Muestra un mensaje de error  
  
 
System
Administrador
Añadir usuario
Eliminar Usuario
Modificar usuario
Buscar Usuario
<<include>>
<<include>>
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Gestión Estaciones Bici 
Ver Estaciones Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea ver las estaciones bici. 
Flujo principal 
Administrador App. Admin Sistema 
Desea ver las estaciones   
 Pide Info de estaciones al 
sistema 
 
  Busca y Envía la Info 
 Muestra las estaciones en 
un Mapa 
 
  
 
Ver Estación Bici 
Actores: Administrador 
Sistemas: App. Admin 
Descripción: El Administrador desea ver Info de una estación bici. 
Flujo principal 
Administrador App. Admin Sistema 
Ver Estaciones Bici   
Selecciona una Estación   
 Pide la Información al 
sistema 
 
  Busca y Envía la Info 
 Muestra la Información de la 
estación 
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Añadir Estación Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea añadir una nueva estación de bici. 
Flujo principal 
Administrador App. Admin Sistema 
Desea añadir una nueva 
estación 
  
Introduce la Información de 
la nueva estación 
  
Selecciona en el mapa el 
lugar 
  
 Envía la Info&Coord al 
Sistema 
 
  Da de alta la nueva estación 
con su Info&Coord 
 Muestra un Mensaje de OK  
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
Alguno de los campos de la 
Info no es correcto 
  
 Muestra mensaje de error  
  
 
Eliminar Estación Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea eliminar una de la estaciones bici. 
Flujo principal 
Administrador App. Admin Sistema 
Ver Estacion Bici   
Desea eliminar la Estación   
 Envía la notificación de 
eliminación  
 
  Elimina la estación y 
empalma los tramos de carril 
bici que pasaban por ella 
 Muestra mensaje de OK  
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Modificar Estación Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea modificar una estación bici. 
Flujo principal 
Administrador App. Admin Sistema 
Ver Estacion Bici   
Desea modificar la Estación   
Introduce la modificación de 
la Info 
  
 Envía la notificación de 
modificación y la nueva Info  
 
  Modifica la Info de la 
estación 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
 Alguno de los campos de la 
Info modificada no es 
correcta 
 
 Muestra mensaje de error  
  
 
System
Administrador
Añadir estacion bici
Eliminar estacion bici
Modificar estacion bici
Ver estaciones bici Ver estacion bici
<<include>>
<<include>>
<<include>>
 
Gestión Carriles Bici 
Ver Carriles Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea ver los carriles bici. 
Flujo principal 
Administrador App. Admin Sistema 
Desea ver los carriles   
 Pide la Info al sistema  
  Busca y Envía la Info de los 
carriles 
 Muestra los carriles en un 
mapa 
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Ver Carril Bici 
Actores: Administrador 
Sistemas: App. Admin 
Descripción: El Administrador desea ver un carril bici. 
Flujo principal 
Administrador App. Admin Sistema 
Ver Carriles Bici   
Selecciona un carril   
 Pide la Información al 
sistema 
 
  Busca y Envía la Info del 
carril 
 Muestra la Información del 
carril 
 
  
 
Añadir Carril Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea añadir un carril bici. 
Flujo principal 
Administrador App. Admin Sistema 
Desea añadir carril bici   
Ver Carriles Bici   
Seleccionar Inicio carril   
Seleccionar Final carril   
Introduce la Info del carril   
Confirma   
 Envía la Info al Sistema  
  Guarda el nuevo carril 
 Muestra mensaje de OK  
  
Flujo alternativo 1 
Administrador App. Admin Sistema 
No Introduce Inicio o Final   
 No deja confirmar  
  
Flujo alternativo 2 
Administrador App. Admin Sistema 
Algún campo de la Info es 
incorrecto 
  
 Muestra mensaje de error  
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Eliminar Carril Bici 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea eliminar un carril bici. 
Flujo principal 
Administrador App. Admin Sistema 
Ver Carril Bici   
Desea eliminar el carril   
 Envía notificación de 
eliminación al sistema 
 
  Elimina el carril 
 Muestra mensaje de OK  
  
 
System
Administrador
Añadir carril bici
Eliminar carril biciVer carriles bici Ver carril bici
<<include>>
<<include>>
 
Gestión Sugerencias 
Ver Sugerencias Usuarios 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea ver todas las Sugerencias de los 
usuarios 
Flujo principal 
Administrador App. Admin Sistema 
Desea ver todas las 
sugerencias 
  
 Pide las sugerencias al 
Sistema 
 
  Busca y Envía las 
sugerencias 
 Muestra las sugerencias en 
el mapa 
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Ver Sugerencia 
Actores: Administrador 
Sistemas: App. Admin 
Descripción: El Administrador desea ver una sugerencia. 
Flujo principal 
Administrador App. Admin Sistema 
Ver TODAS Sugerencias 
Usuarios 
  
Selecciona una sugerencia   
 Pide la información al 
Sistema 
 
  Busca y Envía la información 
 Muestra la Información de la 
sugerencia 
 
  
 
Eliminar Sugerencia 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea eliminar una sugerencia  
Flujo principal 
Administrador App. Admin Sistema 
Ver Sugerencia   
Desea eliminarla   
 Envía notificación de 
eliminar 
 
  Elimina la Sugerencia 
 Muestra mensaje de OK  
  
 
 System
Administrador
Ver todas sugerencias
Ver sugerencia
Eliminar sugerencia
<<include>>
<<include>>
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Gestión Incidencias 
Ver Incidencias Usuarios 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea ver todas las Incidencias de los 
usuarios. 
Flujo principal 
Administrador App. Admin Sistema 
Desea ver todas las 
incidencias 
  
 Pide las incidencias al 
Sistema 
 
  Busca y Envía las 
incidencias 
 Muestra las incidencias en el 
mapa 
 
  
 
Ver Incidencia 
Actores: Administrador 
Sistemas: App. Admin 
Descripción: El Administrador desea ver una incidencia. 
Flujo principal 
Administrador App. Admin Sistema 
Ver TODAS Incidencias 
Usuarios 
  
Selecciona una incidencia   
 Pide la información al 
Sistema 
 
  Busca y Envía la información 
 Muestra la Información de la 
incidencia 
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Eliminar Incidencia 
Actores: Administrador 
Sistemas: App. Admin y Sistema 
Descripción: El Administrador desea eliminar una Incidencia  
Flujo principal 
Administrador App. Admin Sistema 
Ver Incidencia   
Desea eliminarla   
 Envía notificación de 
eliminar 
 
  Elimina la Incidencia 
 Muestra mensaje de OK  
  
 
 
 
 
 
 
 
System
Administrador
Ver todas incidecnias
Ver incidencia
Eliminar incidencia
<<include>>
<<include>>
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2. Modelo conceptual de datos 
  
Una vez determinados los casos de uso, se debe determinar un modelo 
de datos para el sistema.  
En el paradigma de programación a objetos (OO) los objetos son 
entidades que combinan estado (atributo), comportamiento (método) e 
identidad: 
• El estado está compuesto de datos, será uno o varios atributos a los que 
se habrán asignado unos valores concretos. 
• El comportamiento está definido por los procedimientos o métodos con 
que puede operar dicho objeto, es decir, qué operaciones se pueden 
realizar con él. 
• La identidad es una propiedad de un objeto que lo diferencia del resto, 
dicho con otras palabras, es su identificador (concepto de instancia). 
La programación orientada a objetos, expresa un modelo de datos de un 
sistema como un conjunto de estos objetos, que colaboran entre ellos para 
realizar tareas. Esto permite hacer los sistemas más fáciles de escribir, 
mantener, y reutilizar.  
Visto lo que es un modelo de datos y qué lo compone, se debe crear el 
modelo conceptual de datos de nuestro sistema. En el modelo, podemos 
observar diferentes partes o grupos de objetos. 
Amistades 
• Un Usuario es creador o invitado de una Amistad.  
• Si la fecha_confirmacion de una Amistad existe, la invitación ha sido 
aceptada, si no existe es porque la invitación aún está pendiente de ser 
aceptada. 
Usuario
+id_user
+dni
+nombre
+apellido1
+apellido2
+mail
+tlfM
+tlfF
+fecha_nacimiento
+sexo
+direccion
+poblacion
+codigo_postal
+provincia
+password
+invitado
+creador
*
*
Amistad
+estado
+fecha_creacion
+fecha_confirmacion
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Objetos Compartidos 
• Los ObjetoCompartido pueden ser de tipo: Ruta, Foto, Texto o Coger_bici.  
• Pueden tener comentarios asociados creados por un Usuario.  
• Un ObjetoCompartido es creado por un Usuario. 
• Todo ObjetoCompartido tiene una Coordenada asociada 
Usuario
+id_user
+dni
+nombre
+apellido1
+apellido2
+mail
+tlfM
+tlfF
+fecha_nacimiento
+sexo
+direccion
+poblacion
+codigo_postal
+provincia
+password
ObjetoCompartido
+id_oc
+title
+descripcion
+fecha_creado
FotoCompartida
+foto
TextoCompartidoRutaCompartida
Comentario
+id_comentario
+texto_comentario
+fecha_creado
+comentado*
+creador
+comentado
*
+creador+comparteOC
*
+/amigosComparten
*
Ruta
+id_ruta
+url_ruta
+ruta1
Calculado: mirando 
todos los amigos y 
para cada uno sus 
ObjectosCompartidos
Coordenada
+id_coordenada
+latitud
+longitud
+punto
1
CogeBiciCompartido
+texto_predefinido
    
 
Estaciones y carriles Bici 
• Un Nodo puede ser un punto por el que pasa un carril o una Estación. 
• Un Tramo tiene un Nodo origen y un Nodo destino. 
EstacionNodo
+disponible
+nombre
+libres
+ocupados
Nodo
+id_nodo
+altitud
Tramo
+metros+origen
+salientes*
+entrantes
+destino
*
Coordenada
+id_coordenada
+latitud
+longitud+punto
1
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• Todo nodo existe en una Coordenada. 
Sugerencia e Incidencia 
• Un usuario es creador de Incidencias y Sugerencias. 
• Toda Sugerencia tiene asociada una Coordenada 
Coordenada
+id_coordenada
+latitud
+longitud
Incidencia
+id_inc
+title
+texto
Sugerencia
+id_sug
+title
+texto
+coordInc
1
1
+coordSug
1
1
Usuario
+id_user
+dni
+nombre
+apellido1
+apellido2
+mail
+tlfM
+tlfF
+fecha_nacimiento
+sexo
+direccion
+poblacion
+codigo_postal
+provincia
+password
+incidencias
+creada
*
1
+sugeridas
+creada
*
1
6
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Restricciones Textuales 
1) Restricciones de clave externa: 
a) No pueden existir dos Usuarios con el mismo dni. 
b) No pueden existir dos Amistades con los mismos Usuarios asociados. 
c) No pueden existir dos Comentarios con el mismo idComentario. 
d) No pueden existir dos ObjetosCompartidos con el mismo idOC. 
e) No pueden existir dos Coordenadas con el mismo idCoordenada. 
f) No pueden existir dos Rutas con el mismo idRuta. 
g) No pueden existir dos Nodos con el mismo idNodo. 
h) No pueden existir dos Tramos con los mismos Nodo origen y Nodo 
destino. 
i) No pueden existir dos Incidencias con el mismo idInc. 
j) No pueden existir dos Sugerencias con el mismo idSug. 
 
2) La fecha_confirmacion de una Amistad ha de ser posterior a la 
fecha_creacion. 
3) La fecha_creado de un ObjetoCompartido ha de ser igual o anterior a la 
fecha_creación de un Comentario asociado. 
4) La altitud de un Nodo será como mínimo 0. 
5) Los metros de un Tramo serán como mínimo 1. 
6) No pueden existir Nodo, Sugerencia, Incidencia o ObjetoCompartido 
asociadas a la misma coordenada 
 
Información Derivada 
1) Los /amigosComparten se calcula obteniendo los amigos del Usuario y 
para cada uno los OjectosCompartidos que comparten. 
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3. Modelo del comportamiento del sistema 
  
El modelo de comportamiento del sistema intenta especificar el 
comportamiento con el objetivo de identificar las operaciones del sistema, 
mostrando la secuencia de eventos entre actores y el sistema, mediante 
diagramas de secuencia. 
Un diagrama de secuencia, muestra los eventos externos generados por 
los actores, los eventos internos del sistema y el orden en el que se producen. 
A continuación se encuentran los diagramas de secuencia 
correspondientes a los casos de usos dados en el modelo de casos de uso en 
este mismo capítulo: 
 
CLIENTE 
Autentificación 
Login 
Alt: Valido False
Alt: Valido True
 : Usuario
App. Cliente
Sistema
1 : Entrar(id:Text, pass:Text)
2 : Validar(id:Text, pass:Text)
3 : Valido
4 : MostrarError()
5 : GuardarLog()
6 : DarAcceso()
7
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Logout 
 : Usuario
App. Cliente Sistema
1 : Salir()
2 : NotificarLogout(id:Text)
3 : GuardaLog()
4
5 : CerrarAcceso()
6
 
 
Recordar Contraseña 
Id NO validoAlt
Id ValidoAlt
 : Usuario
App. Cliente Sistema
1 : NuevaContraseña(id:Text)
2 : NuevaContraseña(id:Text)
3 : Validar(id:Text)
4 : Valido
5 : MostrarMsgError()
6
7 : CambiarCOntraseña()
8 : EnviarCOntraseña()
9 : Valido
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Cambiar Contraseña 
Id NO validoAlt
Id ValidoAlt
 : Usuario
App. Cliente Sistema
1 : CambiarContraseña(id:Text, psw:Text)
2 : CambiarContraseña(id:Text, psw:Text)
3 : Validar(id:Text)
4 : Valido
5 : MostrarMsgError()
6
7 : CambiarContraseña(psw)
8 : Valido
 
 
Planificador de rutas 
Planificar Ruta 
Alt : Ruta invalida
Alt : Ruta existe
 : Usuario
App. Cliente Sistema
1 : PlanificarRuta(estacionInic:Estacion, estacionFinal:Estacion)
2 : PlanificarRuta(estacionInic:Estacion, estacionFinal:Estacion)
3 : Ruta
4 : MsgError
5 : Ruta
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Ver Perfil Altura Ruta 
 : Usuario
App. Cliente Sistema
1 : VerPerfilAltura(r:Ruta)
2 : CalcularPerfil(r:Ruta)
3 : perfilAltura
 
Estaciones bici 
Ver Estaciones 
 : Usuario
App. Cliente Sistema
1 : Ver Estaciones()
2 : Ver Estaciones()
3 : listEstaciones:Lista
4 : MostrarEstaciones(listEstaciones)
5
 
 
Ver Estado Estación 
 : Usuario
App. Cliente Sistema
1 : VerEstadoEstacion(es:Estación)
2 : VerEstadoEstación(es:Estación)
3 : info:Info
4 : MostrarInfo(info:Info)
5
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Sugerencias 
Ver Sugerencias 
 : Usuario
App. Cliente Sistema
1 : Sugerencias()
2 : Sugerencias(id:Text)
3 : BuscarSugerencias(id:Text)
4 : SugLista : Lista
5 : MostrarSugerencias(SugLista:Lista)
6
 
Añadir Sugerencia 
Alt : Info Incorrecta
 : Usuario
App. Cliente Sistema
1 : AltaSugerencia(idSug:Text)
2 : MostrarMsgError()
3
4 : AltaSugerencia(idSug:Text)
5 : Confirmacion
6
 
Eliminar Sugerencia 
 : Usuario
App. Cliente
Sistema
1 : BajaSugerencia(idSug:Text)
2 : BajaSugerencia(idSug:Text)
3
4
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Incidencias 
Ver Incidencias 
 : Usuario
App. Cliente Sistema
1 : Incidencias() 2 : Incidencias(id:Text)
3 : BuscarIncidencias(id:Text)
4 : IncLista : Lista
5 : MostrarIncidencias(IncLista:Lista)
6
Añadir Incidencia 
Alt : Info Incorrecta
 : Usuario
App. Cliente Sistema
1 : AltaIncidencia(idInc:Text)
2 : MostrarMsgError()
3
4 : AltaIncidencia(idInc:Text)
5 : Confirmacion
6
 
Eliminar Incidencia 
 : Usuario
App. Cliente
Sistema
1 : BajaIncidencia(idInc:Text)
2 : BajaIncidencia(idInc:Text)
3
4
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Definir Configuración 
Definir Objetos Compartidos 
info IncorrectaAlt
 : Usuario
App. Cliente Sistema
1 : DefinirConfig(info:Info)
2 : MsgError()
3
4 : DefinirConfig(info:Info)
5
 
 
Definir Tiempo Objetos Compartidos 
time IncorrectaAlt
 : Usuario
App. Cliente Sistema
1 : DefinirTime(time:Time)
2 : MsgError()
3
4 : DefinirTime(time:Time)
5
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Red Social 
Amigos 
Ver Amigos 
 : Usuario
App. Cliente Sistema
1 : VerAmigos(id:Text)
2 : PideAmigos(id:Text)
3 : amigos:Lista
4 : MostrarAmigos(amigos)
5
 
Ver Amigo 
 : Usuario
App. Cliente Sistema
1 : VerAmigo(idAmigo:Text)
2 : PedirAmigo(idUser:Text)
3 : infoAmigo:Info
4 : MostrarAmigo(infoAmigo)
5
 
 
Ver Invitaciones 
 : Usuario
App. Cliente Sistema
1 : VerInvitaciones(id:Text)
2 : PedirInvitaciones(id:Text)
3 : invList:Lista
4 : MostrarInvitaciones(invList)
5
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Confirmar Amigo 
 : Usuario
App. Cliente Sistema
1 : ConfirmarAmigo(inv:Invitacion)
2 : ConfirmarAmigo(inv:Invitacion)
3
 
 
Ignorar Amigo 
 : Usuario
App. Cliente Sistema
1 : IgnorarAmigo(inv:Invitacion)
2 : IgnorarAmigo(inv:Invitacion)
3
 
Eliminar Amigo 
 : Usuario
App. Cliente Sistema
1 : EliminarAmigo(idAmigo:Text)
2 : EliminarAmigo(idAmigo:Text)
3
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Buscar Persona 
idPosible IncorrectoAlt
 : Usuario
App. Cliente Sistema
1 : BuscarAmigo(idPosible:Text)
2 : MsgError()
3
4 : BuscarAmigo(idPosible:Text)
5 : info:Info
6 : MostrarInfo(info)
7
 
 
Objetos Compartidos 
Ver Objetos Compartidos Amigos 
 : Usuario
App. Cliente Sistema
1 : VerOCAmigos(id:Text)
2 : verOCAmigos(id:Text)
3 : ocAmigos:Lista
4 : MostrarOC(ocAmigos)
5
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Ver Objetos Compartidos UN Amigo 
 : Usuario
App. Cliente Sistema
1 : VerOCAmigo(id:Text, idAmigo:Text)
2 : VerOCAmigo(id:Text, idAmigo:Text)
3 : ocAmigo:OC
4 : MostrarOC(ocAmigo)
5
 
 
Ver Objeto Compartido 
 : Usuario
App. Cliente Sistema
1 : verInfoOC(oc:OC)
2 : PedirInfo(oc:OC)
3 : infoOC:Info
4 : MostrarOC(infoOC)
5
 
 
Ver más Objetos Compartidos 
 : Usuario
App. Cliente Sistema
1 : VerMasOC(id:Text)
2 : VerMasOC(id:Text)
3 : masOCList:Lista
4 : MostrarOC(masOCList)
5
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Comentar Objeto Compartido 
comentario IncorrectoAlt
 : Usuario
App. Cliente Sistema
1 : ComentarOC(oc:OC:comentario:Text)
2 : MsgError()
3
4 : ComentarOC(oc:OC:comentario:Text)
5
 
 
Añadir Objeto Compartido TEXTO 
info o coord IncorrectosAlt
 : Usuario
App. Cliente Sistema
1 : AñadirOCTexto(id:Text, info:Info, coord:GPS)
2 : MsgError()
3
4 : AñadirOCTexto(id:Text, info:Info, coord:GPS)
5
 
Añadir Objeto Compartido FOTO 
info o coord IncorrectosAlt
 : Usuario
App. Cliente Sistema
1 : AñadirOCFoto(id:Text, info:Info, coord:GPS, foto:Foto)
2 : MsgError()
3
4 : AñadirOCFoto(id:Text, info:Info, coord:GPS, foto:Foto)
5
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Añadir Objeto Compartido RUTA 
info o coord IncorrectosAlt
 : Usuario
App. Cliente Sistema
1 : AñadirOCRuta(id:Text, info:Info, coord:GPS, ruta:Ruta)
2 : MsgError()
3
4 : AñadirOCRuta(id:Text, info:Info, coord:GPS, ruta:Ruta)
5
 
 
Añadir Objeto Compartido COGER BICI 
 : Usuario
App. Cliente Sistema
1 : CogerBici
 
Eliminar Objeto Compartido 
 : Usuario
App. Cliente Sistema
1 : EliminarOC(oc:OC)
2 : EliminarOC(oc:OC)
3
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ADMINISTRADOR 
Gestión Usuarios 
Buscar Usuario 
User existeAlt
User NO existeAlt
 : Administrador
App. Admin Sistema
1 : BuscarUser(idUser:Text)
2 : BuscarUser(idUser:Text)
3 : user:User
4 : MostrarInfo(user)
5
6 : MostrarMsgError()
7
 
Añadir Usuario 
Info o Id IncorrectosAlt
 : Administrador
App. Admin
Sistema
1 : AltaUsuario(id:Text, info:Info)
2 : MostrarMsgError()
3
4 : AltaUsuario(id:Text, info:Info)
5 : GuardarUsuario(id:Text,Info:Info)
6 : EnviarMail(info:Info)
7
8
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Eliminar Usuario 
 : Administrador
App. Admin Sistema
1 : EliminarUsuario(user:Usuario)
2 : EliminarUsuario(user:Usuario)
3
4
 
 
Modificar Usuario 
Info o ID IncorrectosAlt
 : Administrador
App. Admin Sistema
1 : ModificarUsuario(user:Usuario, info:Info)
2 : MsgError()
3
4 : ModificarUsuario(user:Usuario, info:Info)
5
6
 
 
Gestión Estaciones Bici 
Ver Estaciones Bici 
 : Administrador
App. Admin Sistema
1 : VerEstaciones()
2 : PedirEstaciones()
3 : stations:Lista
4 : MostrarEstaciones(stations)
5
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Ver Estación Bici 
 : Administrador
App. Admin Sistema
1 : VerEstacion(station:Estacion)
2 : PedirInfoEstacion(station:Estacion)
3 : info:Info
4 : MostrarMapa(info)
5
 
 
Añadir Estación Bici 
info IncorrectaAlt
 : Administrador
App. Admin Sistema
1 : CrearEstacion(info:Info, coord:GPS)
2 : MostrarError()
3
4 : CrearEstacion(info:Info, coord:GPS)
5
 
Eliminar Estación Bici 
 : Administrador
App. Admin Sistema
1 : EliminarEstacion(estacion:Estacion)
2 : EliminarEstacion(estacion:Estacion)
3
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Modificar Estación Bici 
info IncorrectaAlt
 : Administrador
App. Admin Sistema
1 : ModificarEstacion(estacion:Estacion, info:Info)
2 : MsgError()
3
4 : ModificarEstacion(estacion:Estacion, info:Info)
5
 
Gestión Carriles Bici 
Ver Carriles Bici 
 : Administrador
App. Admin Sistema
1 : VerCarriles()
2 : PedirCarriles()
3 : infoCarriles:InfoCarriles
4 : MostrarEstaciones(infoCarriles)
5
 
 
Ver Carril Bici 
 : Administrador
App. Admin Sistema
1 : VerCarril(carril:Carril)
2 : PedirInfoCarril(carril:Carril)
3 : info:Info
4 : MostrarMapa(info)
5
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Añadir Carril Bici 
info IncorrectaAlt
 : Administrador
App. Admin Sistema
1 : CrearCarril(stIni:Estacion, stFin:station, info:Info)
2 : MostrarError()
3
4 : CrearCarril(stIni:Estacion, stFin:station, info:Info)
5
 
Eliminar Carril Bici 
 : Administrador
App. Admin Sistema
1 : EliminarCarril(carril:Carril)
2 : EliminarCarril(carril:Carril)
3
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Gestión Sugerencias 
Ver Sugerencias Usuarios 
 : Administrador
App. Admin Sistema
1 : VerSugerencias()
2 : PedirSugerencias()
3 : SugList:Lista
4 : MostrarInc(SugList)
5
 
 
Ver Sugerencia 
 : Administrador
App. Admin Sistema
1 : VerSugerencia(idSugerencia:Text)
2 : PedirSugerencia(idSugerencia:Text)
3 : Sug:Sugerencia
4 : MostrarIncidencia(Sug)
5
Eliminar Sugerencia 
 : Administrador
App. Admin Sistema
1 : EliminarSugerencia(idSugerencia:Text)
2 : EliminarSugerencia(idSugerencia:Text)
3
4 : MostrarMsgOk()
5
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Gestión Incidencias 
Ver Incidencias Usuarios 
 : Administrador
App. Admin Sistema
1 : VerIncidencias()
2 : PedirIncidencias()
3 : IncList:Lista
4 : MostrarInc(IncList)
5
 
 
Ver Incidencia 
 : Administrador
App. Admin Sistema
1 : VerIncidencia(idIncidencia:Text)
2 : PedirIncidencia(idInc:Text)
3 : Inc:Incidencia
4 : MostrarIncidencia(Inc)
5
Eliminar Incidencia 
 : Administrador
App. Admin Sistema
1 : EliminarIncidencia(idIncidencia:Text)
2 : EliminarIncidencia(idInc:Text)
3
4 : MostrarMsgOk()
5
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Capítulo V 
Diseño y Arquitectura 
 
En la fase de especificación hemos visto que ha de hacer el sistema. En 
la fase de diseño el trabajo consistirá en definir cómo debe funcionar el 
sistema. Para poder definir cómo ha de funcionar, se debe tratar tanto el 
software como la arquitectura de hardware global del mismo. 
La manera en que se resuelve la manera en que funciona el sistema 
está relacionada con la tecnología que se usa. Así en esta fase se deben tomar 
decisiones acerca de la tecnología que se va a usar tanto a nivel de servidores, 
como SGBD (Sistema Gestor de Base de Datos), como lenguajes de 
programación. 
La fase de diseño del sistema tiene dos partes importantes: 
• La Arquitectura Física: se intenta elaborar un sistema que haga 
posible lo que se ha analizado y especificado en las fases anteriores.  
• La Arquitectura Lógica: se elabora la forma que tendrá el software o 
los diferentes software que existan en el sistema. La forma de la 
arquitectura puede venir definida por patrones, como el ejemplo de 
modelo de las tres capas.  
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1. Arquitectura física 
 
 
 
 
 
 
 
 
 
 
 
Para la arquitectura del sistema se decide por utilizar el patrón Cliente-
Servidor. A continuación veremos las razones por la que se ha decidido el uso 
de este patrón: 
4. Los terminales móviles de los clientes se encargan de la visualización de 
los datos. 
 
5. Los terminales móviles disponen de un procesador poco potente y 
disponen de poca memoria, por este motivo es mejor no cargarlo de 
cálculos en cuanto a lógica de negocio se refiere. 
 
6. El Servidor tiene un hardware más avanzado y puede realizar cálculos 
complejos en poco tiempo. 
 
7. Gracias a la tecnología 3G se puede aprovechar la velocidad de 
transferencia de datos (3Mb/s) para poder obtener datos a través de 
internet, desde el servidor. 
 
8. Existe una única lógica de negocio en el servidor. No es necesaria la 
replicación en cada uno de los terminales, ni en cada una de las 
tecnologías usadas en el cliente. 
 
9. El tamaño de la aplicación cliente es considerablemente más pequeña. 
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1.1. Arquitectura física del sistema 
 
Una vez visto el patrón de arquitectura global que va adoptar el sistema, 
debemos ver concretamente como se va a construir, detallando maquinas, 
servidores, terminales, bases de datos, etc0 
En la imagen podemos observar como tenemos las aplicaciones Cliente 
usando el servicio de GPS y comunicando mediante internet con un Servidor 
Webservice, que a su vez hace las llamadas directamente contra la base de 
datos. 
Por otro lado podemos ver como la base de datos también es llamada 
directamente desde la aplicación de administración. Esta aplicación será una 
aplicación web local, que no será accesible desde internet, aunque sí que 
utilizará recursos de internet. Al ser una aplicación de administrador, 
indistintamente de si es web o no, el acceso debe ser restringido a los 
trabajadores y por eso el nivel de visualización de esta aplicación será local. 
Dentro de las posibilidades de creación de una aplicación, se opta por elegir el 
entorno Web por la facilidad que da a la hora del uso de mapas, mediante la 
API de GoogleMaps.   
Al no ser un PFC comercial, los recursos de los que se dispone son 
limitados, así que tanto los servidores (de servicios web como web) y la base 
de datos se encontrarán alojados en un ordenador de sobremesa propio. Esto 
afectará tanto a la velocidad del sistema como a la disponibilidad. Este PFC 
intenta dar una idea del sistema, no una implantación inmediata en el ámbito 
comercial, por tanto la idea de disponer de los servidores y de la base de datos 
en una sola maquina no dedicada es correcta. 
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2. Elección de tecnologías 
2.1. Aplicación Cliente 
 
 
 
 
 
 
 
 
 
En el capítulo dos ya hemos visto una pequeña comparación entre 
posibles tecnologías móviles que se podrían usar en la aplicación cliente. A 
continuación veremos algunos puntos que detallarán puntos clave para la 
decisión del uso de Android como tecnología móvil para la aplicación cliente: 
• Es una nueva Tecnología. 
 
• Tiene compatibilidad innata con GoogleMaps. 
 
• Todo terminal con Android dispone de conexión a internet y GPS. 
 
• Es una tecnología ‘by Google’ lo que la hace muy atractiva. 
 
• Presenta facilidad de programación, Android se basa en JAVA. 
 
• J2ME basado en Java pero muy limitado. 
 
• .Net propietario de Windows y bajo Windows Mobile, no tiene la usabilidad 
que Andoid o iPhone. 
 
• iPhone & Android están revolucionando el mercado móvil. 
 
• En el capítulo dos ya hemos visto las ventajas que presenta Android frente 
otras tecnologías. 
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2.2. WebService 
 
 
 
 
 
 
 
 
Otra de las decisiones que se deben tomar en cuanto al uso de 
tecnologías es la que va a usar para implementar los servicios web. A parte del 
lenguaje de programación con el que se implementaras los servicios, al estar 
alojado en un servidor, se debe elegir un entorno para este. Se debe elegir el 
sistema operativo que soportará el servidor, y la aplicación que nos permitirá 
hacer de servidor. 
Se ha optado por elegir Java como lenguaje para implementar los 
servicios. Como sistema operativo se ha elegido Linux y como aplicación 
servidor, Tomcat. A continuación se detallan los porqués para la toma de estas 
decisiones: 
• Como lenguaje del WebService Java puesto que Android se basa en Java y 
posiblemente el intercambio de Objetos vía WS sea más fácil. 
 
• Conocimientos previos avanzados de JAVA. 
 
• JBoss más enfocado a J2EE y el uso de JAVA BEANS. No será necesario. 
 
• Linux como sistema operativo porque es libre, gratuito y altamente fiable. Al 
ser un PFC no comercial la inversión debe ser mínima. 
 
• Servidor Apache Tomcat es gratuito y muy fiable. 
 
• Muchas empresas usan como servidor Apache Tomcat, tiene un prestigio 
reconocido. 
 
• Apache Tomcat pe¡rmite creación de WebService en Java.  
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2.3. Aplicación de administración 
 
 
 
 
 
 
 
 
 
 
En cuanto a la aplicación de administración se debe decidir que 
tecnologías se van a utilizar para implementarla. Se opta por utilizar PHP 
además de HTML y CSS innatos por ser una aplicación web. También se 
utilizará Javascript y en alguna ocasión es posible que se use tecnología AJAX. 
A continuación se detallan los porqués para tomar estas decisiones: 
• Conocimientos previos de PHP. 
 
• PHP dispone de una manera fácil de conectar con MySQL. 
 
• PHP permite cierta Orientación a Objetos. 
 
• LAMP = Linux Apache MySQL y PHP es un paquete famoso y muchas 
empresas lo usan por su robustez. 
 
• JavaScript será  necesario para el uso de la API de Google Maps. 
 
• Ajax permite conexiones asíncronas y refresco de partes de la web de 
forma rápida. Puede ser evitar recargas innecesarias y será usada en casos 
en que muchas recargas se hagan pesadas para el usuario. 
 
De la misma manera que en el Webservice, la aplicación deberá correr en un 
servidor, aunque en este caso será un servidor Web. Dado que en el 
Webservice se usará Linux como sistema operativo, también lo usaremos para 
el servidor web, y en este caso la aplicación de servidor web será Apache. Una 
de las razones es la robustez de Linux+Apache+MySQL+Php.   
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2.4. Base de datos 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Se debe elegir un SGBD (Sistema gestor de base de datos) para la base de 
datos. Existen diferentes soluciones para ello. La decisión final es la de usar 
MySQL. A continuación veremos una lista pros y contras de los diferentes tipos 
de SGB: 
• MySQL es gratuito aunque PostgreSQL también. Oracle también lo es para 
fines no comerciales. Como en el caso del sistema operativo, al no ser un 
PFC corporativo, se opta por soluciones gratuitas, aunque no menos 
profesionales y robustas. 
 
• Oracle es muy pesado y más difícil de administrar. Se usa para grandes 
bases de datos. 
 
• PostgreSQL es más lento que MySQL. 
 
• MySQL consume pocos recursos y ofrece gran velocidad. 
 
• SQL Server, debe correr sobre Windows y en nuestro caso, el uso de Linux 
para los servidores y por tanto también para la base de datos, implica no 
poder usar esta solución. 
 
• MySQL, SGBD más usado del mundo. 
• NASA 
• Wikipedia 
• Flickr 
• Amazon 
• Yahoo 
 
• LAMP = Linux Apache MySQL y PHP es un paquete famoso y muchas 
empresas lo usan por su robustez. 
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3. Arquitectura lógica 
 
Como se ha comentado anteriormente, la arquitectura lógica intenta 
definir la forma del software. Para cada una de las aplicaciones del sistema, se 
debe definir la forma con la que estas serán construidas, darle una forma 
concreta al software intenta agrupar partes similares de la aplicación para su 
mejor entendimiento, su mayor flexibilidad, escalabilidad, etc. 
  Uno de los patrones más habituales en la arquitectura lógica de software 
es el modelo de tres capas. Este modelo separa la aplicación en tres partes 
donde cada una de ellas se encarga de una tarea muy concreta. Veamos más 
en detalle este modelo y sus capas. 
El modelo en tres capas se divide en tres:  
 
• Capa de presentación: es la que ve el usuario, presenta el sistema al 
usuario, le comunica la información y captura la información del usuario en 
un mínimo de proceso. Esta capa se comunica únicamente con la capa de 
negocio. También es conocida como interfaz gráfica y debe tener la 
característica de ser amigable para el usuario. 
 
• Capa de negocio: es donde residen los métodos que se ejecutan, se 
reciben las peticiones del usuario y se envían las respuestas tras el 
proceso. Esta capa se comunica con la capa de presentación, para recibir 
las solicitudes y presentar los resultados, y con la capa de datos, para 
solicitar al gestor de base de datos para almacenar o recuperar datos de él. 
 
• Capa de datos: es donde residen los datos y es la encargada de acceder a 
los mismos. Está formada por uno o más gestores de bases de datos que 
realizan todo el almacenamiento de datos, reciben solicitudes de 
almacenamiento o recuperación de información desde la capa de negocio.  
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A continuación se detallan los puntos que se han tenido en cuenta para tomar 
la decisión de utilizar el modelo de tres capas: 
• Las diferentes capas se encuentras físicamente en: 
o Capa Presentación  Terminal Android o Aplicación de 
Administración (HTML) 
o Capa Dominio  ServidorWebService o la parte PHP de la 
Aplicación de administración. 
o Capa Gestión Datos  Base de datos MYSQL 
 
• Ventajas a la hora de modificación. Al separar cada una de las partes, la 
modificación es mas rapida, peusto que se puede modificar una capa sin 
necesidad de modificar las demás. 
 
• Ventaja en escalabilidad. Al tener separadas las capas, la ampliación de 
alguna de ellas es independiente a las demás. 
 
• Especialización de las tareas por cada capa. Cada capa tiene una función 
concreta. 
 
• Cada capa solo se comunica con la anteior o la posterior. 
 
En cuanto a la aplicación de administración se debe decidir que tecnologías se 
van a utilizar para implementarla. Se opta por utilizar PHP además de HTML 
 
3.1. Capa de presentación 
 
Durante la fase de diseño de la capa de presentación, se deben realizar 
varias tareas. Una es la de diseñar los gráficos de las diferentes pantallas que 
se utilizaran. Diseñar las pantallas no significa programarlas, simplemente 
maquetar su forma con algún software de diseño o incluso un croquis 
aproximado. Muchas veces este proceso se omite y se realiza directamente en 
la fase de implementación. El problema de realizar este proceso en la fase de 
implementación es que se realiza a medida que se avanza y surgen muchos 
problemas que se podrían solucionar realizando el diseño antes. Si el diseño se 
realiza en esta fase, al llegar a la fase de implementación, el desarrollador ya 
sabe que debe hacer y no debe improvisar en cuanto a la distribución de los 
diferentes componentes de la interfaz. 
Otra de las tareas a realizar en esta fase es el mapa de navegación. 
Este consiste en un diagrama en el que se puede ver a simple vista como se 
comportarán las diferentes pantallas de la aplicación. Es decir, muestra como 
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navegar entre las diferentes pantallas detallando que acción ha sido accionada. 
Diseñar el mapa de navegación es muy útil para el desarrollador en la fase de 
implementación porque de una forma rápida puede observar como actuará la 
página que está construyendo en ese momento.  
Comúnmente en la fase de implementación cuando se realiza la capa de 
presentación, se añade la navegabilidad entre todas las pantallas, aunque esta 
capa no dispone de conexión con la capa de dominio, esto se hace para 
observar cómo se comportará el sistema, aunque no disponga de funcionalidad 
ninguna.   
El diseño de la interfaz es simplemente orientativo. Aunque el diseño 
deba aproximarse lo máximo posible al final del proyecto, en muchas ocasiones 
el diseñador se ve obligado a cambiar ligeramente las pantallas por problemas 
que pueden surgir con la tecnología u otros. 
A continuación se muestran alguna de las pantallas diseñadas tanto para 
la aplicación cliente como para la aplicación de administración. No son capturas 
de pantalla, son diseños realizados con software de diseño gráfico. 
Diseño de la interfaz 
Aplicación cliente 
 
 
6 Pantalla de Login 
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8 Pantalla de Objeto texto 
7 Pantalla Mapamundi 
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10 Pantalla de Objeto Ruta 
9 Pantalla de Objeto Foto 
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12 Pantalla de Amistades 
11 Pantalla de Objeto Coger Bici 
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14 Pantalla de Invitaciones 
13 Pantalla de Amigo 
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16 Pantalla de Estado Estacion 
15 Pantalla de Estaciones 
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17 Pantalla de Estacion Fuera de 
Servicio 
18 Pantalla de Planificar Ruta 
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19 Pantalla de Perfil Alturas 
20 Pantalla de Sugerencias e 
Incidencias 
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Aplicación de administración 
 
A continuación se muestras los prototipos maquetados para la aplicación 
web de administración. 
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22 Pantalla de Estado Estacion 
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23 Pantalla de Estacion Fuera de Servicio
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A diferencia de la aplicación cliente, aquí las Sugerencias e Incidencias 
se tratan en diferentes pantallas. El diseño es equivalente en ambos casos y lo 
que cambia son los iconos que se verán en el mapa. Por tanto este diseño 
también sirve para la pestaña de Incidencias. 
24 Pantalla de Sugerencias e Incidencias 
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Mapa de navegación 
Como ya se ha explicado, el o los mapas de navegación permiten saber 
de forma rápida cual será la manera de navegar a través del software. Cuando 
hablamos de navegar nos referimos al hecho de pasar de unas pantallas de la 
aplicación a otras. Una aplicación esta compuesta de diferentes vistas que van 
mostrando la información de diferentes maneras, a estas vistas las llamamos 
pantallas. 
Dado que nuestro sistema consta de dos aplicaciones (cliente y 
administración) se deben diseñar dos mapas de navegación. Puesto que las 
dimensiones de estos mapas son de un tamaño considerable, a continuación 
se irán mostrando los mapas de navegación por partes e irán siendo explicados 
a medida que aparecen. 
Antes de empezar a estudiar los mapas de navegación deberemos 
entender cada una de sus partes, es decir, necesitaremos entender que 
significan los diferentes símbolos que aparecen en los mapas. 
Partes de los mapas de navegación 
Estas formas representan las diferentes páginas del sistema. En el 
interior del cuadrado figura el nombre representativo de la página 
que representa. 
 
Las flechas representan la navegación entre las 
diferentes páginas. El texto del centro de la flecha 
representa la acción que se lleva a cabo para realizar la navegación. Todas las 
navegaciones son direccionales, y esta dirección se representa mediante la 
flecha. 
 
Estas formas representan mensajes de confirmación. Un mensaje 
de confirmación es un mensaje en el que se le pide al usuario si 
está de acuerdo con la acción que ha llevado a cabo. Se le dan las 
opciones ‘Sí’ o ‘No’ siempre. Estos mensajes existen para evitar al 
usuario que accione una acción por descuido. 
 
Representan mensajes de información. Avisan al usuario de que la 
acción que ha querido realizar, se ha llevado a cabo correctamente. 
Se utilizan para que el usuario sea informado del correcto 
funcionamiento. 
Screen
Acción
MSG
CONFIRM
MSG
OK
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El siguiente símbolo simboliza un conjunto de páginas que 
actúan de la misma manera. Para simplificar el numero de 
flechas del mapa de navegación, se utiliza este símbolo para 
englobar a las páginas que tienen un comportamiento igual. 
No significa que sean iguales las páginas, solo significa que la 
navegación desde ellas es igual. 
 
Las flechas de punta blanca, unen los símbolos de página 
con el símbolo anterior. Intenta asemejarse al uso de las 
flechas de punta blanca en el lenguaje UML. en UML estas flechas denotas 
herencia. Al ser el símbolo anterior un grupo de paginas que actúan igual, se 
usa el símil de la herencia. 
 
Aplicación Cliente - Login y Configuración 
 
En la imagen podemos ver el mapa de navegación correspondiente al 
login y la pagina de configuración. Veamos más en detalle el significado del 
mapa. 
La página inicial del programa es la ‘LoginScreen’, vemos que podemos 
realizar tres acciones que nos llevaran a tres páginas diferentes: ‘click login’ 
para ir a la página mapamundi, ‘click cambiar’ para ir a la página de cambiar 
contraseña y ‘click olvidada’ para ir a la página de recordar contraseña.  
En el caso de las dos últimas podremos volver hacia ‘Login Screen’ 
pulsando atrás (tecla disponible en todo móvil con Android) por tanto no 
deberemos especificar ninguna acción a implementar. En el caso de la 
Grupo
Screen
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‘Mapamundi Screen’, necesitaremos llevar a cabo la acción ‘click logout’ para 
volver a la pantalla ‘Login Screen’. 
Desde las páginas de cambiar contraseña y recordar contraseña, 
podremos cambiar o recordar nuestra contraseña y volver automáticamente a 
‘Login Screen’, mientras el sistema nos avisa de que el cambio o recordatorio 
han ido bien. 
En el caso de la configuración podemos ver como el acceso a esta 
página se realiza desde ‘Mapamundi Screen’ mediante la acción ‘click config’. 
Cuando hagamos ‘click SAVE’ volveremos al mapamundi con un mensaje de 
que la información ha sido guardada con éxito. Si no deseamos guardar la 
información igualmente con el botón atrás volveríamos a mapamundi. 
En los siguientes mapas de navegación no se explicará la navegación 
hacia atrás, ya que siempre se pude navegar hacia una página anterior con la 
tecla atrás. Las excepciones son las acciones de ‘click Logout’ únicamente. 
 
Aplicación Cliente - Páginas en pestañas 
Mapamundi 
Screen
Planificar 
Ruta Screen
Estaciones 
Screen
Sugerencias 
e Incidencias 
Screen
 
Como hemos visto en el diseño de las de las interfaces de la aplicación 
cliente, existen pestañas que permiten la navegación entre las cuatro páginas 
principales de unas a otras sin realizar acciones aparentes.  
Este diagrama muestra la navegación entre todas las páginas que se 
encuentran en las pestañas. 
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Aplicación Cliente - Objetos compartido en mapamundi 
 
En esta imagen podemos ver la navegación relacionada con un objeto 
compartido por un amigo. Desde Mapamundi se clica un objeto situado en el 
mapa y se pasa a ver su contenido en una de las cuatro subclases de 
‘ObjetoCompartidoSharedScreen’ dependiendo del tipo de objeto que se 
seleccione. Si el usuario es propietario del objeto, podrá eliminarlo mediante la 
acción ‘click eliminar’. 
  Desde la vista del objeto veremos sus comentarios o añadir un 
comentario. Podemos ver cómo se pueden agregar comentarios desde 
‘ObjetoCompartidoSharedScreen’ como también desde 
‘ComentariosListaScreen’. 
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Aplicación Cliente - Añadir objeto compartido en mapamundi 
 
 
Aquí podemos ver como desde ‘MapamundiScreen’ podemos añadir dos 
tipos de objetos compartidos. Nos permite agregar un texto desde 
‘AñadirTextoScreen’ o una imagen desde ‘AñadirFotoScreen’. A su vez si 
agregamos una imagen, podemos hacerlo desde la cámara del móvil o desde 
la galería de imágenes del mismo.  
Mapamundi dispone de una acción llamada ‘click Mas’. Esta acción 
carga el mapa con más objetos compartidos de los actuales. Se utiliza para ver 
objetos compartidos más antiguos de los que se encuentran en el mapa en ese 
momento. 
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Aplicación Cliente - Estaciones y planificador de rutas 
 
 
 
Aquí tenemos dos de las pantallas principales. La primera es la de 
‘EstacionesScreen’. Esta pantalla muestra la situación sobre un mapa de todas 
las estaciones bici del sistema. Desde esta página podemos hacer clic sobre 
una de las estaciones y acceder a su estado en la pantalla 
‘EstadoEstacionScreen’. 
Por otro lado, en la pantalla de ‘PlanificarRutaScreen’ podemos planificar 
una ruta entre dos estaciones. Cuando queramos planificarla iremos a 
‘RutaScreen’ que nos mostrará la ruta que ha planificado el sistema. Desde 
aquí se podrá compartir esta ruta con nuestros amigos o bien podremos 
observar su perfil de alturas en la pantalla ‘PerfilAlturasScreen’.  
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Aplicación Cliente - Sugerencias e Incidencias 
 
Aquí vemos el comportamiento de otra página principal, en este caso la que 
muestra las sugerencias e incidencias del usuario. Desde ella se puede 
acceder a ver las incidencias o sugerencias y en caso de querer, poder 
eliminarlas. 
Desde la página principal ‘SugerenciaseIncidenciasScreen’ también podemos 
añadir nuevas sugerencias e incidencias mediante las páginas 
‘AñadirSugerenciaScreen’ y ‘AñadirIncidenciaScreen’. 
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Aplicación Cliente - Amistades 
 
En la imagen podemos observar la navegabilidad del apartado de 
amistades de la red social del sistema. El acceso a la zona de amistades del se 
realiza desde ‘MapamundiScreen’, una vez en ‘AmistadesScreen’ podemos 
realizar diferentes acciones, podemos ver la información concreta de una 
amistad yendo a ‘AmigoScreen’, podemos ver las invitaciones de amistad que 
tenemos en ‘InvitacionesScreen’ y podemos buscar personas con la que 
posiblemente queramos entablar amistad, en ‘BuscarPersonaScreen’. 
 Además de las navegabilidades por pantalla podemos realizar otras 
acciones que provocarán la aparición de ‘MsgConfirm’ y de ‘MsgOk’ como por 
ejemplo eliminar a un amigo desde ‘AmigoScreen’. Otras acciones que nos 
conducirán a la aparición de pantallas de tipo mensaje, son la de confirmar o 
ignorar una solicitud de amistad y la de enviar una solicitud de amistad a una 
persona buscada en ‘BuscarPersonaScreen’. 
Invitaciones 
Screen
Buscar 
Persona 
Screen
Amigo 
Screen
Amistades 
Screen
Click Amistades
Mapamundi 
Screen
Click Mas
Click Buscar
Click Buscar
MSG
CONFIRM
Click Add
NO
MSG
OK
SI
Click Invitaciones
MSG
CONFIRM
MSG
OK
SI
MSG
CONFIRM
MSG
OK
SI
Click Confirmar
Click Ignorar
NO
NO
Clik Amigo
MSG
CONFIRM
MSG
OK
SI
NO
Click Eliminar
Click VerOC
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Aplicación administración – Completo 
 
 
En la primera imagen podemos observar como desde ‘LoginScreen’ 
podemos acceder al inicio de la aplicación y desde aquí navegar a donde 
queramos. Se puede ver las diferentes acciones de todas las páginas que 
existen en la aplicación de administración. Al ser una interfaz Web, con PHP se 
puede utilizar la misma página para mostrar diferentes contenido. Al tener 
mapas muchas de ellas, sobre el mapa también se trabaja y se pueden realizar 
acciones, pero estando en la misma página, sin salir de ella. 
Para entender la segunda imagen hay que mirar de nuevo el diseño de 
la interfaz de la aplicación. El menú superior contiene el acceso a todas las 
páginas, por tanto desde cualquier página podemos acceder a las otras. Esto 
es lo que está representado en la segunda imagen, la unión de las páginas 
todas-con-todas. 
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3.2. Capa de negocio 
 
El diseño de la capa de dominio intenta explicar la manera en que las 
diferentes funcionalidades del sistema se llevaran a cabo. Durante la fase de 
diseño de la capa de dominio, se pueden encontrar problemas sobre todo en la 
inconsistencia del modelo de datos de la especificación, y se debe modificar 
dicho modelo para que sea solido.  
 El diseño de la capa de dominio, intenta explicar la manera de llevar a 
cabo las diferentes funcionalidades del sistema. Para esto, se utilizan los 
diagramas de secuencia, que muestran la interacción de un conjunto de objetos 
en una aplicación a través del tiempo y se modela para cada funcionalidad.  
 Dada la cantidad de funcionalidades de las que dispone el sistema, si se 
hiciese un diagrama de secuencia por cada funcionalidad, la extensión de esta 
memoria sería de unas dimensiones exageradas, así que únicamente se 
mostraran los diagramas de secuencia de las funcionalidades más relevantes. 
Estas funcionalidades son las siguientes: 
• Login 
 
• Logout 
 
• PlanificarRuta 
 
• PerfilAlturaRuta 
 
• VerEstaciones 
 
• VerEstadoEstacion 
 
• VerAmigos 
 
• VerObjetosCompartidosAmigos 
 
• VerObjetoCompartido 
 
• AñadirObjetoCompartidoTEXTO 
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VerObjetoCompartido 
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3.3. Capa de datos 
 
La capa de de datos o gestión de datos, es la responsable de la 
persistencia de los datos sistema gestor de bases de datos (SGBD). Con 
persistencia nos referimos a la capacidad de un sistema de almacenar y 
obtener los datos usando un sistema de almacenamiento permanente. 
El diseño de la capa de datos consiste en poder trasladar el modelo 
conceptual de datos que hemos obtenido de la fase de especificación, en una 
serie e tablas y atributos. Como hemos visto en la creación del modelo 
conceptual de datos, este se compone de objetos que se encuentran asociados 
los unos con los otros. El problema es que los SGBD relacionales no permiten 
almacenar objeto, solo tipos simples. Lo que se hace es traducir los objetos en 
tablas y cada uno de los atributos de los objetos en atributos de tabla. Otra de 
las transformaciones que se llevan a cabo es la eliminación de objetos no 
accesibles o que no dispongan de atributos propios. Si un objeto nunca es 
consultado ni dispone de información, no es necesario crear una tabla para él. 
En las siguientes páginas se encuentra un esquema de la base de datos 
en formato de tablas. Para cada uno de las tablas que se van a crear en la 
base de datos se ha definido: 
• Nombre: nombre de la tabla. Este nombre por convenio será en 
singular aunque en su interior almacene más de un objeto del 
tipo. 
• Campo: nombre del atributo de tabla que representa un atributo 
del objeto representado por la tabla. 
• PK: (primary key) es la clave primaria. Es el identificador único 
que distingue a cada uno de los objetos dentro de la tabla, no 
pueden existir dos iguales. En alguna tabla pueden existir más de 
un PK, si esto sucede la clave consiste en el conjunto de PK’s de 
tal forma que no puede existir un conjunto igual. 
• FK: (foreign key) es la clave externa. Es el identificador o la PK de 
otra tabla, representa la asociación de objetos. Pudiendo un 
objeto disponer de una asociación a otro. 
• Tipo: tipo de dato del campo. (boolean, int, varchar, etc0) 
• Nulo: quiere decir si ese atributo puede estar representado por 
‘nada’. Si puede ser nulo, el campo puede estar vacio, mientras 
que si no puede ser nulo, no se podrá crear un objeto sin ponerle 
valor a este atributo. 
• Otros: Observaciones y otros valores como autoincrementales o 
atributos que no son clave primaria pero deben de ser únicos. 
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Sentencias SQL destacadas 
 
Es la colección de Sentencias SQL obtenidas al realizar los diagramas 
de secuencia. Como en los diagramas de secuencia, es una muestra donde se 
pueden observar la complejidad-simplicidad de algunas consultas. 
Login 
 
 
 
 
Ver estaciones 
 
 
 
 
 
Ver Estado Estaciones 
 
 
 
 
 
Planificar Ruta 
 
 
 
 
 
 
 
SELECT COUNT(*) FROM  usuarios WHERE id_usuario=id AND 
password=pass; 
 
SELECT es.id_nodo , c.longitud , c.latitud , es.disponible  
FROM nodo n , estacion_nodo es, coordenada c 
WHERE es.id_nodo=n.id_nodo AND n.id_coordenada=c.id_coordenada; 
SELECT es.nombre , es.libres, es.ocupados 
FROM estacion_nodo es 
WHERE es.id_nodo=id; 
SELECT r.url_ruta 
FROM ruta r 
WHERE id_nodo_inicio =idStart AND id_nodo_final=idEnd; 
 
INSERT INTO ruta (url_ruta,id_nodo_inicial,id_nodo_final) 
VALUES (urlRuta,idStart,idEnd) 
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Ver Amigos 
 
 
 
 
 
Ver Objetos Compartidos Amigos 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
SELECT c.oc_texto , c.oc_foto , c-oc_ruta , c.oc_coger_bici , 
c.oc_tiempo 
FROM config c 
WHERE c.id_usuario_config = idUser; 
 
/*Siendo Creador de Amistad*/ 
SELECT oc.id_oc , oc.tipo_oc , coo.longitud, coo.latitud  
FROM coordenada coo , objeto_compartido oc , usuario u , amistad a , 
config cnfg 
WHERE  a.id_usuario_creador=idUser AND  
  oc.id_usuario_creador=u.id_usuario AND  
  a.id_usuario_invitado=u.id_usuario AND  
  oc.id_coordenada=coo.id_coordenada AND  
  oc.fecha_creado>=fechaConfig AND 
  /*Este trozo de sentencia se formara con la información de 
la senetncia anterior*/ 
  oc.tipo_oc IN ("ruta_compartida" , "foto_compartida" , 
"texto_compartido" , "coger_bici_compartido"); 
   
/*Siendo Invitado de Amistad*/   
SELECT oc.id_oc , oc.tipo_oc , coo.longitud, coo.latitud  
FROM coordenada coo , objeto_compartido oc , usuario u , amistad a 
WHERE  a.id_usuario_invitado=idUser AND  
  a.id_usuario_cerador=u.id_usuario AND  
  oc.id_usuario_creador=u.id_usuario AND  
  oc.id_coordenada=coo.id_coordenada AND 
  oc.fecha_creado>=fechaConfig AND 
  /*Este trozo de sentencia se formara con la información de 
la senetncia anterior*/ 
  oc.tipo_oc IN ("ruta_compartida" , "foto_compartida" , 
"texto_compartido" , "coger_bici_compartido"); 
SELECT a.fecha_creacion , a.id_usuario_creador , a.id_usuario_invitado  
FROM amistad a 
WHERE a.id_usuario_creador = idUser OR a.id_usuario_invitado = idUser; 
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Ver Objeto Compartido 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Añadir Objeto Compartido TEXT 
SELECT oc.id_usuario_creador oc.fecha_creado oc.title oc.descripcion 
FROM objeto_compartido oc 
WHERE oc.id_oc=id 
 
SELECT oc.id_usuario_creador oc.fecha_creado oc.title fc.url_foto 
oc.descripcion 
FROM objeto_compartido oc , foto_compartida fc 
WHERE oc.id_oc=id AND fc.id_objeto_compartido=id 
 
SELECT oc.id_usuario_creador oc.fecha_creado r.url_ruta 
FROM objeto_compartido oc , ruta_compartida rc , ruta r 
WHERE oc.id_oc=id AND rc.id_objeto_compartido=id AND 
rc.id_ruta=r.id_ruta 
 
SELECT oc.id_usuario_creador oc.fecha_creado oc.title 
cb.texto_predefinido 
FROM objeto_compartido oc ,coger_bici_compartido cb 
WHERE oc.id_oc=id AND cb.id_objeto_compartido=id 
INSERT INTO coordenada (longitud,latitud) 
VALUES(longitud,latitud); 
 
INSERT INTO objeto_compartido 
(title,descripcion,fecha_creado,tipo_oc,id_coordenada, id_usuario_creador) 
VALUES (titulo,texto,fechaHoy,"texto_compartido",idCoordenada,idUser); 
 
INSERT INTO texto_compartido(id_objeto_compartido) 
VALUES (idOC); 
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Capítulo VI 
Implementación 
 
En las fases anteriores hemos ido construyendo el sistema, hemos 
definido que debería hacer y como lo debería hacer. El siguiente paso es llevar 
a cabo la teoría estudiada y diseñada durante estas fases. Esta es la fase de 
implementación, donde toda la información recopilada durante las fases 
anteriores debe ser plasmada en un sistema real que funcione como se ha 
dicho que lo haría. 
En este capítulo se podrá comprobar la evolución que ha ido siguiendo 
el proyecto a lo largo de su implementación. Desde la instalación y 
configuración del entorno de trabajo hasta las últimas líneas de código de las 
diferentes aplicaciones y los métodos del webservice. También se verá para 
cada una de las diferentes partes implementadas los principales problemas que 
han surgido y la manera en que se ha solucionada, argumentando la solución. 
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Empezaremos viendo las diferentes herramientas que se han utilizado 
para la consecución del proyecto 
1. Herramientas utilizadas 
1.1. IDE Eclipse 
 
Un IDE es un entorno de desarrollo integrado (integrated development 
enviroment IDE), que consiste en una aplicación compuesta por un conjunto de 
herramientas de programación. Es un entorno de programación que ha sido 
empaquetado como un programa pare crear aplicaciones, es decir, consiste en 
un editor de código, un compilador, un depurador y un constructor de interfaz 
gráfica (GUI). 
Los IDE proveen un marco de trabajo 
amigable para la mayoría de los lenguajes 
de programación tales como C++, Python, 
Java, C#, Delphi, Visual Basic, etc. En 
algunos lenguajes, un IDE puede 
funcionar como un sistema en tiempo de 
ejecución, en donde se permite utilizar el 
lenguaje de programación en forma 
interactiva, esto facilita la tarea al 
programador. 
Es posible que un mismo IDE pueda funcionar con varios lenguajes de 
programación. Este es el caso de Eclipse, al que mediante plugins o 
extensiones se le puede añadir soporte de lenguajes adicionales. 
Esta característica ha sido la razón por la que he decidido utilizar Eclipse 
para el desarrollo de las aplicaciones. Para el sistema a implementar, 
necesitaba usar diferentes lenguajes para las diferentes aplicaciones. En 
primer lugar necesitaba un IDE que soportase lenguaje HTML y PHP para 
realizar la aplicación web de administración, y mediante un plugin eclipse lo 
hace. Necesitaba también soporte para Java para el webservice y eclipse es 
uno de los mejores IDE para desarrollar en este lenguaje. Y Android puede ser 
programado sin IDE mediante su SDK, pero Google ha creado un plugin para 
eclipse muy fácil de instalar que permite debugar, ejecutar en emulador y 
demás de forma fácil. Por tanto la elección de eclipse era clara. 
Otra de las razones por la que he elegido eclipse ha sido por su coste. 
Eclipse usa licencia Eclipse Public License, licencia de software libre y por 
tanto gratuito. Es importante para este proyecto el ahorro de costes, ya que no 
es comercial. Dadas las ventajas con los lenguajes que se usaran, sería 
conveniente usar eclipse como entorno de desarrollo. 
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1.2. Servidor HTTP Apache 
 
Al tener una aplicación web en nuestro sistema, se necesita de un 
servidor web para albergarla y no sirve cualquier servidor, puesto que tiene que 
soportar PHP ya la parte dinámica de la aplicación y consulta de datos se 
realiza en este lenguaje. 
 
 
 
El servidor HTTP Apache es un servidor web HTTP de código abierto, 
esto hace que sea gratuito y libre de manipulación por quien quiera usarlo. Se 
desarrolla dentro del proyecto HTTP Server (httpd) de la Apache Software 
Foundation. 
Desde 1996, Apache, es el servidor HTTP más usado. Alcanzó su 
máxima cuota de mercado en 2005 siendo el servidor empleado en el 70% de 
los sitios web en el mundo, sin embargo ha sufrido un descenso en su cuota de 
mercado en los últimos años.  
 La razón principal por la que se ha elegido es el binomio 
<calidad,precio>. Es gratuito y su calidad está probada sobradamente ya que 
ha sido y sigue siendo uno de los servidores web más utilizados del mundo.  
  
1.3. Servidor WebService Tomcat 
 
El proyecto también necesitaba de un servidor que pudiese albergar el 
webservice. Tomcat es un servidor web y que permite albergar webservices. 
Podríamos pensar que si es un servidor web, con usar Tocmat hubiese sido 
suficiente, ya que tendríamos los dos servidores que necesitábamos en uno 
solo. El problema de Tomcat es que no tiene soporte PHP, por este motivo no 
puede ser utilizado como nuestro servidor web. 
Tomcat al igual que Apache se es un proyecto de la Apache 
Software Foundation. Es un servidor de código abierto también 
gratuito.  
Tanto Apache como Tomcat corren sobre una maquina con 
Linux como sistema operativo. Esta es otra decisión que pretende reducir 
costes y esfuerzos, ya que la instalación, la configuración y el mantenimiento 
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de estos servidores sobre este sistema operativo es más sencillo y rápido que 
en otros. 
 Todo el software ha sido utilizado bajo este sistema operativo ya que por 
motivos económicos los servidores están en una maquina personal con la que 
también se realizaba el proyecto y era de uso diario con Linux. 
 
1.4. BugTracker Mantis 
 
Primero veamos que es un BugTracker. Un sistema de seguimiento de 
errores (BugTracker) es una aplicación informática diseñada para ayudar a 
asegurar la calidad de software y asistir a los programadores y otras personas 
involucradas en el desarrollo en el seguimiento de los defectos de software.  
Puede considerarse como una especie de sistema de seguimiento de 
incidentes. Son usados intensivamente por cualquier empresa o institución que 
realice desarrollo de software. Es una buena manera de poder tener un control 
de los errores que se van produciendo durante la evolución del desarrollo del 
proyecto y así poder ir teniendo control de cuáles se solventan y cuáles van 
quedando pendientes.  
De todos los BugTrackers se buscó uno con licencia gratuita. Después 
de varias pruebas de configuración y pruebas, se optó por Mantis.  
Mantis BugTracker es una herramienta libre y de código abierto basada 
en web para el seguimiento de fallos del sistema bajo los términos de la GNU 
General Public License. El uso común de Mantis se centra mayoritariamente en 
la búsqueda y organización de defectos del software. 
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1.5. StarUML 
 
Para los procesos de especificación y diseño se debe utilizar una 
herramienta para el diseño de diagramas UML. Lenguaje Unificado de 
Modelado o UML, por sus siglas en inglés, Unified Modeling Language es el 
lenguaje de modelado de sistemas de software más conocido y utilizado en la 
actualidad. Es un lenguaje gráfico para visualizar, especificar, construir y 
documentar un sistema. 
De nuevo se busca de entre todas las herramientas una que presente un 
potencial suficiente para la realización del proyecto y que su coste sea lo más 
bajo posible. de entre todas las opciones que se probaron, se decidió por 
StarUML ya que es gratuito, sin versiones de pruebas y con gran cantidad de 
funcionalidades y diagramas posibles. 
 
 
 
 
 
StarUML es una herramienta UML de código abierto, con licencia de la 
GNU GPL. El objetivo del proyecto StarUML consistía en sustituir a las grandes 
herramientas UML comerciales tales como Rational Rose y Borland s ' Juntos. 
Hoy en día el proyecto StarUML no se encuentra en desarrollo y aunque tiene 
fallos, su uso es muy intuitivo y sencillo. 
 
1.6. Google Code 
 
También es necesaria una herramienta que sirva de marco de trabajo 
integral para todo el proyecto, un lugar donde se unan todas las partes. La 
decisión en este caso fue fácil y directa y fue la de tomar Google Code como 
marco de trabajo, donde unificar todos los datos. 
Google Code es una web de Google donde uno puede inscribir sus 
proyectos. Está pensado para la creación y gestión del desarrollo de proyectos 
software como es el caso de este. Una vez se ha creado el proyecto, Google 
Code ofrece diferentes herramientas que ayudan al desarrollador a la hora de 
realizar su tarea. Algunas de estas herramientas son: 
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• SVN: Sistema de Versiones, permite al desarrollador desarrollar 
versiones y tener copias de todas ellas que puede recuperar en 
cualquier momento y con las que puede comparar su código al 
momento. Para este proyecto es un sistema muy útil ya que 
sustituye a los dispositivos de almacenamiento externo. Tanto 
documentación como código fuente, son gestionados mediante 
versiones y guardados en GoogleCode, lo que ofrece una 
seguridad extra ya que un dispositivo de almacenamiento propio 
no tiene copias de seguridad y es fácil de dañar. En el caso del 
SVN Google se encarga de las copias de seguridad y de tener 
operativo el servicio. 
 
• BugTracker: Tiene un sistema de control de incidencias. En 
nuestro caso se optó por no usar este sistema ya que no se 
ajustaba del todo a las necesidades dl proyecto. 
 
 
• Wiki: Dispone de una sección en la que se puede hablar del 
proyecto o de conceptos relacionados con el proyecto para su 
rápida comprensión. 
 
• Gestión de miembros: Una de las mayores ventajas de Google 
Code es que permite compartir del proyecto y trabajar diferentes 
personas a la vez sobre él. 
 
 
 
 
En el caso del proyecto que nos ocupa a lo que mas partido se le ha 
sacado es al SVN, ya que en vez de montar un servidor de SVN en la maquina 
o almacenar la información en el disco local o en otro externo, utilizando el SVN 
proporcionado por Google Code teníamos bien organizada la información por 
versiones y con la seguridad de no perder los datos. 
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1.7. GIMP 
 
Durante el proyecto se han tenido que realizar una serie de trabajos en 
el campo del diseño gráfico.  
En primer lugar en la fase de diseño se tuvieron que maquetar las 
formas de las aplicaciones, y para ello se tuvieron que diseñar parte de estas 
como fondos, iconos, combinación de colores, etc.  
Posteriormente en la fase de implementación se tuvieron que seguir 
diseñando los gráficos que no se habían creado con la maquetación de las 
pantallas. 
Para poder llevar a cabo todos estos trabajos de diseño gráfico se 
necesitaba un software. Era importante escoger un software gratuito, ya que la 
mayoría de herramientas orientadas a la maquetación o diseño suelen tener 
unas licencias bastante caras. Aquí es donde GIMP se hace fuerte, es una 
herramienta de dibujo/diseño/maquetación gratuita que además funciona en 
Linux (Ya hemos dicho antes que el entorno de trabajo seria sobre Linux). Así 
que después de una serie de pruebas para quedar familiarizado con el 
funcionamiento de GIMP, fue el elegido. 
 
A continuación se puede ver una muestra de alguna de las imágenes 
creadas durante este proyecto con la herramienta GIMP. 
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1.8. Microsoft Office 
 
Para la escritura de la memoria y la creación de la presentación para la 
lectura se han usado herramientas del paquete de ofimática Microsoft office. 
Concretamente se han utilizado Microsoft Word y Microsoft Power Point en su 
versión 2007. 
Seguramente la decisión sorprende ya que todos los anteriores disponen 
de licencias gratuitas, mientras que el paquete Office de Microsoft no. Esto se 
debe a que se ha aprovechado la suscripción de la FIB al acuerdo MSDNAA 
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(Microsoft Developer Network Academic Alliance). Esto permite a los alumnos 
de la FIB tener la posibilidad de obtener software de Microsoft que incluye 
sistemas operativos, herramientas de desarrollo i servidores entre otro. El 
software es para el uso en investigaciones i/o proyectos del alumno para la 
facultad, en ningún caso será para fines comerciales. Mediante el acuerdo 
MSDNAA el software es gratuito y legal. 
Estas herramientas se han elegido por su fácil uso y por las mejoras en 
las funcionalidades estéticas de los documentos que ha incorporado esta 
versión del paquete Office. 
 
2. Proceso de desarrollo 
 
En el siguiente apartado veremos los diferentes problemas que han 
surgido durante la implementación de todas las partes que componen el 
sistema. Para cada problema se planteará como surgió y se argumentará la 
solución adoptada. 
2.1. Aplicación de administración 
 
En el proceso de implementación de la aplicación de administración 
surgieron una serie de problemas que se analizaran a continuación. 
Visualización en diferentes navegadores 
Como es habitual a la hora de crear una web, surgen problemas a la 
hora de visualizarla por parte de los diferentes navegadores que existen en el 
mercado. El principal problema es la visualizar la web desde Internet Explorer 
en cualquiera de sus versiones. El trato que Internet Explorer hace de los 
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archivos CSS es diferente al que realizan otros navegadores y aunque el 
código es el mismo, la visualización es totalmente diferente. 
Cuando intenté ver la web por primera vez en IE, observé que la mayoría 
de elementos estaban descuadrados y que había detalles dependientes de los 
CSS que no funcionaban y mi primera idea fue pensar que algo había hecho 
mal. Para comprobar que el código era correcto acudí al W3C. El World Wide 
Web Consortium, abreviado W3C, es un consorcio internacional que produce 
recomendaciones para la World Wide Web. Este organismo se encarga de 
crear los estándares que deberían seguir las webs y por tanto estándares que 
los navegadores deberían tomar a la hora de transformar un código HTML en 
una visualización.  
En el W3C disponen de un sistema para acreditar que una web sigue 
sus estandards. Pasé el verificador correctamente y por tanto mi código estaba 
bien construido, el problema era entonces de IE 
Solución 
Al ser una web de administración propia de la empresa, se utilizará Firefox 
como navegador para la aplicación. Una de las ventajas de esta decisión es la 
de no tener que instalar Windows en los ordenadores y poder ahorrar en 
licencias, pudiendo instalar Linux con navegador Firefox de forma totalmente 
gratuita. 
 
Javascript y PHP 
En la elaboración de la web se ha usado lenguaje HTML para su ceración 
además de Javascript y PHP. El principal problema de usar estos dos 
lenguajes es que uno de ellos es código que se ejecuta en la parte del cliente 
(Javascript) mientras que el otro (PHP) se ejecuta del lado del servidor. En 
principio esto no debería ser ningún problema, pero alguna vez el valor de 
alguna variable Javascript se necesita en el código PHP y no es posible que 
una variable pase de un lenguaje al otro. 
Solución 
Se utilizan recursos alternativos para comunicar Javascript con el servidor de 
forma asíncrona a la navegación. A esta tecnología se la conoce como AJAX 
(Asynchronous JavaScript And XML) De esta manera Javascript puede 
comunicarse con el servidor donde ejecuta código PHP con los datos que 
necesitaba de Javascript. 
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2.2. Aplicación cliente 
 
Comunicación con webservice 
El principal problema a la hora de desarrollar la aplicación cliente del 
sistema, ha sido realizar las comunicaciones entre la aplicación y el servidor de 
webservices. Parecería que la comunicación no debería tener problemas ya 
que el webservice se desarrolla en Java y Android se basa en Java, pero este 
es el problema, Android no es Java sino que se basa en Java. Android no 
dispone de muchas de las librerías de Java. Entre ellas las librerías de apache 
que se encargan de facilitar la comunicación con un servicio web. 
Solución 
La solución que se toma es la de bajar un nivel en las capas de 
comunicación. Cuando una aplicación se comunica con un webservice, lo hace 
con objetos que posteriormente serán transformados en objetos SOAP para ser 
enviados. En nuestro caso en vez de trabajar sobre objetos creados a partir de 
la especificación del servicio dada por el archivo WSDL (Web Services 
Description Language) trabajaremos directamente con objetos SOAP que 
nosotros crearemos. De esta manera la comunicación será posible. Para 
realizar este proceso, necesitaremos librerías que nos permitan trabajar con 
objetos SOAP. En este caso se han elegido las librerías de KSoap2-android. 
 
2.3. Webservice 
 
Algoritmo de Dijkstra 
Para poder planificar rutas entre dos estaciones con el mínimo camino 
posible, se necesita del famoso algoritmo de Dijkstra, que calcula el camino 
mínimo entre dos nodos de un grafo siendo la suma de los pesos de las aristas 
del camino la menos de todos los posibles. Pese a hacer mucho tiempo que no 
utilizaba este algoritmo y no recordaba exactamente su funcionamiento, 
buscando por internet encontré muchos lugares donde me aclararon las dudas 
y volvía a recordar el funcionamiento.  
 El problema en este caso surge cuando intento implementar el algoritmo 
en Java (lenguaje en el que se implementa el WebService). Es un algoritmo 
muy costoso de implementar y que puede llevar tiempo trasladar a código. 
Además se necesita una comprensión muy clara de su funcionamiento para 
poder implementarlo de manera correcta. 
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Solución 
La solución en este caso fue clara. Desde que entré a formar parte del 
alumnado de la FIB he escuchado muchas veces la frase ‘no hay que 
reinventar la rueda’. Fue esto precisamente lo que hice. Intenté buscar en 
internet el algoritmo de Dijkstra implementado en java. Una vez encontrado 
únicamente debía adaptarlo a mis nodos y a mis arcos para su correcto 
funcionamiento. 
 
Desplegar el WebService 
Otro problema que ha surgido a la hora de implementar el webservice es 
el poder desplegarlo en el servidor. No es un problema de implementación 
propiamente dicho pero sí que ocurre durante esta etapa. El problema es la 
complejidad del proceso de desplegado. 
Existen plugins para la herramienta Eclipse, que hemos comentado 
antes y con la que programaremos el webservice. Durante el proceso probé 
alguno de estos plugins sin existo, no conseguí que me funcionasen. 
Solución 
En este caso la solución la volví a encontrar en la FIB. Durante una de las 
asignaturas de la carrera, más concretamente PXC, realicé unas prácticas en 
las que había que generar un webservice y desplegarlo en el servidor. Busqué 
los enunciados de estas prácticas para encontrar la metodología seguida 
durante el despliegue. Una vez entendí la manera de desplegar el webservice 
que se usaba en las prácticas, lo intenté con el webservice del sistema y no 
hubo ningún problema. 
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Capítulo VII 
Tiempo y Coste 
 
En este capítulo veremos una comparativa de la planificación inicial, con 
los tiempos realizados en realidad para poder sacar conclusiones sobre la 
buena o mala planificación que se hizo en su día del desarrollo del proyecto. 
Una de las principales tareas en un proyecto es la correcta definición de la 
planificación, ya que de esta manera el proyecto seguirá una línea prevista, sin 
percances ni momentos críticos en cuanto a tiempos y entregas se refieren. 
Otro de los puntos a tratar son los costes del proyecto. Pese a ser una 
idea no comercial y no se ha hecho en un entorno empresarial, se intentará 
estimar cual sería su coste real de producción y para qué fines se hubiese 
desarrollado en un entorno real. En estos costes se tendrá en cuanta la 
duración del proyecto y el tiempo dedicado para cada uno de los perfiles que 
encontraríamos en un entorno empresarial. 
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1. Tiempo 
 
Anteriormente se ha mostrado la planificación al principio del proyecto, a 
continuación compararemos  esta, con los tiempos empleados realmente. Dado 
que los puntos de la planificación son muchos, se irán comparando las fases de 
la ingeniería del software (análisis, especificación, diseño e implementación). 
Hay que aclarar que los días que se mostraran en las estimaciones que 
se verán a continuación son días de la semana, incluidos fines de semana y ya 
se tiene en cuenta que no se trabajara en la totalidad de estos días, pero sí que 
se trabajara entre semana y fines de semana. 
1.1. Análisis 
 
Planificación inicial 
  
El análisis estaba previsto que durase del día 11/06/2009 hasta el día 
01/07/2009, por tanto su durada sería de 21días. 
Tiempo real utilizado 
 
El tiempo final empleado para la tarea es de 15 días, del 12/06/2009 al 
26/06/2009. Esta tarea se realizó mas rápido de lo previsto, aunque la 
planificación inicial ya tenía previstas una vacaciones y por eso se daba de 
tiempo hasta el día 01/07/2009 para acabar. 
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1.2. Especificación 
 
Planificación inicial 
 
 
La especificación tenía una estimación de 42 días a partir del día 
02/09/2009 como se puede observar en la imagen. 
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Tiempo real utilizado 
 
El desarrollo real de la especificación se realizó en 11 días, 22 días 
menos de los planificados. Es claro que esta tarea mal planificada. Para ver 
donde se han producido los errores podemos ver las subtareas a realizar. 
 Comprobamos que en la especificación de casos de uso de usuario, lo 
planificados e ajusta bastante a los datos reales al igual que en los de 
administrador que se tarda más que en lo planificado. El problema viene en las 
tareas de modelado de los Datos y el comportamiento del sistema donde se 
estiman un total de 24 días y se acaban en 11. 
 Otra de las maneras en que se han reducido los tiempos ha sido 
realizando tareas en paralelo como en el caso de los modelados, que se han 
realizado de esta manera. De esta manera no se tiene que esperar al resultado 
de uno para hacer el otro sino que a medida que uno necesita al otro se va 
haciendo. 
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1.3. Diseño 
 
Planificación inicial 
 
El Diseño tenía una estimación de 35 días a partir del día 03/10/2009 
como se puede observar en la imagen. 
 
Tiempo real utilizado 
 
Lo que pasó a la hora de llevar a cabo el proyecto fue muy aproximado a lo 
planificado, pudiendo llevar a cabo la tarea en 39 días, cuatro días más de los 
planificados. Pese a empezar antes de lo previsto, se acabo antes gracias al 
margen que nos había otorgado la primera planificación pero la ventaja se 
redujo a 7 días únicamente, y el proyecto volvía a ir al día. 
 
1.4. Pre-Implementación e Implementación 
 
Planificación inicial 
 
La pre-implementación es la puesta apunto del entorno de trabajo, 
instalando y configurando todas las herramientas que se vayan a utilizar 
durante la implementación. El pre-implementación tenía una estimación de 4 
días a partir del día 20/11/2009. 
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 La implementación tenía una estimación de 93 días a partir del día 
24/11/2009. 
 
Tiempo real utilizado 
 
 En primer lugar observamos como la pre-instalación se realizó en 14 
días en vez de los 4 planificados, es una gran diferencia. Se deberían haber 
previsto complicaciones en la instalación de las herramientas de desarrollo y su 
configuración como en la instalación y configuración de los dos servidores que 
hacían falta. 
 En segundo lugar podemos ver como la implementación no empieza 
hasta mediados de marzo. Durante todos los proyectos surgen complicaciones 
y durante este tuve problemas personales que hicieron que el proyecto tuviera 
que retrasarse. A partir de este punto nos guiaremos por la cantidad de días 
empleados en cada tarea ya que nos será orientativo aunque las fechas no 
coincidan. 
 Otra tarea mal planificada la encontramos en la Implementación donde 
se planificaron 93 días. Al final esta tarea se realizó en 46 días. Uno de los 
motivos de la mala planificación es el bajo nivel de detalle en las subtareas.  
Cuantos más niveles tenga la planificación de las subtareas mas fácil es 
planificar bien, ya que las tareas pequeñas son más fácilmente panificables que 
las grandes. 
 
1.5. Escritura de la memoria 
 
Planificación inicial 
 
La escritura de la memoria se había planificado durante todo el proyecto, 
a medida que fuese avanzando el proyecto se iría escribiendo la memoria del 
mismo.  
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Tiempo real utilizado 
 
La realidad de nuevo es otra. Se ha optado por realizar la memoria al 
finalizar todas las fases del desarrollo. En cada etapa se han ido guardando los 
diagramas, diseños etc, pero no se ha redactado nada. Al finalizar todas las 
etapas del desarrollo es cuando se ha recopilado la información procedente de 
las etapas previas, se le ha dado forma y se ha redactado esta memoria. 
 
2. Análisis de costes 
 
Durante el desarrollo de este proyecto se han desarrollado labores que 
en cualquier empresa serían asumidas por diferentes empelados, con 
diferentes perfiles dentro de la empresa. Algunos de estos perfiles son los de 
programador, analista, arquitecto de software, jefe de proyectos, diseñador 
gráfico, etc. 
Para el análisis de costes del proyecto es importante tener en cuenta 
que los diferentes perfiles no están igualmente valorados y que por tanto las 
tareas que realizan tendrán un valor monetario diferente. 
A continuación se hará una estimación aproximada del coste que podría 
haber supuesto este proyecto para una empresa. Veremos el tiempo empleado 
para cada uno de los perfiles y el precio de cada uno de estos perfiles, lo que 
nos permitirá saber el coste total aproximado del proyecto. 
Los perfiles que se utilizaran durante la estimación de costes serán los 
siguientes: 
• Analista: Se encarga de hablar con el cliente y extraer las 
necesidades del mismo para realizar un análisis detallado de las 
funcionalidades necesarias. 
 
• Arquitecto: Se encarga del diseño de la aplicación, elección de 
tecnologías y la mejor manera de llevar a cabo el análisis 
funcional. 
 
• Programador: Se encarga de implementar lo que el arquitecto de 
software diseña. 
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• Jefe de proyectos: Gestiona el proyecto en todas sus fases, 
planificar, intenta que los plazos se cumplan y administra los 
recursos. 
 
• Diseñador gráfico: Se encarga de maquetar una propuesta para el 
diseño de la capa de presentación y dotar al programador de 
imágenes para implementar las interfaces de las aplicaciones en 
caso de que las imágenes fueran necesaria.  
Este proyecto ha sido planificado en días y no en horas, se debe hacer 
una estimación de las horas trabajadas por días. En la siguiente tabla podemos 
ver como los dos primero perfiles que coinciden con las primeras etapas del 
proyecto tienen una dedicación más baja que los últimos, esto se debe a la 
relajación inicial. En los últimos perfiles vemos una dedicación a jornada 
completa como media. Pueden haber existido días sin dedicación, o dedicación 
baja pero también han existido días de muchas horas de trabajo continuado. 
Durante ninguna de las etapas del proyecto he tenido un compromiso laboral, 
por eso he podido dedicar tantas horas a la realización del proyecto 
El número de días trabajados por cada perfil se extrae de los datos 
temporales antes descritos. 
El coste por hora de cada perfil ha sido calculado preguntando a 
diferentes compañeros que trabajan para diferentes empresas el coste para 
sus empresas de los diferentes perfiles y haciendo una media de todas ellas. 
El coste por hora de los perfiles no es un precio de venta, es un coste 
para la empresa, contando sueldo, impuestos, seguridad social, despacho, 
electricidad, etc0 
 
Perfil Días Horas/Día Horas totales  euros/hora   Total euros  
Analista 35 5 175           38,00 €       6.650,00 €  
Arquitecto 39 5 195           45,00 €       8.775,00 €  
Programador 63 8 504           28,00 €     14.112,00 €  
Jefe de proyectos 50 6 300           60,00 €     18.000,00 €  
Diseñador gráfico 10 8 80           50,00 €       4.000,00 €  
      
     Total:     51.537,00 €  
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Capítulo VIII 
Conclusiones 
 
Concluidas todas las etapas es hora de sacar conclusiones sobre el 
proyecto, sobre el trabajo realizado, sobre posibles evoluciones o mejoras del 
proyecto entre otras cosas. 
En este capítulo se podrán ver las conclusiones a las que se ha llegado 
después de los meses que ha durado el proyecto. Para facilitar la comprensión 
de las conclusiones, estas se agruparan en diferentes apartados que unificaran 
los temas. 
 
1. Objetivos académicos 
 
En capítulos anteriores de la memoria se habló de los objetivos 
académicos. Sin entrar en detalle en ninguno de ellos, se han cumplido todos. 
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Durante la carrera aprendí muchos conceptos y adquirí muchas habilidades 
que durante este proyecto he podido poner en práctica. 
Además de las habilidades adquiridas he tenido que volver a consultar 
apuntes y visitar páginas webs de asignaturas realizadas para conseguir 
material didáctico y poder seguirlo para realizar correctamente el proyecto. 
Gran parte de lo que nos enseñan en la carrera es a buscar información útil si 
existe antes que inventarla nosotros y precisamente ha sido una de las ideas 
principales de todo este proyecto. Durante el tiempo que ha durado se ha 
buscado todo tipo de información, de manuales, de algoritmos, etc. Cualquier 
cosa que se necesitaba hacer y no estaba muy clara, primero se buscaba hasta 
que quedaba clara y después se llevaba a cabo o si se encontraba la solución 
se utilizaba siempre que fuese posible. 
Una vez uno llega a este punto, valora los años de esfuerzo que se han 
necesitado aquí y se da cuenta de la cantidad de información y de conceptos 
importantes que ha aprendido a lo largo de esos años. Conceptos que podrían 
haberse aplicado perfectamente en el diseño del mismo sistema para una 
empresa. Que el proyecto haya sido divulgativo y no comercial no quiere decir 
que el esfuerzo haya sido menos. 
Creo firmemente que los objetivos académicos mencionados en el 
primer capítulo, se han conseguido. Para ser crítico con el trabajo realizado, 
debo decir que se podría haber hecho una mejor planificación del proyecto. La 
planificación no ha salido como se esperaba. Normalmente se queda corta en 
tiempos, pero en este caso la planificación ha sido demasiado holgada para el 
trabajo a realizar. 
 
2. Objetivos como proyecto 
 
Para ver los objetivos cumplidos en este caso miraremos los 
mencionados al inicio de la memoria y veremos si han sido conseguidos o no. 
1. Estado de las estaciones: Se ha conseguido que la aplicación móvil 
informe del estado en tiempo real de las estaciones. 
 
2. Planificador de rutas: Se conseguido que la aplicación móvil 
obtenga una ruta mínima entre dos estaciones seleccionadas por el 
usuario en un tiempo muy bueno. 
 
3. Red Social: Se ha creado el sistema de amistades y objetos 
compartidos que permite a los usuarios de AndroBici de un medio 
con el que poder comunicarse y compartir cosas con sus amigos. 
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4. Zona de ayuda: Dotar a los usuarios de un sistema móvil mediante 
el que se pueda advertir de problemas en el servicio o sugerir nuevas 
ideas para mejorar el servicio ya existente. 
 
5. Servicio Web: Toda la carga de cálculos y accesos a base de datos 
se encuentra en el webservice para no cargar el rendimiento de los 
terminales móviles. Además se ha conseguido realizar correctamente 
todas las operaciones necesarias para que el webservice pueda ser 
accesible desde cualquier tecnología. 
 
6. Aplicación de Administración: Se ha creado con éxito la web con 
la gestionar los recursos del sistema. Además se ha conseguido una 
manera de hacer muy amigable para el usuario. Es muy fácil de 
gestionar a la vez de rápida para gestionar los datos. 
  
7. Base de Datos: La creación de la base de datos se ha realizado con 
éxito, siguiendo el esquema precedente del modelo conceptual de 
datos. Se han realizado pequeñas modificaciones en cuanto a tipos 
de datos para la cohesión de los mismos, pero la forma con la que se 
pensó e ha respetado. 
 
De lo anterior se puede concluir que los objetivos se han realizado con 
éxito y dentro del plazo establecido. Cuando empecé el proyecto pensé que la 
cantidad de cosas que se tenían que hacer eran demasiadas pero viendo 
resultados, estoy muy contento de haberlo llevado a cabo. 
 
3. Posible evolución futura 
 
Una vez se han conseguido los objetivos marcados para la consecución 
del proyecto, se debe pensar en cómo mejorarlo o ampliarlo. Pare ello debe 
seguirse una línea de desarrollo futuro hacia donde demande el mercado, ya 
que es este el que testea la aplicación y es el mercado el que necesita de 
nuevas funcionalidades para estar satisfecho.  
La principal línea de avance futura está muy clara, y ha de ser la 
creación de aplicaciones cliente en los diferentes lenguajes existentes en el 
mercado de la telefonía móvil (iPhone, Symbian, WindowsMobile0). Esto es 
necesario para que usuarios con diferentes teléfonos móviles puedan 
interactuar en el mismo sistema, haciéndolo así independiente a la tecnología. 
La ventaja del sistema montado es que en este caso solo se deben desarrollar 
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las aplicaciones clientes, ya que la capa de dominio y la capa de datos están 
aisladas y son accesibles. 
Otra de las líneas de desarrollo futuro es la de añadir nuevos tipos de 
objetos compartidos. Uno de los principales tipos en los que habría que poner 
especial interés es en los vídeos. Cada vez más móviles disponen de cámara 
de vídeo y los usuarios suelen querer compartir estos con los amigos a los que 
graban, por este motivo los videos compartidos serían una prioridad. 
Habría que ampliar también los parámetros con los que se calcula la ruta 
mínima entre dos estaciones, introduciendo variables temporales o de tráfico. 
La mejora en el sistema de cálculo puede hacer que el usuario elija entre 
diferentes parámetros de planificación (tiempo, distancia, tráfico, etc.). 
Como última mejora, yo ampliaría o mejoraría el sistema de amistades y 
perfiles de usuario. Algunas de las mejoras serían: 
• Avatar para los usuarios (imágenes identificativas). 
• Ampliación de los parámetros de la configuración de la cuenta. 
• Introducir la posibilidad de enviar mensajes privados a los amigos. 
• Poder agrupar a los amigos en grupos.  
 
4. Conclusión personal 
 
Desde el inicio de este proyecto he estado muy ilusionado con la idea de 
llevarlo a cabo. Desde el principio supe que sería difícil en cuanto a plazos ya 
que se trataba de realizar un sistema entero, con los problemas de cohesión 
que ello comporta, pero ha valido la pena. 
Después de todos estos meses de estar trabajando y peleándome con el 
sistema, estoy muy orgulloso del trabajo realizado y sobretodo de lo que he 
aprendido con ello. He mejorado mucho en aspectos técnicos y en sobretodo 
he mejorado en saber buscar información y resolver dudas por mí mismo.  
Durante estos meses han pasado muchas cosas en mi vida, unas 
buenas y otras malas, pero lo que más recordaré de este año será que acabé 
la carrera y que lo hice como quería, haciendo un proyecto que realmente me 
ilusionase, con el que me sintiese identificado y con el que aprendiese. Sin 
duda este proyecto lo ha tenido todo para mí. Al empezar la memoria 
comentaba que en una empresa estuve realizando un PFC que dejé por no 
sentirme identificado con lo que estaba haciendo, y con este proyecto ha sido 
totalmente diferente porque he hecho lo que yo imaginé, he pasado mis ideas 
al mundo real y es muy gratificante. 
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Capítulo IX 
Bibliografía 
 
En el siguiente capítulo veremos todas las fuentes de las cuales se ha 
extraído información para realizar el proyecto. Las fuentes pueden ser de dos 
tipos: libros o publicaciones y páginas web. 
 
1. Libros y publicaciones 
 
• ‘Enginyeria del software Especificació’ 
o Dolors Costal, Xavier Franch, M. Ribera Sancho, Ernest teniente 
o Edicions UPC 2000 
 
• ‘Apunts de Bases de Dades’ 
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o Apuntes de la asignatura de ‘Bases de Dades’ 
 
• ‘Enunciat práctica 5 PXC’ 
o Enunciado de la práctica 5 de la asignatura ‘Projecte de xarxes de 
Computadors’ 
 
2. Páginas web 
 
• Google (http://www.google.es/) 
 
• Android developers (http://developer.android.com/) 
 
• Wikipedia (http://es.wikipedia.org/) 
 
• Android Spa (http://www.android-spa.com/) 
 
• Google Maps Api (http://code.google.com/intl/es-ES/apis/maps/) 
 
• Guía de referencia CSS del W3C  
(http://www.w3c.es/divulgacion/guiasreferencia/css21/) 
 
• PHP snippets (http://www.jonasjohn.de/snippets/php/) 
 
• Tomcat (http://tomcat.apache.org/) 
 
• Apache (http://www.apache.org/) 
 
• MySQL (http://www.mysql.com/) 
 
• Google Code (http://code.google.com/intl/es-ES/) 
 
• Gimp (http://www.gimp.org.es/) 
 
• StarUML (http://staruml.sourceforge.net/en/) 
 
• Eclipse (http://www.eclipse.org/) 
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Anexo 
Anexo: manuales de usuario 
 
En este anexo se podrán ver los manuales de usuario de las dos 
aplicaciones del sistema: aplicación de administración y la aplicación cliente. 
Los manuales de usuario ayudarán a entender el funcionamiento de las 
aplicaciones y servirán de guía para los usuarios para saber cómo realizar 
algunas tareas. Estos manuales intentan acercar las funcionalidades 
disponibles en las aplicaciones a los usuarios.  
Como hemos dicho, en el sistema existen dos aplicaciones: la de 
administración y la de clientes. Por este motivo el anexo se dividirá en dos 
grupos, un manual para cada una de estas dos aplicaciones 
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1. Aplicación de administración 
 
En el siguiente manual se podrá ver la manera de gestionar los 
diferentes elementos del sistema. Con la ayuda de imágenes se podrán 
observar las diferentes pantallas y las diferentes acciones que se pueden 
realizar en cada una de ellas. 
Cuando el administrador entra en la aplicación se encuentra con una 
página de login: 
 
El administrador debe introducir los datos correctamente o será avisado 
mediante un mensaje de error de que no se puede logear. 
Cuando el administrador accede al sistema se encuentra en primer lugar con la 
página de inicio: 
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En esta página podemos observar ya la barra de navegación superior. 
Esta barra servirá para navegar entre las diferentes secciones de gestión que 
existen en la web. Los elementos que podremos gestionar son: 
• Usuarios 
• Estaciones Bici 
• Rutas 
• Sugerencias 
• Incidencias 
Para poder acceder a las secciones deberemos pasar el ratón por cada 
uno de los nombres y nos aparecerán las opciones que podemos clicar. 
Veamos qué acciones podemos realizar sobre cada uno de ellos. En 
primer lugar, como vemos en el bocadillo que aparece al pasar el ratón sobre 
usuarios, podemos buscar un usuario introduciendo su identificador. Cuando 
hagamos click en “Enviar”, a la derecha nos aparecerá toda la información del 
usuario y dos botones, uno para eliminar al usuario y otro para modificar el0 
usuario. En el caso de clicar en modificar, los campos pasarán a ser editables y 
podremos modificar al usuario para después guardarlo. 
 
 
 
 
 
 
 
 
 
También podemos agregar a un usuario, en este caso, nos aparecerán 
los campos correspondientes a la información de un usuario vacios, algunos de 
ellos son obligatorios. El administrador deberá rellenar correctamente los 
campos y después guardarlo. En caso de existir algún error el sistema avisaría 
al administrador del error producido mediante un mensaje en la parte superior 
de los campos. Podemos verlo en la siguiente imagen. 
 
 
174 
 
 
 
 
 
 
 
 
 
Si el administrador desea gestionar estaciones bici, en el bocadillo que aparece 
al mover el ratón por encima de ‘Estaciones bici’ aparecerán las opciones Ver 
Todas y Añadir. 
Desde Ver Todas, el administrador puede ver el estado en tiempo real 
de cualquiera de las estaciones que existen en el sistema. Además el bocadillo 
mostrado sobre la estación en el mapa, dispone de una pestaña para poder 
modificar el estado manualmente. Si el administrador desea modificar el estado 
de la estación, puede entrar en esta pestaña, modificar los campos editables y 
guardar el estado. Este comportamiento puede verse en la siguiente imagen. 
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También podemos añadir una estación desde la opción Añadir del 
bocadillo en la barra de navegación. En este caso al administrador le aparecerá 
un mapa donde con un solo click sobre él, aparecerá un bocadillo con campos 
editables que deberá rellenar a modo de información de la estación que desea 
crear. El sistema guardará la estación en el punto donde se ha clicado sobre el 
mapa. En la siguiente imagen podemos ver como aparecer el bocadillo a la 
hora de intentar añadir una estación bici. 
 
Otro de los elementos gestionables son los carriles Bici. Al igual que con 
las estaciones bici, en el bocadillo que aparece al mover el ratón sobre ‘Carriles 
bici’ en la barra de navegación, nos aparecen las opciones de Ver todos o 
Añadir. 
Si el administrador quiere ver el estado actual de un carril, seleccionando 
Ver todos en el bocadillo desplegable, accederá a un mapa con todos los 
carriles del sistema. Haciendo clic sobre uno de los carriles podrá ver su 
información. Además desde el bocadillo que aparezca podrá eliminarlo. 
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El administrador a su vez, también puede añadir nuevos carriles al 
sistema de forma sencilla. Seleccionando la opción Añadir del bocadillo 
desplegable, le aparecerá un mapa con los carriles disponibles, las estaciones 
y los cruces existentes. El administrador únicamente tendrá que ir clicando 
sobre el mapa los puntos que quiere que formen el carril. En el lado izquierdo 
irán apareciendo los puntos que va clicando y puede ir eliminándolos al mismo 
tiempo por si existe alguna equivocación. Podemos ver esto en la siguiente 
imagen. 
 
 
 
 
 
 
 
 
  
 Por último el administrador puede gestionar las incidencias y 
sugerencias generadas por los clientes del servicio. En este caso no se podrán 
añadir ni modificar ya que es información generada por los clientes. Lo que sí 
que se podrá es eliminar una sugerencia o incidencia una vez resuelta o 
desestimada.  
 Para ver la información de una sugerencia o de una incidencia el 
procedimiento es el mismo. El administrador deberá seleccionar ‘Ver todas’ del 
bocadillo desplegable que aparece al pasar el ratón sobre ‘Sugerencias’ o 
‘Incidencias’ en el menú de navegación. Aparecerá un mapa con las 
sugerencias o incidencias existentes. Clicando sobre su icono, aparecerá un 
bocadillo en el mapa con su información y un botón para poder eliminarla. 
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2. Aplicación cliente 
 
 En el manual se podrá ver la manera de utilizar la aplicación cliente. Se 
verán las funcionalidades disponibles y la manera de acceder a ellas, así como 
la forma de navegación entre las diferentes pantallas de la aplicación. 
 El manual se basará en capturas de pantalla de la aplicación, mediante 
las cuales veremos las diferentes zonas de cada pantalla y veremos que 
funcionalidad tiene cada una. Utilizaremos señales numéricas para distinguir 
las partes, botones, menús, etc0 de cada pantalla. De esta forma el lector del 
manual se situará más rápido teniendo la aplicación delante. 
 En este manual, se dará por supuesto que el cliente está usando un 
terminal con sistema Android. Este detalle es importante porque todo terminal 
con este sistema, incorpora cuatro botones importantes para el buen uso de 
nuestra aplicación: botón atrás, se utilizar para navegar hacia atrás entre las 
pantallas de las aplicaciones, botón casa, se utiliza para ir al escritorio sin 
cerrar la aplicación, manteniéndola en memoria y botón menú, que abre el 
menú de la pantalla en la que el usuario se encuentre.  
Cuando el usuario accede a la aplicación cliente de AndroBici lo primero que 
encuentra es la pantalla de login. En esta pantalla el usuario debe introducir su 
identificador y su contraseña para poder acceder a su información. Si el usuario 
hace clic en el botón atrás, se cerrara la aplicación.  
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Si el usuario hace clic en el botón menú le aparecerán las opciones que 
se pueden ver en la anterior imagen: 
• Olvidé Contraseña: Le recuerda al usuario su contraseña en caso de 
haberla olvidado, mediante un mail. 
• Cambiar Contraseña: Permite al usuario cambiar su contraseña actual 
 Una vez el usuario ha introducido sus datos correctamente la aplicación 
le dará acceso al sistema. Si los datos introducidos son incorrectos se le 
mostrará un texto explicándole el motivo. 
 Cuando el usuario ha sido logeado correctamente, lo primero que 
encuentra son cuatro pestañas con las cuatro partes principales de la 
aplicación: Red Social, Estaciones, Rutas y Ayuda. Como página inicial el 
usuario tiene la Red Social.  
 En la siguiente imagen se pueden ver los elementos principales de la 
Red Social. Los diferentes elementos están marcados con números y a 
continuación se detallará el uso de cada uno de ellos. 
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1. Añadir elemento compartido: Mediante el clic en este botón, aparecerá 
un menú en el que aparecerán los elementos que pueden ser añadidos: 
Texto e Imagen.  
A continuación se muestra el menú que aparece al hacer clic en el botón de 
añadir así como las pantallas de añadir texto y añadir imagen. 
 
 
 
  Como se puede observar al tanto al añadir un texto o una imagen 
se debe introducir un título y un texto descriptivo. En caso de ser una 
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imagen se puede elegir entre obtener la imagen de la galería de imágenes 
disponibles en el terminal u obtenerla mediante la cámara de fotos. 
2. Actualizar Mapamundi: El botón de actualizar se utiliza para refrescar el 
mapa de los elementos compartidos. Si se tiene un tiempo la aplicación 
abierta el usuario puede utilizar este botón para comprobar si sus amistades 
han compartido nueva información desde el momento que el usuario abrió 
la aplicación. 
 
3. Elementos Compartidos: Los elementos situados sobre el mapa son los 
elementos compartidos por los amigos del usuario. Estos elementos pueden 
ser: Imagen, Texto, Ruta y Coger Bici. Para poder ver la información de 
alguno de estos elementos, únicamente se debe clicar sobre él, entonces 
aparecerá la pantalla con la información del elemento seleccionado. A 
continuación vemos una muestra de cómo se vería esta información en 
alguno de los elementos. 
 
4. Amistades: Esta opción así como la 5, 6, 7 aparecen cuando el usuario 
hace clic sobre el botón Menú de su terminal móvil. Con este elemento del 
menú el usuario puede acceder a la gestión de sus amistades. 
Concretamente accedería a la lista de sus amistades como la de la 
siguiente imagen. 
 
 
1. Amigo: Si se hace click sobre un elemento de la lista de amigos 
(sobre un amigo) se puede acceder a su información personal, desde 
donde se pueden enviar SMS, mails o incluso llamar a sus números 
telefónicos.(imagen superior derecha) 
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2. Invitaciones: Desde esta opción de menú se puede acceder a la 
lista de invitaciones de amistad que tiene pendiente el usuario y 
desde ahí puede aceptarlas o ignorarlas. 
 
 
 
3. Buscar Persona: En la opción de buscar persona, el usuario 
puede introducir un identificador de persona para intentar localizar a 
algún conocido en el sistema. En caso de encontrarlo y no tener una 
amistad o una invitación de amistad pendiente, el usuario puede 
enviar una invitación a la persona encontrada. 
 
 
5. Ver más: Esta opción tiene como objetivo poder ver en el mapa elementos 
más antiguos de los que el usuario tiene establecidos en sus preferencias. El 
usuario en sus preferencias determina la antigüedad máxima de los 
elementos que desea ver sobre el mapa. En caso de querer ver elementos 
más antiguos puede pulsar esta opción del menú 
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6. Preferencias: Desde esta opción el usuario puede determinar los elementos 
que desea ver o no ver en el mapa, así como la antigüedad máxima de estos 
elementos. 
 
7. Logout: En toda pantalla principal, tanto de Red Social, como Estaciones, 
como Ruta, como Ayuda, en el menú existe un botón de logout, desde donde 
se puede salir de la aplicación para volver a la pantalla de login. 
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La segunda pestaña principal del sistema es la de Estaciones, desde la cual se 
pueden observar las posiciones de las diferentes estaciones bici y desde dónde 
se puede consultar el estado en tiempo real de cada una de ellas. 
 
  Haciendo clic sobre cualquiera de las estaciones del mapa, el usuario 
puede acceder a la información del estado de la misma. Para volver de la 
información el usuario únicamente debe pulsar el botón atrás de su terminal 
móvil. 
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  La siguiente pestaña principal de la aplicación es la del planificador de 
rutas. Desde esta pestaña el usuario puede planificar la ruta con distancia 
mínima entre dos estaciones cualesquiera.  
 
  Para poder planificar una ruta el usuario únicamente tiene que 
seleccionar dos estaciones. Cada vez que seleccione una estación aparecerá 
un pequeño menú en el que tendrá que decidir si la estación seleccionada es 
inicio o final de la ruta.  
  Una vez el usuario ha seleccionado tanto inicio como final de ruta, 
aparecerá el botón de ‘Ver ruta’ (imagen superior izquierda) mediante el cual el 
sistema le planificará la ruta mínima y le será mostrada en el mapa (imagen 
superior central). 
  En la pantalla en la que se muestra la ruta planificada observamos dos 
botones: 
1. Perfil ruta: Desde este botón se podrán ver las alturas de los 
diferentes puntos por los que pasaría el usuario si siguiese la ruta 
planificada (imagen superior derecha). 
 
2. Compartir Ruta: Mediante esta opción de menú, el usuario puede 
compartir esta ruta con sus amistades. Únicamente deberá añadir un 
título y un texto descriptivo y la ruta será compartida con sus 
amistades.  
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 La última pestaña principal de la aplicación es la de Ayuda. Esta pestaña 
está pensada para que los usuarios ayuden a AndroBici a mejorar en sus 
servicios. Intenta establecer un medio de comunicación entre la empresa que 
ofrece el servicio y los usuarios que lo utilizan. 
  En esta pestaña los usuarios podrán crear incidencias o señalar 
problemas que ellos vean entorno al servicio ofrecido o bien podrán crear 
sugerencias o recomendaciones. Las incidencias y sugerencias generadas por 
los usuarios serán tratadas por AndroBici a fin de mejorar su servicio. 
 
 
1. Añadir ayuda: Mediante este botón al usuario le aparecerá un menú como el 
de la imagen superior derecha para determinar qué tipo de elemento desea 
crear. Tanto una sugerencia como una incidencia se componen de un título 
y un texto descriptivo. 
 
Recomendaciones 
• Disponer de conexión a internet. Si no es así, a la aplicación le será 
imposible conectar. 
• Intentar disponer de conectividad 3G. La diferencia de velocidad en 
conexiones G o conexiones 3G es muy grande. En esta aplicación se 
recomienda la utilización siempre de conexiones 3G. 
• Tener habilitado el sistema de localización por GPS o localización 
mediante triangulación de celdas. Ambas opciones se encuentras 
disponibles en todos los terminales móviles con Android. 
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