A process modeling language is declarative when it explicitly takes into account the business concerns that govern business processes. In this paper, we show how business concerns can be modeled declaratively using a fact-oriented business vocabulary that allows to express sixteen different business rule types. In particular, we present the EMBrA 2 CE Framework, an extension of the SBVR that allows for declarative process modeling.
Introduction
In general, one can think of the following business concerns to play a governing role in the organization of work: -Business regulations: external directives: laws and contracts. -Business policies: internal directives; strategies and procedures. -Costs and benefits: the incurred benefits and costs of an activity. -Time: the overall time to process an activity. -Information prerequisites: the information required to start an activity.
-Technical and common-sense constraints
Organizations often only implicitly think about these business concerns when they design business processes but pay little attention to documenting why specific design choices have been made. Instead of making these business concerns explicit, they are implicitly used to determine task control flows, information flows and work allocation schemes. In other words these aspects remain implicit but their effects are hard-coded directly in procedural process models.
In this paper, we show how the business concerns that govern business processes can be modeled declaratively using a fact-oriented business vocabulary that allows to express business rules. The paper is structured as follows. In section 2 we contrast declarative and procedural process modeling. In section 3 we give a vocabulary for declarative process modeling, called the EM-BrA 2 CE Vocabulary. This vocabulary is an extension of the SBVR and allows to declaratively refer to the state of a business process. In section 4 we identify a number of business rule types that use this vocabulary to describe the state transition constraints of declarative process models. Finally, in section 5 we relate the EM-BA 2 CE Framework to the relevant literature.
Procedural versus Declarative Process Modeling
A business process model is called procedural when it contains explicit information about how processes should proceed, but only implicitly keeps track of why these design choices have been made. Procedural process models are modeled with procedural languages such as the Business Process Execution Language (BPEL) [1] , the Business Process Modeling Notation (BPMN) [2] and UML Activity Diagrams [3] . The counterpart of a procedural process model is a declarative one. Process modeling is said to have a declarative nature, when it explicitly takes into account the business concerns that govern business processes and leaves as much freedom as is permissible at execution time for determining a valid and suitable execution scenario. Table 1 summarizes the differences between procedural and declarative process modeling. These differences are discussed in the subsequent paragraphs. Declarative process modeling makes the governing aspects of business processes explicit in the form of vocabulary and business rules. Business rules are atomic, formal expressions of business policies, business regulations and common-sense constraints. Business rules make business concerns explicit and traceable. Procedural process languages predominantly focus on the control-flow perspective of business processes. In such process languages it might be possible to enforce business rules using a control-flow-based modeling construct. For instance, the enforcement of a derivation or integrity constraint can be directly modeled in BPEL as a calculation or input validation step. The disadvantage of procedural process modeling is that business rules cannot be formulated independently from the process models in which they are to be enforced. Consequently, the same business rule is often duplicated in several procedural process models. When the business rule changes it is likely that all process models must be reexamined. Declarative process modeling separates business rule modeling from business rule enforcement. In particular, it does not make use of control flow to indicate when and how business rules are to be enforced [4] . Instead, it is left to the execution semantics of the declarative process models to define an execution model in which different business rule types are automatically enforced. This separation of business rule specification and enforcement facilitates design-time flexibility.
Another point of difference is the modality that is attached to the information in process models. Procedural process models inherently have the necessity modality (what must ) attached, whereas declarative process languages allow for other modalities like intention (what ought ), possibility (what can) and certainty (what is). These modalities offer run-time flexibility. In particular, they allow to distinguish between what is strictly required (hard constraint) and what is merely desirable (soft constraint) behavior in a business process. This can help the coordinator of a business process to come up with a suitable yet valid execution plan.
Procedural process models are overburdened with communication activities intended to notify an external business partner about the occurrence of a relevant business event or to transmit information. For example, an example in the BPMN specification [2, p. 107] contains communication activities such as 'receive order' and 'send invoice'. Such communication activities depict communication logic in a procedural manner, because they specify how and when business events are communicated and information is transmitted. Declarative process models are only concerned with the ability of business agents to perceive business events and business concepts. When an agent (for instance a business partner) can perceive a particular event, the event becomes non-repudiable to the agent, irrespective of how the agent is notified of the event. The execution semantics of a declarative process model determines how events are communicated. In particular, events can be communicated as messages that are sent by the producer (push model), retrieved by the consumer (pull model) or via a publish-subscribe mechanism. This declarative modeling style enhances designtime flexibility, as it allows to model business processes irrespective of the used communication channels.
To make a point, this section has contrasted procedural and declarative modeling. The difference between procedural and declarative process modeling is out there, but no dichotomy is implied. Many of the design-time advantages of declarative process modeling can already be realized by a careful methodology of documenting the underlying business concerns. The run-time advantages of increased flexibility and user-involvement nonetheless require a declarative modeling language. The choice for modeling language then depends on the application domain.
A Vocabulary for Declarative Process Modeling
Declarative process models should be on the one hand comprehensible so that they can be understood by business people and on the other hand formal so that they can be enforced by information systems. The Semantics of Business Vocabulary and Business Rules (SBVR) [5, 6] provides a number of conceptual vocabularies for modeling a business domain as a vocabulary and a set of rules. Additionally, the SBVR has a vocabulary to describe the semantic structure and meaning of expressions in terms of formal logic that can be used by automated reasoning mechanisms. This combination of linguistics and formal logic provides the fundamentals for developing a natural language parser that allows to express the meaning of rules that have a textual notation [7] . It makes the SBVR suitable as a base language for declarative process modeling.
The current SBVR specification [6] does not have a built-in vocabulary for expressing process-related concepts such as agent, activity, event or deontic assignment. In [8] To make this text self-contained, a number of concepts of the EM-BrA 2 CE Vocabulary are discussed in the remainder of this section. The vocabulary defines instance-level concepts that are meant for describing the state of a business process instance. In addition, it defines type-level concepts that are meant for describing the state space of a business process model. Figure 2 SBVR:concept type. To each instance-level individual concept a particular typelevel concept type corresponds. In the following paragraphs these type-instance pairs are defined.
Activity is a central concept in the vocabulary. An activity can either represent the act of performing an atomic unit of work or the act of coordinating a set of sub-activities. The former is called an atomic activity whereas the latter is called a composite activity. Each activity has an activity type.
An activity type is a SBVR:concept type that specializes the individual concept 'activity' and that classifies an activity. Example: anActivityX has type coordinate purchase order. An activity is an SBVR:individual concept that represents a unit of (coordination) work to be performed by an agent. Example: the activity 'anActivityX'.
In the context of a business process an agent can fulfill a particular role that represents an authorization to perform a number of activities. This conception of role is consistent with the Role Based Access Control (RBAC) standard [9, 10, 11] .
A role is an SBVR:individual concept that represents a set of authorizations with regard to the performance of activities of given activity types. Example: the roles 'buyer', 'seller'. An agent is an SBVR:individual concept that represents an actor or a group of actors who can perform activities. Example: the agents 'worker-X', 'sales department', 'banking inc.'. 'Agent can have role role' is a SBVR:associative fact type that represents that an agent can assume a particular role. Example: 'Agent can have role role' 'Agent has role role in the context of activity' is a SBVR:associative fact type that represents that an agent assumes a particular role in the context of an activity.
In the vocabulary, the state of an activity (or service instance) includes the history of events related to the activity or its sub-activities. Unlike many ontologies for business modeling, such as for instance the UFO [12] is made between activities and events. Activities are performed by agents and have a particular duration whereas events occur instantaneously and represent a state change in the world. Changes to the life cycle of an activity are reflected by means of activity events. Activity events allow process modelers to distinguish between the activity state transitions that occur when, among others, creating, scheduling, assigning, starting and completing an activity.
An event is an SBVR:individual concept that corresponds to an instantaneous, discrete state change of a concept in the world. An event type is a SBVR:concept type that specializes the individual concept 'event' and that classifies an event.
Agents that have a particular role in the context of a business process have the authorization to perform a particular activity. This authorization is expressed by the can perform fact type. When performing an activity of a particular activity type, an agent can manipulate business facts of particular business fact types. This is expressed by the can manipulate fact type. Additionally, agents can retrieve information about particular business fact types when performing activities. The business fact types that are visible are indicated by the can make visible fact type. The fact type 'role can subscribe to event type in context of activity type' expresses the visibility of events to agents in the context of an activity. It does not express how agents are notified of the event, which can generally occur using either a pull, a push or a publish-subscribe mechanism.
Furthermore, it is possible that the visibility is constrained by so-called event subscription constraint business rules.
Business Rule Types
Each business process can be modeled by describing its state space and the set of business rules that constrain the possible transitions in this state space. For instance, the state space of an order-to-cash process is described by the following concepts:
-composite activity types: coordinate sales order -atomic activity types: place order, accept order, reject order, pay, ship -activity event types: created, assigned, started, completed -business concepts: order, order line -business fact types: order has order line, order is critical ,...
In [8] a total of sixteen business rule types are identified that can constrain specific activity state transitions. They refer to one of the three aspects of business process modeling that are generally considered [13] : control-flow, data and organizational aspects. For reasons of brevity, only a number of these business rule types are included in this text.
Control-flow Aspects. Business policy and regulations contain a lot of implicit order and timing information. In a trade community, for instance, different business protocols might exist for engaging in a business interaction. Such business protocols lay down the obligations and permissions of all business partners in an interaction and can be expressed in the form of temporal deontic rules.
A temporal deontic rule is a structural business rule that defines when deontic assignments come into existence or cease to exist based on the (non-)occurrence of events. Example: Necessity: initially a buyer has the permission to perform a place order activity. Necessity: when a buyer completes a place order activity, the seller has the obligation to perform a accept order activity or a reject order activity within 2 time units.
Assuming that the agents in a business interaction do not intend to violate these deontic assignment rules, the resulting permissions and obligations impose partial order constraints on the activities in a business process [14] .
Activity pre-and postconditions are another way of expressing control flow aspects.
An activity precondition is a business rule that defines the conditions that are required to start an activity of a given activity type. A precondition can refer to business facts or events in the event history. Example: To start an accept order activity, it is necessary that a place order activity has been completed and that no accept order or reject order activity has been started. A business fact postcondition is a business rule that specifies the abstract state of an activity of a particular activity type upon its completion. A postcondition can refer to business facts or events in the event history. Example: To complete an activity that has type accept order, it is necessary that the order has an acceptation notice.
Data aspects. The performer of an activity can perform particular manipulations (addition, removal or update) of business facts. These state transitions can be constrained by integrity constraints and derivation rules.
A static integrity constraint is a business rule that constrains the domain over which business facts can range by expressing a logical assertion that can, cannot, must or must not remain true [15] . Example: It is necessary that each order has at least one order line. A derivation rule is a business rule that defines a business fact in terms of existing business facts [15] . Example: necessity: a luxury product has a value-added-tax of 20 percent.
Organizational aspects. Organizational aspects related to the visibility of business concepts and events and the authorization to perform particular activities. For instance:
An activity authorization constraint is a structural business rule that dynamically constrains the activities that can be assigned to an agent on the basis of the properties of the activity, the business facts in its state space and the properties of the agent. Example: It is necessary that an agent that has function junior sales representative can not perform activities that have type accept order or reject order for an order that has a total amount larger than 2000 euro.
In the example, the fact 'sales representative can perform accept order' is constrained by the rule that sales orders larger than 2000 euro cannot be reviewed by junior sales representatives. Access control specifications adhering to the rolebased access control (RBAC) model [9, 10, 11] have a non-monotonic semantics of general rules and exceptions that can be expressed in defeasible logic [16] .
Evaluation and Related Work
In the literature, languages such as the case handling paradigm [17] , OWL-S [18] , the constraint specification framework of Sadiq et al. [19] , the Web Service Modeling Ontology (WSMO) [20] , the ConDec language [21] and the PENE-LOPE language [14] can be categorized as declarative languages. None of these languages for declarative process modeling are expressive enough to cover the many real-life business concerns that exist in reality. For instance, the ConDec language and the PENELOPE language only allow to express business rules about sequence and timing constraints, i.e. the control-flow perspective [13] . Web Service Orchestration standards such as OWL-S and WSMO, on the other hand, include the organizational and data model aspects, but do not provide a temporal logic to express temporal relationships between concepts such as activities or events. Moreover, these languages make use of very different knowledge representation paradigms. For instance, the ConDec language is expressed in Linear Temporal Logic (LTL) whereas the PENELOPE language is expressed in terms of the Event Calculus. These heterogenous knowledge representation paradigms raise the question how it will be possible to reason about such heterogeneously expressed knowledge. Finally, these languages do not have an explicit execution model or have an execution model that explicitly assumes either human or machine-mediated service enactment. The EM-BrA 2 CE Framework has a formal execution model [8] and makes abstraction of the differences between humans and machines. Coordination work such as creating, scheduling, assigning, skipping, aborting or redoing an activity can then be performed by humans, machines or both.
The vocabulary and execution model of the EM-BrA 2 CE Framework have been validated experimentally using simulation and rule induction techniques. In [22] we have used the vocabulary and execution semantics of the EM-BrA 2 CE Framework to generate simulation event logs from process models and to learn the business rules that constrain the state transitions in the process model from these event logs supplemented with noise by applying rule-induction techniques.
Conclusion
In this paper we have indicated how business process modeling can benefit form the upcoming SBVR standard. In particular, an SBVR vocabulary for process modeling was defined that allows to declaratively refer to the state of a business process when specifying process-related business rules. The sixteen business rule types identified by the framework allow to consider a broad range of control flow, data and organizational modeling aspects.
