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Los fabricantes de autómatas programables industriales distribuyen el software de control junto con, 
cada vez más, herramientas a disposición del desarrollador. Pero, ya sea por desconocimiento de la 
existencia de manuales, por malos hábitos de programación o por falta de ejemplos prácticos, se 
desaprovecha el gran potencial que prestan estas herramientas.  
 
En este proyecto se trata de arrojar luz sobre estas herramientas, desarrollando un documento de 
consulta adecuado para la creación, análisis y uso de librerías por parte de programadores de 
autómatas industriales noveles, proponiendo un enfoque práctico sobre una instalación de formación 
situada en el Departamento de Ingeniería de Sistemas y Automática de la Universidad de Sevilla.  
 
Con las premisas anteriores y la bajo versión 4.0 del software de programación de control, puesta a 
punto y explotación de autómatas de Schneider Electric: Unity Pro XL, se presenta la siguiente 
documentación. Ésta se encuentra seccionada en los elementos que conforman las herramientas de 
depuración y en la escenificación de éstos en un sistema real, como segunda parte de esta memoria. 
 
Para la implementanción del caso práctico se cuenta con el PLC modelo Modicom M340 de 
Schneider Electric. Se realizará el desarrollo de la automatización de una instalación de alimentación 
de piezas a una célula de fabricación flexible. La implementación, realizada en los distintos lenguajes 
de automatismos, está enfocada en la creación de librerías mediante funciones, concebidas con la 
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on el fin de un aumento de la productividad y la competitividad, las empresas productoras de 
bienes de consumo y servicio impulsaron el desarrollo y la implementación de nuevas 
tecnologías. También buscaban relegar procesos de producción y fabricación, históricamente 
desarrollados en ambientes peligrosos, a elementos insensibles a ellos, adhiriendo a esta idea el 
concepto de calidad constante en la producción así como la mejora de los costes de producción, se 
puede afirmar que con esta amalgama de problemas surge el concepto de automatización.  
 
Desde una perspectiva histórica, Ford y General Motors impusieron en 1968 a sus proveedores de 
automatismos especificaciones para la realización de un sistema electrónico. Este equipo no debía de 
depender de ordenadores sino ser programable de forma que los usuarios pudieran configurar cada 
dispositivo que lo conformase para resolver un determinado problema. Estos dispositivos fueron los 
relés electromecánicos, los cuales en el futuro, posibilitaron la aparición de contadores, registros de 
desplazamiento, memorias… y como  resultado se obtuvo el primer autómata programable.  
 
Debido al gran tamaño requerido por los armarios eléctricos y a la elevada cantidad de stock 
necesaria para las reparaciones, la productividad se veía penalizada en demasía. La solución se 
obtuvo gracias a la aparición de los semiconductores de selenio, germanio y silicio, que dieron lugar 
a  los primeros circuitos integrados de puertas lógicas. El avance de la tecnología del silicio hizo 
posible la posibilidad de disponer de chips que incorporan, en pequeñas áreas, millones de 
transistores que conforman bloques funcionales que permiten ejecutar gran número de operaciones 
lógicas y aritméticas.  
 
El primer autómata fabricado para la industria del automóvil fue el modelo MODICON 084 y es 
considerado el primer PLC comercializado. Estaba basado en semiconductores, en un procesador 
fundamentado en circuitos integrados y programado con un lenguaje que emulaba los circuitos de 
relés y la lógica cableada, consiguiendo evadir de esta forma el uso de los armarios de control. Al 
mismo tiempo se abría el camino de la sustitución de un gran número de elementos electromecánicos 
por un solo elemento basado en circuitos de estado sólido, con lo que la fiabilidad aumentaba y la 
tasa de defectos y fallos disminuía. 
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Desde aquel entonces los PLC  han ido evolucionando basándose tanto en microprocesadores como 
en la tecnología digital integrada. En la década de los setenta se implementó la comunicación 
mediante el bus de MODICON, MODBUS. De esta forma el  PLC pudo comunicarse con otros 
PLC. En la década de los noventa se cambiaron los terminales de programación por un lenguaje 



































2 SISTEMA NORMALIZADO DE PROGRAMACIÓN 






e conoce como autómata programable a cualquier equipo electrónico capaz de controlar sistemas 
de tiempo real de forma secuencial. Por lo general, están basados en un microprocesador 
acompañado de los elementos necesarios para conseguir un determinado fin. Dependiendo del 
ámbito de aplicación al que se quieran destinar los controladores lógicos se pueden encontrar: micro-
controladores (destinados a pequeñas aplicaciones) o controladores lógicos programables, también 
denominados PLC (destinados a entornos industriales). 
 
El PLC es un elemento de control de procesos y de propósito general cuya implementación está 
destinada a la mayoría de situaciones en las que sea requerida una automatización. La captación de 
señales por parte del PLC es realizada por elementos sensibles al entorno del autómata y la realizarán 
elementos concretos llamados, de forma genérica, sensores. Tal ha sido la evolución de éstos, que ha 
permitido la realización de labores de control de forma cada vez más sofisticada.  
 
Debido a este gran desarrollo de la microelectrónica, los autómatas programables están asociados a 
una gran cantidad de conceptos que dificultan el aprendizaje, lo que unido a la diversidad de 
lenguajes propietarios existentes hicieron que la Comisión Electrotécnica Internacional (IEC) 
elaborase el estándar internacional IEC 1131. El trabajo desarrollado en su tercera sección (1131-3) 
trata la estandarización en la programación del control industrial y puede descomponerse en dos 
partes: 
 
 Elementos comunes 
 Lenguajes de programación 
2.1 Elementos comunes 
2.1.1 Tipos de datos 
Los datos forman la información básica con la que se realizan operaciones y se transmite la 
información. Se establecen los siguientes tipos de datos: 
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2.1.2 Unidad de organización del programa (POU) 
Cuando sea necesaria la resolución de aplicaciones sencillas, el proyecto desarrollado podrá y deberá 
constar únicamente de una tarea encargada de la ejecución cíclica del programa. Cuando se requiera 
la resolución de aplicaciones complejas lo adecuado será programar diversas tareas que se encarguen 
de la ejecución de las unidades de organización del programa (POU: Program Organization Unit). 
Las POU son instrucciones o un conjunto de ellas, que están relacionadas entre sí y que proporcionan 
una funcionalidad determinada. De esta forma el proyecto se divide en partes fácilmente 
compresibles.  
 
Existen tres tipos de unidades de organización del programa: 
Subprogramas  
Dependiendo del proceso requerido y las secuencias de control deseadas, se podrán utilizar uno o 
varios programas pertenecientes al programa principal. Durante la ejecución de cada subprograma, el 
programa principal se mantendrá en suspensión.  
Difieren de los bloques funcionales en el  hecho de que pueden suministrar y recibir variables y 
valores, de la forma análoga a un programa escrito para un computador convencional, es decir, no 
constan de argumentos de entrada ni de salida y tienen como objetivos: 
 
- Agrupar las instrucciones que se ejecuten varias veces a lo largo del programa 
- Subdividir el programa en partes fácilmente comprensibles 
Funciones 
Se definen como una POU que al ser ejecutada proporciona tan solo un dato. Las funciones 
normalizadas no contienen  información alguna de estado interno, o lo que es lo mismo, cada vez que 
se use una función con los mismos argumentos debe proporcionar siempre el mismo valor.  
Además de las funciones preestablecidas, el programador puede declarar sus propias funciones y 
utilizarlas el número de veces que sea necesario. 
Denominación Bits Ejemplo Descripción 
BOOL 1 FALSE OR TRUE Variable binaria o lógica 
INT 16 -32768 … 32767 Entero con signo 
UINT 16 0 … 65535 Entero sin signo 
REAL 32 0.4560 Número real 
BYTE 8 0 … 255 Conjunto de 8 bits 
WORD 16 0 … 65535 Word 
DWORD 32 0 … 232-1 Double Word 
TIME  D#2002-02-02 Duración 
DATE  T#2d2h2m2s2ms Fecha 




Fecha y hora 
STRING  ‘CADENA’ Cadena de caracteres 









Numéricas de una sola variable Aritméticas (de dos o más operandos) 
ABS Valor absoluto ADD Suma 
SQRT Raíz cuadrada MUL Multiplicación 
LN Logaritmo natural Aritméticas de dos operandos 
LOG Logaritmo en base 10 SUB Resta 
EXP Exponencial natural DIV División 
SIN Seno en radianes MOD Módulo 
COS  Coseno en radianes EXPT Elevación a exponente 
TAN Tangente en radianes MOVE Asignación 
ASIN Arcoseno   
ACOS Arcocoseno   
ATAN Arcotangente   
Decalaje Lógicas (Booleanas) 
SHL Desplazamiento hacia la derecha AND Operación lógica Y 
SHR Desplazamiento hacia la izquierda OR Operación lógica O 
ROR Rotación hacia la derecha XOR Operación O-exclusiva 
ROL Rotación hacia la izquierda NOT Negación 
Selección Comparación 
SEL Selección GT Mayor 
MAX Máximo GE Mayor o igual 
MIN Mínimo EQ Igual 
LIMIT Limite LE Menor 
MUX Multiplexor LT Menor o igual 
  NE Desigual 
Cadena de caracteres 
LEN Longitud INSERT Inserción 
LEFT Caracteres a la izquierda DELETE Borrado 
RIGHT Caracteres a la derecha REPLACE Sustitución 
MID Caracteres intermedios FIND Búsqueda 
CONCAT Concatenación   
Conversión de tipo 
* TO ** Conversión de un tipo a otro 
Tabla 2 - Funciones establecidas por el estándar. Fuente: [1] 




 Bloques funcionales 
Representan un algoritmo que, al ser ejecutado, proporciona una o más variables de salida. Se 
caracterizan por poseer variables de estado interno que pueden almacenar resultados parciales, 
por lo que a diferencia de las funciones, no generan siempre el mismo conjunto de valores de 
salida a partir de unos determinados valores de las entradas.  
 
El programador podrá definir sus propios bloques funcionales y utilizarlos el número de veces 





Las variables conforman la información de los terminales de entrada y salida de un autómata 
programable así como la contenida en su memoria interna. La declaración de las variables permite su 
descripción mediante el nombre asignado. 
 
Tipos de variables 
Pueden ser distinguidas según sean definidas o no por el programador: 
 
 Predefinidas: están establecidas en el lenguaje y podrán ser utilizadas en cualquier parte del 
programa. 
  
 No predefinidas: podrán ser accesibles desde cualquier parte del programa o tan sólo desde la 
unidad de organización desde la que es definida, dependiendo del carácter global o local 




BLOQUE FUNCIONAL OPERADORES DESCRIPCIÓN 
SR S1, R Biestable RS de activación prioritaria 
RS S, R1 Biestable RS de desactivación prioritaria 
R_TRIG CLK Convertidor de flanco ascendente en impulso 
F_TRIG CLK Convertidor de flanco descendente en impulso 
CTU CU, R, PV Contador ascendente 
CTD CD, LD, PV Contador descendente 
CTUD CU, CD, R, LD, PV Contador reversible 
TP IN, PT Temporizador de impulso 
TON IN, PT Temporizador de retardo a la conexión 
TOF IN, PT Temporizador de retardo a la desconexión 





2.1.4 Identificación de variables 
 
 
Con el fin de acceder directamente a las áreas de datos de los procesadores del PLC y de sus 
módulos de entrada/salida en el programa, IEC 61131-3 ofrece al programador dos posibilidades: 
 
 Representar las variables directamente (Tabla 5) 
 
 Variables de entrada: el término “%In” (Input) representa a una variable lógica asociada con 
un número “n” correspondiente a su posición en el conector de entrada. 
 
 Variables de salida externas: el término “%Qn” (Output) representa a una variable lógica 
asociada con un número “n” correspondiente a su posición en el conector de salida. 
 
 Variables de salida internas: el término “%Mn” (Mark) representa una variable lógica interna 
(elemento de memoria) que tendrá asociado un número “n” correspondiente a su situación en 
la memoria del autómata. El número “n” distinguirá unas variables internas de otras y podrá 
estar formado por un número decimal o dos separados por un punto. 
 





Palabra clave Utilización de la variable 
VAR Variable local interna a la unidad de organización en la que se declara 
VAR_INPUT 
Suministrada externamente. No modificable dentro de la unidad de 
organización 
VAR_OUTPUT Suministrada por la unidad de organización 
VAR_IN_OUT 
Suministrada externamente. Modificable dentro de la unidad de 
organización 
VAR_EXTERNAL 
Suministrada externamente. Es modificable dentro de la unidad de 
organización 
VAR_GLOBAL Variable global 
VAR_ACCESS Variable accesible a través de una vía de comunicación 
RETAIN 
Variable no volátil o retentiva (no pierde información que contiene al 
dejar de aplicar la tensión de alimentación) 
CONSTANT Constante (no puede ser modificada) 
AT Asignación local 
Tabla 4 - Palabras clave para la declaración de variables. Fuente: [1] 





Tabla 5 – Estructura de la representación directa de las variables. [2] 
2.2  Lenguajes de programación 
 
La selección del lenguaje de programación depende de factores diversos tales como la experiencia 
del programador,  la aplicación concreta, el nivel de definición (descripción) de la aplicación, la 
estructura del sistema de control, el grado de comunicación con otros departamentos de la empresa… 
 
Los distintos lenguajes establecidos permiten ingresar un programa de control en la memoria del 
PLC usando las sintaxis que en ellos se define: 
 
 Lenguajes literales: las instrucciones están formadas por letras, números y símbolos. 
 
o Lista de instrucciones (IL: Instruction List). Consiste en la elaboración de una lista de 
instrucciones asociadas a símbolos y a su combinación (en un circuito eléctrico), a 
contactos.  
 
o Texto estructurado (ST: Structured Text). Consiste en una serie de instrucciones que 
pueden ser ejecutadas de forma condicionada o en bucles secuenciales. 
 
 Lenguajes gráficos: las instrucciones están formadas por figuras geométricas. 
 
o Esquema de contactos (LD: Ladder Diagram). Consiste en la representación de variables 
lógicas mediante relés y de los contactos asociados a ellos. 
 
o Diagrama funcional de secuencias (SFC: Sequential Function Character). Consiste en 
gráficos de etapas y transiciones que permitirán describir el desarrollo de distintas 
acciones en el tiempo dentro de un programa. Surge como consecuencia directa del 
Direct PLC addresses Explanations 
%    introductory character 
 I   input 
 Q   out 
 M   flag/memory 
  None   
  X  bit 
  B  bit (optional) 
  W  byte 
  D  word  
  L  double word 
  *  long word 
    memory location, not (yet) defined 
   v, w, x, y, z multi-digit hierarchical address, increasing in significance from right to 
left. The number and interpretation of the places are dependent on the 
manufacturer, e.g.: z - bit, y - word, x - module, w - bus, v - PLC 
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lenguaje GRAFCET (Grafo de control etapa-transición) desarrollado por la Asociación 
Francesa para la Cibernética Económica y Técnica (AFCET). 
 
o Diagrama de funciones (FBD: Function Block Diagram). Consiste en una lista de redes en 































Figura 1 - Tipos de lenguaje. Fuente: [18]  
 





2.3 Información general relativa a la conformidad con la norma IEC 61131- 31 
 
“La norma IEC 61131-3 especifica la sintaxis y semántica de un conjunto unificado de lenguajes de 
programación para controladores programables. Éstos controladores están compuestos por dos lenguajes 
textuales, IL y ST, y dos lenguajes gráficos, LD y FBD. Además, los elementos del lenguaje de gráfica de 
función secuencial se definen para estructurar la organización interna de los programas de controladores 
programables y los bloques de función. También se definen los elementos de configuración, que admiten la 
instalación de programas de controladores programables en los sistemas de estos últimos. 
 
NOTA: Unity Pro utiliza las siglas inglesas para los lenguajes de programación. Asimismo, se definen las 
funciones que facilitan la comunicación entre controladores programables y otros componentes de los 
sistemas automatizados. 
 
2.3.1 Conformidad de Unity Pro con la Norma IEC 61131-3 
 
La versión actual del sistema de programación Unity Pro admite un subconjunto compatible de los elementos 
de lenguaje definidos en la norma. 
 
En este caso, compatible quiere decir lo siguiente: 
 
 La norma permite al encargado de implementar un sistema de programación IEC elegir o cerrar las 
funciones de lenguaje específicas o incluso completar lenguajes fuera de las tablas de función que forman 
parte inherente de las especificaciones; un sistema que solicite conformidad con la norma debe ejecutar 
las funciones elegidas de acuerdo con las especificaciones de la norma. 
 
 Además, la norma permite al encargado mencionado con anterioridad utilizar los elementos del lenguaje 
de programación definido en un entorno de programación interactivo. Debido a que la norma afirma 
explícitamente que la especificación de dichos entornos no está dentro de su competencia, dicho 
encargado posee cierta libertad para proporcionar una presentación optimizada y procedimientos de 
manipulación para elementos de lenguaje específicos en beneficio del usuario. 
 
 Unity Pro utiliza esta libertad mediante, por ejemplo, la introducción de la noción "Proyecto" para la 
manipulación combinada de los elementos de lenguaje IEC "Configuración" y "Recurso". Igualmente, 
hace uso de su libertad, por ejemplo, en los mecanismos proporcionados para la manipulación de 






                                                 
1 Fuente: [12] 
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2.3.2 Extensiones de la norma IEC 61131-3 
 
Además de las funciones IEC estándar enumeradas en las tablas de conformidad con las normas IEC, el 
entorno de programación de Unity Pro heredó un número de funciones del entorno de programación de PL7. 
Estas extensiones se proporcionan de forma opcional; pueden ser verificadas o no en el correspondiente 
cuadro de diálogo de opciones. El cuadro de diálogo y las funciones se describen en detalle en un capítulo de 
la ayuda online titulado Datos y lenguajes. En el cuadro de diálogo de opciones no está incluida otra 
extensión, que se heredó de los entornos de programación de PL7 y Concept: Unity Pro proporciona las 
construcciones de dicha sección en todos los lenguajes de programación, lo que permite la subdivisión de una 
unidad de organización de programa. Esta construcción presenta la posibilidad de combinar varios lenguajes 
(por ejemplo, secciones FBD, secciones SFC) en un cuerpo POU, función que, en caso de utilizarse con este 
fin, constituye una extensión de la sintaxis de IEC. Un cuerpo POU compatible debería contener una única 
sección. Las secciones no crean un campo de aplicación de nombre diferente. El campo de aplicación de 
nombre para todos los elementos de lenguaje es el POU. 
 
Propósito de las secciones 
 
Las secciones tienen diferentes propósitos: 
 
 Las secciones permiten subdividir cuerpos POU grandes de acuerdo con aspectos funcionales: el usuario 
tiene la posibilidad de subdividir el cuerpo POU en partes con funcionalidad significativa. La lista de 
secciones representa un tipo de tabla de contenidos funcional de un cuerpo POU amplio, que, de otro 
modo, estaría desestructurado. 
 
 Las secciones permiten subdividir cuerpos POU grandes de acuerdo con aspectos gráficos: el usuario 
tiene la posibilidad de diseñar subestructuras de cuerpos POU grandes de acuerdo con una presentación 
gráfica. Puede crear secciones gráficas, grandes o pequeñas, según prefiera. 
 
 La subdivisión de cuerpos POU grandes permite cambios online más rápidos: en Unity Pro, la sección se 
utiliza como unidad para cambio online. Si un cuerpo POU se modifica durante el tiempo de ejecución en 
ubicaciones diferentes, todas las secciones afectadas por los cambios se descargan automáticamente si se 
solicita explícitamente. 
 
 Las secciones permiten volver a organizar el orden de ejecución de partes específicas y etiquetadas de un 
cuerpo POU: el nombre de la sección sirve como etiqueta de aquella parte del cuerpo que está contenida 
en la sección y, al ordenar estas etiquetas, se puede gestionar el orden de la ejecución de esas partes. 
 
 Las secciones permiten utilizar distintos lenguajes de forma paralela en el mismo POU: esta función es 
una importante ampliación de la sintaxis de la norma IEC, que sólo permite la utilización de un único 
lenguaje IEC para un cuerpo POU. En un cuerpo compatible, SFC debe usarse para gestionar diferentes 











2.3.3 Diferencias de Unity respecto a las recomendaciones de IEC 
 
Según IEC, el tipo de datos de la variable resultante no influye en el tipo de datos de la expresión resultante, y 
el tipo de datos de expresión se convierte en el tipo de datos resultante. Ejemplo: 
i_DINT := REAL1+REAL2; 
 
Equivalente utilizando la conversión de tipos explícita: 
e_DINT := REAL_TO_DINT(REAL1+REAL2); 
 
NOTA: La conversión de tipos implícita no está disponible para los lenguajes de programación SFC y LL984. 
 
2.3.4 Diferencias de Unity Pro 
Unity Pro tiene estas excepciones respecto a las recomendaciones de IEC: 
 
1. Si el tipo de datos de la variable resultante de una asignación es mayor que el tipo de expresión resultante, 
los parámetros de la expresión resultante se convierten en un tipo de parámetro de salida para evitar el 
desborde de la expresión. 
 
Ejemplo: 
 i_DINT := INT1 + INT2; 
Equivalente utilizando la conversión de tipos explícita: 
e_DINT := INT_TO_DINT(INT1) + INT_TO_DINT(INT2); 
 
2. Unity Pro utiliza una conversión de tipos implícita para funciones genéricas; el tipo de datos de la variable 
resultante influye en el tipo de datos de la expresión resultante (función genérica). 
 
Ejemplo: 
i_DINT := ADD (IN1 := INT1, IN2 := INT2); 
Equivalente utilizando la conversión de tipos explícita: 
e_DINT := ADD (IN1 := INT_TO_DINT(INT1), IN2 := INT_TO_DINT(INT2)); 
 
Los parámetros de salida genéricos o los bloques de funciones no influyen en el tipo de datos de la expresión 
resultante. Las conversiones de tipos de parámetros no coincidentes se ejecutan antes de llamar al cuerpo de 
FFB y la conversión de tipos de los parámetros de salida se ejecuta tras la llamada. Las conversiones de tipo 
implícitas, al contrario que las conversiones de tipo explícitas, solo se ejecutan cuando se llama al cuerpo de 
FFB. 
Ejemplo: 












n los bloques funcionales se implementan algoritmos en base a elementos definidos en el 
programa. Tienen como objetivo principal facilitar al usuario el empaquetado de algoritmos 
utilizados frecuentemente. Al igual que las funciones, los bloques funcionales pueden estar 
predefinidos o ser definidos por el programador.  
 
Para la utilización de un bloque funcional será necesaria la definición de una variable que indique el 
tipo de bloque que se implementará así como la ejecución de las siguientes acciones: 
 
 Asignación de variables del programa a las entradas del bloque 
 Llamada condicional o incondicional al bloque 
 Asignación de salidas del bloque a variables del programa 
 
 
El software Unity Pro  permite que el usuario pueda crear distintos tipos de bloques funcionales 
usando los lenguajes de automatismos y los designa formalmente como bloques funcionales 
derivados (DFB), también  conocidos como bloques de funciones del usuario ya que el código de 
éstos se realiza con la finalidad de responder a características específicas del programador. La 
programación de bloques funcionales de usuario en el software para autómatas de Schneider está 




















Los diversos tipos de bloques funcionales que existen en Unity Pro pueden ser representados 
mediante las siglas FFB. Estas siglas engloban a: 
 
 EF (Elementary Function): Función elemental 
 EFB (Elementary Function Block): Bloque de funciones elementales 
 DFB (Derived Function Block): Bloque de funciones derivado  
 Procedimientos: A diferencia de los EF, constan de múltiples salidas 
 
Cada FFB estará formado, por los campos ilustrados en la Figura 2: 
 
 El nombre del FFB, el cual debe describir el tipo de operación que realiza. 
 
 Los operandos necesarios para su funcionamiento. Existiendo dos tipos de operandos: los 
formales, encargados de transmitir datos desde o hacia un FFB durante el tiempo de 
ejecución del programa y los reales,  que estarán vinculados con los parámetros formales. El 


















Figura 2 - Campos de un FFB. Fuente: [16] 
 15 
 
3.2 Características generales  
 
Los bloques funcionales de usuario pueden estar formados por una o varias secciones. Las secciones 
son entidades autónomas de programación que se ejecutarán en el orden en que aparecen en la vista 
estructural de la ventana del navegador.  
La Tabla 6 muestra las características generales de una sección y a la hora de interpretarla se deberá 
tener en cuenta la imposibilidad de creación de secciones en lenguaje SFC en DFB.  
 
Características Descripción 
Nombre Limitado a 32 caracteres, permitidos los acentos pero no los espacios 
Lenguaje LD, FBD, IL, ST 
Tarea o tratamiento Maestra, rápida, auxiliares, de sucesos 
Condición (opcional) Variable tipo BOOL o EBOOL condiciona la ejecución de la sección 
Comentario Limitado a 256 caracteres 
Protección Protección contra la escritura y lectura/escritura 
Tabla 6 - Características generales de una sección en Unity Pro. Fuente: [3] 
 
Aunque en algunos manuales de referencia es posible encontrar la siguiente cita
2
, es posible 
comprobar tanto que en la versión de la suite informática utilizada (4.0)  no se encuentra disponible 
dicha opción como que no es necesario el ajuste de ningún parámetro para que el correcto 
funcionamiento de varias secciones sea posible en un DFB. 
 
La creación de un DFB supone únicamente la declaración de un tipo de bloque compatible con Unity 
Pro. Para la utilización de éste en el programa se debe realizar una invocación. A las invocaciones se 
les denomina instancias, las cuales se identifican mediante un nombre y poseen los tipos de datos del 









                                                 
2 Fuente: [15] 
Nombre 32 caracteres 
Comentario 1024 caracteres 
Datos de entradas 32 máximo 
Datos de entradas/salidas 32 máximo 
Datos de salidas 32 máximo  
Número de interfaces  
(IN + OUT +IN/OUT) 
32 máximo 
Datos públicos Sin límites  
Datos privados Sin límites 
Lenguaje de programación LD, ST, IL, FBD 
Tabla 7 - Características generales DFB. Fuente: [3]  
“Para los DFB, es el usuario quien los escribe en lenguaje de automatismo (literal estructurado, lista de 
instrucciones, lenguaje de contactos, lenguaje de bloques funcionales) y está estructurado en una sola sección si 
la opción IEC está activa, o bien puede estructurarse en varias secciones si esta opción está inactiva”  
 





3.2.1 Parámetros  
 
Los bloques funcionales necesitan, para poder funcionar correctamente, diversos argumentos 
mediante los que recibir y entregar valores en un programa o en un subprograma.  
 
 Entradas: Permiten pasar valores del programa de aplicación al DFB. 
 
 Salidas: Permiten pasar valores internos del DFB al programa de aplicación. 
 
 Entradas/Salidas: Permiten pasar los datos del programa de aplicación al DFB, que los 
puede modificar y pasarlos de nuevo al programa de aplicación.  
 
 EN y ENO: EN es un parámetro de entrada que permite, cuando está a nivel alto, la 
ejecución de las instrucciones del DFB. ENO es un parámetro de salida que, cuando está a 













Conforman la información de los terminales de entrada y salida de un autómata programable además 
de la contenida en una posición de su memoria interna. Se distinguen, según la posibilidad de 
modificación de forma externa al bloque, dos tipos: 
 
 
 Variables públicas: Variables internas del DFB que pueden ser usadas por el DFB, el 
programa de aplicación y por el usuario en el modo de ajuste. 
 
 Variables privadas: Variables internas del DFB que sólo puede usar el DFB y por lo tanto no 
será posible su modificación a través del programa de aplicación. Suelen ser variables 
necesarias para la programación del bloque función pero de escaso interés para el usuario. Se 
puede acceder a este tipo de variables mediante una tabla de animación.  
Figura 3 – Estructura de un bloque funcional. Fuente: [12] 
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Para acceder a ambos tipos de variables, ya sea para visualizar o modificar variables públicas o para 
visualizar variables privadas, se deben implementar expresiones que sigan la siguiente estructura: 
“Nombre_Instancia.Nombre_variable” 
 
 “Nombre_Instancia” representa el nombre de la instancia del DFB (32 caracteres) 
 “Nombre_variable” representa el nombre de la variable privada (8 caracteres) 
 
3.2.3 Tipos de datos  
 
Los datos forman la información básica con la que se realizan operaciones y se transmite la 
información. Unity realiza una extensión de algunos tipos de datos basándose en la normativa. En la 





También es posible la creación de tipos de datos derivados (DDT) cuyo formato dependerá de su 
contenido: 
 
 Estructura: dato que contiene un conjunto de datos de distinto tipo. La creación de estructuras 
intercaladas es posible siempre que no se superen los ocho niveles. No es posible 
implementar estructuras recursivas. 
 
 Tabla: elemento que contiene un conjunto de datos del mismo tipo. 
Denominación Bits Ejemplo Descripción 
BOOL 1 False or True Variable binaria o lógica 
EBOOL 2 False or True 
Binaria o lógica con 
información de  flancos 
INT 16 -32768 … 32767 Entero con signo 
DINT 32 -2147483648 … 2147483648 Entero doble con signo 
UINT 16 0 … 65535 Entero sin signo 
UDINT 32 0 … 4294967295 Entero doble sin signo 
REAL 32 0.4560 Número real 
BYTE 8 0 … 255 Conjunto de 8 bits 
WORD 16 0 … 65535 Word 
DWORD 32 0 … 232-1 Double Word 
TIME 32 D#2002-02-02 Duración (UDINT) 
DATE 32 T#2d2h2m2s2ms Fecha 
TIME_OF_DAY (TOD) 32 TOD#12:02:22.02 Hora del día 
DATE_AND_TIME (DT) 64 DT#2002-02-02-12:02:22.02 Fecha y hora 
STRING  ‘CADENA’ Cadena de caracteres 
Tabla 8 - Tipos de datos predefinidos en Unity Pro.  





3.3 DFB  intercalado 
 
Cuando un DFB se encuentra instanciado dentro de otro DFB se dice que está intercalado. Unity Pro 
cataloga los DFB intercalados en un nivel inferior como datos privados, por lo que su modificación a 
través del programa de aplicación no es posible. La expresión sintáctica a utilizar debe tener la 
siguiente estructura: “Nombre_Instancia.Nombre_Parametro” 
 
 “Nombre_Instancia” representar el nombre de la instancia del DFB (32 caracteres) 
 “Nombre_Parametro” representa el nombre del parámetro de salida (32 caracteres) 
 
Cuando se creen DFB intercalados no se deben de sobrepasar los ocho niveles, incluidas las variables 
DDT. Además, es necesario respetar varias reglas cronológicas, las cuales dan forma al siguiente 
procedimiento: 
 
 Crear el DFB del último nivel (n) 
 Crear el DFB del nivel (n-1) 
 Para este DFB, crear una variable privada que contenga como el DFB del nivel n. Al 
instanciar un DFB dentro de otro esta variable se crea automáticamente. 
 Crear el DFB de nivel (n-2) 
 Para este DFB, crear una variable privada que contenga el DFB de nivel (n-1) 
 Repetir estas acciones sin sobrepasar los ocho niveles  
3.4  
3.5 Creación de DFB 
 
Ante las ventajas y características presentes en los DFB surge la necesidad de su utilización. A 
continuación se analiza el proceso de declaración que permite conformar los bloques de funciones de 
usuario.  
 
La creación de bloques derivados será llevada a cabo mediante el editor de datos, accesible desde la 
Vista estructural -> Variables e instancias FB y desde Herramientas. Este menú consta de los 
siguientes submenús: 
 
 Variables: Definición de todas las variables del proyecto 
 Tipos de DDT: Definición de los tipos de datos derivados 
 Bloques de funciones: Contiene las instancias de DFB 




El usuario deberá seleccionar la pestaña correspondiente a los tipos de DFB. La declaración 




Una vez nombrado, un icono de obras indicará que el DFB está en construcción (Figura 5). Para que 
se pueda considerar construido se deberá generar el proyecto tras asignar los parámetros de entrada, 
salida y entrada/salida del bloque. Desde el editor, se podrán definir las variables públicas y privadas 
aunque también será posible definirlas a medida que se implemente el código en las diferentes 
secciones.  
El establecimiento de valores iniciales en distintos argumentos se realizará desde el mismo menú. Se 
debe prestar especial atención a la asignación de valores iniciales a argumentos que, una vez 




Las secciones implementarán el código del programa y deben ser definidas mediante el editor de 





Figura 4 -  Editor de datos: Tipos de DFB 
Figura 5 – Editor de datos: DFB en construcción 








































Figura 6 – Explorador de proyectos: Nueva sección 
Figura 7 – Editor de datos: Creación de sección 
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La creación de una sección está condicionada a la elección de un nombre, de un lenguaje (Figura 8) y 
de un posible condicionamiento (booleano) para su activación (Figura 9). 
 
 
Tras realizar los pasos anteriores el usuario puede observar que se sigue mostrando el icono de DFB 
en construcción. Esto es debido a que aún habiendo definido tanto el código como los parámetros 
necesarios para su funcionamiento, será necesario analizar y generar los cambios en el proyecto, con 
el fin de que el compilador detecte errores y/o genere advertencias de uso.  
 
 Analizar: Analiza el proyecto y descubre errores 
 Generar cambios: Analiza y genera las partes modificadas del proyecto 
 Regenerar todo el proyecto: Analiza y regenera todo el proyecto. Las variables internas tan 
sólo de reiniciarán al usar el comando de Regenerar todos los proyectos. 
El comando Generar cambios puede ejecutarse sólo si el comando Regenerar todos los proyectos se 
ha ejecutado previamente al menos una vez. 
Cuando un proyecto es analizado (Figura 10) y no genera errores, visualmente, se genera una señal 














Figura 8 – Creación de sección: Elección lenguaje Figura 9 - Propiedades de sección: Condición 
Figura 10 - Analizar programa 
Figura 11 – Explorador proyectos: 
Secciones de DFB analizado 





Al generarse o regenerarse un proyecto correctamente, la simbología adjunta al icono del DFB 















Mediante el menú contextual Figura 13, accesible desde Figura 12,  es posible la eliminación de las 
instancias de datos privados que no hayan sido utilizados. Es recomendable el uso de esta opción, 
una vez se haya comprobado que el bloque funcional cumpla su cometido. También es posible 





3.6 Creación de instancias de DFB 
 
Definido y generado correctamente el tipo de DFB, se puede invocar desde cualquier sección del 
programa o en otras definiciones de DFB. Las invocaciones se realizan mediante la creación de 
instancias, las cuales se pueden utilizar en todas las tareas del programa de aplicación siguiendo la 
estructura de: 
 
 un bloque de función estándar en LD o FBD 
 una función elemental en ST o IL 
 
Será posible la creación de instancias de DFB mediante el acceso al menú edición y/o la selección de 
alguna de las siguientes opciones siempre y cuando se proceda a ello desde alguna sección del 
programa o desde una sección de un bloque funcional derivado (cuando se desee intercalar bloques). 
Este proceso se realiza indistintamente de si se está intercalando un bloque o de si se implementa en 
una sección maestra (Figura 14). 
Figura 12 – Editor de datos: DFB generado correctamente 




Las instancias de DFB derivados pueden tener asociados valores iniciales. En el caso de que a una 
variable se le otorgue valores iniciales desde la definición del tipo de DFB y desde una instancia del 
tipo de DFB se asigna como valor de referencia el de la instancia. 
 
3.6.1 Selección de datos 
 
Mediante el comando de selección de datos se accede directamente al menú de selección de FFB. En 
este menú se muestran las librerías del programa (Figura 16) así como de los DFB que hayan sido 











Figura 15 – Instanciado de DFB no ubicado 
Figura 14 -  Instanciado de Bloque DFB 



















3.6.2  Asistente de entrada FFB 
 
El asistente de entrada de funciones permite, a través de la zona indicada en la Figura 17, el acceso al 
menú de selección de FFB comentado en el apartado anterior. La diferencia radica principalmente en 
la posibilidad de otorgar un nombre a la instancia que se esté creando además de una visualización 
















Figura 16 - Instanciado de DFB ubicado 
Figura 17 – Asistente de entrada de función 
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3.7 Protección de DFB 
 
Los bloques funcionales derivados podrán asegurarse ante posibles modificaciones de usuarios no 
autorizados según distintos niveles de protección (Figura 18): 
 
 Sólo lectura: Los directorios de parámetros de los tipos de DFB están en formato de sólo lectura. 
 
 Protección de la versión: El tipo de DFB no está protegido, exceptuando el número de versión 
de DFB. 
 
 Sin lectura y escritura: Los directorios de parámetros de los tipos de DFB privado y secciones 
no se muestran. Puede accederse a todos los demás directorios de parámetros de los tipos de DFB 
desde el editor de datos en formato de sólo lectura. 
 
 Sin protección: El tipo de DFB no está protegido. 
 




















Figura 18 – Protección de DFB 





3.7.1 Modificación de nivel de protección 
 
Para cambiar el nivel de protección de un tipo de DFB, se deben seguir lo siguientes pasos: 
 Seleccionar el DFB que se desea proteger 
 Hacer click derecho sobre éste o acceder a Edición -> Propiedades (Figura 19) 










3.7.2 Modificación de la contraseña 
Para cambiar la contraseña de un tipo de DFB, deberá seguir los pasos anteriores y seleccionar la 

















Figura 19 – Modificar nivel de protección DFB 
Figura 20 – Modicar contraseña DFB 
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3.8 Creación de ayuda en línea para DFB 
 
Los DFB predefinidos tienen asociados un fichero de ayuda. Es posible vincular un archivo de ayuda 
HTML a los DFB creados y colocados en alguna biblioteca definida por el usuario. 
 
Para ello, el fichero de ayuda HTML debe  tener el mismo nombre que el DFB al que se desea 
vincular y tener una extensión *html. Los documentos correspondientes al fichero de ayuda tienen 
que ubicarse dentro de la carpeta de instalación de Unity Pro: 
 
 Para Windows XP este fichero se debe ubicar en el directorio: 











La creación de la ayuda en línea se realiza siguiendo los siguientes pasos: 
 
 Crear un archivo HTML con cualquier tipo de editor HTML. Este archivo debe tener el mismo 
nombre que el DFB. 
 
 Ubicar el archivo HTML en la carpeta de idioma correspondiente. 
 
 Crear una carpeta adicional en el mismo directorio en que se sitúan las carpetas de idioma 
denominada HELP. 
 
 Ubicar los ficheros referenciados en el HTML en la carpeta HELP. 
 
 Instalar la nueva biblioteca en Unity Pro. 
 
Como resultado todos los ficheros se copiarán en el directorio Libset y el fichero de ayuda HTML se 






                                                 
3 El idioma se deberá especificar como el nombre la carpeta según el idioma deseado: ENG, FRE, GER, ITA, SPA o CHI. 
4 El idioma se deberá especificar como el nombre la carpeta según el idioma deseado: ENG, FRE, GER, ITA, SPA o CHI. 













a exportación e importación permite utilizar en proyectos diferentes los datos, secciones,  
pantallas de operador… creados por el usuario en el proyecto origen. Será posible acceder a 
ellas mediante las distintas carpetas accesibles desde la vista estructural del explorador de 
proyectos.  
 
La función de exportación, permite copiar el programa de proyecto completo o parte del mismo a un 
fichero.  
La función de importación permite recuperar el programa del proyecto completo o parte de él para 
utilizarlo en el proyecto. 
 
Se pueden exportar los siguientes elementos: 
 
 Proyectos completos 
 Secciones de todos los lenguajes de programación 
 Secciones de subrutinas de todos los lenguajes de programación 
 Bloques de función derivados (DFB) 
 Tipos de datos derivados (DDT) 
 Tipos de datos derivados de dispositivo (DDT de dispositivo) 
 Declaraciones de variables 










4.1 Exportación de los tipos de DFB 
 
La función de exportación genera un fichero que contiene datos no protegidos y referencias a datos 
protegidos. Es necesario establecer el nombre de este fichero, su ubicación (directorio) y la extensión 
(determinada por el elemento exportado).  
La exportación de DFB implica la de los datos derivados presentes en ella. También será posible 
exportar un tipo de DFB protegido (en modalidad de lectura o escritura) y mantener el mismo tipo de 
protección. 
 
El acceso a esta funcionalidad se realiza a través de la carpeta “Tipos de FB derivados” del 
explorador de proyectos. Según el elemento seleccionado en el árbol de directorios del explorador de 
proyectos, se podrán exportar: 
 
 Todos los tipos de DFB del proyecto actual (incluso los que no se han utilizado) 
 Un tipo de DFB. 
 
 
1. Exportación de todos los DFB (Figura 21) 
Al exportar todos los tipos de DFB del proyecto, el software genera un fichero, de extensión 
.XDB, que contendrá: los tipos de DFB intercalados no protegidos, los DDT utilizados y las 

















Figura 21 – Expotar todos DFB del programa 





2. Exportación de cada DFB independientemente (Figura 22) 
 
Al exportar un tipo de DFB, el software genera un fichero, de extensión .XDB, que contendrá 
toda la información no protegida: los tipos de DFB actuales, los tipos de DFB intercalados, los 














4.2 Importación de los tipos de DFB 
 
Esta función posibilita la recuperación de bloques funcionales derivados previamente exportados. Su 
acceso se realiza desde la carpeta “Tipos de FB derivados” del explorador de proyectos y, de forma 














Figura 22 – Exportar DFB unitariamente 
Figura 23 – Importar todos los DFB del programa 
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Es posible realizar la importación de un tipo de DFB protegido aunque si estaba protegido contra 
escritura, sólo se podrá acceder a los elementos del DFB en modalidad de lectura. Si estaba protegido 
contra lectura y escritura, no se podrá acceder a los elementos. Si se ha activado la Protección de la 
versión, se podrá acceder al número de versión sólo en modalidad de lectura y a los elementos del 
DFB en lectura y escritura. Si el tipo de DFB utiliza DFB o DDT intercalados, éstos también se 
importan. 
 
Después de una importación, es necesaria la confirmación de los datos importados (análisis y 
generación) ya que ésta funciona como una entrada manual y no se confirma automáticamente. 
 
4.3 Gestión de conflictos de importación DFB  
 
Si tras realizarse la importación de un elemento hay otro en el proyecto cuyo nombre es el mismo, se 
debe  adoptar una solución, mediante el gestor de problemas de importación (Figura 24): 
 
 Conservar: el elemento presente en el proyecto se mantiene mientras que el elemento con el 
mismo nombre no se importa. 
 
 Reemplazar: el elemento presente en el proyecto se reemplaza con el elemento importado 
con el mismo nombre. 
 
 Cambiar nombre: se puede cambiar el nombre del nombre del elemento que se va a 
















Figura 24 – Gestor de problemas de importación 





4.4 Obtención de librería 
 
Los DFB que hayan sido ubicados previamente en alguna librería se pueden obtener y colocar en el 
explorador de proyectos, para su posible modificación o análisis estructural. 
 
Para realizar la importación de bloques de funciones de usuario es necesario el acceso al gestor de la 



























En la Figura 27 se observan dos bloques funcionales ubicados en la librería personalizada “Custom 
Lib”. Para importar uno o varios se deben selecionar haciendo uso de las flechas de asignación, 
colocar en una lista con los objetos a obtener y activar el comando Copiar en el proyecto. 
Figura 25 – Obtener DFB de librería 



















4.5 Colocación de librería 
 
La transferencia de los diferentes objetos presentes en un proyecto a una librería permite el uso de 
éstos en otro proyecto sin tener que importar o exportar entre aplicaciones. Se dispondrá de la 
posibilidad de inserción en la librería del programa siempre y cuando se haya realizado con éxito la 
creación del bloque función derivado. El acceso a los objetos transferidos a la librería es posible 
desde todos los proyectos. 
Según el elemento seleccionado en el árbol de directorios del explorador de proyectos, se podrán 
colocar todos los DFB en la librería simultáneamente o unitariamente. 
 
1. Colocación de todos los DFB en la librería (Figura 28) 
Para transferir al unísono todos bloques funcionales derivados se debe acceder al menú 
contextual de los tipos de FB derivados desde el explorador de proyectos y seleccionar la 












Figura 27 – Selección de objetos a obtener desde el gestor de librerías 
Figura 29 – Selección librería destino de DFB Figura 28 - Colocar todos los DFB en librería 






2. Colocación de DFB unitariamente en la librería 
 














La colocación de tipos en la librería dispone de comprobación de sobre-escritura de  tipos del mismo 



















Figura 30 – Colocar DFB en librería 
Figura 31 – Comprobación de sobre-escritura de tipos DFB 
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4.6 Eliminación de librería 
 
En el caso de que el usuario desee suprimir un DFB previamente colocado en una librería, se deb 















4.7 Eliminación de instancias de DFB  
 
Para eliminar las instancias de los bloques función se debe acceder a la sección correspondiente a las 
instancias de bloques funcionales derivados presente dentro del explorador de proyecto. Ahí pueden 
encontrarse las instancias de todos los bloques función (Function Block Instance: Figura 33), ser 












Figura 32 – Eliminación de DFB ubicado en librería 
Figura 33 – Instancias de DFB 












on el paso del tiempo, tanto los sistemas electrónicos como el software han ido aumentando su 
complejidad, es por ello que se han ido desarrollando distintas técnicas que permitan detectar 
anomalías, corregir funcionalidades y optimizar el código. 
 
El concepto de depuración, en informática, se refiere al proceso de limpieza que se realiza en un 
programa para identificar y corregir errores o problemas de programación. Se dice que un programa 
se encuentra depurado cuando no contienen errores. Mediante el proceso de depuración se realiza un 
seguimiento del funcionamiento del programa, observando los valores de las distintas variables así 
como analizando los resultados obtenidos en las operaciones. 
 
Para simplificar la fase de depuración es conveniente la utilización de herramientas destinadas para 
este fin. A través de estas herramientas se podrá intervenir durante la ejecución de un programa para 
saber cómo se lleva a cabo la ejecución del mismo hasta ese momento. 
 
Debido a la idiosincrasia de los dispositivos de este estudio dispondremos de herramientas 
específicas para depuración como es la animación de programas. Ésta será diferente según el 
lenguaje usado en cada sección del programa. Antes de analizar la depuración de los DFB será 
necesario conocer los tipos de animaciones de cada lenguaje y las medidas preventivas necesarias 















5.1  Consideraciones generales 
Durante el proceso de depuración, dependiendo de las operaciones que el usuario realice debido a la 
posible problemática ocasionada debido a la posible problemática ocasionada, se deberán tomar en 
consideración ciertas precauciones. A continuación se comentan algunas de estas medidas. 
 
5.1.1 Modificación en modalidad de ejecución 
Mientras se está ejecutando un programa en el PLC, será posible realizar modificaciones en el 
proyecto. Estos cambios se aplicarán inmediatamente al proceso de ejecución por lo que el 
programador deberá asegurarse de que éste no se vea perjudicado. 
 
5.1.2 Detención de un PLC en modalidad de depuración 
Mientras se está ejecutando un programa en el PLC, será posible su detención. A efectos prácticos la 
detención de la ejecución se producirá al final del ciclo de la tarea maestra. 
 
Para asegurar el correcto funcionamiento de la aplicación será necesario comprobar que tanto puntos 
de interrupción como la modalidad paso a paso se encuentren desactivados antes del cambio a STOP. 
 
5.1.3 Configuración de una tarea en STOP 
Dependiendo desde donde se realice la invocación de un DFB, la instancia puede estar situada dentro 
de la tarea maestra, rápida o auxiliar. Mientras se está ejecutando un programa en el PLC, será 
posible establecer una tarea en detención. Esta parada podrá efectuarse mediante la utilización de: 
 
 Un punto de interrupción o de la modalidad paso a paso  
 La pantalla de depuración del PLC  
 
En los PLC M340 al establecerse una tarea en detención, las salidas asociadas cambiarán de forma 
automática a la modalidad configurada: retorno o mantenimiento. 
 
5.1.4 Desactivación de tareas 
La desactivación de tareas tiene consecuencias distintas a la detención de éstas. Al desactivarla, las 
entradas/salidas se comportan de forma distinta según el tipo de PLC. El comportamiento de las 
entradas/salidas es distinto a cuando se detiene una tarea. El usuario deberá tener en consideración 









Esta anulación podrá efectuarse mediante la utilización de: 
 Bits de sistema:  
 
 %S30: Activación/desactivación de la tarea maestra. Se encontrará inicialmente a 1. Cuando 
el usuario establezca el bit a 0 la tarea maestra se desactivará, momento en que el código de 
usuario no se volverá a ejecutar. El sistema comprobará este bit al final de cada ciclo de la 
tarea maestra. 
 %S31: Activación/desactivación de la tarea rápida. Se encontrará a 0 hasta que el usuario cree 
la tarea. Se desactivará al establecerse el bit a 0. 
 %S32: Activación/desactivación de la tarea auxiliar 0. Se desactivará al establecerse el bit a 0. 
 %S33: Activación/desactivación de la tarea auxiliar 1. Se desactivará al establecerse el bit a 0. 
 %S34: Activación/desactivación de la tarea auxiliar 2. Se desactivará al establecerse el bit a 0. 
 %S35: Activación/desactivación de la tarea auxiliar 3. Se desactivará al establecerse el bit a 0. 
 









DESACTIVACIÓN DE ENTRADAS/SALIDAS 
La desactivación de entradas y/o salidas no conlleva la desactivación de la tarea. 
 
 Desactivación de entradas: se realiza mediante la palabra de sistema %SW8. El estado inicial de 
este objeto del sistema es 0 y con la exclusividad de las entradas/salidas de CANopen, se puede 
establecer este bit en 1 o en 0. 
 
 %SW8.0 = 1 asignado a la tarea MAST. 
 %SW8.1 = 1 asignado a la tarea FAST. 
 %SW8.2 a 5 = 1 asignado a las tareas AUX de 0 a 3. 
 
 Desactivación de salidas: se realiza mediante la palabra de sistema %SW9. Antes de realizarla se 
deberá prestar atención a la modalidad de desactivación, retorno o mantenimiento. El estado 
inicial de este objeto del sistema es 0 y con la exclusividad de las entradas/salidas de CANopen, 
se puede establecer este bit en 1 o en 0. 
 
 %SW9.0 = 1 asignado a la tarea MAST.  
 %SW9.1 = 1 asignado a la tarea FAST. 
 %SW9.2 a 5 = 1 asignado a las tareas AUX de 0 a 3. 





La animación gráfica de las distintas secciones del programa es uno de los principales métodos que 
permiten al usuario (o programador) realizar, de forma más sencilla y práctica, el proceso de 
depuración. Debido a los lenguajes gráficos además de literales definidos en la normativa e 
implementados en Unity Pro, se dispondrá de la capacidad visual de comprobación de los distintos 
valores que adquieren las variables y parámetros. 
 
La animación  se encuentra disponible tanto desde el editor del lenguaje utilizado como mediante 
tablas. Su activación o desactivación vendrá dada por la activación de la opción de animación, 
disponible en la barra de herramientas (Figura 35) y que se encontrará activada por defecto. 
 
Para que el equipo pueda realizar la animación mediante el editor del lenguaje será necesaria la 
activación del modo online y que se haya transferido el proyecto al PLC (en modalidad virtual o 






5.2.1 Consideraciones generales: 
 
 La animación se gestiona sección a sección, por lo que se podrá detener o reiniciar sección a 
sección. 
 
 Las variables que se actualizan muy rápidamente no se podrán visualizar en pantalla de 
forma correcta aunque el PLC sí que se podrá encargar de ello siempre y cuando no supere la 
frecuencia soportada. 
 
 Las cadenas de más de 16 caracteres deberán ser animadas desde una tabla de animación. 
 
 Dependiendo del lenguaje que esté siendo utilizado, se podrá visualizar el nombre de la 
variable a la vez que el contenido o no. Para solucionar esto existe la función información 
sobre herramientas que se activa al mover el cursor por las variables y muestra la siguiente 
información: 
 
 Valor de la variable  
 Tipo, nombre, dirección y comentario 
 
Figura 35 – Botón animación 





5.2.2 Modo de conexión 
 
El tipo de conexión y las funciones permitidas vendrán caracterizados por: 
 
 La versión del proyecto abierta en el PC y la presente en el PLC 
 
o Modalidad integral online 
o Modalidad degradada online 
 
 La capacidad de modificar y/o depurar el proyecto 
 
o Modalidad de monitorización 
o Modalidad de programación 
 
 
Modo de monitorización 
El usuario no podrá modificar ni depurar el proyecto si este modo se encuentra activo. Se puede 
acceder a la configuración de este modo desde la ruta Herramientas -> Opciones -> Conexión.  













Modo de programación 
El usuario podrá tanto modificar como depurar el proyecto si este modo se encuentra activo. Se 
puede acceder a la configuración de este modo desde la ruta Herramientas -> Opciones -> Conexión. 
 
Figura 36 – Selección de modalidades 
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Modalidad integral online  
 
El proyecto abierto es el mismo que el proyecto del PLC. Para el uso de esta modalidad será 
necesario asegurarse de que se encuentra activado el modo de programación.  
  
 Depurar el proyecto. Esto se realiza mediante puntos de parada y puntos de observación. 
 
 Modificar el proyecto. En el caso de las modificaciones se podrá generar o no el proyecto y 
dependiendo de esto la animación se detendrá o continuará. 
 
o Se genera el proyecto, las modificaciones se transfieren automáticamente y se 
reanuda la animación 
 
o No se genera el proyecto, se detiene la animación de las secciones modificadas 
 
 
Modalidad degradada online  
El proyecto abierto es distinto al proyecto del PLC. 
 
 
5.2.3 Tipos de animación 
 
Dependiendo del instante de la actualización de las variables de las secciones del programa, se 
podrán distinguir dos tipos de animación: 
 
 Estándar: Las variables de la sección que se encuentre activa se actualizarán tras la tarea 
maestra. 
 
 Sincronizada: Las variables de la sección que se encuentre activa se actualizarán a la vez 
que el elemento en que se haya situado el punto de observación. Este tipo de animación es 
de gran utilidad cuando se usa una variable en secciones diferentes del programa y se busca 









5.3 Depuración según lenguaje 
 
5.3.1 Servicios para depuración 
 
 Punto de parada: Podrá existir tan sólo uno en el programa. Al insertarse un nuevo punto 
de parada se elimina el anterior. Su función es la de detener el programa en el punto 
especificado para poder conocer el valor de las variables y/o el funcionamiento del código. 
Se establecerá en la modalidad online y no pueden establecerse puntos de parada en una 
tarea de eventos.  
 
El punto de parada puede implementarse (Figura 37) y eliminarse (Figura 38) en la 
modalidad offline pero su aplicación práctica mediante la ejecución paso a paso se verá 










 Punto de observación: Podrá existir tan sólo uno en el programa. Cuando no existe, las 
variables animadas se actualizan al terminar la tarea maestra. Su función es la de sincronizar 
la visualización de variables animadas con la ejecución de una instrucción para conocer su 
valor en el punto determinado.  
 
 
La gran limitación de este servicio es el hecho de que si una variable se usa en varias 
secciones no se podrá conocer el valor de ésta en el punto determinado. Se establecerá en la 
modalidad online y no se pueden instertar puntos de observación en una tarea de eventos, 





Figura 37 -  Inserción de punto de parada 
Figura 38 - Eliminación de punto de parada 
















 Ejecución paso a paso: Consiste en la ejecución del programa elemento a elemento. Para su 
uso será necesaria la activación del modo online, la ejecución del programa y el 
establecimiento de un punto de parada. 
 
Cuando se requiera el retorno al punto de parada previamente establecido se reiniciará la 





Mostrar paso actual localiza el paso que se esté ejecutando (Figura 45). En códigos extensos 




Para una localización del punto del sistema en que se encuentra la depuración existe una pila 
de llamadas (Figura 46) tipo LIFO que almacena en orden subrutinas y DFB, incluído el 





Figura 40 - Eliminación de punto de observación 
Figura 41 - Mostrar punto de observación 
Figura 42 - Sincronizar tabla de animación con punto de observación 
Figura 43 - Contador de paso por punto de observación 
Figura 44 – Ejecución paso a paso: Continuar  
Figura 45 - Ejecución paso a paso: Mostrar paso actual 
Figura 46 - Ejecución paso a paso: Pila de llamadas 





 Paso a paso por instrucciones (Figura 47): mediante este comando se puede entrar al código e ir 
al próximo elemento de la sección, subrutina o DFB. 
 
 Si el elemento actual no contiene una llamada de subrutina o una llamada de instancia 
DFB, se ejecuta y se desplaza hasta el siguiente. 
 
 Si el elemento actual contiene una llamada de subrutina o una llamada de instancia DFB, 
se ejecuta y se desplaza hasta la llamada de subrutina o DFB. 
 
 Si el elemento actual es una llamada de subrutina o de instancia DFB, puede utilizarse 





 Paso a paso por función (Figura 48): mediante este comando se puede entrar al código y 
ejecutar, en su totalidad, las funciones presentes en la sección, subrutina o DFB. 
 
 Si el elemento actual no es una llamada de subrutina o una llamada de instancia de DFB, 
se ejecuta en su totalidad y se desplaza hasta el siguiente. 
 
 Si el elemento actual es una llamada de subrutina o de instancia DFB, se ejecuta en su 






 Paso a paso para salir (Figura 49): mediante este comando se puede entrar al código y ejecutar 
en su totalidad la sección, subrutina o DFB. 
 
 Si el elemento actual forma parte de una instancia de subrutina o DGB, se ejecutarán 
todos los elementos de la subrutina o del DFB y continuará elemento a elemento después 
de la llamada de subrutina o DFB. 
 
 Si el elemento actual es una llamada de subrutina o una llamada de instancia DFB, se 
ejecuta todo el elemento y se desplaza hasta el siguiente. 
 
 Si el elemento actual es un escalón, este comando ejecuta la sección actual en su totalidad 
y se desplaza hasta el principio de la sección siguiente. 
 
Figura 47 - Ejecución paso a paso por instrucciones 






5.3.2 Depuración LD 
  
En la modalidad online y siempre y cuando el modo de animación este activo, el programa hace uso 
de distintos colores para ayudar al usuario a distinguir distintas situaciones de una forma más 
intuitiva. 
Las variables booleanas a nivel alto, TRUE, podrán visualizarse en verde mientras que a nivel bajo, 
FALSE, se mostrarán en rojo. Las variables que representen datos númericos verán sustituidos su 
nombre por el valor instantáneo correspondiente y serán identificadas en amarillo. 
Para que la animación de los vínculos existentes entre contactos, bobinas y bloques funcionales sea 
posible deberá estar activada la opción correspondiente, que en el caso de alternarse su activación y 
desactivación será necesario que se genere y se transifera de nuevo el proyecto al PLC. 
Herramientas -> Ajustes del proyecto -> Generación de código -> Generar con animación vinculada 
LD 
 
Los tipos de datos derivados, ya sean DFB o DDT que se deseen depurar deberán ser analizados en 
una ventana aparte de la de la sección del programa que las incluya; para ello será necesario que 
desde el menú contextual habilitado por el botón derecho del ratón o mediante la selección del DFB 
y el acceso al menú servicios se opte, en ambos casos, por la opción Detallar. 
 
5.3.3 Depuración FBD 
 
En la modalidad online y siempre y cuando el modo de animación este activo, el programa hace uso 
de distintos colores para ayudar al usuario a distinguir distintas situaciones de una forma más 
intuitiva. 
Las variables booleanas a nivel alto, TRUE, podrán visualizarse en verde mientras que a nivel bajo, 
FALSE, se mostrarán en rojo. Las variables que representen datos númericos verán sustituidos su 
nombre por el valor instantáneo correspondiente y serán identificadas en amarillo. 
Los tipos de datos derivados, ya sean DFB u DDT que se deseen depurar deberán ser analizados en 
una ventana aparte de la de la sección del programa que las incluya; para ello será necesario que 
desde el menú contextual habilitado por el botón derecho del ratón o mediante la selección del DFB 
y el acceso al menú servicios se opte, en ambos casos, por la opción Detallar.  
 
5.3.4 Depuración ST/IL 
 
En la modalidad online y siempre y cuando el modo de animación este activo el programa hace uso 
de distintos colores para ayudar al usuario a distinguir distintas situaciones de una forma más 
intuitiva. 
Las variables booleanas a nivel alto, TRUE, podrán visualizarse en verde mientras que a nivel bajo, 
FALSE, se mostrarán en rojo. Las variables que representen datos númericos serán identificadas en 
amarillo. 
Figura 49 - Paso a paso para salir 




 A diferencia de otros, en los lenguajes de programación textuales no se puede identificar de forma 
inmediata el valor de las variables aunque sí puede conocerse al colocar el puntero sobre el elemento. 
Para solucionar esto es común el uso de tablas de animación.  
 
5.4 Tablas de animación 
 
En las tablas de animación se muestran los valores de las variables seleccionadas (siempre que el  
modo online esté activo o no sean entradas direccionadas) pero también se podrá modificar y forzar 
los valores de éstas.  
El carácter temporal de la tabla de animación podrá ser elegido en la creación de la tabla, en 
modificaciones posteriores desde el explorador de proyectos o desde la misma tabla de animación
. 
 
5.4.1 Creación de tablas de animación 
 
La creación de tablas de animación podrá efectuarse desde el directorio de tablas de animación del 
explorador de proyectos o bien desde el mismo programa. En el primer caso, el usuario deberá elegir 













En el segundo caso se distinguirán varias opciones y  todas ellas son  accesibles desde el menú 
contextual creado por la pulsación del botón derecho del ratón (Figura 51). Dependiendo de si la 
pulsación se realiza en un espacio en blanco, en una o varias variables previamente seleccionadas o 
sobre un bloque funcional, en la tabla de animación creada serán incluidas automáticamente las 
variables asociadas a estos elementos.  Las tablas de animación creadas mediante este método tienen 
la característica de la temporalidad, por lo que serán eliminadas al cerrar el proyecto. 
La principal diferencia es que “Inicializar tabla de animación” abre una tabla de animación y si ésta 
no existe la crea, mientras que “Inicializar nueva tabla de animación” simplemente abre una nueva 
tabla. 
 








Las distintas tablas de animación creadas podrán localizarse en el directorio correspondiente a tablas 






5.4.2 Modificación de variables 
 
Una vez activado este modo, será posible la modificación del valor de las variables mediante la 
inserción de uno nuevo en el campo valor. Para una modificación práctica más sencilla de variables 









5.4.3 Forzado de variables 
Una vez activado este modo, será posible forzar una señal booleana con direccionamiento. Se 
permite realizar acciones tales como el forzado a nivel bajo, alto y la cancelación del forzado
 
 
5.4.4 Modalidad multiple  
Esta modalidad se active mediante  y saca a la luz dos nuevas funcionalidades para las tablas de 
animación: 
 La actualización de los valores en el PLC  
 El restablecimiento de los valores establecidos    
Figura 51 – Inicialización de tablas de animación 
Figura 52 – Directorio de tablas de animación 
Figura 53 – Animación y modificación de variables lógicas 





5.4.5 Menú contextual  
 
Desde el menú contextual el usuario puede acceder a nuevas opciones como son la conversión de 
todas las tablas temporales en permanentes, la eliminación de todas las tablas temporales o la 
















5.4.6 Animación sincronizada 
 
Será posible realizar la animación sincronizada de una tabla siempre y cuando se establezca un punto 
de observación y se seleccione la opción correspondiente: Sincronizar tabla de animación (Figura 
42). Las tablas podrán animarse de acuerdo al punto de observación, identificandose esta 










Figura 54 – Tablas de animación: menú contextual 
Figura 55 – Animación sincronizada 
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5.5 Pantallas de explotación 
 




 Objetos estándar: línea, rectángulo, elipse, curva, polilínea, texto 
 Imágenes: ficheros de mapa de bits con la extensión BMP o JPG 
 Objetos de control (o comando): botón, casilla de verificación, campo de entrada, contador, 
cursor, objeto de intercambio explícito, botón de exploración de pantalla 
 Objetos compuestos: grupo de objetos de tres tipos anteriores, creados por el usuario o a partir de 
una librería de objetos 
 
Las pantallas de operador proporcionan un método de comunicación del usuario con el programa 
cuando está en funcionamiento. Los objetos disponen de diversas funcionalidades que, entre otros 
menesteres, le permiten al usuario realizar una depuración del programa. Por ejemplo, mediante 
rectángulos animados es posible realizar gráficos de tendencias, los cuales proporcionarán una 
representación gráfica del estado de una variable o gráficos de barras.  
 
El acceso a las pantallas de explotación se realiza a través del directorio de pantallas de operador del 
explorador de proyectos. Desde el menú contextual que éste ofrece será posible crear nuevas 
pantallas. 
 














                                                 
5 Fuente: [11] 
Figura 56 – Familias de pantallas de animación 





5.6 Pantalla de depuración del PLC 
 
Existe una pantalla de depuración asociada al procesador del PLC. Mediante esta será posible 
realizar un control de las tareas, de las modalidades de funcionamiento así como conocer 
información del reloj de tiempo real y del sistema. Si se interrumpiera la conexión se continuará 
visualizando la pantalla pero esta pasará a estar inactiva.  
 
 
Activación de la pantalla 
 
Existen dos modos de acceder a la pantalla: 
 Herramientas -> Pantalla del PLC  
 Haciendo doble clic sobre el procesador del PLC (Figura 58) en el editor de configuración 
























Figura 58 – Bus PLC 
Figura 59 – CPU y opciones de animación 
Figura 57 – Acceso a configuración del sistema 
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Para el uso de la pantalla es necesaria la activación de la modalidad online. Esta modalidad puede 
ponerse en funcionamiento mediante la activación de la conexión y el envío del proyecto al PLC o al 
simulador, para ello el usuario deberá seguir los siguientes pasos: 
 


















o Reinicio en caliente: Al activarlo se establece en 1 el bit %S1. Se puede utilizar para activar 
un programa de inicialización parcial. 
 
o Reinicio en frío: Al activarlo se establece en 1 el bit %S0, inicializando los datos y el 
sistema. Se puede utilizar para activar un programa de inicialización específico. 
 
o Retorno de salidas: Al activarlo se cambian las salidas a la modalidad de retorno. Los 
valores de las salidas serán los valores  de retorno d la modalidad STOP del PLC.  
 
o Salidas aplicadas: Se utilizan para detener la modalidad de retorno y para volver a aplicar 
los valores proporcionados por el programa a las salidas. 
 
Al  establecerse en STOP una tarea las salidas asociadas cambian a la modalidad configurada, ya sea 
retorno o mantenimiento. 
 
Figura 60 – Generar y regenerar proyecto 
Figura 61 – Conexión con PLC 
Figura 62 – Transferencia de proyecto al PLC 

















También está disponible un menú contextual ediante el cual se pueden restablecer las 















 RELOJ DE TIEMPO REAL 
 
Los procesadores de la familia BMX P34 tienen un reloj de tiempo real que controla tanto la 
fecha y hora actual como la de la última parada de la aplicación. Si se apaga el procesador, el 
reloj de tiempo real continuará funcionando durante cuatro semanas. Debido a que el procesador 
tramita el reloj de tiempo real para su uso es necesaria la ejecución de modalidad estándar y el 
PLC conectado directamente al automáta (no en modalidad de simulación). 
Esta opción permite ajustar el reloj en tiempo real según las fechas y hora ajustadas o la del PC 
así como visualizar la causa del error cuando no se acepte la fecha y hora. 
Figura 64 – Menu contextual pantalla depuración PLC 















 INFORMACIÓN DEL SISTEMA 
Descripción del sistema incorporado, éste incluye el PLC así como el programa que se 













Se podrá realizar una impresión accediendo a Servicios -> Información de impresión, tras 







Figura 65 – Pantalla depuración del PLC: Reloj de tiempo real 
Figura 66 - Pantalla depuración del PLC: Información 
Figura 67 - Impresión de información del PLC 












a depuración mediante la animación de la vista del editor dependerá de la sintaxis del 
lenguaje utilizado en cada sección del bloque funcional de usuario. A continuación se 
detallan los distintos accesos a esta forma de depuración y las características generales. 
 
La depuración de una instancia de DFB consiste en la animación sección a sección de las distintas 
instancias que componen el bloque funcional. En el caso de contar con un DFB intercalado se tendrá 
que detallar cada capa hasta llegar al deseado. 
 
La animación de las instancias de los bloques funcionales derivados presentes en las distintas 
secciones del programa se deberá llevar a cabo mediante la opción Detallar, presente en el menú 
contextual y también en el menú Servicios. Con la elección de la opción “Detallar” surge un menú 
donde será necesaria la elección la sección específica a animar para la creación de la consiguiente 
ventana animada. 
 














Figura 69 – Detallado  de bloques función derivados Figura 68 –Selección detallado de DFB 
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6.1 Tablas de animación y pantalla de operador 
 
En el caso de querer acceder a cualquier tipo de variables de un bloque funcional desde el programa, 
será posible llegar a todas las capas mediante la funcionalidad del comando “.”, el cual de forma 




Esto cobra especial interés en el caso del intercalado de bloques derivados ya que permitirá entre 
otras cosas: 
 
 La observación del comportamiento de las variables de cada capa del programa  
 La modificación de parámetros del programa (a excpeción de las varaibles privadas) 
 
 
Es singular el caso de las variables privadas. Éstas no se podrán visualizar directamente en las tablas 
de animación pero sí es posible su animación si se realiza el acceso a ellas mediante el comando “.”. 
 
El método más práctico para creación de tablas de animación de DFB intercalados es el que accede a 
los distintos niveles mediante el comando detallar (Figura 70 – Animación de DFB intercalado de 








Figura 70 – Animación de DFB intercalado de nivel 1 








Otro de los métodos mediante los cuales el usuario puede interactuar con el programa, además de las 
tablas de animación, son las pantallas de operador. Mediante estas pantallas se pueden introducir 
argumentos de entrada, visualizar argumentos de salida, modificar variables públicas y visualizar el 




















Figura 72 – Pantalla de operador 
Figura 71 – Animación de DFB intercalado de nivel 2 
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6.2 Punto de observación 
 
Su función es la sincronización de la visualización de variables animadas con la ejecución de una 
instrucción para conocer su valor en el punto determinado.  
 
Mediante el acceso a los DFB intercalados según el detallado del bloque derivado será posible la 
sincronización de las tablas de animación creadas con el punto de observación establecido. Tanto la 
tabla como el punto de observación deberán pertenecer a la misma sección, ya que las variables que 
no cumplen esto se sincronizan con el final de la tarea maestra.  
 
 
6.3 Punto de parada 
 
Su función es la de detener el programa en el punto especificado para poder conocer el valor de las 
variables y/o el funcionamiento del código. El depurado de bloques funcionales derivados no se ve 

































ebido a que en la célula de fabricación flexible del Departamento de Ingeniería de Sistemas 
y Automática de la Universidad de Sevilla existen diversos equipos que requieren de la 
capacidad de posicionamiento, surge la necesidad de creación de bloques funcionales que 
faciliten su control. El caso práctico realizado será el de un alimentador de piezas. Este sistema estará 
compuesto por un motor que genera un movimiento rotacional y que, junto a poleas y correas, 
realizará la transmisión del movimiento, el cual se basa en una librería de posicionamiento, 
controlada mediante un PLC.  
 
La función principal de los instrumentos posicionadores es conocer la ubicación de un componente y 
asegurar, en la medida de lo posible, la repetibilidad de sus acciones. A menos que los elementos que 
conforman un posicionador estén debidamente emplazados, no se podrá lograr esta funcionalidad de 
forma veraz. Para ello, se deben tener en cuenta algunos aspectos: 
 
 Tipo de lazo de control del posicionador: abierto o cerrado. En el caso de estudio, y debido a los 
elementos sensores disponibles, no se podrá realizar la implementación de un control de lazo 
cerrado, por el que se minimice el error existente. 
 
 Precisión de los elementos y precisión desead. Cuanto mayor sea la precisión requerida mayor 
deberán ser tanto la fiabilidad como la precisión de los diferentes elementos que lo conforman. 
 
 Zona de trabajo y límites. El rango de funcionamiento debe ser perfectamente conocido para una 
correcta ubicación del sistema. Los extremos constructivos del dispositivo deben estar acotados 
para evitar perturbaciones constructivas y prevenir posibles percandes en el medio externo.  
 
El dispositivo real en que se implementará la librería desarrollada se ocupará de la contabilización y 
tramitación de órdenes sobre distintas piezas. Mediante los motores paso a paso se gestionará la 
posición de cada una de las dos columnas alimentadoras de piezas que constituyen cada máquina. En 
cada uno de los almacenes se administrarán las piezas mediante el depósito y la extracción de un 
determinado tipo y tamaño de ellas. Los motivos principales de la disposición contigüa son tanto la 
reducción de la embergadura de la planta como la, más que posible, disminución de vibraciones 







Como método de programación se recurre a un sistema estructurado por capas organizadas 
jerárquicamente. Este método permite valorizar los niveles previos a la capa final. Se propone por el 
hecho de que cada bloque podrá ser reutilizado cambiando los argumentos de entrada y logrando así 




7.1 Descripción física de la planta 
 
El alimentador de piezas se encuentra integrado en una célula de fabricación flexible. Esta planta está 
compuesta de varias zonas de trabajo interconectadas por medio de diversas cintas transportadoras, 
sobre las cuales se desplazarán las bandejas portando los pallets en que se transportan las piezas. 
 
La necesidad de un sistema de alimentado de piezas para la planta surge ante la existencia, en las 
zonas de trabajo, de dispensadores de bandejas y de pallets pero no de un sistema automático que 































7.2 Descripción del sistema a automatizar 
 
Se desarrollará un alimentador de piezas basado en un sistema de posicionamiento. Con el objetivo 
de la valorización de los elementos disponibles en el departamento y la adquisición de otros de bajo 
coste, han sido considerados necesarios los elementos de hardware abajo listados, los cuales se 
describirán y justificarán a posteriori. 
 
- Motor paso a paso 
La elevación de la plataforma del gestor de piezas, se ejecutará mediante el uso y acomplamiento 
de un motor paso a paso. A través de correas y poleas se producirá la transformación del giro del 
eje en un movimiento longitudinal.  
 
 
- Controlador de motores 
Debido a la potencia requerida, el movimiento del motor deberá ser gobernado por un 
controlador de motores. Éste, permite la posibilidad de trabajar con micro-pasos mediante 
selectores manuales, es decir, se podrá modificar la cantidad de pasos dados en una vuelta por el 
motor para conseguir mayor precisión en el posicionamiento. Debido a lo anterior, siempre y 
cuando no se utilicen pasos completos, el sistema deberá ser consistente con la selección de los 
micro-pasos a nivel de hardware y de software.  
 
- Sensor de presencia y sensor de barrera 
La plataforma se desplazará dentro del rango de funcionamiento delimitado tanto por un sensor 
fotoeléctrico de barrera (ubicado en la parte superior) como por un sensor fotoeléctrico de 
presencia (ubicado en la parte inferior).  
 
 
- Sensores de final de carrera 
Como medida de seguridad se dispondrá de sensores que asegurarán, de forma externa al bloque 
función, que el movimiento se realiza dentro de los límites constructivos. En la instalación 
realizada a día de hoy no se encuentran conectados al PLC.  
 
 
Debe asegurarse la disposición de la planta, de forma que el contacto de fin de carrera no se active 
















































Fin Carrera Superior 





Sensor de barrera 
24 V 
Figura 75 - Esquema del sistema 





7.2.1 Motor PaP 
 
Un motor paso a paso es aquel que gira un determinado ángulo (paso) cuando se aplican entre los 
extremos de sus bobinas las tensiones adecuadas. El sentido y la velocidad de giro dependen, 
respectivamente, de la secuencia de activación de las bobinas que forman el estator del motor y de la 
frecuencia de conmutación de las tensiones en los extremos de dichas bobinas.  
 
Se define el ángulo de paso como el ángulo que describe el eje del motor (rotor) al aplicarle un 
impulso y puede variar de 1˚ a 90˚ según el motor; es una característica muy importante pues indica 
la precisión que puede llegar a tener. El ángulo recorrido mediante cada paso es 1.8º, dándose 200 











En general, los motores paso a paso presentan las siguientes ventajas: 
 
- Insensibilidad a vibraciones, variaciones de tensión y temperatura 
- Movimientos muy precisos 
- Frecuencia de trabajo variable 
- Vida útil superior a la de otros tipos de motores 
 
Los motores híbridos se distinguen del resto en que tienen varios dientes en el estator y en el rotor, 
disponiendo además en el rotor de un imán concéntrico magnetizado axialmente alrededor de su eje. 
Esta configuración es una mezcla de los otros dos tipos de motores paso a paso, los motores de 
reluctancia variable y los de magnetización variable. Por lo general suelen ser más difíciles de 
controlar debido a que necesitan de circuitos de control y de potencia más complejos aunque esto se 
verá solucionado con un circuito específico de control. 
 
El movimiento del motor marcará, gracias al sistema de polea y correa, el movimiento de la 
plataforma del alimentador de piezas. Para la finalidad desesada, el conexionado del motor PaP no 
requiere del terminal amarillo ni blanco, éstos forman a un mismo cable común y pertenecen a los 
extremos de cada fase. No son necesarios debido a que la aplicación a la que se destina el motor no 
requerirá de par elevado. 
Figura 76 – Motor PaP bipolar 
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Se dispone del motor paso a paso híbrido 57BYGH420 de la empresa Wantai Motor, el cual presenta 






























Precisión paso ± 5% 
Temperatura máxima 80 °C 
Rango temperatura ambiente -20° ~ 50°C 
Resistencia de aislamiento 
100 MΩ  Min 500 V 
DC 





























1.8 3.6 2 1.8 2.5 90 3.5 6 300 56 0.7 
Tabla 10 - Motor: Características eléctricas 
Figura 77 – Motor: Característica pulso - par 





7.2.2 Driver de motores PaP 
 
El driver HY-DIV268N-5 es un controlador de motores paso a paso híbridos bipolares. Este 
dispositivo es un potente amplificador que permite al motor funcionar correctamente convirtiendo la 
señal de pulso (enviada de forma externa al driver) en un desplazamiento angular del motor. La 
velocidad del motor es proporcional a la frecuencia del pulso, consiguiendo de esta forma regular la 
velocidad con bastante precisión. El contaje del número de pulsos permite obtener un 
posicionamiento preciso. 
 
El controlador requiere, para su correcto funcionamiento, de al menos tres señales de control. Debido 
al tipo de conexionado realizado, tan sólo serán necesarias tres. Las otras señales de control, PUL-, 
DIR-, EN-,  se conectarán entre sí a tierra (GND) realizando una conexión de cátodo común. 
 
- PUL+: señal de impulso 
- DIR+: señal de dirección 
- EN+: señal de habilitación 
 
 



















Figura 78 – Driver: Esquemático  
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El sistema está diseñado para su uso con alimentación a 5 V, por ello se dispone de una R pequeña. 
Cuando se trabaja con tensiones elevadas se debe reconsiderar la protección del diodo, para 
solucionarlo con se pondrán resistencias según la alimentación con la que se trabaje (teniendo en 
cuenta que las resistencias deben disipar más de 1/8W): 
  
- Con Vcc = 24 V es necesario poner una resistencia R de 2kΩ 
- Con Vcc = 12 V es necesario poner una resistencia R de 1kΩ 
 
Esto es debido a la mayor protección que necesita el diodo del optoacoplador al aumentar el voltaje. 
El modelo del optoacoplador es el PC817.  
 
Si consideramos como límite de cálculo el valor máximo posible de la corriente de polarización en 
directa obtenemos: 
 














Considerando un valor intermedio de corriente de polarización directa: 














Considerando la cota inferior máxima de 5mA: 
 














En el driver ya se incluyen resistencias para cada optoacoplador, debemos descontar el valor de éstas 
del calculado. Entiendo que debido al deseo de trabajar con  un CTR decente y no demasiado 











El driver de motores con el que se trabajará permite ajustar el uso de micro-pasos mediante 
selectores. Los selectores también servirán para regular la corriente que se le transmite al motor y las 
posibles combinaciones vienen dadas por la Tabla 11 en ella los niveles de ON/OFF se corresponden 
con los interruptores (switches) ABAJO/ARRIBA y los niveles lógicos correspondientes serán 
LOW/HIGH (debido a conexión PNP).  
 
 
Micro pasos SW1 SW2 SW3  Corriente 
salida (A) 
SW4 SW5 SW6 
NG ON ON ON 0.2  ON ON ON 
1 OFF ON ON 0.6  ON OFF ON 
1/2a ON OFF ON 1.2 OFF ON ON 
1/2b OFF OFF ON 1.8 OFF OFF ON 
1/4 ON ON OFF 2.5 ON ON OFF 
1/8 OFF ON OFF 3.3 ON OFF OFF 
1/16 ON OFF OFF 4.2 OFF ON OFF 
NG OFF OFF OFF 5 OFF OFF OFF 




Figura 79 – Driver: Elementos  
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La presencia del driver de motores se justifica debido a la necesidad de disponer un elemento que 
permita controlar con precisión la velocidad y posición del motor. La configuración requerida deberá 
evitar en la medida de lo posible la pérdida de pulsos, la detección anticipada del sensor de barrera 
(por el movimiento de las piezas) así como una corriente compatible con la alimetación generada por 
la fuente y el resto de elementos del circuito. 
La configuración que se usará en este proyecto implica la selección de pulsos completos y una 
limitación de corriente de 0.6 A. 







7.2.3 Sensor de presencia 
 
Este sensor fotoeléctrico, modelo SFH-9500, consta de dos componentes, emisor (fotodiodo) y 
receptor (fototransistor). Gracias a él es posible la detección de objetos situados entre los 
componentes siempre y cuando no detecte el receptor el haz de luz enviado por el emiso (Figura 81). 
 
Su inclusión en el sistema se debe a la necesidad de conocer y establecer un punto de referencia para 
el sistema, posteriormente nombrado como “home”. 
  
Estará ubicado en la parte inferior de la torre dispensadora, cercano al sensor de fin de carrera 
inferior. Deberá detectar la pieza metálica unida a la plataforma, limitando de esta forma el 
movimiento del asiento de las piezas.  










Figura 81 – Sensor de presencia: Esquemático 
Figura 80 – Driver: Configuración del proyecto 





7.2.4 Sensor de barrera 
 
El sensor fotoeléctrico M18-T120P-PN está formando por dos elementos, emisor y receptor. 
Funciona bajo un principio que lo hace apto para detectar cualquier tipo de objeto o persona. El 
diodo emisor emite pulsaciones luminosas. El receptor podrá ser un fotodiodo o un fototransistor 
que, en todo caso, se encargará de procesar la luz de su par, amplificando la corriente fotoeléctrica 
creada para comparar con un umbral de referencia y poder discernir si realmente existe o no objeto 
entre ambos elementos. Con él se pueden detectar objetos situados entre los componentes cuando el 
receptor no detecte el haz de luz enviado por el emisor.  
 
La inclusión en el alimentador de piezas se ve justificada debido al hecho de que es necesario 
conocer la posición real de las piezas así como delimitar los extremos del sistema. En el sistema en 
que es implementado será usado para la detección de las piezas que sean depositadas o extraidas del 
dispensador (Figura 82).  










7.2.5 Sensor de fin de carrera 
 
Los interruptores de fin de carrera son elementos electromecánicos formados por un accionador 
vinculado a un conjunto de contactos. Cuando un elemento entra en contacto con el accionador, 
cerrando el circuito, este dispositivo podrá cerrar o abrir una conexión eléctrica dependiendo del 
modo de conexionado. De esta forma se obtendrá un contacto normalmente cerrado o abierto 
dependiendo del modo de conexión y el estado del accionador. 
En el sistema en que puede ser implementado su función debería ser asegurar los límites de 







Figura 82 - Sensor fotoeléctrico de barrera 
Figura 83 – Sensor de fin de carrera 
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7.3 Especificaciones  de funcionamiento 
 




 Todas las piezas tendrán las mismas dimensiones. 
 
 Mientras se ejecute una petición no se tramitarán otras. 
 
 No será posible realizar extracciones de piezas cuando el alimentador esté vacío u operaciones de 
almacenado cuando esté lleno. 
 
 El autómata debe disponer en todo momento el número de piezas almacenadas y actuar 
consecuentemente al alcanzar su capacidad mínima o máxima. 
 
 Debe existir la posibilidad de realización de una puesta en marcha que reconozca el estado del 
sistema (número de piezas, posición de partida…). Esta puesta en marcha (home) debe de tener 
prioridad sobre el resto de operaciones y que se ejercerá al menos una vez: al inicio del programa. 
 
 La plataforma podrá moverse la posición indiicada mientras que su funcionamiento no interfiera con 
los sensores, si se da el caso deberá actuar en consecuencia dependiendo del sensor activado. 
 
 Los sensores de presencia y barrera marcarán la carrera de la plataforma así como el punto de 
extracción/almacenado de piezas.  
 
 Se dispondrá de medidas de seguridad externas por si la plataforma rebasara su rango de trabajo. 
 
 Se deberá considerar la fuerza ejercida por una columna de piezas. En caso de configuración de 
micro-pasos será necesario disponer de un sistema energizado debido a que el motor no se encontrará 
en posiciones estables y podrá perder pasos. 
 
 Cuando el sistema o el usuario lo requieran, se podrá realizarse una parada de emergencia en la que el 


















7.4 Bloques funcionales 
 
La programación de este dispensador de piezas utiiza como método de programación el intercalado 
de bloques, debido a la reutilización y valorización de los bloques funcionales que el usuario crea. Se 
deberá prestar especial atención a no superar los ocho niveles de intercalado. 
 
A continuación se describirán los distintos bloques realizados desde la capa inferior a la superior y su 
función dentro del programa.  
 
7.4.1 Generador de pulsos 
 
Para el funcionamiento del driver es necesario un tren de pulsos continuo, que permita transmitirle al 
motor los pulsos con una determinada frecuencia. 
El generador de pulsos puede realizarse mediante hardware o software. La generación de señales 
periódicas mediante software tendrá diversa problemática: estará limitada a la frecuencia que pueda 
soportar el automáta (60Hz sin tarjetas rápidas) y por el ciclo de scan. El uso de eventos de tipo 
TIMER no proporciona una solución adecuada para la generación de pulsos ya que tan sólo admite 
las referencias de 1,10,100 y 1000 ms. Debido a los requerimientos de baja frecuencia del sistema la 
generación mediante software no debería generar  problemas, sin embargo siempre cabe la 
posibilidad de implementación de tarjetas de entradas/salidas rápidas. 
 
Para la transmisión del tren de pulsos a una determinada frecuencia será necesaria una señal que 
alterne valores a nivel alto y bajo así como el porcentaje del periodo en que la señal se encontrará a 
nivel alto: Duty Cycle. Una de las formas más simples de conseguir esto es mediante el uso de 
bloques TP o Time Pulse. Esta función predefinda genera impulsos con duración definida. 
 
Para asegurar tanto la activación como la desactivación del pulso de forma periódica se hará 
necesario el uso de dos bloques función.Por defecto se considerará la realización de una onda 
cuadrada, por lo que el DC a menos que se indique lo contrario será del 50%. En este caso, el primer 
bloque activará el pulso durante la mitad de la frecuencia deseada y elsegundo bloqueará la ejecución 









Si el tiempo interno alcanza el valor de PT, Q se convierte en "0" 
(independientemente de IN).  
(3)   El tiempo interno se detiene/restablece, si IN se convierte en "0". 
(4) 
  
Si el tiempo interno aún no ha alcanzado el valor de PT, un ciclo en IN 
no tendrá influencia sobre el tiempo interno. 
(5) 
  
Si el tiempo interno ha alcanzado el valor de PT y si IN es "0", se 









Para el movimiento del motor es necesario un generador de pulsos, implementado en este caso 
mediante software, así como la activación de los pulsos y el sentido de giro del motor. El encargado 
de transmitir estas señales al autómata es precisamente el controlador de motores.  
 
El generador de pulsos estará en funcionamiento constante y será en esta capa donde se distingan los 
flancos ascendentes de éste para realizar la activación del pulso y el consiguiente movimiento del 




La activación del motor se producirá por medio un contacto normalmente cerrado, por lo que el 
sistema estará energizado por defecto. Esto provoca el planteamiento de dos posibles estados: en uno 
será necesario que el motor ejerza su par constructivo para bloquear el sistema al que se conecte y 
otro en que no sea necesario su bloqueo o se decida no recalentar/saturar un motor de bajo coste. Este 
estado es debido a que aunque constructivamente el motor ejerce un par mantenedor, al ser 
alimentado, se ubicará en sus posiciones estables (200 divisiones de 1,8º permiten recorrer el motor 
en una vuelta) y no la abandonará mientras las bobinas puedan impedirlo. De aquí procede la 
importancia de la limitación de corriente. 
 
Deberá ser posible mantener un control de la posición del sistema, la cual se referenciará como 
posición virtual y sus unidades son los pasos o pulsos tramitados por el motor. El sentido del 
movimiento del motor estará dado por la diferencia existente entre la referencia que se desee alcanzar 
y la posición virtual en que se encuentre. Esta variable también podría ser interesante su valo como 





















Una vez que disponible un bloque que permita manejar el motor, es inmediato plantear el siguiente 
problema: la posición no puede manjearse en pasos realizados por el motor. El tipo de 
conexión/acoplamiento al que va a estar sometido el motor determinará la posición del sistema. 
 
Normalmente se diferencian dos tipos de movimientos del efector, plano y 
rotatorio.Independientemente del tipo de movimiento, para conocer el desplazamiento del efector, se 
debe conocer el avance. Esta magnitud es el cociente entre la unidad física (distancia o grados) y los 
pulsos requeridos por el motor para alcanzar esa posición.  
 
El propósito de este bloque es adaptar la señal de pasos dados por el motor a unidades físicas. La 
existencia de la posibilidad de aumentar la posición mediante micro-pasos sugiere la implementación 
de una capa intermedia entre el acoplamiento y el motor encargada del acondicionamiento. Esta capa 
se ocuparía de acondicionar el avance mediante una entrada que se debería actualizar manualmente 
(debido a que el selector del driver también es manual). Su implementación puede introducir errores 
debido a la falta de concordancia entre las activaciones de los switches del driver así como a la 
disparidad en el contaje y los posibles estados intermedios. 
 
Con el objetivo de disponer del menor número posible de parámetros y cálculos que puedan afectar 
negativamente a la precisión del posicionamiento se dispondrá de una tabla experimental que permita 
obtener el avance (configurado para cada micro-paso) sin realizar excesivas operaciones que puedan 
implicar un error en la traducción de los pasos y por ende en el correcto posicionamiento.  
 
Debido a la posibilidad de que en la traducción de la magnitud física a pulsos aparezcan números 
fraccionarios y que los bloques función bloqueen su funcionamiento se decide implementar un 
proceso de redondeo que permita minimizar el error de posicionamiento en pulsos. 
 
Con el objetivo de facilitar la implementación de la selección de micro-pasos en el programa se 
adjunta la siguiente tabla en la que es posible visualizar tanto la configuración de los drivers del 
motor encargados de los pasos como el avance experimental necesario para la capa de acoplamiento: 
 
Micro pasos SW1 SW2 SW3 Avance 
NG ON ON ON - 
1 OFF ON ON 558 
1/2a ON OFF ON 279 
1/2b OFF OFF ON 279 
1/4 ON ON OFF 140 
1/8 OFF ON OFF 70 
1/16 ON OFF OFF 35 
NG OFF OFF OFF - 





Una vez realizado el acoplamiento entre las magnitudes físicas y el movimiento del motor se deberá 
desarrollar la estructura física que permite el movimiento de éstos. El dispositivo estará formado por 
dos tipos de sensores: el sensor de presencia, el cual marcará la posición de referencia de la 
plataforma y los sensores de final de carrera, los cuales ayudan  a asegurar el movimiento entre los 
límites del dispositivo. 
 
Se desea tener un control sobre el posicionamiento de la plataforma de forma que admita referencias 
en posición desde el punto origen, denominado también como “HOME”, por parte del usuario. 
Debido a esto, al iniciarse el programa el sistema debe de realizar la búsqueda del punto de 
referencia, además, con el fin de poder solucionar errores del sistema el usuario debe de poder 
solicitar la realización de la búsqueda de HOME, normalmente tras detectar algún fallo. 
 


















Se puede apreciar como se produce un ascenso para evitar el posiconamiento entre el sensor de fin de 
carrera y el de presencia. Un descenso hasta que el sensor de presencia (home) detecte una 
interrupción. El sensor de HOME dispone de una salida normalmente cerrada, es decir, cuando se 
corta su valor valdrá FALSE y mientras el haz de luz no es interrumpido valdrá TRUE. Por último se 
produce un ascenso que permitirá el posicionamiento en el límite superior del sensor. 
 
 
Figura 85 – Grafo para realización de HOME  





Para facilitar posteriores tratamientos del programa se implementarán diversas señales de estado: 
 
 Indicador de motor en movimiento 
 Indicador de plataforma fuera del rango de funcionamiento del sistema 
 Indicador de búsqueda de HOME en proceso 
 Indicador de fallo del sistema. Incluirá una detección de HOME falso así como la detección 
de los finales de carrera. 
 
En la capa correspondiente al acoplamiento se consideró necesaria la inclusión de un método que 
corrigiera los posibles errores de posicionamiento surgidos por la propia naturaleza de los elementos. 
Para ello se propone trabajar con rangos, de esta forma los errores de posicionamiento (como puede 
ser la perdida de pasos) se pueden minimizar.  
 
Por ejemplo, a la hora de conocer si el motor está o no en movimiento se sugiere la consideración de 
un rango de detección dado por el avance, de forma que cuando sea necesario posicionar la 
plataforma se deberá establecer una comparativa entre el intervalo de detección entorno a la 
























El objetivo del programa es diseñar un algoritmo que permita gestionar las piezas que son 
almacenadas y extraidas del alimentador.  
 
Al iniciarse el programa, tanto la posición de la plataforma como el número de piezas en el sistema 
estará en un estado indeterminado. Será necesaria la activación de la búsquedea de referencia y el 
conteo de las piezas sobre la plataforma, pero debido a que el sistema puede entrar en parada, 
bloquearse o incluso puede desearse recalibrar el sistema cada cierto tiempo para evitar la 
acumulación de errores, el usuario deberá poder realizar la petición de ésta a voluntad.  
 
Para conocer el número de piezas presente en el sistema será necesario establecer una relación entre 















Con el objetivo de facilitar la depuración de errores y la toma de decisiones se implementará una 




0 No existen errores 
1 Fallo de posicionamiento 
2 Ocupado 
3 Almacén vacío  
4 Almacen lleno 
Tabla 13 – Codigos de error del alimentador 
Pieza 
Sensor de presencia 






Figura 87 – Posicionamiento del alimentador de piezas 












8.1 Programación GeneradorTrenPulsos 
Relación de argumentos y variables del bloque 
Entradas: 
Nombre Tipo Valor Comentario 
Hz REAL  Hz a los que se generan pulsos 
DC REAL 0.5 Duty Cycle (tanto por uno) 
 
Salidas: 
Nombre Tipo Valor Comentario 
Pulso EBOOL  Pulso generado 
    
 
Entradas/Salidas: 
Nombre Tipo Valor Comentario 
    
 
Variables públicas: 
Nombre Tipo Valor Comentario 
    
 
Variables privadas: 
Nombre Tipo Valor Comentario 
TP_HIGH TP  Bloque activador pulso 
TP_LOW TP  Bloque desactivador pulso 
baseT_HIGH TIME  Tiempo a nivel alto de la señal generada 
baseT_LOW TIME  Tiempo a nivel bajo de la señal generada 
disable_tp EBOOL  Variable bloqueadora del pulso 


















8.2 Programación MueveMotor 
Relación de argumentos y variables del bloque 
 
Entradas: 
Nombre Tipo Valor Comentario 
Hz REAL  Hz a los que se generan pulsos 
ReferenciaPulsos DINT  Referencia de pulsos a alcanzar 
FrenoReposo EBOOL  Parada con habilitacion de corriente   




Nombre Tipo Valor Comentario 
EN_Driver EBOOL  Habilitacion de corriente para el driver motor 
DIR_Driver EBOOL  Dirección habilitada por el driver del motor 




Nombre Tipo Valor Comentario 








GeneradorPulsos GeneradorTrenPulsos   
destino EBOOL  Flag de detección de referencia alcanzada 























































8.3 Programación MueveAcoplamiento 
Relación de argumentos y variables del bloque 
 
Entradas: 
Nombre Tipo Valor Comentario 
Hz REAL  Hz a los que se generan pulsos 
RefPosVirtual DINT  Referencia con precision de milésimas de mm 
FrenoReposo EBOOL  Parada con habilitacion de corriente   
STOP EBOOL  Parada con deshabilitacion de corriente  




Nombre Tipo Valor Comentario 
EN_Driver EBOOL  Habilitacion de corriente para el driver motor 
DIR_Driver EBOOL  Dirección habilitada por el driver del motor 




Nombre Tipo Valor Comentario 




Nombre Tipo Valor Comentario 
Motor MueveMotor   
PosVirtualPulsos DINT  Contaje de los pulsos dados 
auxPulsosVirtuales DINT  Variable auxiliar para actualización de la e/s 
refPulsosNoRed DINT  Variable auxiliar de referencia no redondeada 
refPulsosSiRed DINT  Variable auxiliar de referencia si redondeada 
























8.4 Programación MueveDispositivo 
Relación de argumentos y variables del bloque 
Entradas: 
Nombre Tipo Valor Comentario 
RefPosVirtual DINT  Referencia con precision de milésimas de mm 
FrenoReposo EBOOL  Parada con habilitacion de corriente   
STOP EBOOL  Parada con deshabilitacion de corriente  
Avance UDINT  Relacion milésimas de mm/pasos. 
VelAltaHz REAL  Velocidad alta en Hz 
VelBajaHz REAL  Velocidad baja en Hz 
SensorHome EBOOL  Sensor presencia optoacoplador 
SensorFC1 EBOOL  Fin Carrera Inferior 
SensorFC2 EBOOL  Fin Carrera Superior 
Carrera DINT  Recorrido de la plataforma: milésimas de mm 
 
Salidas: 
Nombre Tipo Valor Comentario 
EN_Driver EBOOL  Habilitacion de corriente para el driver motor 
DIR_Driver EBOOL  Dirección habilitada por el driver del motor 
STEP_Driver EBOOL  Pulsos para el driver del motor  (flancos) 
FALLO EBOOL  
Indica Falso HOME y activaciones de 
FinCarrera 
EnMov EBOOL  La plataforma se esta moviendo 
FueraRango EBOOL  La plataforma esta fuera de la carrera normal 
 
Entradas/Salidas: 
Nombre Tipo Valor Comentario 
PosVirtual DINT  Contaje de milésimas de mm 
HOMEOK EBOOL  Flag indicador HOME encontrado 
 
Variables privadas: 
Nombre Tipo Valor Comentario 
Acoplamiento MueveAcoplamiento   
RefPosVirtual_HOME DINT  Var. Auxliar cambio referencia posicion 
HOME EBOOL  Flag indicador de realizacion de HOME 
Hz_HOME REAL  Var. auxiliar cambio referencia velocidad 
ETAPA10 EBOOL True  
ETAPA11 EBOOL   
ETAPA20 EBOOL   
ETAPA21 EBOOL   
ETAPA22 EBOOL   
ETAPA3 EBOOL   
ETAPA40 EBOOL   
ETAPA41 EBOOL   








































8.5 Programación AlimentadorPiezas 
Relación de argumentos y variables del bloque 
Entradas: 
Nombre Tipo Valor Comentario 
STOP EBOOL  Parada con deshabilitacion de corriente  
Avance UDINT  Relacion milésimas de mm/pasos. 
Carrera DINT  Recorrido de la plataforma: En milésimas mm 
AlturaPieza INT  Altura en milésimas de mm 
VelAltaHz REAL  Velocidad alta en Hz 
VelBajaHz REAL  Velocidad baja en Hz 
SensorHome EBOOL  Sensor presencia optoacoplador 
SensorFC1 EBOOL  Fin Carrera Inferior 
SensorFC2 EBOOL  Fin Carrera Superior 
SensorPieza EBOOL  Sensor presencia 
ExtraePieza EBOOL  Solicitud de piezas 
AlmacenaPieza EBOOL  Aceptacion de piezas 
AutoTest EBOOL  Establece HOME y cuenta el numero de piezas 
 
Salidas: 
Nombre Tipo Valor Comentario 
EN_Driver EBOOL  Habilitacion de corriente para el driver motor 
DIR_Driver EBOOL  Dirección habilitada por el driver del motor 
STEP_Driver EBOOL  Pulsos para el driver del motor  (flancos) 
NumPiezas INT  Numero piezas del dispensador 
CodigoError INT  Codigos de error 
 
Variables privadas: 
Nombre Tipo Valor Comentario 
Dispositivo MueveDispositivo   
PosVirtual DINT  Contaje de posicion en milésimas de mm 
RefPosVirtual DINT  Referencia con precision de milésimas de mm 
FrenoReposo EBOOL  Parada con habilitacion de corriente   
doingTest EBOOL  Haciendo Autotest 
testOK EBOOL  Autotest realizado correctamente 
HOMEOK EBOOL  Flag indicador HOME encontrado 
accionPDTE EBOOL  Tramitando peticion 
restoPiezas DINT  Resto para redondear el nº de piezas 
auxPiezas DINT  Division truncada del nº de piezas 
restoMax DINT  Resto para redondear la capacidad  
auxMax DINT  Division truncada de la capacidad 
piezasMax INT  Capacidad del alimentador 
FueraRango EBOOL  La plataforma esta fuera de la carrera normal 
EnMov EBOOL  La plataforma se esta moviendo 
FALLO EBOOL  Falso HOME y activaciones FinCarrera 
 






























































9.1 Lista de señales y numeración bornero 
 
Lista de señales comprende los dos alimentadores del dispositivo.  
 
 Nombre Entrada Manguera Color M340 
NO ED_ALI_PIEZ1_HOME Bl BB (entrada) Ma %I0.1.49 
NC ED_ALI_PIEZ1_FOTO Ne BB (entrada) Ve %I0.1.50 
NO ED_ALI_PIEZ2_HOME Rs BB (entrada) Am %I0.1.51 
NC ED_ALI_PIEZ2_FOTO Az BB (entrada) Gr %I0.1.52 
24V SD_ALI_PIEZ1_PUL Am BA (salida) Bl/Am %Q0.2.46 
24V SD_ALI_PIEZ1_DIR Vi BA (salida) Am/Ma %Q0.2.47 
24V SD_ALI_PIEZ1_EN Ro BB (salida) Bl %Q0.2.48 
24V SD_ALI_PIEZ2_ PUL Gr BB (salida) Ma %Q0.2.49 
24V SD_ALI_PIEZ2_ DIR Ma BB (salida) Ve %Q0.2.50 























Mang. PLC                                                   MAQUINA 
Ro   1 +24V Ro  
Az   2 -0v Az  
Ma R2K  3 DIR+                  (Driver Der) Bl SD_ALI_PIEZ2_DIR 
Gr R2K  4 PULSO+            (Driver Der) Gr SD_ALI_PIEZ2_PUL 
   5 -5V CC              (Driver Der) Az  
Ve R2K  6 ENABLE +        (Driver Der) Ve SD_ALI_PIEZ2_EN 
   7         (pulsador Der) conecta Na con Bl Na  
   8 (pulsador Der) conecta Am con Gr Am  
   9 +5Vcc para dos pulsadores Ro  
   10 Generador de pulsos Ne  
   11 FC (seguridad) IN 4 fines en serie   
   12 FC (seguridad) OUT 4 fines serie   
Vi R2K  13 DIR+                  (Driver Izq) Bl SD_ALI_PIEZ1_DIR 
Am R2K  14 PULSO+            (Driver Izq) Gr SD_ALI_PIEZ1_PUL 
Ro R2K  15 ENABLE +        (Driver Izq) Ve SD_ALI_PIEZ1_EN 
   16         (pulsador Izq) conecta Ve con Bl Ve  
   17 (pulsador Izq) conecta Bl con Gr Bl  
   18 Generador de pulsos Gr  
Rs   19 Sensor  de cero (Der) home Ne ED_ALI_PIEZ2_HOME 
Bl   20 Sensor de Cero (Izq) Home Bl ED_ALI_PIEZ1_HOME 
-Ro   21 +24V Ro  
-Az   22 -0V Az  
Az   23 FotoCelula Barrera (DER) señal Ne ED_ALI_PIEZ2_FOTO 
   24 FotoCelula Barrera (DER) función luz-
sombra 
Bl  
   25 Emisor FotoCelula Barrera (DER) 
TEST+ 
Am  
   26 Emisor FotoCelula Barrera (DER) TEST- Ve  
Ne   27 FotoCelula Barrera (IZQ) señal Ne ED_ALI_PIEZ1_FOTO 
   28 FotoCelula Barrera (IZQ) función luz-
sombra 
Bl  
   29 Emisor FotoCelula Barrera (IZQ) TEST+ Am  
   30 Emisor FotoCelula Barrera (IZQ) TEST- Ve  







































































































































































































 9.2.3 Sensor de HOME 
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9.2.4 Sensor de Barrera 
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Lista de abreviaturas 
 
AFCET: Asociación Francesa para la Cibernética Económica y Técnica 
CAN: Controller Area Network 
CanOpen: Protocolo comunicación para uso industrial basado en el bus CAN 
DC: Duty Cycle 
DDT: Derived Data Type 
DFB: Derived Function Block 
DIR: Direction 
EF: Elementary Function 
EFB: Elementary Function Block 
EN: Enable 
ENO: Enable Output 
EP: Elaboración Propia 
FB: Function Block 
FBD: Function Block Diagram 
FFB: Término genérico para los tipos de bloques funcionales en Unity Pro 
GND: Ground 
GRAFCET: Grafo de Control Etapa Transición 
HTML: HyperText Markup Language 
IEC: International Electrotechnical Comission 
IL: Instruction List 
LD: Ladder 
MODBUS: Bus de comunicación Modicom 
MODICOM: Modular Digital Controller 
PaP: Paso a Paso 
PLC: Programable Logic Controller 
POU: Program Organization Unit  
PUL: Pulse 
SFC: Sequential Function Chart 
ST: Structured Text 
TP: Time Pulse 
 
