Edge detection and image processing using a gradient and edge following method by Brown, Frances L. (Author)
EDGE DETECTION AND IMAGE PROCESSING




SUBMITTED TO THE FACULTY OF ATLANTA UNIVERSITY
IN PARTIAL FULFILLMENT OF THE REQUIREMENTS FOR
THE DEGREE OF MASTER OF SCIENCE




TO MY HUSBAND, PARENTS, AND FRIENDS
FOR
THEIR LOVE, SUPPORT, UNDERSTANDING
AND
ENCOURAGEMENT DURING THE




I wish to express my deepest gratitude to Dr. C. Bennett Setzer
for his patience and guidance in the writing of this paper. A sincere
appreciation is also extended to Dr. Benjamin Martin for the assistance
given to me during my matriculation at the Atlanta University. Finally,








II. PROBLEM DESCRIPTION 4
2.1 The Edge Detection Problem 4
2.2 The Edge Following Problem 7
III. IMPLEMENTATION NOTES 11
3.1 Input Data 11
3.2 Internal code 12
IV. PROGRAM DESCRIPTION 14
4.1 Edge Detection Technique 14
4.2 Edge Following Method 18
V. PROGRAMMING STRATEGY 20
5.1 Major Data Structures 20
5.2 Input File Description 22









A most significant branch of recognition technology is
"image processing". It involves transforming pictures into
forms that facilitate analysis by machines and/or humans.
Edge detection is generally an Important step in
automatic image processing. For the most part, edge
detection is a two-step process. The initial step consists
of determining the local edges (e.g., gray level
discontinuities) of an image. The second step in this
process Involves a method of connecting local edges into
global edges. To accomplish this, we shall use an edge
following technique.
This paper is an investigation of one method of edge
detection. Programs are provided which Illustrate the two
step process involved in the problem of edge detection.
Generally, the detection of edges is started by performing
local operations on picture neighborhoods through the use of
an edge operator. These operations, sometimes regarded as
local edge operations compare Intensity values within small
regions of the picture. Among the many edge operators which
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may be used for detecting edges, the gradient will be used
in this paper. It is one of the most commonly used edge
operators. The result of the gradient is a vector attached
to each picture point indicating the direction of maximum
gray level change. The picture is similar to the magnetic
field in the space around a magnetic bar where lines of
force are used to show the direction a particle would tend
to move. The lines of force, like the orientations from' the
gradient, form a convenient way to create a visual image of
the situation.
The gradient operator is applied to each pixel or
element in the input picture, thus transforming the picture
into an array of gradient vectors. Each gradient magnitude
is compared to some threshold value. Those magnitudes less
than the threshold value are, for all practical purposes,
disregarded as edges. Gradient magnitudes greater than or
equal to the threshold values represent significant edges in
the image. The technique of thresholding is a way of
segmenting or separating the object in a picture from its
background, assuming that the picture is simply an
object-background image. The process described above is
generally referred to as a preprocessing or early processing
technique.
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A method for edge following will also be presented in
this paper. The edge following technique computes a
-goodness of fit” measurement for each pair of adjacent
pixels. The goodness measure is based on the gradient of
each of the two pixels. Combining pairs of pixels that fit
well produces longer edges. The outcome of this method is
in the form of a chain-coded representation which
Illustrates the direction of most change in the picture.
CHAPTER TWO
DESCRIPTION OF THE PROBLEM
This paper focuses upon two types of image processing
problems. The first, referred to as local edge detection,
basically involves locating discontinuities of gray levels
in a given picture. The second problem, edge following,
involves linking local edges to form global edges. The
following paragraphs will be a discussion of these concerns.
2.1 THE EDGE DETECTION PROBLEM
Central to work involving picture processing by a
computer is representation of the picture. Since the actual
object cannot be manipulated in the computer, a model which
can be used is generally constructed to represent the real
object.
A picture is typically recorded as a vector or array of
fixed dimensions. It consists of components which may be
accessed arbitrarily by specifying an index which gives the
position of the component within the array. For example,
the picture may be given as a rectangular array of M x N
dimensions, where x={0...M} and y={0...N}.
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Before a picture can be analyzed by the digital
computer, it must be converted to a discrete form or binary
image. This is usually achieved by recording the picture
photographically and then transforming it based on intensity
values within local regions of the picture. In the case of
the black and white picture, these values are referred to as
gray levels.
A point, (x,y), in the digitized picture is referred to
as a pixel. Each pixel can be said to represent a square,
with the horizontal and vertical neighbors of (x,y) sharing
a common, boundary, and its diagonal neighbors touching it




fig. 1. Representation of a pixel on a 3 x 3
grid and its eight adjacent neighbors.
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Except for those pixels in the first or last row or column,
each pixel in a rectangular grid representation has eight
immediate neighbors associated with it as shown in fig. 1.
The neighbors are identified as
(x,y) > (x-l,y-l),(x-l,y),(x-l,y+l),(x,y-l)
(x,y+l),(x+l,y-l),(x+l,y),(x+l,y+l).
An edge element (x,y) defines the common boundary between
two adjacent elements. An edge is a sequence of edge
elements (x ,y ), (x ,y )...(x ,y ), such that the sequence
11 2 2 n n
of boundary segments they define on the rectangular grid is
connected. The direction of a segment is determined by
moving clockwise around the boundaries of the edge element.
Each pixel has a gray level value which can be modified
by applying an operation to it. There should be an abrupt
change (edge) in gray level at the boundary between black
areas and white areas. For Instance, by applying an edge
detecting operator to a black and white picture, edges can
be detected. A simple operator for detecting edges is the
gradient. This operation on a picture computes a value
(gradient magnitude) which reflects the amount of variation
in gray level at a pixel. That is, high values are in areas
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where edges are located and low values elsewhere. It also
computes a direction which corresponds with the direction of
maximum change In gray level.
Thresholding these magnitudes Is a way of segmenting
the picture Into two regions of gray levels. Points where
the gradient magnitude Is greater than or equal to a certain
threshold Is determined to be an edge element Candidate and
Is set to the number 1, O's are assigned elsewhere. This
new Image Is a two-valued image sometimes referred to as a
binary image or discrete values.
2.2 THE EDGE FOLLOWING PROBLEM
Edge following Is Implemented after the set of edge
element candidates have been Isolated. The focus of the
edge following technique Is the location of connected edge
elements and a process for linking these components as an
Indication of the "goodness'* of an edge. Goodness here
refers to a measure of how well two adjacent edge elements
"fit together". A local neighborhood of a pixel is defined
as the pixel and Its eight adjacent neighbors on a 3 x 3
grid. A check in the direction of each adjacent neighbor
for one which has the largest "goodness" in relation to the
central element, yields the next element. All edge element
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candldates (those pixels marked with the number 1) would be
processed in the same manner. The goodness operator, a
locally applied operator, computes a goodness of fit measure
in the local neighborhood of each central pixel, which
allows these comparisons within the neighborhood to be
successfully Implemented.
As aforementioned, when we view a pixel as a square on
a rectangular grid, it can have eight adjacent neighbors.
To determine which neighbor has been chosen to have the best
fit to the central pixel in a local neighborhood, a
direction code represented by the numbers (1,2,3,...8} is
assigned to each of the eight neighboring positions. The
coding procedure used to identify a neighbor is
straightforward, it assigns the adjacent pixel vertically
upward from the central pixel the code 1, and other codes
can be determined by making assignments progressively while
moving in a clockwise direction. An illustration of the
















fig. 2. Coding scheme used in the
assignment of direction codes.
In generally, we can say that the codes represent arrows or
orientations as indicated by the coding scheme. As the
picture is scanned, a direction code is assigned which
corresponds with the neighbor having the "best fit” to the
central pixel. The codes generated from this can be said to
represent a "coded picture” when displayed in the form of a





















fig. 3. The matrix of chaincodes.
Here, the coded picture illustrates the direction in which
the maximum amount of change is occurring in the picture.
CHAPTER THREE
IMPLEMENTATION NOTES
The thrust of this study is edge detection and edge
following. The proceeding is an explanation of several
programming considerations. The program was implemented in
standard PASCAL on the VAX 11/780.
3.1 INPUT DATA
The picture will be in the form of a black and white
representation. Each pixel in the picture provide some
detail about the picture. In this case, a description is
needed which represents both the image (black area) and the
background (white area) of the picture. By using an
asterisk (*) at each pixel where the image is located,
representation of the desired image is generated. The
background is made up of any other character. Using this
arrangement, a number of different images may be created and
processed, respectively. This picture will represent the





















fig. 4. A representation of the input picture.
The picture is placed into a data file which is a way
of assuring that it will not be destroyed or altered in any
way. However, for the purpose of analysis, the picture is
copied into an array, of a size equal to the data file.
3.2 INTERNAL CODE
In order to further process the picture it is necessary
to encode the input picture numerically. For this purpose,
descriptive values are assigned to each pixel of the
picture. This is accomplished by scanning the picture from
left to right, top to bottom, whenever an asterisk is
encountered the number 10 is assigned to that pixel,
otherwise a 0 is assigned. The values are descriptive of
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the data located at each pixel. In this case, the values
represent the two regions of gray levels. The number 10
represents the black, area and 0 is for the white area. The
choice of the numbers is arbitrary, but must be different
enough to distinquish the two regions. This numerical
description of the picture is stored in the new array,
NUMPIC[x,y]. It is obvious that before the picture is
completely analyzed, it will undergo a number of
transformations. In fact NUMPIC[x,y] will be used in
subsequent algorithms for further manipulation and gray
level interpretations. Using the input picture in fig. 4,
the data in the new array would be represented as shown in
fig. 5.
0 0 0 0 0 0
0 10 10 10 10 0
0 10 0 0 10 0
0 10 0 0 10 0
0 10 10 10 10 0
0 0 0 0 0 0
fig. 5. The numerically encoded picture, NUMPIC.
CHAPTER FOUR
PROGRAM DESCRIPTION
4.1 EDGE DETECTION TECHNIQUE
It Is known, In general, that an edge represents a
location in the picture where an abrupt change occurs. To
determine where these changes are occurring, a gradient
operator is applied to the picture. Since the gradient
operator is a continuous operator, it must be converted to a
difference operation for use on a discrete picture.
We use :
Diffx = Numpic[x,y] - Numpic[x+l,y]
Diffy = Numpic[x,y] - Numpic[x,y+l]
Using data from the numerically encoded picture, this






0 -5 -5 -5 -5 0
0 5 10 10 5 0
0 5 0 0 5 0
0 5 -5 -5 5 0
0 5 0 0 5 0
0 10 10 10 10 0
(b) Di££y
0 0 0 0 0 0
-5 10 0 -5 10 0
-5 5 5 5 10 0
0 0 0 0 0 0
-5 5 5 5 10 0
-5 10 0 -5 10 0
£lg. 6. (a) and (b) Represent data In the
two di££erence matrices, Di££x and Di££y.
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Using Diffx and Diffy as components of the gradient, this
operator is now represented as:
2 2
Gradient = Sqrt(Dlffx[x,y] + Diffy[x,y] )
Gradient magnitudes are generated by applying the
operator to each element in the numeric picture starting in
the first row and ending in the last one. (See fig. 7a) With
this data, edges can be located by thresholding the
magnitudes. The threshold is supplied at runtime.
The magnitudes generated from this operation which are
greater than the threshold value are recorded as edge data,
and are marked with the number 1, otherwise a value of 0 is
assigned. The I's and O's are stored into an array which
represents the picture as discretes values. (See fig 7b)
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fig. 7.
0 5 5 5 5 0
5 7 11 11 11 0
5 11 0 5 11 0
5 11 5 7 11 0
5 11 11 11 14 0
0 0 0 0 0 0



















(b) Image of discrete values (local edges).
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4.2 EDGE FOLLOWING METHOD
Given the local edges found in the proceeding
operation, we use the goodness operator to determine how
well adjacent pixels are connected to the central pixel.
The goodness operator uses gradient magnitudes and
information from the two differenced matrices,
(Diffx[x,y],Diffy[x,y]). The goodness operator is defined
as:
GOODN = ((Diffx[x,y]*DiffxIx ,y ]) +
n n




In this formula, (x ,y ) locates data at the position of an
n n
adjacent neighbor and (x,y) locates data at the central
pixel in a local neighborhood. Using this equation, a
goodness measure is computed for each of the neighbors in
the local neighborhood of the central pixel. The goodness
value for the eight neighbors are compared to each other.
The "best goodness’* is recorded together with the position
of the adjacent pixel with the best fit, the position of the
central pixel, and its gradient magnitude.
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Recall, the gradient computes an orientation of
discontinuity, which are basically directed lines Indicating
the direction of maximum change In the picture. By knowing
the orientation of the line formed from the x and y
coordinates of the central pixel In terms of Its gradient
(Diffx,Diffy) and that of its adjacent neighbor of best fit
within the local neighborhood, an angle can be formed. The
angle is formed when an adjacent point is projected onto the
central point. The two vectors can be used to reflect how
parallel or perpendicular the gradients of two pixels are to
each other. The more parallel the gradients are, the
smaller the goodness measure. The more perpendicular the
gradients are, the larger the goodness measure. More
parallel gradients indicate a more likely (smoother)
continuation of an edge.
Each of the eight neigbors in the region is assigned a
code {1,2,...,8} moving in a clockwise fashion. The code
represents the direction in which the edge is moving. It is
also recorded as data from this procedure. Here the edge
pixel represents the central pixel in the local neighborhood
and the neighbor with the best goodness reflects the
adjacent neighbor with a magnitude most related to the
magnitude of the central pixel. Local edges are generated
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by applying the goodness operator to each local neighborhood
where a pixel at an edge exists.
The edge following method is controlled by a procedure
which produces a record of local edges, a gradient
magnitude, a goodness measure, and a chain-coded direction.
An Illustration of a chain-coded edge image for our example
is shown in fig. 8.
fig. 8. The chain-coded image for sample input picture.
In this way, the chain codes can be used to link the local
edges together to form a global edge.
CHAPTER FIVE
PROGRAMMING STRATEGY
A method for edge detection Is discussed In this
section which allows for simple patterns to be conveniently
represented and analyzed for Image processing. The strategy
used In solving the edge detection/edge following problem Is
outlined below.
5.1 MAJOR DATA STRUCTURES
RSIZE : row size
CSIZE : column size
UBORDEEIX and.LBORDERX : upper and lower
boundaries of the x
coordlnate
UBORDERY and LBORDERY ; upper and lower
boundaries of the y
coordinate
DIFFX and DIFFY ; components of the gradient
GRADIENT : length of the gradient
THRESHOLD : a value Initiated at run time
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CTXjCTY : the central pixel of the local
neighborhood
ORIGPIC[ctx,cty] ; a storage location for the
picture
NUMPIC[ctx,cty] : an array holding the numeric
picture
ADJPTARY : an array of adjacent neighbors
ADJX,ADJY : the adjacent pixel with the
best fit
GOODN : a measure of how well an adjacent pixel
fits together with a central pixel
BESTGOODN : the goodness measure of the
adjacent pixel with the best
fit to the central pixel
CODE[ctx,cty] : array of direction codes
RESULT[ctXjCty] : array of I's and O's
5.2 INPUT FILE DESCRIPTION
PICTURE is a text file where the input picture is
stored. Using asterisks (*) to outline the image (black
area) and any other character to represent the background
(white area), the picture is created. When a new picture is
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to be processed, the existing Input picture would need to be
discarded In order to create a new one In the file.
5.3 MAJOR PROCEDURES
A. MAIN PROGRAM
1. Read the picture Into array ORIGPIC.
(PICMATRX)
2. Encode the picture numerically, by scanning
the picture and replacing the asterisks
encountered with the number 10, otherwise
assign 0. Store the new Image In array
NUMPIC. (CHANGEPIC)
3. Develop the components (DIFFx and DIFFy) of
the gradient operator. (DIFFERENCE)
4. Apply the gradient operator to the picture.
Compare the gradient magnitudes to the
threshold; If the gradient[ctx,cty] Is greater
the than or equal to the threshold assign a 1
to pixel, otherwise assign a value of 0.
Store this data In array RESULT. (GRADTURSHLD)
5. Search and produce the chalncodes. Store the
codes Into array CODE. (NEXTSEARCH)
6. Display array CODE. (FINALMTRX).
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B. NEXTSEARCH
For each pixel with a gradient magnitude
greater than the threshold do the following:
1. Find the adjacent neighbors of the pixel
and store this data in array ADJPTARY.
(FINDADJACENT)
2. Compute a goodness of fit measure for each
adjacent neighbor in the local neighborhood
of the central pixel. Compare the values
within the local neighborhood to determine
which has the largest "goodness” relative
the central pixel. Output the coordinates
of the central pixel, the coordinates of the
adjacent neighbor with the best goodness, the
gradient magnitude of the central pixel and
the goodness measure. (GOODNESS)
3. Direction code is computed and stored in
array CODE.
C. FINALMTRX
Output the array of direction codes.
CHAPTER SIX
CONCLUSION
This paper provides a system of picture processing for
the detection of edges in gray level pictures. To
illustrate the effectiveness of program EDGEDETCT several
images have been processed. Images tested in this study are
size 10 X 10. In this program, the user must create the
input picture in a text file before the processing begins
and must also supply a threshold value at run time. By
enteting the threshold Interactively, it has been determined
that for the examples used, threshold values between 8 and
14 are considered appropriate. That is, any number greater
than 14 will cause a loss of relevant edge data and values
less than 8 will pickup underslrable data.
An edge following technique is also presented which
Illustrates the concept of edge “goodness''. The edge
following technique uses a 3x3 grid representation, which
includes a central pixel and its eight immediate neighbors.
Using a local goodness operator in local neighborhoods of
the picture, yields a lists of connected elements. A coded
direction scheme is employed which plots these relationships
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in a chain-coded matrix. The coded picture may be
interpreted as a direction matrix where the codes represent
orientations of directionality.
Basically, the mechanisms involved in the edge
detection/edge following technique include a series of
transformations of an input picture. Starting with an
original image, a new image is produced. In a sense, our
beforehand knowledge of the original picture is limited, we
know more about the new image since each transformation
provides additional Information which can be better
interpreted by us. For example, the comparison between the
original picture (figs. 4 and 5) and the chain-coded image
(fig. 8) produces knowledge about the original picture that
we can better understood. In the Instance of our example,
we can interpret the codes to present the direction of
maximum change in the picture.
One of the difficulties with the program described in
its present form is the problem it has in interpreting the
comers of an object during the scanning of the pictures to
locate local edges. There was also a limitation in the
types of pictures which could be created. Simple patterns
were primarily used in this investigation.
-27-
Despite these drawbacks, the pictures sampled indicated
tiaat program EDGEDETCT was effective in the extraction of
local edges. In addition, the program was capable of
growing an edge and determining the shape of objects.
Although the program sends the output data to a
standard data file, it can also be captured in the Virtual
Memory Storage (VMS) using a Define/User command. A copy of
the program is provided in the APPENDIX section of the






































t This procedure copies the picture of asterisks and blanks Troa the I








FOR X;=0 TO RSIZE DO
BEGIN









END; { END OF PICflATX )
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tmtmtmmmmmmmmutmmmmtmtntnttmtmmmnt
t Procedure CHANGEPIC, scans the picture and assigns a nunber to each
t point in the picture. The nueber 10 is assigned to points Nhere an





BEGIN (tt CHANGEPIC U)
NRITELNl’ THIS IS THE PICTURE’);
HRITELN;
FOR X:=0 TO RSIZE DO
BEGIN












END; { END OF CHANGEPIC }
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ttummitmutmnmummttmttttmtmmmttmnttmmuut
t This procedure divides the picture into tNO diiterence satrices,
t the vertical difference (DIFFx[x,y}) and the horizontal difference
t (DIFFy[x,y]). This difference infornation is the approxiiation
t to the gradient used in the prograe.
mmmnttmmummnttmmttmtmtmmmmmummmm
PROCEDURE DIFFERENCE (NUHPIC:ORIB;VAR DIFFX;DELTAX;VAR DIFFY:DELTAy);
VAR X,Y;INTEGER}
BEGIN {It DIFERENCE 11}
NRITELNi’ DIFF(Y)’)}
FOR X:=0 TO RSIZE DO
BEGIN
MRITELN;












FOR X:= 0 TO (RSIZE - 1) DO
BEGIN
MRITELN;










END; { END OF DIFERENCE )
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tmmtmmmmtimntmmtmmmtmmtnmmtmmmmtu
t Procedure 6RADTHRSHLD coaputes a gradient aagnitude at edge pixel which t
t is coapared to a threshold value that the user designates. Points where t
I the gradient aagnitude is greater than the threshold are aarked with the I
t the nuaber 1, otherwise a 0 is assigned. The I’s and 0' are stored I
t in array RESULTtctx,cty]. t
mnmimmtumtmttmmtnttmtmmmnntmnitnumtntn





HRITELN(’PLEASE ENTER THE THRESHOLD VALUE ’);
READLNITHRESHOLD);
FOR CTX;=0 TO RSIZE DO
FOR CTY:=0 TO CSIZE DO
6RAD[CTX,CTY]:=SGRT(((DIFFX[CTX,CTY])*(DIFFX[CTX,CTY])) +
((DIFFYICTX.CTYl)I(DIFFY[CTX,CTY])));
FOR CTX:=0 TO RSIZE DO
FOR CTY:= 0 TO CSIZE DO
BEGIN










FOR CTX:=0 TO RSIZE DO
BEGIN






END; (END OF GRADTHRSHLD}
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itttutttuuttttttttutittttttttttttttttttttttititttttnittMttiittitttitnt
t Thii procedure locates points adjacent to each ot the pixels in the t






. (tt FINDADJACENT tt)


















































































































{ FOP I:=0 TC 7 DO
NRITELN(ADJPTARY[n. X,ADJPTARYII].Y);}
END; { END OF FINDADJACENT }
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tmmmittmmitmmummmmmmmmtmmtmntimttut
t The foiloHing procedure is used to cogpute a goodness of fit aeasure
t for each pair of adjacent pixels. This leasure deteraines whether
t an adjacent neighbor to a central pixel fits well together^
I
mttmummtnttmtmttttmttmmttmmutmmntmtmmm

























IIRITELN(CTX,CTY:2, (TRUMC(BRAD[CTX,CTY3)), ADJX, ADJY:2, (TRUNCIBESTBOODN))) i
HRITELNi
NRITELNi
END; {END OF GOODNESS)
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tmtmmmtmtmmtmmtttmtmmnmmmumtmmmtmt
t Procedure NEXTSEARCH calls procedures FINOAOJACENT and GOODNESS, then
t assigns a direction code Hhich corresponds to each respective
I adjacent point. The code is generated in this procedure in a
t clocIcMise direction. The codes are stored in array CODE[ctx,ctyl.
mtttmutmttmttmmmmtmtmttmmtumtttmttummtm
PROCEDURE NEXTSEARCH (CTX,CTY;INTEGER;VAR C0DE:DIRECTI0N);




IF (ADJX=ADJPTARYCO].X) AND (ADJY=ADJPTARY[03.Y) THEN C0DE£CTX,CTY3:»1|
IF (ADJX=ADJPTARYC1].X) AND (ADJY=ADJPTARYCn.Y) THEN C0DEtCTX,CTY3s=2;
IF (ADJX=ADJPTARYI2].X) AND (ADJY=ADJPTARY[2].Y) THEN C0DEtCTX,CTYl!=3;
IF (ADJX=ADJPTARY[3].X) AND «ADJY=ADJPTARY[31.Y) THEN C0DE[CTX,CTY]!=4;
IF (ADJX=ADJPTARY[4].X) AND (ADJY=ADJPTARY[4].Y) THEN C0DE[CTX,CTY];=5;
IF (ADJX=ADJPTARY[5].X) AND (ADJY=ADJPTARY[5].Y) THEN C0DE[CTX,CTY]:=6;
IF (ADJX=ADJPTARY[63.X) AND (ADJY=AD3PTARY[6].Y) THEN CDDECCTX,CTY]!=7;
IF (ADJX=ADJPTARY[7].X) AND (ADJY=ADJPTARYC71.Y) THEN C0DE[CTX,CTY)!=8;
HRITELNI’DIRECTION CODE;’.CDDEICTX.CTV:.I);
END;
END; { END OF NEXTSEARCH }
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tmtmtmmtmmmtummtmnnmmttmtmmmumttmtm
t This procedure outputs the oatrix of direction codes,C00EIx,y], t
tmtttnmmtmmmmutmmtimtttmmitmuttumtmttnuu
PROCEDURE FINALf1TRX(TEHP!TE«PTYPE;VAR CODE;DIRECTION) 5
VAR X,Y;INTEGER;
BEGIN m FINAINTRI t»}
NRITELN;
NRITELNC DIRECTION CODE MATRIX: ’);
NRITELN;
FOR X:=0 TO RSIZE DO
BEGIN





END; { END OF FINALNTRX }
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MRITELN(’START POSITION’, ' IBRADI’,’ ADJ-POSITIOH’,’
FOR CTX:=0 TO RSIZE DO








END. { END OF NAIN }
BEST BNEBS’)
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THE NUMERICALLY ENCODED PICTURE :
— The block, letter C
0000000000
0000000000





0 0 10 10 10 10 10 10 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(Y)
0 0 0 0 0 0 0 0 0 0
0 0 . 0 0 0 0 0 0 0 0
0 -5 5 5 5 5 5 10 0 0
0 -5 10 0 0 0 0 0 0 0
0 -5 10 0 0 0 0 0 0 0
0 -5 10 0 0 0 0 0 0 0
0 -5 10 0 0 0 0 0 0 0
0 -5 5 5 5 5 5 10 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 0 0 0 0 0 0
0 0 -5 -5 -5 -5 -5 -5 0 0
0 0 5 10 10 10 10 10 0 0
0 0 5 0 0 0 0 0 0 0
0 0 5 0 0 0 0 0 0 0
0 0 5 0 0 0 0 0 0 0
0 0 5 -5 -5 -5 -5 -5 0 0
0 0 10 10 10 10 10 10 0 0
0 0 0 0 0 0 0 0 0 0
oooooooooo oooooooooo 00U('-nh-‘>-‘l-«000 ooojooooujoo OOIjOOOOOCOOO OOtoOOOOtOOO 00^0000^00 OO-vJOOOOJ^OO oooooooooo oooooooooo
CHAIN-CODED IMAGE
o o OOl-‘t-*l—‘ o OH-o Ot—o OI-*o O(-•o o o
o o







































































































































































































































































































































































































0 0 0 0 0 0
0 1 0 0 0 0
0 0 1 0 0 0
0 0 0 1 0 0
0 0 0 0 1 1
0 0 0 1 0 0
0 0 1 0 0 0
0 1 0 0 0 0
0 0 0 0 0 0












0 0 0 0 0 0 0
0 2 0 0 0 0 0
0 0 2 0 0 0 0
0 0 0 6 0 0 4
0 0 0 0 3 2 0
0 0 0 8 0 0 2
0 0 4 0 0 0 0
0 4 0 0 0 0 0
0 0 0 0 0 0 0






















THE NUMERICALLY ENCODED PICTURE ;
- The number 8 In block form.
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 10 10 10 10 10 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 10 10 10 10 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 10 10 10 10 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(Y)
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 -5 5 5 5 5 5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 5 5 5 5 5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 5 5 5 5 5 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 0 0 0 0 0 0
0 0 -5 -5 -5 -5 -5 -5 0 0
0 0 5 10 10 10 10 5 0 0
0050000500
0 0 5 -5 -5 -5 -5 5 0 0
0 0 5 10 10 10 10 5 0 0
0050000500
0 0 5 -5 -5 -5 -5 5 0 0
0 0 10 10 10 10 10 10 0 0
ooooooooooo ooooooooooo OOOOUlf—OI—H-^OOO 00UJ001a>001*>00 OOtoOOOJOOOOOO 00<jJ001a>00U>00 00"^00^00^00 ooooooooooo ooooooooooo
CHAIN-CODED IMAGE
















THE NUMERICALLY ENCODED PICTURE ;
- The block letter A.
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 10 10 10 10 10 10 0 0
0 0 10 C 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 10 10 10 10 0 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(y)
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 -5 5 5 5 5 5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 5 5 5 5 10 0 0 0
0 -5 10 0 ' 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 0 0 0 0 0 0
0 0 -5 -5 -5 -5 -5 -5 0 0
0 0 5 10 10 10 10 5 0 0
0050000500
0 0 5 -5 -5 -5 -5 10 0 0
0 0 5 10 10 10 10 -5 0 0
0050000500
0050000500
00 10 0000 10 00
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grad/threshold RESULT
0 0 0 0 0
0 0 0 0 0
0 0 0 1 1
0 0 10 0
0 0 10 0
0 0 0 1 1
0 0 10 0
0 0 10 0
0 0 10 0












0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 3 3 3
0 0 1 0 0 0
0 0 5 0 0 0
0 0 0 3 3 7
0 0 1 0 0 0
0 0 5 0 0 0
0 0 5 0 0 0


















































































THE NUMERICALLY ENCODED PICTURE :
-The number 8 with squared corners.
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 10 10 10 10 0 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 0 10 10 10 10 0 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 0 10 10 10 10 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(Y)
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 -5 5 5 5 10 0 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 0 -5 5 5 5 10 0 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 0 -5 5 5 5 10 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 0 0 0 0 0 0
0 0 0 -5 -5 -5 -5 0 0 0
0 0 -5 10 10 10 10 -5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 10 -5 -5 -5 -5 10 0 0
0 0 -5 10
•
10 10 10 -5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 10 -5 -5 -5 -5 10 0 0
0 0 0 10 10 10 10 0 0 0
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GRAD/THRESHOLD RESULT
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 1 1 1
0 0 1 0 0 0
0 0 1 0 0 0
0 0 0 1 1 1
0 0 1 0 0 0
0 0 1 0 0 0
0 0 0 1 1 1
0 0 0 0 0 0
CHAIN-CODED IMAGE :
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 3 3 7
0 0 1 0 0 0
0 0 2 0 0 0
0 0 0 3 3 7
0 0 1 0 0 0
0 0 2 0 0 0
0 0 0 3 3 7
0 0 0 0 0 0
0 0 0 0








0 0 0 0
0 0 0 0
0 0 0 0
2 0 0 0
0 10 0
0 8 0 0
4 0 0 0
0 10 0
0 8 0 0
4 0 0 0






















































































































































































































































































































































































0 0 0 0 0
0 0 0 0 0
0 0 0 1 1
0 0 10 0
0 0 10 0
0 0 0 1 1
0 0 10 0
0 0 1 O’ 0
0 0 111
0 0 0 0 0
CHAIN-CODED IMAGE:
0 0 0 0 0
0 0 0 0 0
0 0 0 3 3
0 0 10 0
0 0 5 0 0
0 0 0 3 3
0 0 10 0
0 0 5 0 0
0 0 3 3 3
0 0 0 0 0
0 0 0 0 0
0 0 0 0 0
110 0 0
0 0 10 0
0 0 10 0
110 0 0
0 0 10 0
0 0 10 0
110 0 0
0 0 0 0 0
0 0 0 0 0
0 0 0 0 0
7 2 0 0 0
0 0 1 0 0
0 0 8 0 0
7 4 0 0 0
0 0 10 0
0 0 8 0 0
7 4 0 0 0
0 0 0 0 0
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THE NUMERICALLY ENCODED PICTURE :
- The letter A.
0000000000
0000000000
0 0 0 0 10 10 0 0 0 0
0 0 0 10 0 0 10 0 0 0
0 0 10 000 0 10 0 0
0 0 10 10 10 10 10 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 10 0 0 0 0 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(Y)
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 -5 5 10 0 0 0 0
0 0 -5 10 0 -5 10 0 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 5 5 5 5 5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 -5 10 0 0 0 -5 10 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 0 0 0 0 0 0
0 0 0 0 -5 -5 0 0 0 0
0 0 -5 10 0 0 10 -5 0 0
0 0 5 -5 -5 -5 -5 5 0 0
0 0 5 10 10 10 10 5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 5 0 0 0 0 5 0 0
0 0 5 0 0 0 0 5 0 0
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GRAD/THRESHOLD RESULT
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 1 1
0 0 0 1 0 0
0 0 1 0 0 0
0 0 0 1 1 1
0 0 1 0 0 0
0 0 1 0 0 0
0 0 1 0 0 0
0 0 0 0 0 0
CHAIN-CODED IMAGE ;
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 3 2
0 0 0 4 0 0
0 0 1 0 0 0
0 0 0 3 3 3
0 0 1 0 0 0
0 0 5 0 0 0
0 0 5 0 0 0


















































































THE NUMERICALLY CODED PICTURE ;
- A diamond shaped figure.
0 0 0 0 0 0 0 0 0 0
0 0 0 0 10 10 0 0 0 0
0 0 0 10 0 0 10 0 0 0
0 0 10 0 0 0 0 10 0 0
0 10 0 0 0 0 0 0 10 0
0 0 10 0 0 0 0 10 0 0
0 0 0 10 0 0 10 0 0 0
0 0 0 0 10 10 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(Y)
0 0 0 0 0 0 0 0 0 0
0 0 0 -5 5 10 0 0 0 0
0 0 -5 10 0 -5 10 0 0 0
0 -5 10 0 0 0 -5 10 0 0
■5 10 0 0 0 0 0 -5 10 0
0 -5 10 0 0 0 -5 10 0 0
0 0 -5 10 0 -5 10 0 0 0
0 0 0 -5 5 10 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
DIFF(X)
0 0 0 0 -5 -5 0 0 0 0
0 0 0 -5 10 10 -5 0 0 0
0 0 -5 10 0 0 10 -5 0 0
0 -5 10 0 0 0 0 10 -5 0
0 10 -5 0 0 0 0 -5 10 0
0 0 10 -5 0 0 -5 10 0 0
0 0 0 10 -5 -5 10 0 0 0
0 0 0 0 10 10 0 0 0 0
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