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Seznam uporabljenih simbolov 
UMI univerzalni vmesnik (angl. Universal Monitor Interface) 
SoC  sistem na čipu (angl. System on a chip) 
RAM bralno-pisalni pomnilnik (angl. Random access memory)  
JTAG protokol za programiranje in testiranje (angl. Joint Test Action Group) 
SPI sinhrona serijska komunikacija (angl. Serial Peripheral Interface Bus) 
eMMC vgrajena multimedijska kartica (angl. Embedded MultiMediaCard) 
DAP vmesnik za dostop do naprave proizvajalca Infineon (angl. Device Access 
Ports) 
RISC računalnik z zmanjšanim naborom inštrukcij (angl. Reduced Instruction 
Set Computer) 
ARM    napredne naprave RISC (angl. Advanced RISC Machine) 
MP3 izgubni kodirni digitalni zvočni format (angl. MPEG Audio Layer III) 
JPEG   rastrski slikovni format (angl. Joint Photographic Experts Group) 
MPEG  izgubni kodirni digitalni slikovni in zvočni format (angl. Moving Picture 
Experts Group) 





Diplomsko delo obravnava merjenje hitrosti prenašanja podatkov v notranji in 
zunanji bliskovni pomnilnik mikrokrmilnikov in naprav SoC preko UMI monitorjev. 
UMI monitor je program, ki se naloži v notranji statični pomnilnik naprave in upravlja 
osnovne operacije bliskovnih pomnilnikov, kot so pisanje, branje itd. Meritve so 
namenjene pregledu vpliva parametrov UMI programa na čas zapisovanja podatkov. 
Na podlagi meritev smo razvili program, ki zna določiti optimalne nastavitve za 
posamezen UMI monitor program. 
 





The thesis discusses measuring the speed of loading data into the internal and 
external flash memory of microcontrollers and SoC devices via UMI monitors. A UMI 
monitor is a program that is loaded into the device's internal static memory and 
manages the basic operations of flash memories, such as writing, reading, etc. The 
measurements are intended for reviewing the impact of the UMI monitor's parameters 
on the data recording time. Based on the measurements, a program has been developed 
that can determine the optimal settings for an individual UMI monitor program. 
 








V podjetju iSYSTEM Labs izdelujejo programska in strojna orodja za 
programiranje in razhroščevanje vgrajenih naprav. Zaradi konkurenčnega trga je 
nujno, da orodja dosegajo najvišje standarde in omogočajo najboljše možne rezultate. 
Eno izmed področij, ki je temelj diplomskega dela, je čas programiranja 
notranjega ali zunanjega pomnilnika vgrajene naprave. Ko razvojnik napiše program 
ali želi naložiti podatke na vgrajeno napravo, to stori preko programskega okolja 
winIDEA, kjer se podatki naložijo preko razhroščevalnika BlueBox na ciljno napravo. 
Program deluje tako, da najprej v RAM pomnilnik naprave naloži t. i. UMI monitor 
program, ki zna upravljati preproste operacije nad bliskovnim pomnilnikom naprave. 
Nato začne program na osebnem računalniku pošiljati podatke preko USB ali 
mrežnega vodila na BlueBox napravo, ki nato posreduje podatke preko 
razhroščevalnega vodila UMI monitor programu, ki zapiše podatke v pomnilnik. 
 
UMI monitor ima več možnih parametrov delovanja, kot so komprimiranje, 
računanje zgoščevalne funkcije programa in velikost medpomnilnika. Ključnega 
pomena za učinkovito delovanje je določiti vpliv posameznega parametra na hitrost 






2 Delovanje UMI monitorja 
V tem poglavju so opisani delovanje UMI monitorja in osnove programiranja 
notranjega in zunanjega pomnilnika naprav. 
2.1 Orodja podjetja iSYSTEM  
V podjetju iSYSTEM  razvijajo programska orodja ter strojno opremo, za razvoj 
vgrajenih naprav [1]. Programsko orodje za razvoj vgrajenih aplikacij na osebnem 
računalniku se imenuje winIDEA in omogoča, prevajanje, programiranje ter 
razhroščevanje kode za vgrajene sisteme. Vgrajene naprave se z osebnim 
računalnikom povezujejo preko BlueBox serije razhroščevalnikov. Ta kombinacija 
omogoča razvoj in razhroščevanje programske kode na različnih arhitekturah 
vgrajenih naprav.  
 
Slika 2.1: Razvojna plošča, priključena na BlueBox iC5700 razhroščevalnik 
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2.2 Bliskovni pomnilnik 
Bliskovni pomnilnik (ang. flash memory) je računalniški polprevodniški 
pomnilni medij, ki ob izgubi napajanja ohrani podatke [15]. Pomnilnik je električno 
programirljiv in izbrisljiv. Omogoča večkratno brisanje in programiranje v pomnilno 
napravo. Bliskovni pomnilnik se lahko nahaja znotraj vgrajenih naprav, kot so 
mikrokrmilniki, lahko pa se nahaja v zunanji napravi v obliki samostojnega čipa, 
dostopnega preko komunikacijskega vodila, kot je QSPI, eMMC in HyperFlash. 
Pomnilnik naprave se deli v bloke enakih ali različnih velikosti. Operacije branja se 
lahko izvajajo na vseh naslovih pomnilniške naprave. Operacije brisanja se lahko 
izvajajo samo nad posameznimi bloki naprave. V izbrisanem bloku se vse vrednosti 
podatkov postavijo na logično enico ali logično ničlo. Programiranje podatkov v 
bliskovni pomnilnik se lahko izvaja samo nad izbrisanim pomnilnikom. Pri 
programiranju se stanje podatka zamenja iz logične enice na logično ničlo ali obratno. 
Bliskovne naprave se razlikujejo po številnih različnih parametrih, kot so: velikost, 
vrsta vodila, hitrost programiranja, hitrost branja, hitrost brisanja, število ciklov branja 
in pisanja in čas ohranitve podatkov. 
 
2.3 Upravljanje notranjega bliskovnega pomnilnika 
Notranji bliskovni pomnilnik naprav se navadno deli na več sektorjev različnih 
ali enakih velikosti znotraj naslovnega prostora procesorja. Za branje iz bliskovnega 
pomnilnika preberemo le podatke na naslovu. Brisanje bliskovnega pomnilnika poteka 
le po sektorjih, kar pomeni, da je edini način za brisanje želenega naslova, da izbrišemo 
celoten sektor. Programiranje podatkov v bliskovni pomnilnik je zahtevnejša operacija 
in se razlikuje od procesorja do procesorja. Vsem napravam je skupno, da ne morejo 
programirati že programiranega naslova in je treba najprej izvršiti operacijo, ki pobriše 
celoten sektor, šele nato se lahko programira v ta sektor. Brisanje navadno postavi vse 
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2.4 Upravljanje zunanjega bliskovnega pomnilnika 
Zunanje pomnilne naprave so po delovanju podobne notranjemu bliskovnemu 
pomnilniku, vendar do njih dostopamo preko zunanjega vodila. Najpogostejša vodila 
so SPI, eMMC in HyperFlash. Vsi ukazi delujejo na podoben princip, kjer napravi iz 
procesorja pošiljamo osnovne ukaze za brisanje, pisanje in branje. Navadno so vsi 
sektorji zunanjega bliskovnega pomnilnika poenotene velikosti. Enako kot pri 
notranjem pomnilniku v že pisani sektor ne moremo ponovno pisati, ampak ga 
moramo najprej pobrisati, preden lahko ponovno pišemo vanj.  
2.5 Uporabljeni mikrokrmilniki 






TC399XE  RH850F1KM  RM46L852  STM32F407  




Jedro Tricore V850 
ARM Cortex 
R4F 
ARM Cortex M4F 
Število 
jeder 












3,3V in 5V 3,3V in 5V 3,3 V 3,3 V 
Hitrost 
naprave 
300 MHz 240 MHz 220 MHz 168 MHz 
Vmesnik  DAP JTAG 
JTAG in 
SWD 
JTAG in SWD 
 
Tabela 2.1: Uporabljeni mikrokrmilniki  
 
 




2.6 UMI monitor 
UMI monitor je program, ki se naloži v delovni pomnilnik (RAM) procesorja in 
ima potrebne funkcije za upravljanja notranjega in zunanjega bliskovnega pomnilnika 
naprave. Praviloma je monitor specifičen za vsako napravo posebej. Vse vrste zunanjih 
naprav se razlikujejo po načinu komunikacije, vrstah ukazov, velikostih sektorjev in 
številu sektorjev, zato potrebujejo svoj monitor za vsako podprto napravo. Izjema  so 
eMMC naprave, ki so standardizirane in imajo poenoten komunikacijski protokol in 
velikost sektorjev, zato je za podporo vseh eMMC naprav potreben le en monitor. 
Končni rezultat je program, ki se doda programskemu okolju winIDEA. Ob vsaki 
operaciji znotraj okolja winIDEA, ki potrebuje dostop do bliskovnega pomnilnika, se 
najprej celotna vsebina notranjega RAM-a naprave shrani v osebni računalnik, nato pa 
se v RAM procesorja naloži monitor. Z njim komunicira programsko okolje winIDEA 
in mu preko komunikacijskega vodila pošilja ukaze in podatke za branje in pisanje 
notranjega in zunanjega bliskovnega pomnilnika naprave. 
Monitor je parameteriziran kar pomeni, da je mogoče njegovo delovanje spreminjati 
preko vhodnih parametrov. Ti parametri so: 
• kompresija, 
• velikost medpomnilnika, 
• dvojni medpomnilnik, 
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2.7 Kompresija 
Kompresija je kodiranje podatkov z namenom, da je izhodna datoteka manjša od 
prvotne datoteke [11]. To omogoča shranjevanje in pošiljanje podatkov manjše 
velikosti, kar pripomore k temu, da datoteke vzamejo manj prostora na pomnilni 
napravi, ter k večji pasovni širini. Za poustvaritev prvotne datoteke se komprimirana 
datoteka razširi nazaj v prvotno obliko. 
Kompresija podatkov se deli na dve kategoriji. Prva kategorija je izgubno 
komprimiranje, kjer iz komprimirane datoteke ne moremo popolnoma poustvariti 
prvotne datoteke. Komprimirana datoteka se znebi vseh informaciji, ki jih algoritem 
določi za nepomembne. Največkrat se uporabljajo za komprimiranje slikovnih in 
zvočnih datotek, kjer za poustvarjanje približka prvotne datoteke ne potrebujemo vseh 
informacij. Primeri formatov izgubnih kompresij so MP3, JPEG, MPEG. Druga vrsta 
kompresije je brezizgubna. Iz brezizgubne komprimirane datoteke se lahko poustvari 
popolna kopija prvotne datoteke. V primeru programiranja podatkov na vgrajene 
naprave je potrebna ohranitev vseh podatkov, zato razvojno orodje winIDEA uporablja 
brezizgubno kompresijo. Podatki se na strani računalnika komprimirajo in se v 
komprimirani obliki pošljejo na vgrajeno napravo. Ta nato podatke razširi in jih vpiše 
v bliskovni pomnilnik naprave. To omogoča hitrejši prenos podatkov na napravo.  
2.8 Zgoščevalna funkcija 
Zgoščevalna funkcija (ang. hash) je algoritem, ki prejme podatke poljubne 
velikosti in jih preračuna ter vrne v binarno vrednost fiksne vrste [12]. Uporablja se za 
hitro primerjanje dveh podatkov, kjer se preračuna zgoščevalna funkcija obeh 
podatkov in primerja rezultat obeh podatkov. Programsko okolje winIDEA uporablja 
zgoščevalno funkcijo MURMUR2 [13], [14]. Z njo preverja, ali so podatki, ki se pišejo 
v blok naprave, enaki vrednostim v napravi. S tem zagotovi, da se pomnilnik naprave 
ne briše in ponovno programira z istimi vrednostmi. To pripomore h krajšim časom 
programiranja ter manjša število izbrisov ter vpisov v bliskovni pomnilnik, kar 




3 Vplivi na hitrost programiranja UMI programa 
UMI monitorji imajo več različnih parametrov, ki lahko vplivajo na hitrost 
programiranja pomnilnika. V tem poglavju so opisani parametri, njihove funkcije in 
vpliv na hitrost programiranja naprave. 
3.1 Program za merjenje hitrosti programiranja 
Za prvi del merjenja hitrosti programiranja je bil razvit preprost Python program, 
ki zna meriti čas programiranja naprave. Programsko okolje winIDEA ima 
programsko razvojno okolje (SDK), ki omogoča upravljanje le-te preko različnih 
programskih jezikov, izmed katerih je bil izbran programski jezik Python [2] [7]. 
Program deluje tako, da spremeni parameter monitor programa in izvede prenos v 
notranji bliskovni pomnilnik [15]. Meritev se zabeleži in se ponovi na različnih 
velikostih prenosa. Ker ima lahko vsebina podatkov velik vpliv na prenos v nekaterih 
primerih, je bil za prenos uporabljen primer kode za ARM procesor. Če je 
programirana velikost večja od velikosti slike za programiranje, se koda podvaja, 
dokler ne pokrije celotne velikosti nalaganja. Namen tega dela je dobiti predstavo o 
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3.2 Vpliv kompresije na čas nalaganja  
Ena izmed možnosti monitorja je kompresija [11]. Podatki se na strani osebnega 
računalnika komprimirajo in prenesejo na napravo, kjer se razširijo. Komunikacijsko 
vodilo med osebnim računalnikom in napravo predstavlja ozko grlo. Zato ima 
pošiljanje komprimiranih podatkov velik vpliv na čas prenosa. Do težav lahko pride, 
ker so lahko nekateri procesorji počasnejši in lahko razširjanje podatkov porabi več 
časa sam prenos. Razlika je tudi med vrsto podatkov, ki se pošiljajo na napravo. Pri 
kompresijskem algoritmu, katerega uporablja monitor, je velika razlika med velikostjo 
komprimirane datoteke, ki je sestavljena iz ponavljajočih se bajtov in velikostjo 
datoteke, ki je sestavljena iz naključnih bajtov. Po vsebini je datoteka za prenos 
sestavljena iz več različnih primerov kode za ARM procesorje. Eden izmed 
parametrov, ki ga je treba upoštevati, je tudi nivo komprimiranja. Vgrajene naprave 
imajo običajno manj RAM pomnilnika kot bliskovnega pomnilnika. Zato se podatki 
ne prenašajo v enem delu, temveč se razdelijo na manjše dele, ki se zapišejo v napravo 
in šele potem winIDEA pošlje nov paket podatkov. Velikost posameznega prenosa je 
omejena z velikostjo dodeljenega medpomnilnika monitorju. Velikost medpomnilnika 
monitorja je navadno nekaj kB, običajno približno 8 kB. Kot posledica tega se 
komprimiranje izvaja nad posameznimi deli in ne nad celotno datoteko, ki se nalaga. 
Programsko okolje winIDEA ima vgrajeno mejo, ki določa, koliko odstotkov 
originalne velikosti mora biti velik komprimirani podatek, da se še vedno prenese. Da 
se posamezni del prenese v komprimirani obliki, mora biti njegova velikost 70 % ali 
manj prvotne velikosti tega dela. Za testiranje vpliva kompresije na hitrost prenašanja 
podatkov je merjena hitrost celotnega prenosa programa. V meritvah se prenašajo 
datoteke različnih velikosti pri različnih mejah kompresije. Iz teh meritev lahko 
sklepamo, kakšen vpliv ima kompresija na čase prenosa in ali je 70 % optimalna meja 
za prenos kode. Meritve so se izvajale na več mikrokrmilnikih različnih družin in pri 
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3.2.1 Meja kompresije na TC399XE 
  




Slika 3.2: Časi nalaganja na TC399XE pri velikostih 8 MB in 16 MB pri različnih mejah kompresije 
Zgornje meritve so bile opravljene na procesorju TC399XE iz serije Aurix plus, 
družine TriCore, proizvajalca Infineon. Iz rezultatov lahko opazimo, da se malo 
podatkov komprimira v okolici od 20 % do 40 % in se podatki v celoti prenašajo na 
napravo nekomprimirani. Posledično se čas prenosa ne spreminja med 20 % in 40 % 
komprimiranja. Pri višanju meje komprimiranja se začnejo časi prenosa manjšati med 
1.69 s 1.68 s 1.59 s
1.39 s 1.30 s 1.30 s 1.32 s 1.29 s 1.31 s
4.06 s 4.04 s 3.94 s
3.60 s
2.68 s 2.66 s 2.67 s 2.67 s 2.67 s
7.20 s 7.24 s 7.12 s
6.58 s










20% 30% 40% 50% 60% 70% 80% 90% 95%
ČAS PRENOSA
MEJA KOMPRESIJE
TC399XE pri 100 MHz
128 kB  512 kB
49.97 s 50.02 s 49.83 s 48.05 s
41.52 s 40.76 s 40.80 s 40.32 s 40.51 s
100.14 s 98.89 s 97.88 s 97.70 s








20% 30% 40% 50% 60% 70% 80% 90% 95%
ČAS PRENOSA
MEJA KOMPRESIJE
TC399XE pri 100 MHz  8 MB
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50 % in 60 % do 70 %, odvisno od velikosti, in se tam ustalijo. Na podlagi teh 
podatkov lahko sklepamo, da komprimiranje podatkov krajša čas, potreben za prenos. 
Proti višjim nivojem kompresije, od 80 % do 95 %, se večina podatkov, ki se prenašajo, 
komprimira in nimajo nobenega vpliva na čas prenosa. To kaže na to, da je čas, 
potreben za razširjanje podatkov, bistveno krajši od časa, ki je potreben, da procesor 
programira podatke iz medpomnilnika v bliskovni pomnilnik. Ura procesorja je bila 
100 MHz, kar je ura procesorja ob inicializaciji. Višanje ure procesorja na njegovo 
maksimalno hitrost 300 MHz ni imelo nobenega vpliva na čase prenosa. 
 
3.2.2 Meja kompresije na RH850F1KM 
 
Slika 3.3: Časi nalaganja na RH850F1KM pri velikostih od 128 kB do 1 MB pri različnih mejah 
kompresije in uri procesorja pri 16 MHz 
Pri meritvah na procesorju RH850F1KM iz serije RH850 proizvajalca Renesas 
s procesorskim jedrom VH850 se rezultati razlikujejo od prejšnjih. Iz rezultatov 
meritev pri dveh različnih urah procesorja je razvidno, da ima ura procesorja velik 
vpliv na čase programiranja. Pri uri 16 MHz, ki je ura ob inicializaciji procesorja, so 
časi bistveno daljši kot pri maksimalni uri procesorja. Pri najnižji uri je tudi razvidno, 
da se z višanjem meje kompresije podaljšuje čas nalaganja. Pri meji od 5 % do 40 % 
se čas nalaganja ne spreminja, kar nakazuje, da se večina podatkov ne komprimira. Od 
meje 45 % do 75 % se časi začnejo daljšati. To je posledica tega, da se z višanjem meje 
vedno več podatkov, ki se prenašajo, komprimira in nato razširi na strani procesorja. 
Zaradi nižje ure procesorja je čas, ki ga potrebuje procesor za razširjanje podatkov, 
daljši od časa, ki se prihrani ob prenosu manj podatkov. Od 75 % do 95 %  časi ostajajo 
5.97 s 5.97 s 5.97 s 5.97 s 5.98 s 6.00 s 6.01 s 6.01 s 6.03 s 6.05 s 6.09 s 6.21 s 6.39 s 6.46 s 6.49 s 6.48 s 6.49 s 6.48 s 6.48 s
23.47 s 23.47 s 23.46 s 23.46 s 23.46 s 23.48 s 23.51 s 23.52 s 23.53 s 23.57 s 23.71 s 24.10 s
24.76 s 25.57 s
25.89 s 25.91 s 25.91 s 25.92 s 25.92 s
46.82 s 46.79 s 46.83 s 46.81 s 46.83 s 46.84 s 46.83 s 46.88 s 46.91 s 46.96 s 47.27 s
47.91 s
49.40 s







5% 10% 15% 20% 25% 30% 35% 40% 45% 50% 55% 60% 65% 70% 75% 80% 85% 90% 95%
ČAS PRENOSA
MEJA KOMPRESIJE
RH850F1K pri 16 MHz 128 kB 512 kB 1 MB
Vplivi na hitrost programiranja UMI programa 29 
 




Slika 3.4: Časi nalaganja na RH850F1KM pri velikostih od 128 kB do 1 MB pri različnih mejah 
kompresije in uri procesorja pri 160 MHz 
Pri uri 160 MHz na istem procesorju je mogoče opaziti, da so časi prenosa precej 
krajši. Ponovno pri meji kompresije od 5 % do 40 % ne prihaja do sprememb pri času 
prenosa. Pri meji od 45 % do 75 % se časi začnejo postopoma krajšati. Zaradi višje ure 
procesorja je čas, ki ga potrebuje procesor za razširjanje, krajši. Iz tega je razvidno, da 
je čas, potreben za razširjanje podatkov na strani procesorja, krajši od časa, potrebnega 
za prenos podatkov. Podatki se hitreje pišejo v pomnilnik pri višji meji kompresije. Od 
meje pri 75 % do 95 % ne prihaja do sprememb v času programiranja, kar ponovno 
nakazuje, da se večna podatkov vedno komprimira pri teh vrednostih, zato nima vpliva 










1.18 s1.17 s1.15 s1.19 s1.13 s1.11 s1.11 s1.08 s1.09 s1.07 s1.04 s1.04 s0.97 s0.97 s0.95 s0.97 s0.95 s0.95 s0.96 s
3.87 s3.88 s3.88 s3.89 s3.89 s3.85 s3.85 s3.81 s3.79 s3.78 s3.72 s3.60 s3.46 s
3.27 s3.23 s3.23 s3.25 s3.23 s3.23 s
7.51 s7.52 s7.53 s7.49 s7.51 s7.48 s7.46 s7.45 s7.43 s7.40 s7.30 s7.14 s
6.75 s
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ČAS PRENOSA
MEJA KOMPRESIJE
RH850F1KH pri 160 MHz 128 kB 512 kB






3.2.3 Meja kompresije na RM46L852  
 
Slika 3.5: Časi nalaganja na RM46L852 pri velikostih od 128 kB do 1 MB pri različnih mejah 
kompresije in uri procesorja pri 16 MHz 
Pri meritvah na procesorju RM46L852 iz serije Hercules proizvajalca Texas 
Instruments z ARM Cortex-R4F procesorskim jedrom so ugotovitve podobne kot pri 
TC399XE procesorju. Pri nižji meji kompresije, od 20 % do 30 %, je večina podatkov 
nekomprimirana in so časi, potrebni za nalaganje podatkov na napravo, enaki. Od 40 % 
do 70 % začnejo časi nalaganja padati z večanjem meje kompresije. Ker se z višanjem 
meje kompresije pošilja vedno več komprimiranih podatkov in časi prenosa z višanjem 
meje padajo, pomeni, da je čas, potreben za razširjanje podatkov na strani procesorja, 
krajši od časa, potrebnega za prenos celotnih podatkov. Od meje 70 % do 95 % je 
večina podatkov, ki se prenašajo, komprimiranih. Zato od meje 70 % ne prihaja do 
sprememb v času prenosa. Meritve so bile izvedene pri uri 16 MHz, ki je ura ob 
inicializaciji procesorja. Za razliko od procesorja RH850F1KM pri tem procesorju 
višanje ure na maksimalno hitrost 220 MHz ni imelo nobenega vpliva na čase 
prenosov. Iz tega lahko sklepamo, da lahko ta naprava tudi pri nižjih hitrostih razširi 
podatke v zanemarljivem času, v primerjavi s časom, potrebnim za programiranje 
notranjega bliskovnega pomnilnika.  
1.74 s 1.73 s 1.66 s 1.56 s 1.41 s 1.39 s 1.41 s 1.41 s 1.40 s
4.52 s 4.52 s 4.44 s
4.23 s
3.91 s
3.34 s 3.33 s 3.32 s 3.33 s
8.23 s 8.22 s 8.16 s
7.92 s
7.14 s











20% 30% 40% 50% 60% 70% 80% 90% 95%
ČAS PRENOSA
MEJA KOMPRESIJE
RM46L528 pri 16 MHz
128 kB 512 kB 1 MB
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3.2.4 Ugotovitve vpliva meje kompresije na čase nalaganja  
Iz rezultatov časa nalaganja je razvidno, da lahko kompresija zmanjša čase 
prenosa. V večni primerov nižja ura procesorja ni imela vpliva na čase prenosa. V 
primeru RH850F1KM je pri nižji uri prišlo do višjih časov prenosa. Te informacije so 
uporabne za stranke, ki imajo lahko probleme s časi programiranja in jim s temi 
informacijami znamo primerno svetovati. V tem primeru bi višanje ure procesorja 
bistveno skrajšalo čas prenosa na napravo.  
3.3 Vpliv računanja zgoščevalne funkcije vsebine pomnilnika 
Eden izmed načinov za izboljšanje časa programiranja je, da UMI monitor 
preračuna zgoščevalno funkcijo bloka za programiranje [12]. Ta blok primerja z 
rezultatom zgoščevalne funkcije bloka, ki je naslednji v vrsti za programiranje. Če se 
ujemata, se ta blok ne programira. Prednost tega je, da v primeru, da so v napravi že 
vpisani enaki podatki kot tisti, ki so na vrsti za pisanje, se blok preskoči in monitor gre 
na naslednji sektor. V času razvoja razvijalci delajo izboljšave in popravke kode, ki se 
naloži v pomnilnik z namenom testiranja. V večini primerov so spremembe le na 
določenem delu kode in je potrebno prepisati le del pomnilnika. Še ena prednost 
računanja zgoščevalne funkcije pomnilnika je, da imajo bliskovni pomnilniki omejeno 
število vpisov in izbrisov. Ko se del pomnilnika ne prepiše, ker so njegovi podatki 
nespremenjeni, se nad tem delom ne izvajata izbris in vpis, kar podaljša življenjsko 
dobo pomnilnika. Slabost računanja zgoščevalne funkcije je, da bo ob pisanju v 
napravo, kjer so vsi podatki različni od programiranih podatkov (npr. v popolnoma 
prazno napravo), čas prenosa vedno daljši. V meritvah se primerja čas programiranja 
v prazno napravo z vključeno in izključeno zgoščevalno funkcijo. Na podlagi 
rezultatov lahko sklepamo, ali ima čas računanja zgoščevalne funkcije vseh delov 
pomnilnika, kjer se nalagajo podatki, bistven vpliv na čase prenosa na različnih 
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3.3.1 Zgoščevalna funkcija na TC399XE 
 
 















16 kB 247  258 11  4.29 
128 kB 478 532  54  11.35 
512 kB 1227 1435  208  16.98 
1 MB 2421 2832  411  16.97 
8 MB 20603  23949  3347  16.24 
16 MB 42732  47990  5258  14.64 
 
Tabela 3.1: Časi prenosov na TC399XE z izključeno in vključeno zgoščevalno funkcijo 
Meritve so bile izvedene na TC399XE proizvajalca Infineon. Pomnilnik je bil 
celotno izbrisan po vsakem prenosu. Tako lahko vidimo, koliko dodatnega časa 
potrebuje naprava, da izračuna zgoščevalno funkcijo pomnilnika v primerjavi s časom, 
ko naprava ne preračuna zgoščevalne funkcije. Iz rezultatov vidimo, da naprava za 
manjše prenose potrebuje manj časa za računanje zgoščevalne funkcije. Pri večjih 
prenosih se čas veča in se pri približno 512 kB prenosa ustali. Iz rezultatov je razvidno, 
da je čas približno 16 % daljši od časa, ko se zgoščevalna funkcija pomnilnika ne 
računa. Višanje ure procesorskega jedra iz 100 MHz na 300 MHz, kar je maksimalna 
ura te naprave, ni imelo vpliva na čase, potrebne za računanje zgoščevalne funkcije 
pomnilnika.  
3.3.2 Zgoščevalna funkcija na RH850F1KM  















16 kB 826  865  39  4.75 
64 kB 3310  3479  169  5.10 
128 kB 6260  6513  253  4.04 
256 kB 12245  12707  462  3.77 
512 kB 24131  25026  895  3.71 
 
Tabela 3.2: Časi prenosov na RH850F1KM z izključeno in vključeno zgoščevalno funkcijo 
pri 16 MHz 
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16 kB 243  256  13  5.33 
64 kB 969  1018  49  5.08 
128 kB 1859  1929  69  3.72 
256 kB 3672  3763  91  2.47 
512 kB 7229  7386  158  2.18 
 
Tabela 3.3: Časi prenosov na RH850F1KM z izključeno in vključeno zgoščevalno funkcijo pri 
160 MHz 
 
Meritve so bile izvedene na RH850F1KM proizvajalca Renesas. Pri meritvah 
ponovno opazimo, da ima hitrost ure procesorja velik vpliv na čase prenosa na 
napravo. Iz rezultatov vidimo tudi, da se razmerje med časom, potrebnim za pisanje v 
napravo z vključeno zgoščevalno funkcijo v primerjavi s časom z izključeno ne 
razlikuje veliko. To pomeni, da je čas, potreben za računanje zgoščevalne funkcije, 
večji pri nižji uri procesorja, medtem ko je čas, potreben za prenos podatkov na 
mikrokrmilnik, tudi večji. V obeh primerih je razmerje med časom, potrebnim za 
programiranje naprave z vključeno zgoščevalno funkcijo in časom z izključeno, 
podobno. Pri obeh hitrostih ure se razmerje za nižje prenose začne pri približno 5 % in 
z večjimi prenosi začne padati. V primeru ure 16 MHz se ustali nekje pri 4 %. Pri uri 
procesorja na 160 MHz se ustali pri približno 2 %.  
3.3.3 Zgoščevalna funkcija na STM32F407 















16 kB 334 362 28 8.43 
128 kB 2401 2503 101 4.23 
256 kB 4371 4581 209 4.78 
512 kB 8387 8752 364 4.35 
768 kB 12398 12910 511 4.13 
1 MB 16296 16915 619 3.80 
 
Tabela 3.4: Časi prenosov na STM32F407 z izključeno in vključeno zgoščevalno funkcijo pri 16 MHz 
 



















16 kB 331 357 25 7.76 
128 kB 2379 2450 70 2.97 
256 kB 4361 4457 96 2.20 
512 kB 8392 8535 143 1.71 
768 kB 12377 12567 190 1.54 
1 MB 16246 16458 212 1.31 
 
Tabela 3.5: Časi prenosov na STM32F407 z izključeno in vključeno zgoščevalno funkcijo pri 
168 MHz 
 
Zadnje meritve so bile izvedene na napravi STM32F407 proizvajalca 
STMicroelectronics s Cortex M4 jedrom. Meritve za razliko od meritev kompresije 
niso bile izvedene na napravi RM46L852, ker ni podprte zgoščevalne funkcije. Na tej 
napravi opazimo, da so bili časi prenosov na začetni uri procesorja na 16 MHz in pri 
maksimalni uri 168 MHz enaki. Ob pogledu na čase opazimo, da je naprava pri višji 
uri procesorja potrebovala manj časa za računanje zgoščevalne funkcije kot pri nižji 
uri. Opazimo tudi, da je razmerje med časi programiranja z vključeno zgoščevalno 
funkcijo v primerjavi s časi z izključeno višje pri nižjih velikostih prenosa in začne 
padati z višanjem hitrosti prenosa. Pri obeh hitrostih procesorja je to razmerje za 
najmanjšo merjeno velikost 16 kB približno 8 % in začne padati z večanjem velikosti 
prenosa. Pri velikosti 1 MB je razmerje približno 4 % za hitrost ure 16 MHz in 
približno 1 % za hitrost ure 168 MHz. Opazno je, da pri višji hitrosti procesor hitreje 
izračuna zgoščevalno funkcijo, vendar je pridobljen čas zanemarljiv v primerjavi s 
časom, potrebnim za celoten prenos.  
3.3.4 Ugotovitve vpliva zgoščevalne funkcije na čase nalaganja  
Iz rezultatov je razvidno, da ima vključitev zgoščevalne funkcije vpliv na čase 
pisanja. Vidimo lahko, da se je čas programiranja v nekaterih primerih lahko povečal 
tudi do 17 %, vendar moramo upoštevati, da je primer programiranja v prazen 
pomnilnik, kot je bil v meritvah, najslabši možen primer, narejen, da izpostavi čase 
računanja zgoščevalne funkcije. Navadno se v naprave programirajo le spremembe v 
kodi in v tem primeru ima lahko zgoščevalna funkcija velik vpliva na manjšanje časov 
prenosa. V primeru, da bi v napravo programirali enako vsebino, kot jo že vsebuje, bi 
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za čas celotnega prenosa potreben le čas za računanje zgoščevalne funkcije. 
Zgoščevalna funkcija ima še prednost, da preskoči nepotrebno programiranje sektorja 
naprave. Posledično se tako podaljša življenjska doba naprave, saj imajo bliskovne 
pomnilne naprave omejeno število ciklov brisanja in pisanja. 
3.4 Vpliv velikosti medpomnilnika in vključitev dvojnega 
medpomnilnika na čase prenosa 
Pri nalaganju podatkov na napravo se podatki najprej prenesejo v medpomnilnik 
naprave, ki se nahaja znotraj RAM-a naprave. Od tam se podatki zapišejo v bliskovni 
pomnilnik naprave in medpomnilnik se sprazni, da lahko ponovno prejme podatke. Pri 
manjšem medpomnilniku prihaja do več vpisov, kar lahko vpliva na čase prenosa pri 
prenašanju večjih datotek. Obraten vpliv ima lahko prevelika velikost medpomnilnika, 
ki lahko zaradi upravljanja večjega medpomnilnika poveča čase prenosov manjših 
količin podatkov. Pri velikosti medpomnilnika je treba upoštevati tudi omejitve 
količine RAM pomnilnika vgrajenih naprav. Vgrajene naprave imajo običajno 
bistveno manjšo količino RAM pomnilnika kot bliskovnega pomnilnika. Del RAM 
pomnilnika zasede tudi UMI program, kar še dodatno zmanjša količino prostega RAM 
pomnilnika. Še ena izmed funkcionalnosti UMI monitorja je dvojni medpomnilnik. Pri 
dvojem medpomnilniku se medpomnilnik razdeli na dva dela. Prvi del medpomnilnika 
prejema podatke, medtem ko se iz drugega dela podatki berejo. Ko se obe operaciji 
zaključita, začne prvi del medpomnilnika vpisovati v bliskovni pomnilnik in drugi del 
začne prejemati podatke. Tako naprava izvaja dve operaciji hkrati in zmanjša čas, 
potreben za celoten prenos v napravo. Vse meritve časov so bile izvedene v prazno 
napravo z enako datoteko za prenos kot prejšnje meritve. Zaradi obsežnosti meritev in 
podobnih rezultatov na drugih napravah so rezultati meritev prikazani le na napravi 
TC399XE. Meritve so izvedene pri različnih velikostih medpomnilnika z vključenim 
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3.4.1 Meritve velikosti medpomnilnika in vključitev dvojnega medpomnilnika 










Slika 3.6: Časi prenosov na TC399XE z izključenim in vključenim dvojim medpomnilnikom pri 










Slika 3.7: Časi prenosov na TC399XE z izključenim in vključenim dvojim medpomnilnikom pri 


















512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 16 kB







512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 128 kB
Izključen dvojni medpomnilnik 128 kB [ms] Vključen dvojni medpomnilnik 128 kB [ms]




























Slika 3.9: Časi prenosov na TC399XE z izključenim in vključenim dvojim medpomnilnikom pri 

















512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 512KB











512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 1 MB
Izključen dvojni medpomnilnik 1 MB [s] Vključen dvojni medpomnilnik 1 MB [s]

















Slika 3.10: Časi prenosov na TC399XE z izključenim in vključenim dvojim medpomnilnikom pri 














Slika 3.11: Časi prenosov na TC399XE z izključenim in vključenim dvojim medpomnilnikom pri 












512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 8 MB








512B 1KB 2KB 4KB 8KB 16KB 32KB 64KB 80KB
ČAS PRENOSA
VELIKOST MEDPOMNILNIKA
Časi prenosov z vključenim in izključenim dvojnim medpomnilnikom pri velikosti prenosa 16 MB
Izključen dvojni medpomnilnik 16 MB [s] Vključen dvojni medpomnilnik 16 MB [s]
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3.4.2 Ugotovitve vpliva dvojnega medpomnilnika in velikosti medpomnilnika 
na čase nalaganja 
Iz časov meritev lahko vidimo, da ima velikost medpomnilnika velik vpliv na 
čase nalaganja. Vključitev dvojnega medpomnilnika je imela negativen vpliv pri 
manjši skupni velikosti medpomnilnika, vendar so se z večanjem velikosti 
medpomnilnika časi prenosov začeli manjšati. Pri velikosti približno 2 kB 
medpomnilnika je čas prenosov z vključenim dvojnim medpomnilnikom postal manjši 
kot čas z vključenim. Vidimo, da nad velikostjo medpomnilnika 8 kB pri prenosu ne 
prihaja več do velikih sprememb časov prenosov, tako pri enojnem kot pri dvojnem 
medpomnilniku. Pri večjih velikostih medpomnilnika se čas ne začne bistveno večati, 
razen v primeru prenosa manjše datoteke, 16 kB, kjer se čas rahlo poveča. Iz rezultatov 
lahko sklepamo, da vključitev dvojnega medpomnilnika vedno zmanjša čase prenosa, 
razen v primerih, ko imamo opravka z napravami, ki imajo premajhno velikost 
notranjega RAM pomnilnika za efektivno delovanje algoritma. Vidimo tudi, da je 
določitev pravilne velikosti medpomnilnika ključna, če želimo zagotoviti nizke čase 
prenosa. Pomembno je tudi, da velikost medpomnilnika ni prevelika, saj imajo 
vgrajene naprave omejeno količino RAM pomnilnika in je medpomnilnik le del 
monitorja, ki se izvaja iz RAM pomnilnika.   
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4 Program za optimizacijo UMI monitorja 
Ročno izvajanje meritev na različnih mikrokrmilnikih je zamudno opravilo, zato 
je smiselno meritve in določitev optimalnih nastavitev monitorja avtomatizirati. V ta 
namen je bil razvit namenski program. 
4.1 Opis programa 
Program je v celoti napisan v programskem jeziku Python [7]. Za razvoj 
programa je uporabljeno programsko okolje Visual Studio 2013 z dodatkom za 
programski jezik Python. Enako kot pri ročnih meritvah je za upravljanje razvojnega 
okolja winIDEA uporabljeno programsko razvojno okolje (SDK). Dostop se izvaja 
preko Pythona. Program je mogoče upravljati na dva različna načina. Prvi način je z 
ukazno vrstico, kjer programu določimo vhodne parametre s terminalom in rezultate 
meritev dobimo v pisani obliki znotraj terminala in v datoteki .yaml z rezultati meritev 
[16], [17]. Drugi način upravljanja je z grafičnim vmesnikom (GUI). Rezultate dobimo 
v obliki grafov in izhodne .yaml datoteke.  
4.2 Vhodni parametri programa za meritev 
Vhodni parametri programa vsebujejo vse potrebne nastavitve za izvajanje 
meritev. Shranjeni so v datoteki .yaml, ki se lahko ustvari z vpisovanjem podatkov v 
urejevalniku besedila ali grafičnem vmesniku. Yaml je jezik, v katerem se lahko 
shranjujejo podatki različnih tipov. Ta tip datoteke je uporabljen, ker je preprost in 
omogoča pisanje komentarjev, česar podobni jeziki, kot sta JSON in CSV, ne 
omogočajo.  
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Slika 4.1: Primer konfiguracijske datoteke 
4.2.1 Konfiguracijski parameter WorkspaceDir 
WorkspaceDir - pot do winIDEA projektne datoteke (.xjrf) relativno na lokacijo 
konfiguracijo 
4.2.2 Konfiguracijski parameter TestOptions 
TestOptions - osnovni ključ, ki združuje vse ostale parametre 
4.2.3 Konfiguracijski parameter EnableVerify 
EnableVerify - če je vrednost enaka True, potem se po vsakem prenosu izvede 
preverjanje, ali je vsebina vpisanih podatkov pravilna. Drugače se pravilnost vpisanih 
podatkov ne preverja. 
 
4.2.4 Konfiguracijski parameter UmiDeviceName 
UmiDeviceName – unikatno ime UMI monitorja.  
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4.2.5 Konfiguracijski parameter CompressionAndHashingConfig 
Slovar kateri vsebuje nastavitve kompresije in zgoščevalne funkcije. Njegovi 
ključi so: 
EnableStaticCompression 
Če je vrednost True se meritev izvede samo enkrat z vključeno ali izključeno 
kompresijo. Če je vrednost False se meritev izvede dvakrat z izključeno in 
vključeno kompresijo. 
- CompressionAlwaysEnable 
V primeru, da je vrednost EnableStaticCompression nastavljena na False 
določi stanje kompresije med izvajanjem meritev na vključeno ali izključeno. 
- EnableHashing  
Vključi ali izključi meritev časa zgoščevalne funkcije po vsakem prenosu na 
napravo. 
 
4.2.6 Konfiguracijski parameter BufferSizeConfig 
Vsebuje nastavitve medpomnilnika: 
- BufferWindowInB 
Okno velikosti medpomnilnika v bajtih. Če ima seznam eno vrednost bo za 
meritve izbrana ena velikost medpomnilnika. Če ima seznam dve vrednosti 
predstavlja prva vrednost spodnjo velikost medpomnilnika in druga velikost 
zgornjo velikost medpomnilnika. 
-  
4.2.7 Konfiguracijski parameter DownloadConfig 
DownloadConfig vsebuje nastavitve prenosa: 
- DownloadWindowInKB  
Okno prenosa v kilobajtih. Pri eni vrednosti znotraj tabele se testiranje izvaja le 
pri eni velikost prenosa. Pri dveh vrednostih predstavlja prva vrednost spodnjo 
mejo velikosti prenos in druga vrednost zgornjo mejo prenosa.  
- EnableCustomDownloadAddr  
Ko ima vrednost True določi naslov za prenos. Če je njegova vrednost False 
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- DownloadAddr  
Naslov za prenos podatkov v primeru, da je EnableCustomDownloadAddr 
nastavljen na vrednost True. 
 
4.2.8 Konfiguracijski parameter CompressionThresholdConfig 
CompressionThresholdConfig je slovar kateri vsebuje dodatne nastavitve 
kompresije: 
- EnableCustomCompressionThreshold 
Ob vrednosti True določi drugačno mejo kompresije od navadne meje kompresije 
programa winIDEA. Ob vrednosti False je meja kompresije 70%. 
- CompressionThresholdInPct  
Določi mejo kompresije v primeru, da je EnableCustomCompressionThreshold 
Nastavljen na True v procentih. 
4.2.9 Konfiguracijski parameter 
EnableOptimalCompressThresholdMeasurement 
Ob vrednosti True omogoči meritve optimalne meje kompresije. 
4.3 Delovanje programa za merjenje časov prenosov 
V tem poglavju je opisan algoritem programa za izvajanje meritev od začetka do 
konca prenosa. Ta del se osredotoča le na osrednji del programa, ki je namenjen 
izvajanju meritev in je skupen tako verziji, ki deluje preko ukazne vrstice, kot tisti, ki 
deluje preko grafičnega vmesnika. 
 
4.3.1 Priprava delovnega okolja na meritve 
 Program prejme konfiguracijo in najprej iz nje razbere, kje se nahaja delovno 
okolje za meritve ter ustvari kopijo te konfiguracije, kjer na konec imena doda »_tmp« 
in odpre delovno okolje. To stori, ker meritve naredijo nekaj sprememb v delovnem 
okolju in tako zagotovimo, da meritve ne naredijo trajnih sprememb. Nato program 
nastavi statične parametre: 
• verifikacija podatkov po opravljenem prenosu 
• nastavitev meje kompresije 
• vključitev dvojnega medpomnilnika. 
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 Vse meritve se izvajajo z vključenim dvojim medpomnilnikom, saj je bilo 
določeno, da v večini primerov izboljša čase prenosov in bodo imeli vsi UMI monitorji 
vključen dvojni medpomnilnik. V naslednjem koraku program določi naslov za prenos 
podatkov. Glede na stanje konfiguracije se naslov prebere iz konfiguracije ali pa 
privzame naslov prvega sektorja preko winIDEA programskega razvojnega okolja. V 
zadnjem koraku program sestavi dve zbirki, ki vsebujeta vse vrednosti velikosti 
prenosov in velikosti medpomnilnikov. V obeh primerih sta podani le zgornji in 
spodnji meji parametrov, iz katerih je treba sestaviti zbirko vrednosti, ki se bodo 
uporabile v meritvah. Program za obe vrednosti sestavi nov niz. Prvi element je 
najnižja vrednost, nato dodaja vrednosti, pomnožene z dva, dokler ne doseže ali 
preseže maksimalne vrednosti. Ta korak ponovi tako za velikost medpomnilnika kot 
za velikost prenosa.  
4.3.2 Potek meritev prenosov 
 
Slika 4.2: Poenostavljena koda za potek meritev prenosa 
Na tej točki izvajanja programa ima le-ta vse potrebne podatke, da začne 
izvajanje prenosov. Na začetku program preveri, ali je preverjanje zgoščevalne 
funkcije vključeno v teste. V primeru, da ima test vključene meritve zgoščevalne 
funkcije, program najprej naredi test računanja zgoščevalne funkcije, ker nekatere 
UMI naprave ne podpirajo zgoščevalne funkcije. Ta del preveri, ali je funkcija na voljo 
in deluje pravilno. Če program ne more izračunati zgoščevalne funkcije, se merjenje 
zgoščevalne funkcije onemogoči za meritve, kar se izpiše v konzoli v primeru 
programa preko ukazne vrstice ali v statusnem oknu v primeru programa preko 
grafičnega vmesnika. Sledi glavna zanka za izvajanje prenosov. Ta vsebuje vse 
prenose pri vseh različnih velikostih medpomnilnika, velikostih prenosov, stanjih 
kompresije in meritev zgoščevalne funkcije. Ta del je sestavljen iz treh FOR zank. 
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Najvišja zanka vsebuje vse velikosti medpomnilnika, ker spreminjanje velikosti 
medpomnilnika traja največ časa in želimo, da se izvede samo enkrat za vse velikosti 
prenosov, stanja kompresije in zgoščevalno funkcijo. Menjava velikosti 
medpomnilnika traja več časa, ker za razliko od drugih nastavitev zahteva ponovno 
prevajanje kode. Program deluje tako, da novo velikost medpomnilnika vpiše kot 
definicijo prevajalniku in sproži prevajanje kode. Ko se UMI monitor prevede, 
winIDEA pobere generirano izhodno datoteko iz mape delovnega okolja. Znotraj FOR 
zanke medpomnilnikov je še ena FOR zanka, ki vsebuje velikosti prenosov. Znotraj te 
zanke je še ena zanka, ki vsebuje vsa stanja kompresije. Ta so lahko omogočena, 
onemogočena ali obe stanji skupaj . V tej zanki program najprej počisti mikrokrmilnik, 
da se program vedno nalaga v prazni mikrokrmilnik. Nato program vklopi ali izklopi 
kompresijo glede na trenutno stanje zanke, izvede prenos in zabeleži čas. V primeru, 
da je vključena meritev zgoščevalne funkcije, se izvede še en enak prenos. Datoteka 
za prenos je sestavljena iz kode ARM procesorjev za meritve, ki so podobne primerom 
v delovnem okolju. Iz te datoteke program sestavi datoteko za prenos, ki ustreza 
velikosti med meritvijo. Iz tega prenosa programa dobimo čas, potreben za računanje 
zgoščevalne funkcije, ki se tudi zabeleži v rezultate. Na ta način dobimo seznam za 
vsako velikost medpomnilnika, katere vsi elementi vsebujejo rezultate časov prenosov 
pri vseh velikostih in stanjih kompresije pri eni velikosti medpomnilnika. Rezultati 
zgoščevalne funkcije se le izpišejo uporabniku v konzolo ali statusno okno. Na tej 
točki program zaključi izvajanje meritev in nadaljuje na naslednji del programa. 
4.3.3 Obdelava podatkov po meritvah 
Ko program zaključi meritve, sledi obdelava podatkov. Prvi del obdelave je 
iskanje optimalnih rezultatov za vsako velikost prenosa. Optimalne nastavitve išče za 
vsako velikost prenosa posebej. Pri iskanju optimalnih časov program upošteva 
velikost medpomnilnika in stanje kompresije nad podatki. Program se sprehodi čez 
vse velikosti medpomnilnika, od najmanjše do največje. Pri vsaki velikosti 
medpomnilnika primerja trenutni čas s prejšnjim časom. Če je trenutni čas manjši od 
prejšnjega, se čas vpiše kot trenutni najkrajši čas prenosa, če zadostuje še enemu 
pogoju. Ta pogoj je, da je trenutni čas, ki je najkrajši, za več kot štiri odstotke krajši 
od trenutno najkrajšega zabeleženega časa. S tem pogojem zagotovimo, da v primeru, 
da pride do manjših izboljšanj pri večji velikostih medpomnilnika, program ne 
priporoči večje količine medpomnilnika. Tako prihranimo RAM pomnilnik, ki je 
omejen na vgrajenih sistemih. Ta rezultat služi bolj kot referenca razvijalcu, ki se na 
koncu meritev odloči za optimalno velikost medpomnilnika. Pri vsakem času se tudi 
primerja čas z vključeno in izključeno kompresijo. Kot rezultat tega dobi uporabnik za 
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vsako velikost prenosa priporočeno velikost medpomnilnika ter priporočilo za 
vključitev ali izključitev kompresije. Ko program zaključi iskanje optimalnih 
nastavitev, rezultate meritev tudi shrani v isto mapo, v kateri je delovno okolje 
projekta, v obliki .yaml datoteke z imenom »mesurments«. Meritve so shranjene kot 
vrsta vseh velikosti medpomnilnika. V vsakem elementu vrste je slovar, ki vsebuje 
podatke o velikosti medpomnilnika, velikosti prenosa, času prenosa in stanju 
kompresije med časom prenosa. V primeru, da meritev vsebuje čase z vključeno in 
izključeno kompresijo, program naredi dva vnosa za enako velikost medpomnilnika, 
enega z vključeno kompresijo in drugega z izključeno. 
 
4.3.4 Program za iskanje optimalne meje kompresije 
 Pri iskanju optimalne meje kompresije je uporabljena velikost medpomnilnika 
katero je program določil za najbolj učinkovito. Za velikost prenosa si izbere največjo 
velikost prenosa med meritvami. Program začne s spreminjanjem kompresije od 5 % 
do 95 % v korakih po 5 %. Rezultate vsake meritve shrani v seznam. V rezultatih 
meritev poišče, na katerem delu meje kompresije je prišlo do največjega odklona med 
meritvijo. To stori tako, da poišče točko, kjer se čas naslednjega prenosa zmanjša za 
več kot 15 % kar se je izkazalo med testiranjem za najbolj optimalno. Program zabeleži 
prvo velikost, preden so se časi začeli nižati za več kot 15 % in prvo velikost po tem, 
ko so se časi prenehali nižati. Če program nikjer ne zazna izboljšanja manj kot 15 %, 
preneha z meritvami, saj meja kompresija nima dovolj velikega vpliva na čase prenosa. 
V primeru, da program zazna znižanje časov, začne meritve znotraj mej kompresije, 
kjer so se časi začeli nižati. Meritve se izvajajo v korakih, kjer se meja kompresije 
vsakič poveča za 1 %. Vse meritve shrani v še en seznam, v katerem poišče najnižjo 
vrednost. Meja kompresije, v kateri je bil izmerjen najmanjši čas, predstavlja 
optimalno mejo kompresije. To mejo program sporoči uporabniku preko terminala v 
primeru programa preko ukazne vrstice ali preko statusnega okna v primeru programa 
z grafičnim vmesnikom. 
4.4 Uporaba programa preko ukazne vrstice 
Pri tej verziji uporabnik do programa dostopa preko ukazne vrstice, s katero 
lahko požene meritve. Program se požene tako, da v ukazno vrstico vpišemo najprej 
pot do Python izvršne datoteke, sledi pot do glavne Python datoteke programa in nato 
še argumenta programu. Program ima dva argumenta. Prvi argument je »--help« ali »-
h« , ki poda nekaj osnovnih informacij o izvajanju meritev.  




Slika 4.3: Izpis ob argumentu -h ali --help 
Drugi argument je pot do konfiguracijske datoteke. Takoj po tem, ko v program 
vnesemo pot do datoteke z argumentom »--path«, program preveri, ali konfiguracijska 
datoteka vsebuje vse potrebne parametre za izvajanje meritev. V primeru, da 
konfiguraciji manjka parameter, program opozori uporabnika na manjkajoč parameter 
in prekine z izvajanjem. V primeru, da datoteka vsebuje vse potrebne parametre, 
program takoj začne izvajanje meritev. Po vsakem prenosu, ki ga program izvede na 
napravo, uporabniku sporoči velikost medpomnilnika, velikost prenosa, stanje 
kompresije in čas, ki ga je monitor potreboval, da je izvedel prenos na napravo ter 
hitrost prenosa v kilobajtih na sekundo. Program tudi izpiše čas, potreben za izračun 
zgoščevalne funkcije, če je le-ta bil izmerjen.  
 
Slika 4.4: Izpis časa meritev na TC399 za velikost medpomnilnika 2048B pri velikostih prenosa od 16 
kB do 1024 kB 
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Po končanih meritvah program poišče optimalne nastavitve iz vseh časov 
prenosov. Ko izračuna optimalne nastavitve, jih preko ukazne vrstice izpiše 
uporabniku.  
 
Slika 4.5: Primer optimalnih rezultatov na TC399 
Meritve se tudi shranijo v .yaml datoteko z imenom »mesurments« v isti poti, v 
kateri se nahaja tudi konfiguracijska datoteka. V primeru, da so v konfiguracijski 
datoteki omogočene tudi meritve optimalne meje kompresije, program začne izvajati 
meritve. Uporabnika preko ukazne vrstice obvesti, da so se začele meritve optimalne 
meje. Med izvajanjem prenosov uporabniku sporoča čase prenosov za vse meje 
kompresije. Ko zaključi z meritvami, uporabniku preko ukazne vrstice izpiše, kakšno 
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4.5 Upravljanje programa preko grafičnega vmesnika 
Program z grafičnim vmesnikom se požene z uporabno ukazne vrstice. V ukazno 
vrstico se najprej vpiše pot do Python izvršne datoteke in nato še pot do glavne Python 
datoteke programa z grafičnim vmesnikom. Ko poženemo program, se pojavi glavno 
okno programa.  
 
Slika 4.6: Glavno okno programa ob zagonu 
Ko poženemo program, v njem ni shranjena nobena testna konfiguracija in je 
večina možnosti onemogočena. Ob pritisku na gumb Menu se odpre spustni meni, kjer 
je na voljo več možnosti. Ob pritisku na gumb »Open« se odpre dialog, v katerem 
lahko izberemo obstoječo konfiguracijo.  
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Slika 4.7: Dialog ob pritisku na gumb Open 
Če imamo že odprto konfiguracijo, ki je bila spremenjena in spremembe niso 
bile shranjene ter poskušamo odpreti drugo konfiguracijo, program obvesti o 
spremembah, če jih uporabnik želi shraniti. Ob pritisku na gumb New v spustnem 
meniju Main program ustvari novo konfiguracijo iz prevzetih vrednosti programa. 
Podobno kot pri odpiranju druge datoteke program pri ustvarjanju nove datoteke 
obvesti uporabnika, če ni shranil sprememb. Ob pritisku na gumb Save v spustnem 
meniju Menu se konfiguracija shrani v isto datoteko, kot je bila odprta. V primeru, da 
je bila trenutna datoteka ustvarjena na novo in še ni bila nikoli shranjena, se gumb 
Save obnaša enako kot Save As. Ta gumb odpre dialog, v katerem lahko uporabnik 
določi pot in ime shranjevanja datoteke. 
 
Slika 4.8: Dialog ob pritisku na gumb Save As 
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Slika 4.9: Primer konfiguracije za TC399XE 
Celoten glavni meni je sestavljen tako, da ima uporabnik možnost grafično 
nastavljati vse možnosti konfiguracije, kot so v konfiguracijski datoteki za test. Tako 
lahko lažje ustvari ali prilagodi konfiguracijo testa. Pri nastavitvah za velikosti 
medpomnilnika in velikosti prenosa je dodano še polje, ki omogoči ali onemogoči eno 
velikost medpomnilnika ali velikost prenosa. To polje osivi zgornjo mejo velikosti 
medpomnilnika ali velikosti prenosa in določi le spodnjo mejo v konfiguracijski 
datoteki. Izbira datoteke delovnega okolja v grafični verziji poteka preko dialoga, kjer 
lahko uporabnik izbere primerno .xjrf datoteko. Ko ima uporabnik pravilno 
nastavljeno konfiguracijo, lahko požene meritve na napravi. Ko uporabnik klikne na 
gumb Start Test, se na napravi začnejo izvajati meritve. Program za izvajanje meritev 
je enak kot na verziji preko ukazne vrstice, le da o ima uporabnik možnost prekiniti 
izvajanje meritve s pritiskom na gumb Stop Test. Med izvajanjem meritev se 
uporabniku izpisujejo enaka obvestila kot pri verziji programa preko ukazne vrstice, 
le da se v verziji z grafičnim vmesnikom obvestila izpisujejo v statusnem oknu in imajo 
tri različne barve, ki predstavljajo vrsto obvestila. Prva barva je črna in predstavlja 
statusno obvestilo uporabniku, npr. čas prenosa, optimalne nastavitve ipd. Naslednja 
barva je oranžna in predstavlja obvestila na primer, da naprava ne podpira zgoščevalne 
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funkcije. Ob takem obvestilu program še vedno nadaljuje izvajanje meritev. Zadnja 
vrsta obvestila je rdeče barve in predstavlja napako v programu, zaradi katere program 
meritve ne more več nadaljevati in se je zaključila. To uporabnikom omogoča hitro 
odpravljanje morebitnih težav pri izvajanju meritev. Še ena dodana funkcija programa 
z grafičnim vmesnikom je statusna vrstica, ki predstavlja, koliko odstotkov meritev še 
preostaja do konca. Po končanih meritvah se optimalni rezultati izpišejo v statusnem 
oknu in vsi rezultati meritev shranijo v .yaml datoteko z imenom measurments v isti 
poti, kot je konfiguracijska datoteka. Če so vključene meritve optimalne meje 
kompresije, se izvedejo po testih in optimalni rezultati izpišejo v statusno vrstico, 
podobno kot pri verziji preko ukazne vrstice. Še ena dodatna funkcionalnost verzije 
programa z grafičnim vmesnikom je prikazovanje rezultatov v grafih. Ob pritisku na 
Open Graph znotraj spustnega menija Main v glavnem oknu programa se pojavi 
dialog, v katerem lahko uporabnik izbere rezultate meritev.    
 
Slika 4.10: Dialog ob pritisku na Open Graph 
Ko uporabnik odpre datoteko z meritvami, mu program prikaže hitrosti vseh 
prenosov, ki so se izvedli na napravo. Rezultati so razdeljeni na posamezne grafe glede 
na velikost prenosa in stanje kompresije. Na grafu predstavlja os X velikost 
medpomnilnika pri prenosu in os Y čas, potreben za prenos. Grafi se odprejo v več 
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oknih, kjer so v vsakem oknu štirje grafi. Če je grafov manj, jim program ustrezno 
prilagodi velikost.    
 
Slika 4.11: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 128 kB z vključeno kompresijo 
 
Slika 4.12: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 128 kB z izključeno kompresijo 
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Slika 4.13: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 256 kB z vključeno kompresijo 
 
Slika 4.14: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 256 kB z izključeno kompresijo 




Slika 4.15: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 512 kB z vključeno kompresijo 
 
Slika 4.16: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 512 kB z izključeno kompresijo 
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Slika 4.17: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 1024 kB z vključeno kompresijo 
 
Slika 4.18: Grafi rezultatov meritev na STM32F756 z zunanjim QSPI bliskovnim pomnilnikom pri 
velikosti prenosa 1024 kB z izključeno kompresijo 
 
Rezultati v obliki grafov dajo razvijalcu še dodatno informacijo o vplivu 
različnih faktorjev na hitrosti prenosa in mu pomagajo primerno določiti parametre. 
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4.6 Delovanje programa grafičnega vmesnika 
Program z grafičnim vmesnikom se deli na dva dela. Prvi del je grafični vmesnik 
in drugi del je program za izvajanje meritev. Za grafični vmesnik je uporabljena 
knjižnica PyQt5, ki omogoča razvijanje grafičnih vmesnikov [9]. Za prikazovanje 
grafov program uporablja knjižnico Matplotlib, ki omogoča prikazovanje grafov z 
možnostjo približevanja in shranjevanja slik [10]. Z uporabo teh knjižnic deluje 
grafični vmesnik za program. V primeru, da grafični vmesnik požene meritve kot 
funkcijo grafičnega vmesnika, se med izvajanjem meritev grafični vmesnik preneha 
osveževati. To je posledica načina upravljanja s spominom v Pythonu znotraj 
deljenega spominskega prostora. Tudi če meritve poženemo v novi niti, se program ne 
osvežuje, ker Python preprečuje, da bi do istega dela spomina dostopalo več niti hkrati 
z uporabo GIL (global interpreter lock) ključavnice. Ko ena nit dostopa do spomina, 
zaklene GIL ključavnico in tako ostalim nitim onemogoči dostop do spomina, dokler 
ga ne odklene tista nit, ki ga je zaklenila. V primeru programa to pomeni, da ko 
program začne nalaganje podatkov, se grafični vmesnik, ne osvežuje dokler se prenos 
ne zaključi. Rešitev problema je ločitev izvajanja programa na dva različna procesa. 
Prvi proces, ki se požene, je grafični vmesnik. Ko uporabnik požene meritev, grafični 
vmesnik ustvari nov proces z uporabo Python knjižnice multiprocessing [8]. Ta 
omogoča, da ustvarimo nov Python proces, ki si ne deli spomina z grafičnim procesom. 
Ker oba procesa nimata deljenega spomina, je deljenje podatkov med njima oteženo. 
Ko grafični vmesnik ustvari proces za meritev, mu poda konfiguracijo meritev preko 
slovarja. Za medsebojno komunikacijo med procesi mu poda še dva objekta. Prvi je 
objekt multiprocess.queue, ki je vrsta, v katero lahko vsak od procesov poda podatke 
v obliki slovarja. Ta omogoča prenos statusnega besedila iz meritev v grafični 
vmesnik, ki prikaže besedilo, informacije o napredovanju meritev, da lahko grafični 
vmesnik prikaže napredek meritev v statusni vrstici, in še možnost, da program za 
meritev javi grafičnem vmesniku usodno napako, da lahko grafični vmesnik ustavi 
izvajanje meritev. Naslednji objekt, ki si ga delita procesa, je tipa multiprocess.event 
in je dogodek, ki skrbi za sinhronizacijo med prenosom podatkov preko vrste. Če 
poizkuša kateri koli od procesov brati iz vrste, ko zanj ni podatkov, proces zmrzne, 
dokler vanj drugi proces ne prenese podatkov. Dogodek skrbi, da proces bere podatke 
iz vrste le, ko so v njej podatki. Prenos podatkov je videti tako, da proces, ki pošilja 
podatke, najprej naloži podatke v vrsto, nato pa postavi dogodek na visoko vrednost. 
Proces, ki prejema podatke, zazna, da je bil dogodek postavljen na visoko vrednost, 
prebere podatke iz vrste, kar jo tudi počisti, in počisti dogodek na nizko vrednost. V 
programu komunikacija poteka tako, da podatke pošilja le proces, ki izvaja meritve. V 
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grafičnem vmesniku se vsakih 100 milisekund pokliče funkcija, ki preveri stanje 
dogodka. Če funkcija ne zazna dogodka, se program vrne na normalno izvajanje. Če 
funkcija zazna dogodek, pogleda sporočilo na vrsti, ga ustrezno obdela in dogodek 
postavi na nizko stanje. Tak način komunikacije omogoča, da se meritve izvajajo 
ločeno od grafičnega vmesnika in med izvajanjem meritev ne prihaja do zamrznitev 
na grafičnem vmesniku. Tak način komunikacije omogoča tudi obojestransko 
komunikacijo, vendar v tem programu ni potrebna, saj je večino časa proces za 
izvajanje meritev neodziven in grafični vmesnik ne pošilja podatkov programu za 
meritve podatkov. Če uporabnik želi prekiniti izvajanje meritev, operacijo izvede 
proces grafičnega vmesnika, ki prekine proces za izvajanje meritev in tako zagotovi, 




Preučili smo delovanje UMI monitorja za upravljanje z osnovnimi operacijami 
bliskovnih pomnilnikov vgrajenih mikroprocesorskih naprav. Izmerili smo čase 
zapisovanja podatkov v bliskovni pomnilnik pri različnih nastavitvah monitorja za 
mikrokrmilnike TC399XE, RH850F1KM, RM46L852 in STM32F407. Obravnavali 
smo parametre, ki vplivajo na čas prenosa podatkov: kompresijo, računanje 
zgoščevalne funkcije, velikost medpomnilnika in vključitev dvojnega medpomnilnika. 
Razvili smo program, ki razvijalcem omogoča, da lahko učinkovito določijo optimalne 
nastavitve za UMI monitor. Program je preprost za uporabo in razvijalcem omogoča, 
da pridejo do uporabnih rezultatov, ki jim pomagajo razviti bolj učinkovite programe. 
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