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Abstrakt 
Práce pojednává o vybraných vlastnostech operačních systémů reálného času (RTOS) 
Ardence PharLap ETS, WindRiver VxWorks a LabVIEW RT modulu.V práci jsou 
navrženy tři metodiky porovnávání kvality RTOS, z toho dvě jsou prakticky ověřovány 
popsanými experimenty na hardwaru CompactRIO od NI. V dalších částech práce je 
rozebrána potřeba použití RTOS a experimentální porovnání vlivu jitter chyby na 















This thesis deals with certain properties of real time operating systems (RTOS) Ardence 
PharLap ETS, WindRiver VxWorks and LabVIEW RT module. Three methodologies 
of RTOS quality comparison are proposed, two of which are practically tested with 
described experiments on CompactRIO hardware from NI. Furthermore, there is 
explained need for RTOS usage and experimental comparison of jitter error influence 
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Práce se zabývá vlastnostmi operačních systému reálného času v platformě LabVIEW 
důležitými pro měřící aplikaci. Proto bude v teoretickém úvodu představena platforma 
LabView a přiblížena problematika RTOS. Budou zde popsány vlastnosti dvou 
operačních systémů reálného času (dále jen RTOS)  VxWorks a PharLap ETS, které 
podporují aplikace programované v LabView s použitím modulu reálného času. [1] 
 V následujících kapitolách budou rozebrány důvody, které opodstatňují použití 
RTOS v měřících aplikacích. Bude také vypracována metodika měření vybraných 
vlastností, spolu s popisem praktických experimentů, ověřujících vytvořenou metodiku 
s rozborem vzniku nejistot těchto experimentů. V dokumentu je rovněž popsán měřící 
systém CompactRIO, který byl použit při experimentech a vzdálená komunikace s ním. 
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1 LABVIEW 
K řešení měřících úloh je použit systém LabVIEW firmy National Instruments. Jedná se 
o více než 25 let vyvíjený grafický programovací jazyk určený k vývoji měřících, 
testovacích a řídicích aplikací. [4] K využití RTOS v jazyce LabVIEW je třeba použít 
LabVIEW RT modul (modul reálného času). Aplikace kompilované s funkcemi z 
tohoto modulu lze spustit pomocí RTOS Ardence Phar Lap, případně WindRiver 









RTOS se používají pro aplikace, kde je zapotřebí dodržet určité časové lhůty 
(deadlines). Systém reálného času, po přivedení vstupů do stanoveného času, vyvede na 
všechny své výstupy korektní hodnoty. Typickým příkladem použití takového systému 
může být např. zpracování výstupních hodnot senzorů ve zpětnovazební řídící smyčce. 
Příliš velké časové zpoždění, které může nastat u zpracování těchto hodnot v operačních 
systémech pro obecné použití (dále jen GPOS, např. Microsoft Windows), může 
způsobit až nestabilitu takovéto regulace. 
Podle schopnosti dodržet lhůtu je můžeme rozdělit na hard RTOS, firm RTOS a soft 
RTOS. Hard RTOS jsou takové, kde je časové kritérium dodrženo vždy, a jeho 
nesplnění může mít katastrofální následky (např. kontrola teploty jaderného reaktoru), u 
firm RTOS je tolerováno malé množství nesplnění lhůty a u soft RTOS je povoleno 
nesplnění časového kritéria, avšak ve většině případů bude splněno (např. u přenosu 
streamovaného videa zpoždění jednoho snímku není kritické). [2] 
U OS z hlediska měřící úlohy jsou důležité dva parametry, jitter a determinismus. 
2.1 Jitter 
Jitter u OS je odchylka od definovaného časového okamžiku splnění úlohy, v případě 
měřící úlohy přivedení požadovaného výsledku na výstup. Můžeme jej rozdělit na dva 
typy [3] : 
 - náhodný jitter, způsobený např. tepelnými či jinými fyzikálními vlivy, má 
 gaussovo statistické rozložení 
 - deterministický (systematický) jitter, v komunikačních aplikacích způsobený 
 např. přeslechy, spínaním napajecího zdroje 
 
Jitter u OS bude považován za náhodný, a bude popsán statistickými parametry 
gaussova rozložení.  
 
2.2 Determinismus 




Obrázek 2 Determinismus 
 
Aby OS mohl být klasifikován jako RTOS, musí splňovat několik požadavků[4] 
 
 - podporu více vláken a preemptibilitu 
 - prioritu vláken 
 - předvídatelné synchronizační mechanismy vláken 
 - dědění priority 
 - předdefinovaná zpoždění 
 
2.3 Vlastnosti a schopnosti RTOS 
Základní požadavky na schopnosti RTOS byly adresovány ve zdroji [4], jsou zmíněny 
výše a podrobněji rozepsány v následujících kapitolách. 
2.3.1 Multitasking a Preemptibilita 
"Preempce znamená, že plánovač může pozastavit kterýkoliv proces v kterémkoliv bodě 
zpracování, jestliže přijde požadavek od jiného procesu na své okamžité zpracování." 
[5] Preemptivní plánování úloh spočívá v upřednostňování úloh s vysokou prioritou. 
Pokud se úloha s vyšší prioritou než právě vykonávaná stane připravenou, úloha právě 
vykonávaná dokončí instrukci do následujícího strojového cyklu. Poté je zpracovávána 
úloha s vyšší prioritou tak, jak je znázorněno na obr. 3. RTOS by měl být schopný [4] 




Obrázek 3 Prioritní preemptivní plánování [5] 
 
2.3.2 Dynamická identifikace lhůty 
K dosažení preempce by měl být RTOS  schopen dynamicky identifikovat úkol s 
nejzazší lhůtou. Pro zvládnutí lhůt, mohou být tyto informace konvertovány na úrovně 
priorit, které jsou použity pro alokaci zdrojů. Ačkoliv je tento přístup náchylný k 
chybám, je i přesto nasazován kvůli absenci lepšího přístupu. 
 
2.3.3 Předvídatelná synchronizace 
Předvídatelná meziúkolová komunikace a synchronizační mechanismy jsou potřebné k 
zajištění včasné mezivláknové komunikace. Sémantická integrita stejně jako včasnost 
představuje předvídatelnost. Předvídatelná synchronizace vyžaduje kompromisy. 
Schopnost uzamknout a odemknout zdroje je jedna z cest jak dosáhnout datové 
integrity. Jiná, neblokující, technika je využití FIFO front. Nejdelší přístupový čas ke 
sdíleným datům objektu je potom ohraničen. 
2.3.4 Dostačující úrovně priorit 
Pokud je využíváno plánování s využitím priorit, musí mít RTOS dostatečný počet 
priorit k efektivní implementaci. Problém inverze priorit nastává, pokud úkol s vyšší 
prioritou musí čekat na uvolnění zdroje úkolem s nižší prioritou, který čeká na úkol se 
střední prioritou. Dvě řešení umožňují vypořádat se s tímto problémem - dědění priorit a 
protokoly zastropení priorit (PCP) potřebují dostatečný počet úrovní priorit. V 
mechanismu dědění priorit úkol, který blokuje úkol s vyšší prioritou, dočasně zdědí 
vyšší prioritu po dobu trvání blokovaného úkolu. V metodě stropů priorit je priorita 
asociována s každým zdrojem, což je o jednu víc, než priorita uživatele zdroje s 
nejvyšší prioritou. Plánovač přiřazuje úkolům, přistupujícím ke zdroji, prioritu 
asociovánu k danému zdroji. Když úkol uvolní zdroj, je mu navrácena jeho původní 
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priorita. Pokud je však úkolu zvýšena priorita k přístupu ke zdroji, neměl být čekající na 
jiný zdroj. 
2.3.5 Předdefinované latence 
Časování systémových volání musí být definováno použitím následujících specifikací: 
 
- Latence přepínání úkolů, neboli čas k uložení obsahu v současnosti vykonávaného 
úkolu a přepnutí do jiného. 
- Latence přerušení, neboli doba mezi spuštěním poslední instrukce přerušeného úkolu 
a první instrukce obsluhy přerušení. 
- Latence odeslání přerušení, neboli doba k přepnutí z poslední instrukce v obsluze 
přerušení do příštího naplánovaného úkolu. 
 
2.3.6 Plánování round robin 
Všechny zkoumané RTOS využívají round robin a preemptivní plánování. Round robin 
plánování poskytuje každému úkolu stejný podíl času na CPU. Čisté round robin 
plánování nesplňuje RT požadavky, neboť neumožňuje upřednostňovat úkoly s vyšší 
prioritou. Místo toho se využívá kombinace round robin a preemptivního plánování, kdy 
je výpočetní čas přepínán po časových kvantech mezi úkoly s nejvyšší prioritou.Toto je 
ukázáno na obr. 4. Úkoly se stejnou nízkou prioritou jsou po časových kvantech 
přepínány a zařazovány na konec fronty. Pokud nastane preempce úkolem s vyšší 
prioritou, je čítání RT čítače uloženo (RT čítač slouží k měření časových kvant), a opět 
nahráno při ukončení úkolů s vyšší prioritou. 
 
 




2.4 RTOS VxWORKS 
 
 
Obrázek 5 Logo Wind River [7] 
 
VxWorks je nejrozšířenější RTOS pro embedded systémy s podporou vícejádrových 
procesorů a 64bitových architektur. Na platformě VxWorks jsou implementovány 
řešení např. v oblastech letectví, obrany, síťové a spotřební elektroniky, robotiky a 
průmyslových aplikací. [7] Je to flexibilní, škálovatelný RTOS s více než 1800 API. 
Mikrokernelové jádro podporuje 256 úrovní priority, multitasking, preemptivní a round 
robin plánování. [8] 
VxWorks podporuje POSIX a protokoly průmyslového standardu jako např. IPv6 a 
TIPC, zajišťujíc tak maximální kódovou přenositelnost a schopnost spolupráce se 
stávajícími zařízeními. VxWorks 6.9 je zpětně kompatibilní s předešlými verzemi, takže 
vývojáři mohou využít stávající projekty, aplikace, BSP (board support packages) a 
ovladače, stejně jako open source aplikace. [7] 
Podle zdroje [7] má VxWorks verze 6.9 schopnosti popsané v dalších kapitolách.  
2.4.1 Vícejádrová podpora 
Wind River VxWorks platforma disponuje podporou více jader v OS, síťový zásobník a 
vývojářské nástroje k poskytnutí nejjednodušší cesty k vícejádrové technologii pro 
vývojáře embedded systémů. Vícejádrová podpora VxWorks platformy je doplněna 
Wind River službami a technickou podporou. 
2.4.2 Plně 64-bitové zpracování 
VxWorks 6.9 je první komerční RTOS který plně využívá 64-bitové zpracování, I/O a 
paměť. Plná podpora 64-bitového zpracování umožňuje přístup do paměti větší než 4 
GB a odemyká výkonové vylepšení, které je k dispozici na 64-bitových procesorech. 
2.4.3 Integrovaný middleware 
VxWorks platforma obsahuje rozsáhlé síťové a middleware technologie, které byly 
předintegrovány, testovány a validovány. Využití těchto standardizovaných technologií 
šetří vývojový čas a umožňuje soustředit se na přidávání hodnot a diferenciaci 
funkcionality vyvíjeného zařízení. 
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2.5 RTOS PharLap ETS 
 
 
Obrázek 6 Logo Ardence [9] 
 
Ardence Phar Lap ETS je výkonný RTOS s mikrokernelem. Byl navrhnut v souladu s 
MS Windows32 API. Jsou v něm zachovány standardní Windows konvence (jako např. 
API, mutexy, semafory apod.). ETS obsahuje rychlý plánovač s preemptivními a round 
robin algoritmy. Podporuje neomezený počet vláken a 256 úrovní priorit. [10] 
ETS je vysoce výkonný mikrokernelový RTOS s optimální operační stopou 88k. 
Vývojáři mohou nainstalovat, nakonfigurovat a začít vyvíjet na ETS za 2 - 4 hodiny. 
ETS vývojářská sada (SDK) poskytuje sadu nástrojů, které se plně integrují do 
standardního Microsoft Visual Studio IDE. ETS Visual System Builder umožňuje 
systémovým vývojářům selektivně vybírat kernelové komponenty, efektivně tak budujíc 
systém zespodu nahoru. Všechny standardní Windows konvence jsou dodrženy, protože 
ETS byl navrhnut v souladu s konvencemi Win32 API. Do těchto konvencí patří různá 
API, správa paměti, mutexy a semafory známé z MS Windows. ETS zjednodušuje 
vývoj extenzivním použitím nástrojů navrhnutých a optimizovaných k prezentaci 
obsáhlých a detailních informací softwarovému inženýrovi pro rychlé a přesné řešení 
problémů, spojených s vývojovým procesem. [10] 
Podle zdroje [10] má RTOS PharLap ETS vlastnosti popsané v následujících 
kapitolách. 
2.5.1 ETS architektura 
Architektura ETS kernelu poskytuje flexibilitu v implementaci, protože umožňuje 
systémovým architektům využít monolitickou nebo rozdělenou implementaci kernel - 
aplikace. Schopnost rozdělit ETS aplikaci umožňuje aktualizaci kernelu nebo aplikace v 
terénu. ETS kernel byl navržen s vysokorychlostním plánovačem, který využívá 
preemptivní i round robin algoritmy. ETS podporuje neomezený počet vláken a 
zajišťuje jemně nastavitelnou kontrolu nad aplikacemi díky 256 úrovním přiřaditelných 
priorit. Plánovač garantuje, že předávání obsahu a přepínání do vláken s vyšší prioritou 
se děje v rozsahu od 500 ns až méně než 2 µs. 
ETS je jediný RTOS, který podporuje robustní podmnožinu Win32 API a standardní 
DLL model. Tyto vlastnosti spolu zjednodušují migraci z Windows kódu a umožňují 
ETS aplikacem být vytvořeny v komponentní formě s minimální paměťovou stopou.  
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Přesné spouštění událostí je v RTOS kritické. ETS poskytuje kompletní flexibilitu 
vývojářům v nastavení potřebného rozlišení časovače systému. Intervaly časovače 
mohou být nastaveny mezi 1 µs a 18,2 ms. [10] 
2.5.2 Flexibilní implementace 
ETS poskytuje systémovému vývojáři velkou funkční základnu, obsahující např. 
integrovaný RT, TCP/IP a USB 1.1 a 2.0. Komplexní uživatelská rozhraní a webové 
služby jsou plně podporovány přiloženým grafickým balíčkem a integrovaným 
webovým serverem. [10] 
2.5.3 Vývojové prostředí 
Vývoj s ETS je navrhnut pro softwarového inženýra. Vývoj a ladění je minimalizováno 
poskytnutím obsáhlé sady nástrojů, která se plynule integruje do dobře známého 
Microsoft IDE Visual Studio. Tyto nástroje poskytují softwarovému inženýrovi 
schopnost interaktivně prohlížet aplikaci v reálném čase k pochopení interakcí mezi 
hardwarem, ETS kernelem a ETS aplikací pro ladící a behaviorální analýzu. [10] 
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3 LABVIEW REALTIME 
Modul LabVIEW Real-Time rozšiřuje LabVIEW vývojové prostředí k podání 
deterministického výkonu v reálném čase. Vývoj aplikace v grafickém prostředí na 
hostujícím počítači následuje nahrání aplikace na nezávislý hardware s RTOS. 
LabVIEW RT modul podporuje široký rozsah hardwaru s různým výkonem, platformou 
nebo I/O schopnostmi. K řídícím aplikacím lze použít LabVIEW RT PID Control 
Toolkit, k ostatním aplikacím potom knihovny např. sériové komunikace, sběrnice 
GPIB, zpracování obrazu a jiné. [11] 
 
3.1 Vlastnosti LabVIEW RT modulu 
Hlavní vlastnosti LabVIEW RT modulu jsou popsány v následujících kapitolách. 
3.1.1 Grafické vývojové prostředí  
Tvorba RT systému se děje pomocí spojování grafických funkcí v blokovém diagramu a 
pomocí propojování objektů k tvorbě programu toku dat. Množství vestavěných 
knihoven obsahujících od základních programátorských funkcí až po rutiny ke spojení s 
I/O zařízeními od National Instruments či třetích stran pomáhá vytvořit efektivní 
aplikace. Tvorba uživatelských rozhraní na míru je možná díky objektům jako grafy, 
číselné reprezentace, spínače typu bool a jiným. Ladění aplikace je potom usnadněno 
nástroji - sondami, zarážkami, krokováním nebo zvýrazňováním vykonávaných bloků. 
[11] 
3.1.2 Tvorba samostatných "Stand - alone" aplikací 
Spojením vývojového prostředí LabVIEW a LabVIEW RT modulu lze vytvořit a nahrát 
aplikaci do RT hardwaru v jednom kroku. Kód lze permanentně uložit do nevolatilní 
paměti RTOS, takže bude spuštěn automaticky při každém startu systému. [11] 
 
3.1.3 Výkon v reálném čase 
Každý hardware z RT série obsahuje vestavěný procesor, na kterém běží RTOS. 
LabVIEW RT modul nahraje zkompilovaný kód do RT hardwaru, a ten na něm běží 
nezávisle na hostitelském PC. Dialogové okno "VI Properties" v LabVIEW lze použít k 
přiřazení patřičné priority každému vestavěnému VI. Vestavěný RTOS potom používá 
kombinaci round robin a preemptivního plánování k zajištění deterministického 
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vykonávání časově kritických úkolů. To umožňuje např. spuštění PID řídících smyček, 
každou s frekvencí až 39 kHz na hardwarové platformě PXI. [11] 
3.1.4 Spolehlivý provoz 
Vestavěné LabVIEW RT aplikace pro zajištění spolehlivého provozu v reálném čase 
pokračují v práci, i když je přerušeno spojení s hostitelským PC, dokonce i když je 
operátorem vyvolán měkký restart. Hardwarové platformy PXI RT série, FieldPoint RT 
série, Compact FieldPoint RT série a dva Compact Vision systémy mají dedikované 
napájecí zdroje, hostitelský PC může být tedy zcela vypnut aniž by se narušil chod RT 
aplikace. V takovém případě je možnost připojit hostitelský PC zpět k RT aplikaci opět 
bez přerušení běhu RT kódu. [11] 
3.1.5 Monitorování systému a ladící nástroje 
LabVIEW RT modul poskytuje přirozené nástroje k ladění aplikace. Lze využít RT 
System Manager k monitorování systémových zdrojů, jako jsou např. využití CPU a 
paměťové nároky jednotlivých VI na RT hardwaru. S ostatními ladícími nástroji lze 
sledovat pozice alokací paměťových zásobníků a postupné zaplňování pamětí na RT 
hardwaru jednotlivými VI. Další možností je využití LabVIEW Execution Trace Toolkit 
programu k pokročilému ladění a vizualizaci vykonávání úkolu dané aplikace. [11] 
3.1.6 Škálovatelný vývoj 
Hardware vybraný z RT série umožňuje vytváření systémů na míru splňujících zadané 
požadavky. Lze vytvořit distribuovaný inteligentní I/O systém pomocí FieldPoint RT 
série, malý odolný vestavěný regulátor s Compact FieldPoint hardwarem, vysoce 
výkonný samostatný RT systém s PXI z RT série, nízko nákladový RT systém s 
použitím certifikovaného PC a měřící PCI karty nebo integrovat RT komponentu do 
systému s GPOS MS Windows za použití RT série PCI desky. Pokud jsou během 
vývoje projektu měněny požadavky na hardware, lze přesouvat aplikaci na nový 
hardware s minimálními softwarovými modifikacemi. [11] 
3.2 LabVIEW Real - Time Execution Trace Toolkit 
LabVIEW RT Execution Trace Toolkit je ladící nástroj, který poskytuje nízkoúrovňový 
náhled do běhu aplikací v RT hardwaru. Použití tohoto nástroje umožňuje uživatelům 
prohlédnout si a analyzovat vykonávanou trasu RT aplikace, včetně VI a vláken OS. 
Tato vlastnost je důležitá při ladění aplikací, neboť umožňuje identifikovat zdroje jitter 
chyb jako jsou paměťové alokace, inverze priorit nebo souběhy. [12] 
Hlavní vlastnosti této aplikace podle zdroje [12] jsou popsány v následujících 
kapitolách. 
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3.2.1 Interaktivní analýza trasy 
Když je trasa zaznamenána, lze použít interaktivní nástroje k časovému přibližování a 
oddalování až na mikrosekundovou úroveň. Rovněž lze použít kurzory k měření časů 
VI a vláken. Tímto lze lépe měřit jitter chybu a porozumět konzistenci běhu aplikace. 
LabVIEW RT Execution Trace Toolkit navíc usnadňuje identifikaci priorit vláken, 
protože každé VI a každá priorita má přiřazenu jinou unikátní barvu. 
3.2.2 Programové řízení trasových záznamů 
K řízení LabVIEW RT Execution Trace Toolkit stačí jednoduše přidat do aplikace na 
patřičná místa VI "Start Trace" a "Stop Trace". V momentě, kdy dojde k zavolání "Start 
Trace" VI, bude každé VI a každé vlákno zaznamenáváno dokud není zavoláno "Stop 
Trace" VI. Když aplikace dokončí svůj běh, odešle do hostitelského PC zaznamenaná 
data. 
3.2.3 Nízkoúrovňová analýza a monitorování událostí 
LabVIEW RT Execution Trace Toolkit má vestavěné nástroje pro analýzu a 
monitorování událostí na RT hardwaru. Lze použít vlajky k označení mnoha 
nízkoúrovňových chování běhu aplikace, obsahujících : 
uspávání prioritních vláken, aby se mohla vykonat vlákna nižších úrovní 
čekání na vykonání jiných úkolů, což může odhalit zdroje jitter chyb, jako např. 
soupeření o prostředky 
vlákna přistupující do správce paměti 
uživatelem definované události k monitorování běhu systému 
3.2.4 Okamžitá dokumentace běhu aplikace 
Každý záznam vyhotovený pomocí LabVIEW Execution Trace Toolkit je tisknutelný 
pro jednoduchou dokumentaci běhu aplikace. Dokumentací vykonávání kódu lze 
certifikovat kód a zahrnout specifikace výkonu aplikace do zpráv a recenzí kódu. Navíc 
je možné záznam uložit a zobrazit jej později na jiném počítači.  
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Obrázek 7 Ukázka záznamu stopy běhu aplikace [12] 
 
Na obr. 7 je zobrazen záznam běhu RT verze vzorové úlohy. V levém sloupci je 
seznam jednotlivých záznamů identifikovaných časem pořízení a cílové IP adresy. 
Horní část ukazuje běhy jednotlivých vláken a spodní běhy jednotlivých VI. 
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4 COMPACTRIO 
V kapitole sedm budou provedeny experimentální ověření metodik navržených v 
kapitole šest. Testované aplikace budou realizovány na hardwaru CompactRIO 
(zkráceně CRIO) od National Instruments, proto je zde stručně popsáno. 
CRIO je odolný, embedded systém obsahující tři klíčové komponenty - RT 
kontrolér, nastavitelné programovatelné hradlové pole FPGA a průmyslové I/O moduly. 
 
Obrázek 8 Architektura CRIO [13] 
 
 RT kontrolér  
 
RT kontrolér obsahuje mikroprocesor, který spolehlivě a deterministicky vykonává 
LabVIEW RT aplikace a nabízí ovládání ve více frekvencích, trasování běhu kódu, 
záznamu dat na desce a komunikace s perifériemi. Další možnosti obsahují redundantní 
9 až 30 V DC napájecí zdroje, RT hodiny, hardwarové watchdog časovače, dva 
ethernetové porty, až 2 GB úložného prostoru a vestavěnou USB a RS232 podporu. [13] 
 
 Nastavitelné programovatelné hradlové pole FPGA 
 
Šasi FPGA je centrum architektury embedded systému. CRIO FPGA je připojena přímo 
k I/O pro vysoce výkonný přístup k I/O obvodům každého modulu a k časování, 
spouštění a synchronizaci. Tato architektura, kdy je FPGA připojena na I/O moduly 
přímo a ne přes sběrnici způsobuje, že systém vykazuje velmi malou latenci oproti 
jiným architekturám. V implicitním nastavení FPGA komunikuje s I/O moduly a 
poskytuje deterministický I/O RT procesoru. Bez dalších modifikací FPGA umožňuje 
programům na RT kontroléru přístup k I/O s jitter chybou mezi smyčkami nižší než 500 
ns. FPGA lze přímo programovat pro konkrétnější přizpůsobení celého systému. Pro 
svou rychlost je FPGA často používána pro systémy využívající vysokorychlostní 
zásobníkový I/O, rychlé řídící smyčky nebo specifické filtrování signálu. Sběr dat je 
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řízen RT procesorem, FPGA slouží k případné vstupní úpravě signálů, při sběru dat 
nemusí být využito (scan mód). [13] 
4.1 Nastavení CRIO v MAX 
MAX - Measurement and Automation Explorer je program od NI sloužící ke 
konfiguraci HW a SW, záloze konfiguračních dat, tvorbě a úpravě kanálů, úkolů, 
rozhraní, škál a VI nebo ke spouštění diagnostik systémů, získání přehledu o 
připojených zařízeních a nástrojů nebo k aktualizaci SW od NI. [14] 
 
 
Obrázek 9 Obrazovka z aplikace MAX 
 
Na obr. 9 je obrazovka z aplikace MAX. V pravé části je uvítací obrazovka a v levé 
jednotlivé položky HW a SW. Nejvyšší rozdělení v této stromové struktuře je "My 
System" a "Remote Systems", tedy lokální a vzdálená pracoviště. Na uvedeném 
příkladu je vzdáleně připojeno konkrétní CRIO ve škole, které bude použito k ověřování 
metodiky. CRIO jako systém se rovněž rozděluje na HW a SW část. V HW části je 
CRIO a jeho sériový port v SW nainstalované součásti. Je nutné dodržet stejné verze RT 
modulu v CRIO a v LabVIEW na hostitelském PC. Mimo RT modul je zde např. 
software pro komunikaci (webové klienty, Modbus server). 
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4.2 Komunikace s CRIO 
CRIO bylo v provedených experimentech (kapitola 7) připojeno jako remote system, 
tedy vzdálený systém. Hardware byl fyzicky přítomen ve školní budově a ovládací 
aplikace v LabVIEW na notebooku mimo tuto budovu. Spojení bylo zprostředkováno 
sítí internet. CRIO samotné obsahuje integrovaný web server, jehož podoba je na obr. 
10. Přes toto rozhraní můžeme přistupovat k datům uloženým na CRIO, manipulovat se 
soubory pomocí základních funkcí. Na jiných obrazovkách tohoto webu lze nalézt 
základní informace o stavu zařízení, síťová nastavení, nastavení práv uživatelů a 
uživatelských skupin, příkazovou konzoli, nastavení času a data a nastavení webových 
serverů (systémového a aplikačního).  
 
 
Obrázek 10 Webové rozhraní CRIO 
 
Toto vzdálené uspořádání kromě výhody absence nutnosti být fyzicky přítomen u 
zařízení, a tedy i flexibilní pracovní době, nese některá úskalí. Mezi ně patří rozhodně 
nebezpečí nastání stavu, kdy CRIO přestane odpovídat. Tento stav po nahrání aplikace 
několikrát nastal, a lze jej řešit pouze hardwarovým restartem. Softwarový restart není 
možný, neboť přestane reagovat i webový server a vzdálený systém v MAX se jeví ve 
stavu disconnected. Vzhledem k okolnostem, při kterých jev nastal, lze usoudit, že se 
jednalo o aplikace s příliš vysokými výpočetními nároky na zařízení (při 
experimentálním zatěžování výpočetních smyček v kódu a při nastavování zpoždění 
smyček).  
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Problém přerušení práce jiného uživatele na zařízení se neobjevil, LabVIEW při 
takovémto pokusu hlásí chybu o nedostupnosti zařízení. Systém je natolik striktní, že 
nedovolí ani nahrání jiného projektu ze stejného PC, pokud je aktuální projekt stále 
spuštěn a spojen s hostitelským PC. 
Výše zmíněný problém přerušení komunikace s CRIO lze řešit přidáním např. 
předřazené napěťové zásuvky ovladatelné rovněž přes internet. Tato zásuvka by však 
měla být chráněna heslem proti náhodnému přístupu, a rovněž vzniká problém možnosti 
přerušení práce jiného člověka. To lze řešit nejjednodušeji domluvou účastněných 
uživatelů na časových termínech. 
Jiným potencionálně omezujícím požadavkem je nutnost všech uživatelů využívat 
stejnou verzi LabVIEW, jaká je nainstalována v hardwaru (její RT verze pro embedded 
systémy). 
Uživatel by si měl být v každém případě vědom hardwarového zapojení měřící 
soustavy. V případě volného přístupu osob ke CRIO, které si nebudou vědomy 
probíhajícího měření mohou změnit hardwarové zapojení a tudíž nelze zaručit 
důvěryhodnost výsledku experimentu.  
4.3 RT PC alternativa 
Pro některé aplikace může být CRIO nevýhodné (např. zbytečně finančně náročné). 
Jednou z alternativ je využití obyčejného PC, doplněného např. o měřící kartu, jako RT 
hardwaru. Výhodou takovéhoto řešení je jednoznačně dostupnost a cena. Nevýhodou 
potom mohou být vlastnosti měřících karet do PC. PC musí splňovat softwarové a 
hardwarové požadavky [15]: 
 
4.3.1 Softwarové/licenční požadavky 
- NI LabVIEW vývojářský systém pro Windows (verze 8.0 nebo starší) 
- LabVIEW RT Modul verze 8.0 nebo starší (nebo LabWindows/CVI RT Modul verze 
8.0 nebo starší) 
- NI LabVIEW RT Deployment License for Desktop PCs pro každé jednotlivé PC 
- LabVIEW RT for Desktop PC Utility USB Drive, který lze vytvořit v MAX výběrem z 




Obrázek 11 Tvorba Desktop PC Utility USB jednotky 
 
4.3.2 Hardwarové požadavky 
Protože NI nemůže garantovat konfiguraci PC sestav třetích stran, poskytuje místo toho 
seznam RT kompatibilních komponent. Mezi ně patří např. (platí pro verzi LabVIEW 
2011): procesory Intel® Core i3, i5, i7, AMD Quad-Core A6 série a další, ethernetové 
čipové sady Intel a nVidia (např. 82577LM ), pevné disky s paralelním ATA a sériovým 
ATA v AHCI režimu, až 4 GB paměti RAM a paměťové desky s 3,3 V a 5 V 
napěťovou větví. 
Spuštění LabVIEW RT modulu na PC lze provést třemi způsoby [16] : 
 
1. použitím "utility USB" jednotky 
Utility USB jednotku můžeme použít buď přímo pro nabootování systému, nebo zvolit 
aplikaci v USB jednotce, která přeformátuje nový oddíl HDD a nainstaluje na ni 
potřebné soubory. Formát nového oddílu lze zvolit buď FAT32 pro zpětnou 
kompatibilitu nebo "Reliance file system", který je odolný proti ztrátě dat při výpadku 
napájení. 
 
2. použitím bootovacího disku 
Bootovací disk lze vytvořit v programu MAX, konkrétně "Tools"->"RT Disk Utilities" -
> "Create Desktop PC Boot Disk". Po nabootování PC z tohoto disku je spuštěn RT 
modul. 
 
3. naformátováním disku z programu MAX 
V programu MAX volbou "Tools"->"RT Disk Utilities"->"Create Desktop PC Format 
Hard Drive Disk" lze přímo naformátovat daný HDD. 
 28 
5 POTŘEBA POUŽITÍ RTOS 
 
Komerční RTOS přináší do každého projektu určité náklady spojené s jeho pořízením, 
proto není vhodné jeho nasazení tam, kde není třeba. Mimo finanční náklady nelze 
opomenout časové zdržení spojené se zaškolením uživatelů do nového OS. V některých 
případech je však využití vhodné.  
 Obecně můžeme říci, že výhodné použití RTOS je tam, kde přesnost nebo 
determinismus GPOS nedostačuje, nebo jeho nahrazením dojde ke zlepšení výsledků 
(zpřesnění měření). Konkrétněji se může jednat o tyto případy [3]: 
 
 Řízení v uzavřené smyčce 
Zde patří např. letadlové systémy. Snímače musí změřit náklon letadla v daném směru a 
řídící systém musí v daném čase nastavit povrch letadla tak, aby kompenzoval 
nežádoucí náklon. Nezvládne-li toto v daném čase může dojít až k havárii - zřícení 
letadla. 
 
 Odezva na událost 
Toto může být např. systém airbagů v automobilu. Systém musí provést svůj zamýšlený 
úkol (nafouknout airbag) spolehlivě v daném množství času. Pokud je čas překročen, 
systém je zbytečný, neboť cestující je zraněn či zabit. 
 
 Kritické testy 
Třetí typ aplikací je testování v situacích, kde data jsou extrémně důležitá, např. systém 
nastavený k monitorování mechanického pnutí na mostě během týdne, sloužícího k 
vyhodnocení, zda-li je třeba vyměnit některé jeho části. Pokud systém periodicky snímá 
data a mine některé datové body, mohlo by projet velké vozidlo a data by byla ztracena 
během této doby. To by mohlo vést až ke špatnému rozhodnutí inženýrů ohledně opravy 
mostu. V tomto případě není nutné tak rychlé vzorkování ( jednotky sekund ), ale 
spolehlivost je stále velmi důležitá. 
V oblasti měřících úloh se potom může jednat o případ např. osciloskopu, jehož 
vzorkování je řízeno softwarově. Vzorkování řízeno GPOS, tedy s malou přesností bude 
vést k velké jitter chybě, a tedy velké nepřesnosti měření. 
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6 POROVNÁNÍ GPOS A RTOS 
Měřící úlohu v LabView lze realizovat s pomocí RT modulu, nebo bez něj. Nabízí se 
proto možnost porovnání parametrů takto realizovaných úloh. Tato porovnání by mohla 
pomoci při rozhodování o vhodnosti RTOS při měření. 
Jedním ze zásadních parametrů kvality RTOS je přesnost, s jakou dokáže 
deterministicky vykonávat smyčku kódu. Odchylku, tedy chybu jitter lze měřit několika 
metodami : 
 
 Pomocí časových značek 
 
LabVIEW RT umožňuje v kódu použít blok pracující s tzv. "timestamps", tedy 
přesnými (vyjádřenými v jednotkách mikrosekund) časovými záznamy o vykonané 
dané části kódu, resp. dané iterace smyčky. Při provedení dostatečného množství iterací 
smyčky lze z takto získaných vzorků získat statistická data. Tato metoda je v LabVIEW 
velice praktická a je realizována v tutorialu od NI. Přesnost této metody je závislá na 
přesnosti vnitřních hodin řídících mikrosekundové timestamps, na době trvání prodlevy 
mezi odečtením timestamp a skutečném hardwarovém odečtení hodnoty a na počtu 
vykonaných měření iterací. 
 
 Pomocí zkreslení harmonického signálu 
 
Pokud máme k dispozici harmonický signál, můžeme jej v dané úloze měřit, vzorkovat 
v časech řízených OS. Díky jitter chybě se bude od ideálního harmonického signálu 
lišit, bude zkreslen. Zkreslení lze kvantifikovat např. činitelem harmonického zkreslení 
v procentech. Přesnost této metody závisí na přesnosti harmonického signálu, resp. na 
jeho zkreslení a šumu před snímáním měřící úlohou. Ze získaného činitele zkreslení 
není velikost jitter chyby patrná, je proto vhodný např. k porovnání dvou systému 
realizujících tuto metodu. 
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Obrázek 12 Propagace jitter chyby do amplitudového spektra 
 
 Pomocí obdélníkového signálu 
 
Máme-li k dispozici generátor obdélníkového signálu, můžeme tento signál v RT 
systému snímat a přeposílat jej na výstup, připojený na jeden kanál osciloskopu. Na 
druhém kanálu připojený přímý signál z generátoru umožní porovnání jitter chyby na 
osciloskopu. Pokud je zkoumána pouze přesnost snímání dat, je tato metoda navíc 




Obrázek 13 Zapojení měření pomocí obdélníkového signálu 
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Jiný parametr, který lze ověřit a použít k vyhodnocení kvality OS je schopnost 
přiřazovat částem programů různé priority. Realizací např. jednoduché měřící smyčky, 
která za fixní periodu snímá veličinu ve více instancích s různou prioritou získáme 
výsledky, jejichž kvalitu pořízení můžeme posoudit předešlými metodami (např. časové 
značky). Bude-li výsledek získaný smyčkou s vyšší prioritou mít menší jitter chybu, lze 
prohlásit, že systém skutečně přiřazoval prostředky prioritně smyčce s vyšší prioritou. 
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7 OVĚŘENÍ METODIKY 
Navržená metodika byla prakticky ověřena dvěma experimenty, měřením jitteru 
metodou časových značek a metodou zkreslení harmonického signálu, při které byla 
zároveň ověřována schopnost rozlišit různé priority smyček. 
7.1 Porovnávání jitteru u OS Windows 7 a RTOS v CRIO 
National Instruments na svém webu spolu s [3] dodává demo k měření a porovnávání 
jitteru u úlohy běžící na hostitelském počítači a na CRIO. Bylo použito implicitní 
nastavení 500 iterací a 10 "warmup" zahřívacích iterací. 
 
 
Obrázek 14 Obrazovka aplikace pro měření RT jitter chyby 
 
Měřící VI běžící na CRIO obsahuje hlavní programovou while smyčku, která 
opakuje sekvenčně šest kroků (funkce Flat Sequence Structure). 
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1. Pokud je aktivní přepínač kalibrace "Calibrate?", je vytvořen kalibrační řetězec typu 
"timestamp" (64-bitový integer) o délce sto prvků a je naplněn ve for smyčce bez 
zpoždění.  
2. Je naalokován paměťový prostor pro řetězec typu "timestamp" o počtu prvků 
zadaných v poli "Iterations".  
3. Třetí část je určena pro inicializace případného uživatelského doplňku kódu. Mimo to 
je zde převeden čas v milisekundách z pole "Target Period" na počet mikrosekund. 
4. Je proveden počet iterací zadaný v poli "Iterations", kde v každé je čekáno tolik 
mikrosekund, kolik bylo spočteno v kroku tři. Čekání je naprogramováno použitím 
funkce "Wait Until Next Multiple" z RT modulu. Po uplynutí této doby je uložen čas ve 
formátu "time stamp" do řetězce alokovaného v kroku dva. 
5. Páty krok je volitelný. Podobně jako v kroku tři je zde prostor pro případnou 
deinicializaci uživatelského kódu.  
6. V posledním kroku je provedena analýza řetězce časových vzorků. Analýza spočívá 
ve vykreslení hodnot časových vzorků do grafu ve VI, vykreslení histogramu a výpočet 
střední hodnoty a směrodatné odchylky gaussova rozložení hodnot. V případě použití 
warmup iterací, jsou tyto vyřazeny z analyzovaného řetězce.  
Demo obsahuje druhou část aplikace spustitelnou na hostitelském počítači, která 
analyzuje jitter OS běžící na PC (v tomto případě Microsoft Windows 7 64-bitová 
edice). Algoritmus je obdobný jako u RT verze, jenom pro získání hodnot "timestamp" 
není použita RT verze funkce Get Timestamp. 
7.1.1 Výsledky experimentu 
 
Obrázek 15 Doby smyčky a jejich histogramy 
 
Na obr. 15 jsou ve dvou horních grafech vykresleny na vertikální ose hodnoty 
jednotlivých časových vzorků a v dolních grafech jsou jejich histogramy. Hodnoty jsou 
v mikrosekundách. Vlastnosti jejich gaussova rozložení jsou následující: 
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RT CRIO 
σ = 13,38±1 µs 
µ = 1999,95±1 µs 
 
Microsoft Windows 7 
σ = 1399,11 µs 
µ = 2138,85 µs 
 
Přesnost takto získaných výsledků je ovlivněna jednak přesností časového 
generátoru časových značek a prodlevou kódu mezi sejmutím značky a vykonáním 
hardwarového měření. V tomto testovacím programu hardwarové snímání veličin není 
voláno, proto je přesnost dána přímo přesností hodin systému, která je podle specifikací 




200200 6 ===ppm ,      (7.1) 
 
což pro smyčku, která má trvat 2 ms znamená 
 
 nsms 40001,0.02,0.2 = ,       (7.2) 
 
tedy maximální odchylka měření doby smyčky vzniklá nepřesností vnitřních hodin 
je 400 ns. Funkce však pracuje s hodnotami v jednotkách mikrosekund, tedy jako 
maximální odchylku měření doby jedné iterace je třeba uvažovat 1 µs. 
Přesnost měření času aplikace v OS Windows nelze určit, protože značky jsou 
volány funkcí "GetTimestamp" z knihovny "timestmp.dll". Tato funkce má přesnost 
dánu hodnotou TimestampFrequency, kterou lze z knihovny přečíst, ale mění se.  
Rozdíl přesnosti RTOS a GPOS je patrný na první pohled, směrodatná odchylka u 
Windows je o dva řády vyšší než u CRIO. Nutno dodat, že hostitelský počítač se 
systémem Windows byl zatížen při testu spuštěním několika aplikací včetně 
antivirového testu. 
7.2 Měření závislosti THD na jitteru 
Činitel harmonického zkreslení (dále jen THD) může být definován dvěma způsoby 
[18] podle vztahů (7.3) a (7.4). Liší se ve jmenovateli a odmocnině, kde jednou je 
odmocnina sumy kvadrátů vyšších harmonických podělena velikostí první harmonické, 
a podruhé sumou kvadrátů všech harmonických, včetně první. Pro převod výsledku na 


































THD  [-, V, V]      (7.4) 
 
Protože v navržené metodice je používán parametr THD k porovnávání kvality RT 
smyčky (tedy jitter chybě), bylo vypracováno simulační VI, které oba způsoby výpočtu 
THD porovnává pro různé simulované jitter chyby harmonického signálu. VI je 
znázorněno v příloze A. Ve vnitřní smyčce je generován harmonický signál s 1000 
vzorky a 100 periodami. Tento signál je zatížen náhodně generovanou chybou jitter, s 
velikostí danou iterací střední smyčky. Střední smyčka má 100 iterací a v každé je pro 
nový signál vypočteno pomocí FFT amplitudové spektrum, a z něj obě varianty hodnoty 
THD, pro až pátou harmonickou frekvenci. Celý tento proces je opakován vnější 
smyčkou 1 000 krát, a z výsledných charakteristik jsou zpracovány hodnoty maximální, 
minimální a střední. Výsledek je na obr. 16 a obr. 17. Hodnoty simulovaného jitteru 
jsou od 0 % do 100 %, kdy jitter chyba může nabýt hodnoty stejné jako je perioda 
snímání. Z výsledků je vidět, že střední hodnota THD parametru harmonického signálu 
s gaussovsky rozloženou jitter chybou roste lineárně pro obě varianty THD definice. 
 




Obrázek 17 Závislost THDF na relativní jitter chybě 
 
Ve zdroji [18] se uvádí, že pro malé hodnoty THD jsou oba vztahy s velmi malými 
rozdíly hodnot. Ze simulace vyplynulo, že se jedná i o tento případ. Zdroj [18] však 
doporučuje použití vztahu THDF, proto bude použit i zde. Pro střední hodnotu THDF 
parametru v závislosti na relativní jitter chybě (vyjádřené v procentech periody signálu) 
byla nalezena lineární aproximace s konstantou 0,027 (na obr. 17 modře). Tedy např. 
pro signál o frekvenci 100 Hz sejmutý s jitter chybou  100 µs (1 % z 10 ms) by podle 
této simulace měl dosahovat zkreslení 1·0,027 = 0,027 %. Při použití této konstanty je 
však třeba uvážit fakt, že byla určena simulací s gaussovsky rozloženou jitter chybou, 
což nemusí při vzorkování v RT systému být splněno. 
 
7.2.1 Měření jitteru u smyček s různými prioritami 
V tomto měření bude použit externí funkční generátor Agilent 33120A ke generování 
sinusového harmonického signálu, který bude měřen pomocí CRIO ve dvou smyčkách s 
různými prioritami. Pro kontrolu jsou současně ukládány i časové značky. 
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Obrázek 18 Blokové schéma zapojení experimentu 
 
Na obr. 18 je znázorněno zapojení experimentu. Hostitelský PC, na kterém je 
vyvíjen software v LabVIEW, je připojen ethernet sítí k RT hardwaru CRIO. V CRIO je 
nainstalován měřící modul NI 9021, a ten je připojen vodiči na výstup generátoru 
33120A. Výstup z generátoru byl nastaven na frekvenci 10 Hz, harmonický signál v 
rozmezí od 2 V do 6 V. 
Kód v CRIO pro měření se skládá ze tří smyček. První slouží k obstarání vzdálené 
komunikace s funkčním generátorem. Toto se děje přečtením příkazu z obrazovky, a 
vysláním do VISA knihovny, která jej přeloží na sériový port, kde je fyzicky připojen 
generátor. Smyčka má prioritu 10, tedy nejnižší ze všech. Tato smyčka byla převzata z 
kódu poskytnutého vedoucím práce panem Čejkou. 
 
 
Obrázek 19 Komunikační smyčka 
 
Zbylé dvě smyčky jsou v podstatě totožné, jenom s rozdílnými prioritami 100 a 1000. 




Obrázek 20 Měřící smyčka 
 
Na vstupu do obou smyček jsou inicializovány dva řetězce hodnot, jeden pro 
ukládání časových značek a druhý pro zaznamenané hodnoty změřeného signálu. Obsah 
smyčky je rozdělen na dvě po sobě vykonávané časti. V první je sejmutí časové značky, 
protože jen tak je zaručeno, že bude pokaždé snímána ve stejné části kódu. Ve druhé 
části je potom provedeno FPGA čtení hardwarové hodnoty a její uložení na příslušné 
místo v řetězci indexované iterací. Kód v podmíněné části je vykonáván, pokud jsou 
naplněny oba řetězce novými daty, což je zaručeno číslem iterace. Z takto získaných 
1000 vzorků je spočítáno amplitudové spektrum Fourierovou transformací a provedena 
analýza časových vzorků blokem "Timestamp Analysis", která vrací jejich histogram, 
řetězec časů jejich sejmutí a jejich střední hodnotu. 
Na obr. 21 je kód pro FPGA část měřící úlohy. Je v něm obsažena pouze jedna 
smyčka s periodou opakování 1 ms, která převádí hodnoty z AD převodníku do paměti. 
 
 
Obrázek 21 FPGA kód 
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Naměřené výsledky byly uloženy exportem z grafů do programu Microsoft Excel. 
Ukázalo se, že LabView není schopen zpátky naimportovat takto vyexportovaná data, 
byla tedy provedena jejich konverze do textového formátu, který lze naimportovat zpět 
do LabView pro další zpracování. Zpracování výsledků bylo provedeno ve .vi souboru 
"zpracovaniFFT.vi", který je na obr. 22. Hodnoty z textového souboru jsou přečteny do 
řetězců, v případě amplitudového spektra je čtena pouze polovina dat splňující Nyquist 
Shannonův vzorkovací teorém. Protože je polovina spektra představující záporné 





Obrázek 22 VI pro zpracování výsledků 
 
Z těchto spektrálních dat je vytvořeným podprogramem "thd.vi" vypočítán činitel 
harmonického zkreslení. Tento program je zobrazen na obr. 23. Vychází ze vztahu 
(7.3), a je započtena až pátá harmonická. 
 
 
Obrázek 23 VI pro výpočet THD 
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Naměřené činitele zkreslení jsou 0,031 % pro smyčku p1000 a 0,088 % pro smyčku 
p100. Výsledné amplitudové spektrum v decibelech a prvních 50 naměřených vzorků v 
časové oblasti jsou na obr. 24 a obr. 25. Špičky v oblastech stejnosměrného napětí a 
první harmonické mají přibližně stejnou amplitudu, zbytek spektra má pak vyšší 
amplitudy pro smyčku s nižší prioritou p100. 
 
 
Obrázek 24 Amplitudová spektra smyček p1000 a p100 
 
 




Přesnost měření je ovlivněna těmito parametry : 
 
- přesností generovaného signálu z generátoru HP33120A - výrobce v [19] udává 
harmonické zkreslení pro signály generované v rozsahu 0-20 kHz -70 dBc, tedy o 70 dB 
nižší než je amplituda nosné frekvence. Amplituda byla 4 V, podle vztahu (7.5) 



































 mVU A 265,133120 =∆ , což je maximální odchylka amplitudy v amplitudovém 
spektru způsobená nepřesností generátoru. Nejistotu typu B pro generátor lze vypočíst 












=      (7.6) 
 
- přesností AD převodu v použitém modulu NI9201 - výrobce udává ve zdroji [20] 
přesnost nezkalibrovaného typu ±0,26 % z čtené hodnoty a ±0,46 % z rozsahu při 25±5 
°C. Pro maximální přečtenou hodnotu 6,1738 V lze tedy ze vztahu (7.7) určit : 
 
 92010046,00026,0 NIrozsahread UUU ∆=⋅+⋅      (7.7) 
 
 mV49,640046,053,100026,01738,6 =⋅+⋅   
 













=       (7.8)  
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Pro rozsah přístroje 10,53 V, který uvádí výrobce ve zdroji [20] vychází maximální 
odchylka 64,49 mV a nejistota měření typu B 37,23 mV. Podle vztahu (7.9) ze zdroje 













 mVuB 8325,02 =  
 
Pro každou frekvenci určeného spektra tedy platí nejistota měření typu B          
0,8325 mV. 
 
- přesností ukládání dat 
Data byla ukládána ve formátu double, který podle [22] má přesnost na 15 
desetinných míst. Vzhledem k tomu, že proti ostatním odchylkám je tato o více než 10 
řádů nižší, lze ji zanedbat. 
 
Celkovou nejistotu měření typu B pro každou nenulovou hodnotu amplitudového 






1 bbB uuu +=         (7.10) 
 
2424 )10325,8()10303,7( −− ⋅+⋅=Bu =0,731 mV 
 
 
Nejistotu parametru THD lze vyjádřit aplikací vztahu (7.11) na definiční vztah (7.3). 
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Aplikací koeficientu rozšíření dva pro interval nejistoty 95 % ve vztahu (7.12) 
dostáváme : 
 
 %2,021,0 =⋅=yu         (7.12) 
 
Výsledné hodnoty THD jsou tedy 0,031±0,2 % a 0,088±0,2 % s koeficienty 
rozšíření dva. Vrchní hranice intervalu, ve kterém se na 95 % pravděpodobnost nachází 
skutečná hodnota THD je více než dvakrát větší než naměřená hodnota. Uvedený 
experiment tedy není dostačující k určení hodnoty THD v řádu setin procenta, ale 
potvrdil se předpoklad, že smyčka s nižší prioritou bude mít vyšší hodnotu THD. 
 
Lze ještě porovnat hodnotu THD prioritní smyčky p1000 a hodnotu THD 
vypočtenou z jitter chyby měřené časovými značkami a přepočtovou konstantou 
získanou v simulaci. 
 
 %031,01000 =FpTHD         (7.13) 
 
změřené hodnoty z experimentu s čas. značkami: 
 σ = 13,38±1 µs 
 µ = 1999,95±1 µs 
 
tzv. relativní jitter chyba ( jitter odchylka v porovnání s periodou měřeného signálu ) v 





. =⋅=jitterrel       (7.14) 
 
 %018,067,0027,02 =⋅=FTHD       (7.15) 
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Hodnota odhadnutá ze simulace je o %58100
031,0
018,0
=⋅ menší než zjištěná v 
předešlém experimentu. Hodnota získaná simulací je nižší, protože měření jitter chyby 
časovými značkami nebylo zatíženo druhou nízkoprioritní smyčkou a simulace THD 
byla provedena pouze s jitter chybou. V reálném měření je vždy přítomen šum a další 
zdroje zkreslení, např. přesnost AD převodu a zkreslení vstupního harmonického 





Podle zadání práce byly prezentovány základní charakteristiky RTOS VxWORKS, 
PharLap ETS a LabVIEW RT. V úvodu byly rozebrány základní vlastnosti, které musí 
RTOS splňovat. 
Byly diskutovány důvody vedoucí k potřebě použití RTOS se závěrem, že RTOS je 
k použití vhodné tam, kde přesnost nebo determinismus GPOS nedostačuje, nebo jeho 
nahrazením dojde ke zlepšení výsledků (zpřesnění měření). V měřících aplikacích toto 
platí např. pro řízení vzorkování snímání signálu v osciloskopu s OS. 
Byly navrženy tři principy testování kvality RTOS, z hlediska jejich jitter chyby a 
schopnosti rozlišovat priority úkolů. První princip spočívá v zaznamenávání časových 
okamžiků sejmutí vzorku, druhý v analýze zkreslení snímaného harmonického signálu a 
třetí v přímém sledování jitter chyby na osciloskopu. 
Navržená metodika byla testována ve dvou experimentech. První byl proveden na 
upraveném kódu od NI určenému k měření jitter chyby na RTOS a GPOS s výsledkem 
až stokrát nižší střední hodnoty jitter chyby u RTOS. Druhý spočíval v porovnání 
činitelů harmonického zkreslení THD změřeného externě generovaného harmonického 
signálu dvěma smyčkami s různými prioritami. Výsledné hodnoty THD jsou 0,031±0,2 
% a 0,088±0,2 %, tedy změřené s nedostatečnou jistotou měření. Potvrdil se ale  
předpoklad, že smyčka s vyšší prioritou bude mít menší hodnotu THD než smyčka 
druhá. Navrhnutá metodika bude tedy v případě dostatečně přesného snímání a 
generování harmonického signálu vhodná k porovnání kvality OS řídícího měřící 
systém z hlediska jitter chyby a schopnosti rozlišovat priority smyček. 
Případná budoucí práce na projektu by se mohla zabývat ověřením třetí navrhnuté 
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Seznam symbolu a zkratek 
 
AD  analogově digitální 
API  Application Programming Interface, aplikační programovací rozhraní 
CRIO  CompactRIO, HW platforma od NI 
ETS  PharLap ETS, RTOS od firmy PharLap 
FPGA  Field Programmable Gate Array, programovatelné hradlové pole 
GPOS  General Purpose Operating System, operační systém pro obecné použití 
HDD  Hard Disk Drive, jednotka pevného disku 
HW  Hardware 
MAX  Measurement and Automation Explorer, aplikace od NI 
NI  National Instruments 
OS  Operating System, operační systém 
PC  Personal Computer, osobní počítač 
POSIX Portable Operating System Interface, rozhraní přenosných operačních  
  systémů 
RT  Real Time, reálný čas 
RTOS  Real Time Operating System, operační systém reálného času 
SW  Software 
THD  Total harmonic distortion, činitel harmonického zkreslení 
TIPC  Transparent Inter - process Communication, transparentní vnitřně  
  procesová komunikace 
VI  Virtual Instrument, virtuální přístroj 
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Seznam příloh 




VI pro simulaci závislosti THD  
parametrů na jitter chybě 
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VI pro měření harmonického signálu v CRIO 
 
