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Abstrakt
Tato práce se zabývá problematikou generické detekce bootkitů. Bootkity jsou relativně
novým typem škodlivého softwaru spadajícího do kategorie rootkitů. Definice škodlivého
softwaru je uvedena společně s několika příklady. Pozornost je pak věnována problematice
rootkitů v souvislosti s operačními systémy Microsoft Windows. V této části je uvedeno ně-
kolik technik používaných rootkity. Jsou také zmíněný metody prevence a detekce rootkitů.
Pro bootkity je charakteristická infekce hlavního spouštěcího záznamu (MBR) pevného
disku. Struktura MBR je popsána společně s příkladovým rozdělením pevného disku. Ná-
sledně jsou nastíněny vlastnosti instrukční sady procesoru a pro ilustraci je disassemblován
MBR operačního systému Windows 7. Zbylá část práce je věnována popisu průběhu in-
fekce operačního systému bootkitem, prevenci bootkitů, analýze infikovaných vzorků MBR
a zejména návrhu, implementaci a testování generického detektoru infekce MBR.
Abstract
This thesis deals with the generic detection of bootkits which are relatively a new kind of
malicious sofware falling into the category of rootkits. The definition of malicious software
is presented along with several examples. Then the attention is paid to the rootkits in
the context of Microsoft Windows operating systems. This section lists several techniques
used by rootkits. After that, the ways of preventing and detecting rootkits are mentioned.
Bootkits are known for infecting hard disks Master Boot Record (MBR). The structure
of the MBR is described along with the example of hard disk partitioning. Afterwards,
the processor instruction set is outlined and the disassembly of Windows 7 MBR is given.
The rest of the thesis is devoted to a description of the course of operating system bootkit
infection, bootkit prevention, analysis of infected MBR samples, and in particular to the
design, implementation and testing of the generic MBR infection detector.
Klíčová slova
škodlivý software, rootkit, techniky používané rootkity, detekce rootkitů, bootkit, MBR,
generická detekce
Keywords
malicious software, rootkit, rootkit techniques, rootkit detection, bootkit, MBR, generic
detection
Citace
Tomáš Gach: Generická detekce bootkitů, diplomová práce, Brno, FIT VUT v Brně, 2013
Generická detekce bootkitů
Prohlášení
Prohlašuji, že jsem tuto diplomovou práci vypracoval samostatně pod vedením pana
prof. Ing. Tomáše Hrušky, CSc. Uvedl jsem všechny literární prameny a publikace,
ze kterých jsem čerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Tomáš Gach
20. května 2013
Poděkování
Rád bych poděkoval vedoucímu diplomové práce prof. Ing. Tomáši Hruškovi, CSc. za rady
a čas, který mi věnoval. Dále bych rád poděkoval panu Pavlu Krčmovi ze společnosti
AVG Technologies za odbornou pomoc a poskytnutí databáze infikovaných vzorků MBR.
c© Tomáš Gach, 2013.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 2
2 Malware a jeho současné podoby 4
3 Operační systém a rootkity 7
3.1 Úrovně oprávnění . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2 Virtuální paměť . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.3 Rootkity a jejich použití . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.4 Generace rootkitů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.5 Architektura Windows . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.6 Zavedení rootkitu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.7 Techniky používané rootkity . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.8 Bezpečnostní mechanismy Windows . . . . . . . . . . . . . . . . . . . . . . 20
3.9 Detekce rootkitů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.10 Rootkity a operační systémy na bázi Unixu . . . . . . . . . . . . . . . . . . 22
4 Ovlivnění zavádění operačního systému bootkitem 24
4.1 Úlohy BIOSu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2 Zavádění operačního systému . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4.3 Struktura MBR a rozdělení pevného disku . . . . . . . . . . . . . . . . . . . 25
4.4 Instrukční sada procesoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.5 Disassemblování Windows 7 MBR . . . . . . . . . . . . . . . . . . . . . . . 31
4.6 Boot viry a vzestup bootkitů . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.7 Infekce bootkitem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.8 Prevence bootkitů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
5 Návrh a implementace detektoru 37
5.1 Náznaky infekce MBR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
5.2 Analýza infikovaného vzorku . . . . . . . . . . . . . . . . . . . . . . . . . . 40
5.3 Návrh a dekompozice detektoru . . . . . . . . . . . . . . . . . . . . . . . . . 42
5.4 Implementace detektoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.5 Používání detektoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
5.6 Testování detektoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
6 Závěr 50
A Obsah CD 55
1
Kapitola 1
Úvod
Rozmach výpočetní techniky, především přenosných zařízení, je v poslední době nevídaný.
Prostředky tohoto druhu nám denně ulehčují komunikaci a umožňují flexibilně pracovat.
S jejich používáním jsou ale spjata určitá rizika, např. možná nákaza škodlivým softwarem.
Většina lidí si nákazu ihned spojuje s virem. Ve skutečnosti je virus pouze jedním z mála
typů škodlivého softwaru. Stručný výběr možných hrozeb je obsahem následující kapitoly.
Evoluci nelze zastavit, tímto heslem se řídí i tvůrci škodlivého softwaru. Uvažme nyní
viry. Ty napadají počítače již téměř tři desítky let. Během této doby se primitivní, zprvu
neškodný, kód postupně vyvíjel do podoby, jak viry chápeme dnes. U těch, ale také u dalších
typů škodlivého softwaru, je v současnosti kladen čím dál větší důraz na setrvání v utajení.
Lidský organismus proti nákaze chrání imunitní systém, počítače prevenční a detekční
software. Tak jako dokáže biologický virus zmutovat a zmást imunitní systém, dokáže dnes
také počítačový virus pozměnit svůj kód a pokusit se obelstít tento software. Existují ale
i mnohem sofistikovanější typy škodlivého softwaru, a to například rootkity. Jejich cílem
není oklamat jednotlivá bezpečnostní řešení, ale samotný operační systém.
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Obrázek 1.1: Podíl analyzovaných komponent rootkitů
Z první části studie antivirové společnosti McAfee vyplývá [1], že převážná část analyzo-
vaných komponent nových rootkitů cílí na operační systémy z rodiny Windows, viz obr. 1.1.
I přesto, že studie pochází z roku 2006, tento trend ve své podstatě přetrvává dodnes.
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Vzhledem k uvedené skutečnosti bude tato práce zejména zaměřena na techniky použí-
vané v prostředí operačních systémů Windows. Ty jsou pro útočníky lákavé z hlediska své
popularity, bezpečnostních chyb a spousty nedokumentovaných funkcí Windows API, které
poskytují velký potenciál k napadení systému. Pravděpodobnost úspěšné kompromitace
dodatečně zvyšuje časté použití účtu s administrátorskými oprávněními jako výchozího.
Způsoby, jakými se rootkity zapojují do struktur operačního systému Windows, jsou
předmětem třetí kapitoly. Tato kapitola se také zmiňuje o úrovních oprávnění a virtuální
paměti, jakožto o mechanismech přispívajících ke zvýšení bezpečnosti operačního systému.
Dále jsou představeny některé bezpečnostní mechanismy Windows a přístupy k detekci ro-
otkitů. Zmíněna je rovněž problematika rootkitů v kontextu unixových operačních systémů.
Změny provedené rootkitem v operačním systému, pokud nebyly nahrazeny jeho kompo-
nenty, jsou účinné pouze po dobu jeho běhu. Aby modifikace nabyly permanentního charak-
teru, je nutné operační systém infikovat po každém jeho spuštění. Výjimku tvoří specifická
kategorie rootkitů, tzv. bootkity. Ty modifikují operační systém již během jeho zavádění.
Po prvotní infekci bootkitem je hlavní spouštěcí záznam (Master Boot Record, MBR)
pevného disku zmodifikován tak, aby bylo možné získat kontrolu nad procesem zavádění
operačního systému a umožnit jeho modifikaci při každém spouštění. Díky tomu, že k mo-
difikaci dochází v rané fázi běhu, mohou být vyřazeny i některé bezpečnostní mechanismy.
Čtvrtá kapitola je věnována právě problematice ovlivnění zavádění operačního systému
bootkitem. V úvodu této kapitoly je nastíněna role BIOSu a MBR při spouštění počítače.
Pozornost je pak věnována detailnímu popisu struktury MBR. Dodatečně je uvedeno příkla-
dové rozdělení pevného disku a s ním spjaté vazby mezi jednotlivými spouštěcími záznamy.
Zbylá část čtvrté kapitoly je věnována popisu instrukční sady procesoru, na jejž nava-
zuje rozbor strojového kódu MBR operačního systému Windows 7. Kapitola je ukončena
uvedením obecného průběhu infekce bootkitem a výčtem dostupných metod prevence.
Detekce infekce bootkitem je složitý proces, ve kterém se mísí několik různých technik.
Tato práce je konkrétně zaměřena na generickou detekci infekce MBR. Podstata generické
detekce je naznačena v úvodu páté kapitoly. Tato kapitola se zprvu zabývá analýzou da-
tabáze infikovaných vzorků MBR poskytnuté společností AVG Technologies. Ve zbylé části
kapitoly je popsán návrh, implementace, způsob používání a průběh testování detektoru.
Závěrečná kapitola obsahuje shrnutí přínosu této práce a zhodnocení výsledků testování
detektoru. Mimo jiné jsou také probrány možnosti případného navázání na tuto práci.
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Kapitola 2
Malware a jeho současné podoby
Malware je označení pro škodlivý software, který se snaží proniknout do systému bez vědomí
uživatele. Tento výraz vznikl složením anglických slov malicious a software. V minulosti se
malware používal zejména pro poškození softwaru napadeného systému. Mezi dnešní hlavní
trendy patří vzdálené ovládnutí systému nebo zcizení citlivých dat, které jsou často následně
zneužity za účelem získání profitu.
V současnosti existuje téměř půldruhé desítky typů malwaru. Klasifikace malwaru je
založena na způsobu šíření a účelu infekce systému. Je nutné podotknout, že zařazení vzorku
do určité kategorie nemusí být vždy triviální záležitostí. Příčinou vzniku pochybností může
být například nejasná hranice mezi jednotlivými kategoriemi, případně současná kooperace
více typů malwaru. Některé typy malwaru budou následně ve stručnosti popsány [2, 3].
Malware se nejčastěji šíří prostřednictvím internetu, a to například jako součást soft-
waru, příloha emailu nebo skrze nakažené webové stránky. Zabránit útoku malwaru je možné
použitím patřičného softwaru (antivirus, firewall atd.). Tvůrci škodlivého softwaru se proti
detekci často brání použitím obfuskace, šifrováním nebo mutací kódu.
Důležitá je i prevence ze strany uživatele, a to v podobě dodržování určitých zásad. Mini-
malizovat riziko napadení systému je možné průběžnou aktualizací instalovaného softwaru,
neotevíráním podezřelých příloh emailů a rozvážným procházením webových stránek.
2.1 Virus
Virus patři k nejstaršímu typu malwaru. Je charakteristický svým způsobem infekce a šíření.
Napadá spustitelné soubory, případně boot sektory nebo makra dokumentů, a vkládá do
nich vlastní kód. Jakmile je napadený soubor spuštěn, je infekce rozšířena do dalších sou-
borů. Může ovlivnit výkon a stabilitu počítače, v některých případech může být i destruk-
tivní. Šíři se prostřednictvím internetu, emailu nebo vyměnitelných médií.
2.2 Červ
Červ patří k nejrozšířenějšímu druhu malwaru. Díky schopnosti sebereplikace je červ často
mylně chápán jako virus. Na rozdíl od viru nepotřebuje červ k existenci hostitelský pro-
gram a místo infikování spustitelných souborů infikuje samotné systémy. Šíří se prostřednic-
tvím počítačové sítě, kde k infekci využívá zranitelností jednotlivých systémů, nebo emailu,
v tomto případě je nutná interakce uživatele. Hlavním cílem útoku červa je způsobit omezení
nebo zahlcení počítačové sítě. Mimo jiné může také obsahovat škodlivý kód.
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2.3 Trojský kůň
Tento druh malwaru se vydává většinou za legitimní software, ale ve skutečnosti na pozadí
provádí škodlivou činnost. Narozdíl od virů a červů se nereplikuje. Využívá se ke zcizení
přístupových údajů, instalaci dalšího malwaru nebo destruktivní činnosti.
2.4 Backdoor
Backdoor vytváří zadní vrátka v systému a umožňuje tak jeho vzdálené ovládání. Šíří se
podobně jako trojský kůň a po spuštění kompromituje napadený systém. Nejčastěji se
využívá pro účely šíření hromadné pošty (spam) nebo k DoS (Denial of Service) útokům.
Zadní vrátka mohou být také vytvořena programátorem pro opodstatněné účely.
2.5 Rootkit
V prostředí unixových operačních systémů představuje root uživatele s administrátorskými
oprávněními a slovo kit je chápáno jako sada nástrojů. Rootkit je sada nástrojů, která
po instalaci na kompromitovaný systém umožní vzdálený privilegovaný přístup. Vlasností
těchto nástrojů je schopnost odolávat detekcím, a to skrze modifikaci komponent operač-
ního systému. V dnešní době jsou rootkity používány častěji jako prostředek pro skrývání
přítomnosti škodlivého softwaru, nežli nástroj k ovládnutí systému.
2.6 Spyware
Spyware je program, který shromažďuje informace o aktivitě uživatele a následně je odesíla
jeho tvůrci. Mezi nejčastější informace patří historie navštívených stránek, seznam instalova-
ného softwaru, uživatelská jména nebo informace o platebních kartách. Kromě toho dokáže
spyware změnit nastavení systému a ulehčit tak útočníkovi napadení systému. Spyware
k infikování systému využívá bezpečnostních děr prohlížečů, může být také nainstalován
s vědomím uživatele společně s shareware aplikací nebo šířen trojským koněm.
2.7 Adware
Jedná se o reklamní (advertising) software zobrazující nežádoucí reklamu. Často může být
součástí různých freeware, zejména IM (Instant Messaging), aplikací. Projevem infekce mo-
hou být vyskakovací okna s reklamami nebo samovolné změny domovské stránky prohlížeče.
Adware může spolupracovat se spyware, a to za účelem vytvoření cílené reklamy.
2.8 Ransomware
Jde o relativně nový druh malwaru používající techniku sociálního inženýrství. Infikovat
systém je možné návštěvou kompromitované webové stránky. Projevem infekce je omezení
funkčnosti počítače a požadavek platby výkupného (ransom). K zastrašení uživatele vyu-
žívá přesvědčivých obrazovek. Kromě pouhého zastrašení, může ransomware také zašifrovat
obsah pevného disku nebo zablokovat počítač.
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2.9 Exploit
Exploit je program využívající programátorských chyb aplikací k jejich kompromitaci. Z hle-
diska infekce je nejzávažnější tzv. zero-day exploit. Vlastností tohoto exploitu je, že je vy-
tvořen v den zveřejnění zranitelnosti, kterou zneužívá. Může tedy potenciálně infikovat co
největší množství systémů. Prevencí proti exploitu je včasné použití bezpečnostní záplaty.
2.10 Keylogger
Keylogger je program používaný pro záznam stisku kláves a jejich periodickou distribuci.
Může být použit například ke zcizení citlivých údajů. Často je součástí jiného typu malwaru.
Nachází také ale užitečné využití, a to například při sledování aktivity zaměstnanců.
2.11 Logická bomba
Logická bomba sestává ze dvou částí, rozbušky (trigger) a škodlivého kódu (payload), který
slouží k provedení určité akce, často destruktivní. Rozbuška je podmínka, po jejímž splnění
dojde k provedení akce. Logická bomba bývá nejčastěji zanořena do komplexního kódu, ale
může se také vyskytovat jako samostatná aplikace. Využití může nalézt v případě vydírání,
například pod hrozbou zničení důležitých dat, nebo jako akt pomsty za vzniklou újmu.
2.12 Mobilní malware
Popularita mobilních zařízení je v poslední době nevídaná. Toho jsou si vědomi i tvůrci
malwaru, a proto se část z nich zaměřuje na tvorbu malwaru pro operační systémy jako
Android, Windows Mobile nebo iOS. Zařízení může být infikováno instalací aplikace stažené
mimo oficiální markety nebo návštěvou kompromitované webové stránky. Mezi základní cíle
mobilního malwaru se řadí zasílání SMS zpráv na prémiová čísla, krádež citlivých dat nebo
proměna zařízení v zombie, to může být následně využito k šíření spamu nebo DoS útoku.
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Kapitola 3
Operační systém a rootkity
Operační systém je software vytvářející abstraktní vrstvu mezi hardwarem a aplikačním
softwarem. Zahrnuje jádro (kernel), systémové knihovny a nástroje a v neposlední řadě
také grafické, případně textové, uživatelské rozhraní. Jádro je nejdůležitější části operačního
systému. Zodpovídá za správu procesů a prostředků. Je zavedeno do operační paměti při
spuštění počítače a zůstává v činnosti po celou dobu jeho běhu.
Základní součástí počítače je procesor (Central Processing Unit, CPU ). Ten kromě im-
plementace instrukční sady obsahuje také podporu řady mechanismů zaručujících ochranu
hardwaru a operačního systému před zneužitím či modifikacemi. Mezi tyto mechanismy lze
zařadit spouštění aplikací s využitím různých úrovní oprávnění nebo virtualizaci paměti.
Uvedené mechanismy jsou dostupné v tzv. chráněném režimu procesoru (protected mode).
3.1 Úrovně oprávnění
Procesory z rodiny Intel podporují čtyři úrovně oprávnění [4]. Jednotlivé úrovně se často
označují jako ring a číslují od 0 do 3, viz obr. 3.1. Každá úroveň definuje, které operace jsou
v jejím rámci povoleny, a ke kterým prostředkům je možné přistupovat. Čím nižší úroveň,
ring 0
ring 1
ring 2
ring 3  nejnižší
oprávnění
 nejvyšší
oprávnění
jádro
služby
služby
aplikace
Obrázek 3.1: Úrovně oprávnění
tím větší volnost má kód běžící v této úrovni. Aplikace běžící v ring 0 má k dispozici veškeré
prostředky operačního systému – může například komunikovat s hardwarem, měnit obsah
registrů procesoru nebo modifikovat datové struktury jádra.
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Z historických důvodů, pro zajištění zpětné kompatibility, používají současné operační
systémy pouze dvě úrovně oprávnění, a to ring 0, označovaný také jako režim jádra (kernel
mode), ve kterém běží veškerý kód jádra a ovladačů, a ring 3, jinak také uživatelský režim
(user mode), ve kterém běží uživatelské procesy a některé systémové procesy a služby.
S příchodem technologie virtualizace Intel VT a AMD-V byl zaveden ring -1.
Běžné aplikace si ale nevystačí pouze s během v uživatelském režimu. Pro svůj běh
potřebují také interagovat s okolím. Pro tyto účely byly zavedeny tzv. brány, které poskytují
určité rozhraní pro komunikaci mezi jednotlivými úrovněmi. Aplikace může skrz bránu
požádat jádro operačního systému pro provedení operace, ke které nemá oprávnění.
3.2 Virtuální paměť
Virtuální paměť (Virtual Memory) je technika správy operační paměti umožňující provádění
procesů, které vyžadují více operační paměti než je v systému instalováno. Poskytuje také
izolaci procesů a kontrolu přístupů do paměti založenou na úrovních oprávnění.
Při používání virtuální paměti nemohou procesy přímo přistupovat do operační paměti,
tj. fyzického adresního prostoru (FAP) (Physical Address Space, PAS ). Každému procesu
je přidělen vlastní adresní prostor, tzv. virtuální adresní prostor (VAP) (Virtual Address
Space, VAS ), který je operačním systémem mapován na FAP. Velikost tohoto prostoru je
dána použitou architekturou a verzí operačního systému, a to 4 GB pro 32bitovou, resp. ma-
ximálně 16 EB pro 64bitovou architekturu. Ve skutečnosti není možné použít veškeré adresy
v tomto rozsahu, jelikož některé oblasti jsou procesu nepřístupné. Nepoužívaná část VAP
může být v případě nedostatku operační paměti odložena na pevný disk.
Virtuální paměť je možné implementovat dvěma způsoby, a to pomocí segmentace, nebo
stránkování, případně jejich kombinace. Segmentace je v dnešní době považována spíše již za
přežitek, ale vzhledem k architektuře procesorů ji nelze v 32bitovém režimu zcela vynechat.
Jednotlivé přístupy se liší ve způsobu přidělování operační paměti a mapování virtuálních
adres na fyzické. Jejich hlavní rysy budou nyní stručně shrnuty [5, 6].
Při použití segmentace je procesu přiděleno několik lineárních adresových prostorů,
tzv. segmentů. Rozdělení odpovídá struktuře procesu, tj. segment pro kód, zásobník atd.
segment
selektor segmentu
fyzická paměť
efektivní adresa (ofset)
fyzická adresa
logická adresa
tabulka deskriptorů
deskriptor segmentu
Obrázek 3.2: Překlad adres při segmentaci
Segmenty jsou referencovány skrze selektory segmentů. Selektor segmentu představuje
index do tabulky deskriptorů, jejíž obsahem jsou bázové adresy segmentů ve fyzické paměti.
Fyzická adresa je pak součtem bázové adresy segmentu a offsetu v jeho rámci, viz obr. 3.2.
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Velikost segmentu není pevně dána a může se za běhu měnit, což vede ke vzniku externí
fragmentace. Fragmentaci je možné odstranit přeskupením segmentů, tzv. setřásáním.
U stránkování je fyzická paměť rozdělena na rámce konstantní velikosti, zpravidla 4 kB.
Tento způsob dělení zabraňuje vzniku externí fragmentace. Proces pracuje s jediným line-
árním adresovým prostorem, který je rozdělen na stránky stejné velikosti jako rámce.
rámec
položka adresáře str.
fyzická paměť
položka tabulky str.
fyzická adresa
virtuální adresa
index adresáře
adresář stránek tabulka stránek
index stránky ofset
Obrázek 3.3: Překlad adres při stránkování
Překlad virtuální adresy na fyzickou je znázorněn na obr. 3.3. Virtuální adresa je roz-
dělena na tři částí, a to index do adresáře stránek, index do tabulky stránek a offset v rámci
stránky. Položka tabulky stránek obsahuje bázovou adresu rámce ve fyzické paměti, na kte-
rou je stránka mapována. Fyzická adresa je dána součtem bázové adresy rámce a offsetu.
Pro urychlení překladu virtuálních adres na fyzické se používá speciální vyrovnávací pa-
měť, tzv. TLB (Translation Lookaside Buffer). Tato paměť obsahuje kopie položek tabulek
stránek těch stránek, pro které byly v poslední době prováděny překlady adres.
3.3 Rootkity a jejich použití
Jak již bylo uvedeno v kapitole 2 zabývající se malwarem, rootkity dnes slouží ke skrývání.
Toho může být dosaženo na obou úrovních oprávnění používaných operačním systémem.
Rootkity uživatelského režimu mohou modifikovat, příp. nahrazovat, uživatelské a sys-
témové aplikace. Nejčastěji jsou těmito rootkity dotčeny aplikace vizualizující infor-
mace o prostředcích operačního systému, tj. výčty souborů, procesů atd.
Rootkity režimu jádra běží se stejnou úrovní oprávnění jako jádro operačního systému.
Mohou s operačním systémem dělat takřka cokoliv. K běžným praktikám patří mo-
difikace systémových volání nebo datových struktur jádra.
Různé typy malwaru často obsahují jako svou součást rootkity (blended threat), které
jejich nekalou činnost maskují, a to buď před detektory malwaru nebo před samotnými uži-
vateli [7]. Důležité je poznamenat, že rootkit nepředstavuje přímé nebezpečí pro napadený
systém, jedná se pouze o nástroj určený pro skrývání, který ale může být pro různé účely
zneužit. Příkladem budiž spojení backdooru, který umožní útočníkovi vzdáleně ovládat
napadený systém, a rootkitu, jenž skryje komunikační kanál a také samotný backdoor [8].
Některé rootkity jsou schopny přežít restart operačního systému. Jedná se o tzv. per-
zistentní rootkity (persistent rootkits). Jejich kód je uložen buď na pevném disku nebo na
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jiném připojeném médiu. Zotavení činnosti je podmíněno nahráním kódu zpět do operační
paměti, tak musí být učiněno bez účasti uživatele. Pro tento účel je potřeba vytvořit po-
třebné záznamy v registru, použít konfigurační soubor nebo využít jiného způsobu zavedení.
Speciálním případem perzistentních rootkitů jsou MBR rootkity, jinak také označovány
jako bootkity [9]. Zavaděč bootkitu je umístěn do MBR pevného disku. K nahrání jejich
kódu do paměti dochází před samotným zavedením operačního systému. Tento fakt ztěžuje
jejich následnou detekci. Problematikou infekce MBR bootkitem se zabývá kapitola 4.
Druhou skupinu tvoří paměťově závislé rootkity (memory-based rootkits), jejichž kód se
nachází pouze v operační paměti, a tudíž nepřežijí restart. Přináší ale také určitou výhodu,
která spočívá ve složitější detekci přítomnosti, jelikož za sebou nezanechávají tolik stop. Cí-
lem těchto rootkitů je jednorázový průnik do systému, např. kompromitace dlouhoběžícího
serveru, ke kterému zpravidla dochází pomocí zero-day exploitů.
Rootkity, v určitém slova smyslu, mohou sloužit i pro prospěšné účely, a i když to zní
zvláštně, mohou být často do systému instalovány samotnými uživateli. Jako příklad je
možné uvést oblíbený emulační software Daemon Tools, který do jádra operačního systému
instaluje vlastní ovladače, díky nimž může obcházet různé digitální ochrany [10].
Bezpochyby nejznámější rootkitová kauza je spojována s firmou Sony BMG, která na
audio nosiče umísťovala speciální software zabraňující kopírování jeho obsahu [11]. Ten
měl za cíl zaručit ochranu autorských práv, bohužel jeho vedlejším efektem bylo vytvoření
závažného bezpečnostního rizika. Instalovaný rootkit skrýval veškeré soubory začínající
řetězcem $sys$, což brzy využili tvůrci malwaru pro zamezení detekce svého kódu.
3.4 Generace rootkitů
Historie rootkitů sahá až do roku 1989, kdy se začaly objevovat první nástroje pro automa-
tizované mazání logů [7]. Tyto nástroje byly používány pro zahlazení stop na kompromito-
vaném unixovém operačním systému. Měly ale jednu podstatnou nevýhodu, tou bylo to, že
byly detekovatelné ve výpisu ps a ls. Řešením bylo upravit ps a ls tak, aby tyto nástroje
nevypisovaly. Podobným způsobem bylo možné pozměnit login a umožnit tak přihlášení
neoprávněnému uživateli. Podvrhnutí systémových nástrojů a získání přístupu k systému
je charakteristické pro rootkity první generace [12].
Po zavedení kontroly integrity systému, založené na cyklickém redundantním součtu
(Cyclic Redundancy Check, CRC ) souborů uložených na pevném disku, bylo nutné vymys-
let jiný způsob skrývání. Rootkity druhé generace se zaměřily na hákování (hooking). Cílem
hákování je pozměnit tok řízení programu, a to přesměrováním řádného volání funkce na
hákovací funkci (hook function). Sémantika hákovací funkce je vcelku jednoduchá a závisí
na předávaných parametrech, na jejichž základě hákovací funkce rozhodne, jestli bude poža-
dované volání provedeno, nebo bude výsledek volání podvržen. Pokud je volání provedeno,
může být jeho návratová hodnota ještě dodatečně vyfiltrována. Hákování není možné de-
tekovat kontrolou integrity systému, jelikož k modifikaci kódu dochází v operační paměti.
Netrvalo ale dlouho a objevily se první nástroje, které byly schopny tuto techniku odhalit.
Třetí generace rootkitů se zaměřila na modifikaci obsahu datových struktur jádra opera-
čního systému. Detekci těchto rootkitů stěžuje to, že obsahy jednotlivých struktur se prudce
mění, a proto není možné jednoznačně odlišit oprávněný přístup od neoprávněného.
Poslední generace rootkitů nevyužívá slabin jednotlivých komponent operačního sys-
tému, ale zaměřila se spíše na vrstvu hardwaru. Pro účely skrývání zneužívají virtualizace
nebo mechanismu virtuální paměti. Dokonce jsou schopny infikovat BIOS, MBR nebo fir-
mware PCI karet, a zavést tak svůj kód před spuštěním samotného operačního systému.
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3.5 Architektura Windows
Operační systémy z rodiny Windows patří k nejrozšířenějším operačním systémům součas-
nosti. Není proto divu, že tvůrci rootkitů se primárně zaměřili na využití slabin tohoto
systému pro své účely. Pro lepší pochopení jednotlivých technik používaných rootkity ná-
sleduje stručný popis architektury OS Windows [13].
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Obrázek 3.4: Architektura OS Windows
Operační systém Windows využívá vrstvové architektury, jeho komponenty jsou vyob-
razeny na obrázku 3.4. Následuje stručný popis některých z nich.
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3.5.1 Komponenty uživatelského režimu
V uživatelském režimu můžeme rozlišit čtyři druhy běžících procesů, jimi jsou:
Systémové procesy podporují běh systému, ale nespadají do kategorie služeb, patří sem
například správce přihlášení nebo správce služeb.
Služby jsou systémové procesy běžící nezávisle na přihlášení uživatelů, neinteragují s uži-
vatelem, mezi služby můžeme například zařadit plánovač úloh.
Aplikace jsou procesy běžící pod účtem přihlášeného uživatele. Po odhlášení uživatele
jsou aplikace ukončeny.
Podsystémy prostředí obsahují procesy, jež implementují část podpory prostředí opera-
čního systému.
Kromě uvedených součástí obsahuje uživatelský režim ještě knihovny DLL, které imple-
mentují aplikační rozhraní systému Windows, tzv. Windows API. Funkce exportované DLL
knihovnami mohou, ale také nemusí, přímo obsahovat implementaci jednotlivých funkcí.
Subsystém Windows sestává z DLL knihoven Kernel32.dll, Advapi32.dll, User32.dll
a Gdi32.dll. Některé funkce obsažené v těchto knihovnách provádí pouze kontrolu předa-
ných parametrů a pak volají odpovídající systémové služby režimu jádra prostřednictvím
knihovny Ntdll.dll, ta slouží jako brána mezi uživatelským režimem a režimem jádra. Vý-
jimku při komunikaci s jádrem tvoří knihovny User32.dll a Gdi32.dll, ty dokážou volat
systémové služby přímo. Jako příklad je na obrázku 3.5 uvedeno volání funkce ReadFile.
Uživatelský režim
foo () { ..
  ReadFile();
.. }
Kernel32.dl
Aplikace
Ntdl.dl
ReadFile() { ..
  NtReadFile();
.. }
NtReadFile() { ..
 Int 2E /SYSENTER;
.. }
Režim jádra
Obrázek 3.5: Volání funkce ReadFile
Výhodou knihoven DLL oproti statickým knihovnám je to, že aplikace mohou sdílet
dynamické knihovny DLL a systém Windows přitom zajistí, že existuje jen jedna kopie
kódu dané knihovny v paměti. Ta je využitelná všemi aplikacemi, které se na ní odkazují.
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3.5.2 Komponenty režimu jádra
Stěžejní pro běh operačního systému jsou komponenty obsažené v režimu jádra, tj.:
Výkonná část , jinak nazývána exekutiva (executive), obsahuje několik komponent, které
mají na starosti správu prostředků systému. Tyto komponenty jsou implementovány
v Ntoskrnl.exe a využívají služeb jádra systému.
Jádro je tvořeno nízkoúrovňovými funkcemi obsaženými v Ntoskrnl.exe, mimo to obsa-
huje jádro implementaci základních objektů využívaných výkonnou částí systému.
Ovladače zařízení jsou zaveditelné moduly režimu jádra (*.sys), které fungují jako roz-
hraní mezi správcem I/O a příslušným hardwarem. Ke komunikaci s hardwarem ne-
dochází přímo, ale pomocí volání funkcí ve vrstvě HAL. Kromě ovladačů hardwaru,
jsou zde zahrnuty ještě ovladače systému souborů a sítě.
Vrstva abstrakce hardwaru je implementována v knihovně Hal.dll a poskytuje níz-
koúrovňové rozhraní pro komunikaci s hardwarem, na němž operační systém běží.
Zajišťuje také přenositelnost operačního systému na různé hardwarové platformy.
Systém oken a grafiky implementuje funkce grafického uživatelského rozhraní, často ozna-
čované za funkce USER a GDI Windows, které mají na starosti vykreslování oken,
ovládacích prvků uživatelského rozhraní a umožňují kreslení.
Všechny systémové služby, resp. ukazatele na ně, přístupné z uživatelského režimu jsou
obsaženy v tabulce odesílání systémových služeb (System Service Dispatch Table, SSDT ).
Jak již bylo řečeno, bránu mezi uživatelským režimem a režimem jádra zprostředkovává
knihovna Ntdll.dll. Sémantika funkcí z této knihovny je následující:
1. vložení čísla systémové služby (System Service Number) do registru EAX;
2. vložení ukazatele na seznam předávaných parametrů do registru EBX (resp. EDX);
3. přechod do režimu jádra.
Přechod do režimu jádra je možné provést dvěma způsoby, buď vyvoláním požadavku
o přerušení instrukcí INT 0x2E, nebo speciální instrukcí procesoru SYSENTER, resp. SYSCALL
pro 64bitové operační systémy. V obou případech dojde k vyvolání odesílatele systémových
služeb (System Service Dispatcher).
Instrukce SYSENTER byla zavedena pro snížení režie přechodu do režimu jádra. Toho
bylo dosaženo uložením adresy rutiny odesílatele systémových služeb do jednoho ze speci-
fických registrů (Model Specific Registers, MSR). Odpadá tedy režie spojená s vyhledáváním
obslužné rutiny přerušení, jako je tomu v případě instrukce INT 0x2E.
Odesílatel systémových služeb nejprve zkopíruje předávané parametry, jejichž adresu
má uloženu v registru EBX (resp. EDX), na zásobník režimu jádra. Tím se zabrání pří-
padné modifikaci parametrů uživatelem, zatímco k ním jádro přistupuje. Pak použije obsah
registru EAX jako index do tabulky SSDT a předá řízení na adresu v ní uvedenou.
Procesy běžící v režimu jádra mají úplný přístup do paměťového prostoru, mohou tedy
při přístupu k prostředkům obcházet bezpečnostní mechanismy systému Windows. Veškeré
komponenty běžící v režimu jádra je tedy nutné důkladně navrhnout a otestovat, aby bylo
zajištěno, že nenaruší bezpečnost systému.
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3.6 Zavedení rootkitu
Infikovat systém je možné několika způsoby. Nejběžnější je použití sociálního inženýrství
(social engineering), kdy je uživatel nevědomě nabádán ke spuštění škodlivého kódu. Mimo
jiné je možné využít exploitace (exploitation) nebo útoku hrubou silou (brute force attack).
Škodlivý software se obvykle šíří pomocí tzv. dropperu (dropper). Dropper může buď
přímo obsahovat škodlivý kód, nebo umožnit jeho stažení z internetu. Hlavní součástí drop-
peru je zavaděč (loader). Jeho úkolem je zprostředkovat zavedení škodlivého kódu.
O způsobu zavedení rootkitu rozhoduje dostupná úroveň oprávnění. V uživatelském
režimu se k zavedení rootkitu používá DLL injekce (DLL injection), v režimu jádra ovladače
zařízení (device driver) [14]. Oba tyto přístupy využívají funkcí Windows API.
Pomocí DLL injekce je možné dodatečně namapovat DLL knihovnu, obsahující kód root-
kitu, do paměťového prostoru běžícího procesu. Toho lze docílit několika způsoby, a to napří-
klad úpravou klíče registru (AppInit DLLs), obsluhou události systému (SetWindowsHookEx)
nebo vytvořením nového vlákna (CreateRemoteThread). Detailní popis jednotlivých přístupů
je možné najít v příslušné literatuře [7].
Aby mohl být rootkit zaveden do jádra operačního systému, musí být implementován
jako ovladač zařízení. Ten může být pak načten buď čistým, nebo špinavým způsobem [13].
Čistý způsob využívá toho, že Windows interně reprezentuje ovladače jako služby. Pro
načtení ovladače je nutné vytvořit novou službu, která daný ovladač popisuje, a spustit ji.
Toho lze docílit skrze správce služeb (Service Control Manager, SCM ).
Špinavý způsob využívá funkce NtLoadDriver nebo NtSetSystemInformation. Pomocí
funkce NtLoadDriver je dosaženo stejného výsledku jako při vytvoření služby prostřednic-
tvím správce služeb, ale s tím rozdílem, že správce služeb se o spuštění této služby nedozví.
Bohužel je tento způsob detekovatelný, jelikož pro správnou funkčnost funkce NtLoadDriver
je nutné vytvořit potřebné klíče v registru. Z hlediska vyhnutí se detekce je zajímavé použití
funkce NtSetSystemInformation, která slouží k úpravě různých nastavení systému. Mezi
tyto nastavení patří i načtení ovladače do jádra operačního systému.
3.7 Techniky používané rootkity
Pro operační systémy Windows jsou charakteristické rootkity počínaje druhou generací.
Tyto rootkity se nesnaží povýšit oprávnění, ba naopak, ve skutečnosti většina z nich ad-
ministrátorská oprávnění vyžadují, aby mohly vůbec fungovat [15]. Techniky používané
rootkity těží z komplexní architektury systému a způsobu volání funkcí Windows API.
Téměř polovina technik je založena na hákování systémových tabulek, které jsou často
důležité pro běh uživatelských aplikací. V uživatelském režimu je nejčastěji hákována ta-
bulka IAT, kdežto tabulky SSDT, IDT, LDT a GDT jsou středem pozornosti pro rootkity
používající hákování v režimu jádra. Význam jednotlivých systémových tabulek bude uve-
den při popisu konkrétních metod. Kromě systémových tabulek je možné hákovat také
registry procesoru, příkladem budiž MSR hákování.
Speciálním případem hákování je inline hákování, jehož cílem je modifikace kódu sa-
motné aplikace, případně DLL knihovny. Toto hákování je použitelné, jak v uživatelském
režimu, tak v režimu jádra, a není omezeno pouze na funkce Windows API.
Mezi další techniky používané v režimu jádra patří DKOM, IRP hákování, ovladače
filtru (Filter Drivers) nebo podvrhnutí virtuální paměti (Virtual Memory Subversion).
Znalost principu fungování jednotlivých technik stanoví teoretický základ pro vytvoření
rootkitu. Volba konkrétní techniky je závislá od účelu, za jakým bude rootkit použit.
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3.7.1 IAT hákování
Spustitelné soubory (EXE) i dynamicky linkované knihovny (DLL) využívají pro svou re-
prezentaci formátu PE (Portable Executable). Struktura tohoto formátu je velmi rozsáhlá,
podrobný popis jednotlivých hlaviček a sekcí lze nalézt v příslušné literatuře.
Aplikace často využívají funkcí Windows API. Aby bylo možné tyto funkce používat, je
nutné přilinkovat odpovídající DLL knihovny. Jedna ze sekcí PE souboru obsahuje pole tzv.
tabulek importů (Import Address Table, IAT ). Pro každou přilinkovanou DLL knihovnu je
vytvořena právě jedna tato tabulka, která obsahuje relativní adresy funkcí importovaných
z této knihovny. Relativní adresy jsou zavaděčem nahrazovány skutečnými adresami ve fázi
načítání potřebných DLL knihoven do paměťového prostoru procesu příslušné aplikace [16].
IAT hákování využívá toho, že veškerá volání importovaných funkcí jsou realizována
skrze tabulku importů. Je zřejmé, že tato tabulka tvoří úzké místo při komunikaci aplikace
s okolím, a tudíž je častým cílem při hákování funkcí Windows API. Podstatnou nevýhodou
je ale to, že tento způsob hákování není globální, ale postihne pouze ten proces, ve kterém
je modifikace tabulky importů provedena.
Adresový prostor procesu
KERNEL32.DLL
Kód aplikace
kód OpenFile()
kód CreateProcess()
0x07F00000
0x00401000
0x00402000
cal [0x00402000]
 (cal OpenFile)
 0x07F00000
(položka IAT)
Adresový prostor procesu
KERNEL32.DLL
Hákovací funkce
Kód aplikace
kód OpenFile()
kód CreateProcess()
0x07F00000
0x00401000
0x00402000
cal [0x00402000]
 (cal OpenFile)
 0x07800000
(položka IAT)
0x07800000
Obrázek 3.6: Adresový prostor procesu před a po provedení IAT hákování
Názorný příklad IAT hákování je zobrazen na obrázku 3.6. Aplikace při svém provádění
volá funkci OpenFile z knihovny Kernel32.dll. Jedná se o nepřímé volání, kdy je nejprve
nutné získat skutečnou adresu funkce z tabulky importů. Diagram vlevo představuje řádné
volání funkce OpenFile, kdežto druhý diagram ukazuje použití hákování, kdy bylo volání
funkce, modifikací tabulky importů, pozměněno ve prospěch hákovací funkce [12].
Na obdobném principu je založeno hákování tabulky exportů (Export Address Table,
EAT ), při kterém se uplatňuje hákování funkcí exportovaných knihovnou DLL.
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3.7.2 Inline hákování
Inline hákování, např. detour [12], je založeno na přímé modifikaci kódu programu v pa-
měti. Detour nahrazuje prvních 5 bajtů instrukcí prologu funkce nepodmíněným skokem na
hákovací funkci (délka instrukce JMP je právě 5 bajtů). Instrukce dotčené touto náhradou
jsou uloženy do mezilehlé funkce, tzv. trampolíny (trampoline), která umožňuje dodatečně
provést tyto instrukce a pomocí nepodmíněného skoku vrátit řízení původní funkci.
Při nahrazování instrukcí prologu může nastat závažný problém způsobený proměnnou
délkou instrukcí procesoru. Nelze totiž spoléhat na to, že poslední instrukce v nahrazova-
ném bloku instrukcí bude zarovnána přesně na 5 bajtů. Pokud tomu tak není, je nutné
nahradit více bajtů prologu zmiňovaným nepodmíněným skokem a zbytek doplnit prázd-
nými instrukcemi (NOP). Jelikož je tento způsob hákování využíván samotným Microsoftem,
např. pro instalaci aktualizací za běhu, byl prolog funkcí Windows API upraven tak, aby
začínal posloupností instrukcí MOV, PUSH, MOV, které v součtu zabírají přesně 5 bajtů.
Obr. 3.7 zobrazuje tok řízení před a po provedení hákování. Diagram vlevo představuje
běžné volání funkce, kde volající funkce předá řízení volané funkci a čeká na její návrat.
Trampolína
Hákovací funkce
Běžný tok řízení Tok řízení u hákované funkce
Volající funkce Volající funkce
Volaná funkce
Volaná funkce
Obrázek 3.7: Inline hákování pomocí detour
Druhý diagram představuje tok řízení u hákované funkce. Vložený nepodmíněný skok
způsobí zavolání hákovací funkce. Ta může buď podvrhnout výsledek volání a provést ná-
vrat do volající funkce, nebo předat řízení trampolíně a pokračovat v řádném provádění.
V případě předání řízení trampolíně, jsou vykonány nahrazené instrukce prologu a je pokra-
čováno v provádění volané funkce. Po provedení volané funkce je řízení navráceno hákovací
funkci, která předá výsledek volající funkci, buďto v původním, nebo pozměněném tvaru.
Jako druhý příklad je možné uvést tzv. inline patch, který neprovádí modifikaci prologu
funkce, ale samotného těla funkce. Tento přístup je mnohem těžší, jelikož se útočník musí
vypořádat například se způsobem zarovnání paměti, a co je nejdůležitější, nesmí poškodit
funkcionalitu původní funkce. Na druhou stranu je tato modifikace hůře odhalitelná.
3.7.3 IDT hákování
Ať už software, nebo hardware, oba komunikují s jádrem operačního systému pomocí signálu
požadavku přerušení (Interrupt ReQuest, IRQ) [7]. IDT (Interrupt Descriptor Table) je
datová struktura reprezentující vektor přerušení. Obsahuje ukazatele na jednotlivé obslužné
rutiny přerušení (Interrupt Service Routine, ISR).
16
V chráněném módu každý procesor disponuje vlastní IDT, která je implementována
jako pole až 256 deskriptorů segmentu. Tato tabulka může být v paměti uložena kdekoliv,
pro její lokaci slouží 48bitový IDTR registr procesoru. IDTR obsahuje 32bitovou bázovou
adresu IDT a offset posledního deskriptoru segmentu (používá se ke kontrole mezí vektoru).
Obsah registru IDTR je možné modifikovat pomocí instrukcí LIDT a SIDT.
Princip IDT hákování je obdobný jako v případě IAT hákování. Cílem je nahradit určitou
obslužnou rutinu přerušení svou vlastní rutinou. Jako příklad můžeme uvést nahrazení
rutiny obsluhy klávesnice s cílem vytvořit keylogger.
3.7.4 SSDT hákování
Jedná se o další techniku spadající do kategorie hákování systémových tabulek. Tak jako
u prvního uvedeného přístupu, který se zabýval hákováním tabulky importů, obdobného
výsledku lze dosáhnout i v režimu jádra, ale s jedním podstatným rozdílem, že provedené
změny mají globální dopad na volání funkcí Windows API [12].
V části zabývající se architekturou systému Windows (kap. 3.5) byl podrobně popsán
průběh volání funkce Windows API. Byla uvedena zmínka o tom, jakou roli v celém procesu
odehrává komponenta zvaná odesílatel systémových služeb. Jeho hlavním úkolem je získat
adresu požadované systémové služby z tabulky SSDT a provést její zavolání. Zde přichází
na řadu hákování, jako příklad budiž opět uvedeno volání funkce OpenFile, viz obrázek 3.8.
Aplikace
cal OpenFile
NtOpenFile()
Odesílatel systémových
        služeb
SSDT
NtOpenFile
NtCreateProcess
NtOpenFile Hákovací funkce
Uživatelský režim
Režim jádra
Obrázek 3.8: SSDT hákování funkce OpenFile
Nejdříve je nutné lokalizovat tabulku SSDT v paměti, mimo jiné je také potřeba zjistit
číslo systémové služby, která má na starosti provedení požadované funkce Windows API.
Nechť lokalizovaná SSDT tabulka obsahuje pouze adresy dvou systémových služeb:
NtOpenFile a NtCreateProcess. Číslo systémové služby představuje index do této ta-
bulky, v tomto případě tedy 0, resp. 1. Nahrazení adresy uložené na indexu 0 tabulky
SSDT, tj. adresy systémové služby NtOpenFile, za adresu hákovací funkce, způsobí pře-
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směrování vykonávání na hákovací funkci a projeví se ve všech aplikacích používajících
funkci OpenFile Windows API.
Ve skutečnosti nejsou názvy systémových služeb v SSDT tabulce obsaženy. Číslo sys-
témové služby je proto nutné získat z jiného zdroje, například disasemblováním funkce
NtOpenFile v knihovně Ntdll.dll.
3.7.5 DKOM
Jádro operačního systému obsahuje různé datové struktury, tzv. objekty jádra, které po-
pisují prostředky operačního systému, např. běžící procesy, otevřené soubory, semafory,
časovače atd. Objekty stejného typu jsou často sdružovány do jednosměrných, příp. obou-
směrných seznamů, tzn. jsou mezi sebou provázány ukazateli. Vytváření, odstraňování,
ochranu a sledování objektů má na starosti komponenta výkonné části systému nazývaná
správce objektů (Object Manager, Ob).
DKOM [6], neboli Direct Kernel Object Manipulation, je technika založená na principu
modifikace objektů jádra přímo v paměti, tj. bez použití správce objektů. Pomocí DKOM
lze skrývat procesy a ovladače nebo měnit přístupová práva.
K nejčastější aplikaci DKOM patří skrývání procesů. Informace o běžícím procesu jsou
uloženy ve struktuře EPROCESS. Správce objektů si udržuje informace o všech běžících pro-
cesech v obousměrně vázaném seznamu těchto struktur. Jednotlivé prvky seznamu jsou
provázány pomocí ukazatelů pojmenovaných FLINK a BLINK, kde první z nich ukazuje na
následující prvek v seznamu, druhý na předchozí. Skrytí procesu je dosaženo vyjmutím
požadovaného prvku z tohoto seznamu a přemostěním ukazatelů, viz obrázek 3.9. Nejtěžší
částí u DKOM je nalezení požadované struktury, reprezentující daný objekt jádra, v paměti.
EPROCESS EPROCESS EPROCESS
Před
Po
EPROCESSEPROCESSEPROCESS
FLINK FLINK FLINK
FLINKFLINKFLINK
BLINK BLINK BLINK
BLINKBLINKBLINK
Obrázek 3.9: Skrývání procesů pomocí DKOM
Pro skrytí určitého procesu je nejprve nutné získat ukazatel na strukturu EPROCESS
libovolného procesu. Druhý krok představuje využití ukazatelů FLINK a BLINK k postup-
nému procházení prvků seznamu s cílem nalezení toho, který reprezentuje skrývaný proces.
V neposlední řadě je potřeba aplikovat výše vyobrazenou úpravu ukazatelů.
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3.7.6 Ostatní techniky
Doposud popsané techniky patří k těm nejpoužívanějším. Existují ale i jiné techniky, o kte-
rých by bylo vhodné se krátce zmínit [7, 12].
GDT/LDT hákování je technika založená na vytváření vlastních deskriptorů v GDT,
případně LDT. Nejčastěji se používá k vytvoření deskriptoru brány, pomocí kterého
může méně privilegovaný proces, běžící v uživatelském režimu, spustit kód běžící
v režimu jádra. Mimo jiné je možné skrze tento deskriptor číst i zapisovat data do
daného segmentu.
IRP hákování provádí hákování obslužných rutin I/O požadavků. Operační systém a
ovladače mezi sebou komunikují pomocí IRP paketů, které zapouzdřují I/O poža-
davky. To, jak mají být jednotlivé IRP pakety zpracovány, definují obslužné rutiny
ovladače. Hákováním obslužných rutin je možné změnit tok nebo obsah IRP paketů.
MSR hákování se zaměřuje na hákování specifických registrů procesoru. Tyto registry
byly zavedeny pro zvýšení výkonnosti systému. Jsou používány například instruk-
cemi SYSENTER, resp. SYSCALL. Těmto instrukcím jsou vyhrazeny celkem tři registry,
konkrétně SYSENTER CS MSR, SYSENTER ESP MSR, SYSENTER EIP MSR. K inicializaci je-
jich obsahu dochází při spouštění systému. Registr SYSENTER EIP MSR obsahuje adresu
rutiny KiFastCallEntry, která zodpovídá za zprostředkování sytémových služeb. Na-
hrazením této rutiny je možné pozměnit tok provádění systémových služeb.
Filter Drivers využívá vlastností vrstvené architektury ovladačů používané v OS Win-
dows. Ovladač filtru se logicky vrství nad nebo pod ovladače funkce, které řídí kon-
krétní typ zařízení. S jeho pomocí je možné rozšířit nebo pozměnit funkcionalitu
ovladače. Cílem je použít ovladač filtru k zachytávání a modifikaci IRP paketů.
Virtual Memory Subversion spočívá v desynchronizaci ITLB a DTLB. Architektura
x86 používá dvě TLB, ITLB pro instrukce a DTLB pro data, které pracují synchronně,
tj. stejnou virtuální adresu přeloží vždy na stejnou fyzickou adresu. Desynchronizace
je docíleno hákováním rutiny pro obsluhu výpadku stránky. Virtuální adresy jsou pak
překládány ITLB a DTLB na odlišné fyzické adresy, čehož může být využito ke skrytí
škodlivého kódu před detektory. K instrukcím škodlivého kódu bude přistupováno
skrze ITLB. Při pokusu o čtení stránky bude předložena neinfikovaná verze stránky.
Virtual Machine Based Rootkits (VMBR) zneužívají technologie virtualizace k emu-
laci operačního systému v prostředí virtuálního stroje (Virtual Machine, VM ). Klíčo-
vou komponentou virtuálního stroje je tzv. hypervizor (hypervisor), často také ozna-
čován jako Virtual Machine Monitor, VMM. Umožňuje správu prostředků hostova-
ných operačních systémů a zprostředkovává provádění instrukcí. Existují dva typy
hypervizorů, nativní (native), běžící přímo v hardwaru, a hostovaný (hosted), jenž
běží v prostředí konvenčního operačního systému. VMBR používají druhý typ hyper-
vizora. Musí tedy jako svou součást obsahovat hostitelský operační systém. Ten je
kromě hypervizoru, zde v podobě virtualizačního software (VirtualBox, VMware aj.),
ve kterém bude spuštěn kompromitovaný operační systém, vybaven také škodlivými
službami (spam, keylogger atd.). Jelikož veškerý škodlivý kód běží v prostředí hosti-
tele, není možné jej detekovat žádnými nástroji z hostovaného operačního systému.
Aby rootkit mohl fungovat, je nutné modifikovat spouštěcí záznam pevného disku,
což není vždy triviální záležitostí.
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Hypervisor Virtual Machine Rootkits (HVMR) představují druhou kategorii root-
kitů založených na virtualizaci. Tentokrát hardwarové, a to s využitím technologií Intel
VT, resp. AMD-V, které umožňují použití nativního hypervizora. HVMR nemodifikují
průběh spouštění operačního systému, ale zavádějí se do infikovaného operačního sys-
tému jako ovladač režimu jádra. Ten obstará vytvoření a inicializaci speciální datové
struktury (Virtual Machine Control Block, VMCB), zavedení vlastního kódu hyper-
vizora do operační paměti a jeho následné spuštění. Tím za běhu dojde k přepnutí
kompromitovaného operačního systému do prostředí virtuálního stroje. Od této chvíle
operační systém komunikuje s hardwarem výhradně skrze hypervizora, který může
ovlivňovat komunikaci s hardwarem nebo provádět škodlivou činnost na pozadí.
3.8 Bezpečnostní mechanismy Windows
Prevence je základním kamenem v boji proti jakémukoliv typu škodlivého softwaru. Nej-
běžnější způsoby prevence již byly vyjmenovány v první kapitole.
Obecně lze říci, že slabým článkem systému jsou samotní uživatelé, ktěří často nedo-
držují bezpečnostní praktiky. Mezi tyto praktiky se řadí například použití silných hesel
nebo účtů s omezeným oprávněním. K pokročilejším praktikám je možné zařadit logování
událostí včetně jejich následné analýzy nebo zabezpečení sítě pomocí detekčních (IDS, In-
trusion Detection System) a prevenčních systémů (IPS, Intrusion Prevention System) [17].
Obvykle dokáže rootkitu v pokusu o infekci systému zabránit přítomnost antivirového
řešení a vhodně nakonfigurovaného firewallu. Pokud se i přesto rootkitu podaří do systému
proniknout, existuje na úrovni operačního systému několik bezpečnostních mechanismů,
které rootkitu, obecně škodlivému softwaru, neumožní modifikovat jeho komponenty.
Řízení uživatelských účtů (User Access Control, UAC bylo představeno s příchodem
operačního systému Windows Vista [18]. Operační systémy Windows byly zprvu na-
vrženy jako jednouživatelské, a tudíž používající pouze administrátorský účet. Prvním
víceuživatelským operačním systémem byl až Windows 2000, který zároveň zavedl
účet s omezeným přístupem. V novějších operačních systémech je jeho ekvivalentem
účet standardního uživatele. Účty tohoto typu zamezují provádět změny v nasta-
vení operačního systému. Jejich nevýhodou je ale nemožnost spustit některé aplikace,
které vyžadují administrátorská oprávnění. Řešení přinesla technologie UAC, která
kombinuje standardní účet s účtem administrátora. Uživateli, použivajícímu adminis-
trátorský účet, jsou po přihlášení přiděleny práva standardního uživatele. V případě,
kdy prováděná činnost vyžaduje oprávnění administrátora, je zobrazeno dialogové
okno umožňující zvýšení oprávnění k jejímu provedení. Díky tomuto mechanismu je
možné snížit riziko infekce, případně omezit škody napáchané škodlivým softwarem.
User Interface Privilige Isolation (UIPI ) je bezpečnostní mechanismus uveden počí-
naje Windows Vista [18]. Poskytuje bariéru mezi procesy běžícími s různými úrovněmi
oprávnění. Jednotlivé procesy mezi sebou mohou komunikovat posíláním zpráv. Ope-
rační systém používá zprávy mimo jiné také k upozornění procesů na vzniklé události,
např. akce uživatele nebo změna zaostření. UIPI přiřazuje každému procesu jednu ze
čtyř úrovní integrity (Integrity Level, IL). Proces s určitou úrovní integrity může zaslat
zprávu pouze procesu se stejnou nebo nižší úrovní integrity. Procesu s vyšší úrovní
integrity může být zpráva zaslána pouze tehdy, pokud jí byla tímto procesem udělena
výjimka (ChangeWindowMessageFilter). V kontextu škodlivého softwaru umožňuje
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tato technologie zabránit DLL injekci, spuštění kódu se zvýšeným oprávněním nebo
zachytávání událostí ostatních procesů.
Podepisování ovladačů (Driver Signing) bylo zavedeno s příchodem Windows 2000 [19].
Tento mechanismus vyžaduje, aby instalované ovladače byly digitálně podepsány cer-
tifikátem některé z důvěryhodných certifikačních autorit. Digitální podpis zaručuje, že
daný ovladač splnil určité podmínky testování a že nebyl při instalaci jiného programu
změněn ani přepsán. Operační systém Windows ve 32bitové verzi umožňuje nainsta-
lovat ovladač bez digitálního podpisu. Uživatel je při instalaci na tuto skutečnost
upozorněn. Bezpečnostní politika 64bitových Windows je v tomto směru striktnější a
neumožňuje instalaci digitálně nepodepsaného ovladače.
Ochrana aktualizace jádra (Kernel Patch Protection, KPP), nazývána též PatchGuard,
je nástroj dostupný v 64bitových operačních systémech počínaje Windows XP [20].
Operační paměť jádra obsahuje systémové moduly, tabulky a datové struktury důležité
pro běh operačního systému. Nástroj PatchGuard je spouštěn operačním systémem
v náhodných intervalech. Kontroluje integritu modulu jádra a HAL, tabulek GDT,
IDT a SSDT, MSR, zásobníku jádra a definicí objektů jádra. V případě detekce po-
rušení integrity je zobrazena modrá obrazovka smrti (Blue Screen of Death, BSoD).
Ochrana souborů systému Windows (Windows File Protection, WFP) byla zavedena
společně s operačním systémem Windows 2000 [21]. Zajišťuje zachování integrity ope-
račního systému, a to prostřednictvím neumožnění nahrazení důležitých systémových
souborů. Ty mohou být nahrazeny pouze instalací aktualizace Windows Service Pack,
provedením upgradu operačního systému nebo skrze službu Windows Update. Neo-
právněné nahrazení vede k automatické obnově původní verze souboru.
Windows Resource Protection (WRP) nahrazuje WFP počínaje systémem Windows
Vista [22]. Oproti WFP přináší ochranu více typů systémových souborů a také důleži-
tých klíčů registru. Soubory jsou nyní chráněny za použití ACL (Access Control List).
K jejich náhradě může dojít stejnými způsoby, jaké byly uvedeny v případě WFP.
Nástroj pro odstranění škodlivého softwaru (Malicious Software Removal Tool,
MSRT ) pomáhá odstranit škodlivý software z počítačů se systémem Windows XP a
novějším [23]. Společnost Microsoft každý měsíc vydává novou verzi tohoto nástroje.
V systémech se zapnutou funkcí automatické aktualizace není nutné tento nástroj sta-
hovat, jelikož o jeho stažení a spuštění se postará samotná služba Windows Update.
V případě nalezení škodlivého softwaru je uživatel vyzván k provedení úplného pro-
hledání. Tento nástroj nenahrazuje plně antivirové řešení, umožňuje detekovat pouze
nejčastěji se vyskytující typy škodlivého softwaru, a to jen v případě, že již došlo
k napadení systému a škodlivý kód je aktivní.
3.9 Detekce rootkitů
Pokud se rootkitu podaří systém kompromitovat, existuje několik možností, jak zjistit jeho
přítomnost. Většina současných antivirových řešení implementuje detekci rootkitů. V jejich
prospěch hraje uživatelská přívětivost, ale v samotném boji proti rootkitům nemusí být tak
účinná jako specializované nástroje pro detekci rootkitů (např. IceSword, GMER atd.).
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Některé z těchto nástrojů jsou vhodné především pro pokročilé uživatele, a to buď
z důvodu nemožnosti nalezený rootkit automaticky odebrat, nebo kvůli produkci pouhého
výpisu, který musí být následně ručně analyzován.
Obecně se používá několik metod detekce. Pro zvýšení pravděpodobnosti odhalení ro-
otkitu jsou jednotlivé metody často kombinovány [24].
Detekce založená na signaturách (Signature-Based Detection) se v antivirových řeše-
ních používá již několik let. Signatura je řetězec bajtů, který je specifický pro kód
určitého rootkitu. Soubory a operační paměť jádra jsou prohledávány a porovnávány
na shodu s databází signatur. Nevýhodou tohoto přístupu je nemožnost detekovat
rootkity, které ještě nebyly analyzovány, a tudíž neexistuje jejich signatura.
Detekce na základě chování (Behavior-Based Detection) umožňuje detekovat i dopo-
sud neznámé rootkity. Je založena na hledání pro rootkity charakteristických modi-
fikací operačního systému. Mezi nejčastěji používanou techniku patří hákování sys-
témových tabulek. Hákování je možné detekovat kontrolou rozsahu adres ukazatelů
na funkce obsažených v těchto tabulkách. Adresy odkazovaných funkcí by měly vždy
spadat do adresního prostoru operační paměti obsahující konkrétní DLL knihovnu,
resp. ovladač zařízení. Pokročilá metoda detekce hákování používá debugovací mód
procesoru k určení počtu instrukcí potřebných k provedení určité funkce. V případě,
kdy počet instrukcí je vyšší než očekávaný, může se jednat o projev hákování.
Detekce založená na různých pohledech (Cross-View-Based Detection) je v součas-
nosti nejúčinnější metoda detekce. Umožňuje například odhalit skryté soubory nebo
procesy. Využívá předpokladu, že existuje více způsobů prezentace stejných dat. Při
detekci je porovnáván abstraktní pohled získaný voláním funkcí Windows API s vý-
sledky nízkoúrovňových operací nad samotným hardwarem. Skryté soubory mohou
být detekovány porovnáním výčtu souborů, předloženého operačním systémem, a vý-
čtu vytvořeného procházením struktur souborového systému. Porovnáním seznamu
aktivních procesů a plánovací fronty je možné odhalit skryté procesy pomocí DKOM.
Kontrola integrity (Integrity checking) je účinná v případě rootkitů modifikujících
jednotlivé části operačního systému. Detekční nástroj založen na kontrole integrity
průběžně ověřuje kontrolní součty důležitých systémových souborů. Může také ověřo-
vat integritu některých systémových struktur v operační paměti jádra. Nalezení ne-
shody v kontrolních součtech může být projevem infekce rootkitem.
Sofistikované rootkity jsou schopny se detekci vyhnout. Při zjištění běhu detektoru mo-
hou navrátit provedené změny v operačním systému do původního stavu, ba dokonce dokáží
ovlivnit samotný výsledek testu předkládaný uživateli. Implementace vyhýbání se detekci je
podstatně složitější než implementace samotného rootkitu, proto se v praxi často nepoužívá.
3.10 Rootkity a operační systémy na bázi Unixu
Systémy na bázi Unixu patřily k prvním operačním systémům napadaným rootkity. Ty-
pickou vlastností tehdejších rootkitů byla náhrada systémových nástrojů. Nynější unixové
rootkity se zejména zaměřují na modifikaci jádra operačního systému [25].
Některé doposud uvedené techniky je možné obdobným způsobem aplikovat i v pro-
středí těchto operačních systémů. Konkrétně jde o hákování systémových volání, jež je
ekvivalentem SSDT hákování, hákování obslužných rutin přerušení nebo inline hákování.
22
Systémová volání (system call) jsou používána aplikacemi k provádění funkcí ope-
račního systému. Číslo systémového volání a parametry jsou předávány skrze registry.
Přepnutí do režimu jádra je vyvoláno požadavkem o přerušení INT 0x80 nebo instrukcí
SYSENTER/SYSCALL. Číslo systémového volání slouží k získání adresy odpovídající funkce
z tabulky systémových volání (system call table). Právě tato tabulka je často hákována.
Unixové operační systémy používají virtuální souborový systém (VFS, Virtual File Sys-
tem) k jednotnému přístupu k různým souborovým systémům. VFS musí obsahovat imple-
mentaci operací k manipulaci jednotlivých souborových systémů. Jelikož v Unixu platí, že
vše je soubor, je možné modifikací operací nad souborovým systémem docílit skrývání.
Rootkity se zavádějí pomocí modulů jádra (LKM, Loadable Kernel Module). Moduly
jádra umožňují za běhu rozšířit funkcionalitu operačního systému. Podpora LKM může být
v některých unixových systémech implicitně zakázána, nebo nemusí být do jádra vůbec
zakompilována. Toto omezení je možné obejít načtením obrazu modulu přímo do fyzické
(/dev/mem) nebo virtuální paměti jádra (/dev/kmem).
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Kapitola 4
Ovlivnění zavádění operačního
systému bootkitem
Po spuštění počítače a stabilizaci napájení dojde k resetu procesoru a jeho přepnutí do
16bitového reálného režimu. V tomto režimu je procesor schopen adresovat 1 MB operační
paměti. Tato paměť je rozdělena na segmenty o velikosti 64 kB.
Fyzická adresa začátku segmentu v operační paměti je nazývána bázovou adresou seg-
mentu. Bázové adresy používaných segmentů jsou uloženy v segmentových registrech.
Při výpočtu fyzické adresy je k obsahu segmentového registru, posunutého o 4 bity vlevo,
přičtena efektivní adresa, tj. relativní adresa v rámci segmentu.
Při inicializaci je registr kódového segmentu (CS) naplněn bázovou adresou 0xF000.
Registr ukazatele instrukcí (IP) ukazuje na instrukci s lineární adresou 0xFFF0. Z adresy
0xF000:0xFFF0, resp. fyzické adresy 0xFFFF0, je načtena a vykonána první instrukce. Jedná
se o instrukci nepodmíněného skoku na adresu obsahující firmware BIOSu [26].
4.1 Úlohy BIOSu
BIOS (Basic Input-Output System) implementuje základní V/V operace počítače. Slouží
k testování a konfiguraci HW a v neposlední řadě umožňuje zahájit zavádění operačního
systému (Operating System, OS ). V/V operace jsou realizovány pomocí mechanismu ob-
sluhy přerušení. Obslužné rutiny přerušení jsou součástí BIOSu a jsou zpřístupněny skrze
mapování čísla přerušení do tabulky vektorů přerušení (Interrupt Vector Table, IVT ).
Jako první BIOS vykonává tzv. POST (Power-on self-test) [27]. Jedná se o sadu testů,
jenž zprvu ověří integritu kódu BIOSu a paměti CMOS, která je zodpovědná za uchování
nastavení BIOSu. Následně dojde k inicializaci BIOSu, procesoru a dalších přídavných karet
disponujících vlastním BIOSem. Po úspěšném dokončení jednotlivých kroků je na monitoru
zobrazena úvodní obrazovka BIOSu. Pokud dojde v průběhu provádění k chybě, je o tom
uživatel informován pomocí zvukových signálu (POST/BIOS Beep Codes).
Následuje fáze konfigurace zařízení. Je zjištěno množství operační paměti a zvoleno
vhodné časování. Jsou nastaveny parametry diskových jednotek a je provedena inicializace
Plug and Play zařízení. Posledním krokem je namapování požadavků přerušení a přiřazení
kanálů DMA (Direct Memory Access) prostředkům počítače. V případě vzniku chyby je
zobrazena odpovídající chybová zpráva na monitoru.
Poté co jsou testy a konfigurace úspěšně dokončeny, vyhledá BIOS zařízení, ze kterého
bude zaveden OS. Priority jednotlivých zařízení je možné změnit v nastavení BIOSu.
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4.2 Zavádění operačního systému
Pod pojmem zavádění operačního systému je třeba chápat proces zkopírování operačního
systému do operační paměti a jeho následné spuštění. Operační systém je možné zavést buď
z pevného disku, nebo z vyměnitelného média.
Při zavádění operačního systému pomocí vyměnitelného média je nejprve načten první
sektor média, tzv. spouštěcí záznam svazku (Volume Boot Record, VBR), do paměti na
adresu 0x0000:0x7C00. VBR je tvořen dvěma částmi, a to blokem parametrů disku (BIOS
Parameter Block) a spouštěcím kódem svazku (Volume Boot Code). Předáním řízení spou-
štěcímu kódu je zahájeno zavádění operačního systému.
Zavádění OS z pevného disku je složitější proces vzhledem k tomu, že disk může obsa-
hovat několik oddílů. Každý z těchto oddílů je uvozen vlastním VBR. Rozdělení pevného
disku na oddíly je popsáno v hlavním spouštěcím záznamu (Master Boot Record, MBR).
Tento záznam je uložen v prvním sektoru pevného disku a skládá se ze dvou částí, a to
hlavního spouštěcího kódu (Master Boot Code) a tabulky oddílů (Partition Table).
MBR je načten BIOSem z pevného disku do paměti na adresu 0x0000:0x7C00 [28].
Následně je předáno řízení spouštěcímu kódu, který provede vyhledání aktivního oddílu
v tabulce oddílů a určí adresu jeho začátku. Jako aktivní může být nastaven pouze je-
den oddíl, a to ten obsahující operační systém. Z aktivního oddílu je načten první sektor,
tedy VBR, do paměti a je mu předáno řízení [29]. Jelikož VBR i MBR sdílí stejnou oblast
paměti, je nejprve nutné kód MBR přealokovat na adresu 0x0000:0x0600.
Výše popsaný způsob zavádění operačního systému z pevného disku je charakteristický
pro OS Windows. Zavaděč umístěný v MBR je v tomto případě velmi jednoduchý kód,
který provede pouze načtení VBR aktivního oddílu. VBR pak obsahuje kód, který načte do
paměti tzv. druhořadý zavaděč. Pro OS Windows NT/2000/XP je použit NTLDR, novější
OS Windows používají BOOTMGR.
Unixové operační systémy používají složitější zavaděče, např. GRUB nebo LILO, které
dokáží přímo zavést OS, nebo předat řízení jinému druhořadému zavaděči.
4.3 Struktura MBR a rozdělení pevného disku
Umístění, obsah a použití MBR již byly stručně popsány v předchozí kapitole. Nyní bude
popis upřesněn a bude uvedeno příkladové rozdělení pevného disku.
Tabulka 4.1 zobrazuje obecnou strukturu MBR [29]. Oblast hlavního spouštěcího kódu
může být u některých zavaděčů rozdělena na další podoblasti se specifickým využitím. Pro
sektor obsahující MBR je charakteristické jeho ukončení konstantou 0xAA55. Na základě
této signatury je BIOSem ověřována přítomnost MBR a MBR přítomnost VBR.
Offset Obsah Délka v bajtech
0x0000 Hlavní spouštěcí kód 446
0x01BE
Tabulka oddílů
Záznam oddílu 1 16
0x01CE Záznam oddílu 2 16
0x01DE Záznam oddílu 3 16
0x01EE Záznam oddílu 4 16
0x01FE
Signatura spouštěcího záznamu
0x55 1
0x01FF 0xAA 1
Tabulka 4.1: Struktura MBR
25
Tabulka oddílů obsahuje celkem čtyři záznamy (Partition Table Entry). V původním
návrhu měl každý záznam popisovat jeden primární oddíl (Primary Partition). Tímto způ-
sobem bylo možné vytvořit maximálně čtyři primární oddíly, což se postupem času ukázalo
jako limitující faktor. Řešením bylo nahrazení jednoho primárního oddílu tzv. rozšířeným
oddílem (Extended Partition). V rámci rozšířeného oddílu je pak možné vytvořit teoreticky
neomezené množství logických oddílů. Každý logický oddíl je uvozen spouštěcím záznamem
rozšířeného oddílu (Extended Boot Record, EBR).
Tabulka 4.2 znázorňuje jednotlivé položky záznamu tabulky oddílů. První položka zá-
znamu určuje, jestli je oddíl aktivní (0x80), nebo není (0x00). Dále je přítomna adresa
začátku oddílu na pevném disku, a to jak v adresaci stopa-hlava-sektor (Cylinder-Head-
Sector, CHS ), tak lineární adresaci (Logical Block Addressing, LBA). V případě CHS ad-
resace je nutné uvést adresu začátku i konce oddílu. Ta je v pořadí, kde je nejprve uvedeno
číslo hlavy, pak sektoru (použity bity 5-0) a nakonec stopy (rozšířeno o nepoužité bity 7-6
čísla sektoru, celkem 10 bitů). U LBA adresace je podstatná pouze adresa začátku od-
dílu a počet jeho sektorů. Poslední položka, identifikátor systému, určuje typ použitého
souborového systému (např. 0x0B pro FAT32, 0x07 pro NTFS atd.).
Offset Obsah Délka v bajtech
0x0000 Příznak aktivního oddílu 1
0x0001
CHS adresa začátku oddílu
hlava 1
0x0002 sektor 1
0x0003 stopa 1
0x0004 Identifikátor systému 1
0x0005
CHS adresa konce oddílu
hlava 1
0x0006 sektor 1
0x0007 stopa 1
0x0008 LBA adresa začátku oddílu 4
0x000C Počet sektorů oddílu 4
Tabulka 4.2: Struktura záznamu tabulky oddílů
Pro bližší pochopení propojení jednotlivých spouštěcích záznamů následuje příkladové
rozdělení pevného disku. Disk bude rozdělen na tři primární oddíly a jeden rozšířený oddíl,
viz obrázek 4.1. První primární oddíl bude nastaven jako aktivní. Rozšířený oddíl bude
dále rozdělen na dva logické oddíly. To, jestli máme dočinění s primárním, nebo rozšířeným
oddílem, se pozná dle identifikátoru systému (0x05, příp. 0x0F pro rozšířený oddíl).
Logický oddíl Logický oddíl
MBR VBR EBR
Spouštěcí
  oddíl
Primární oddíl Primární oddíl Primární oddíl Rozšířený oddíl
Obrázek 4.1: Rozdělení pevného disku na oddíly
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Jak již bylo uvedeno, první sektor každého logického oddílu obsahuje EBR. Struktura
EBR je shodná se strukturou MBR, ale význam položek je odlišný. Oblast spouštěcího kódu
je zpravidla nevyužita. Z tabulky oddílů mohou být použity maximálně dva záznamy. První
záznam obsahuje adresu VBR logického oddílu. Druhý záznam, pokud se nejedná o poslední
logický oddíl rozšířeného oddílu, obsahuje adresu EBR následujícího logického oddílu.
Obrázek 4.2 zobrazuje propojení MBR, EBR a VBR rozděleného disku. První tři zá-
znamy tabulky oddílů popisují primární oddíly a odkazují se na jejich začátky, kde jsou
umístěny VBR upřesňující strukturu jednotlivých oddílu. Čtvrtý záznam, popisující rozšířený
oddíl, ukazuje na EBR prvního logického oddílu.
Primární
  oddíl
Primární
  oddíl
Primární
  oddíl
Rozšířený
  oddíl
Data
Data
Data
Data
Data
VBR
VBR
VBR
VBR
VBR
0x55AA
0x55AA
0x55AA
Hlavní spouštěcí
     kód
záznam oddílu 1
záznam oddílu 2
Tabulka oddílů
Tabulka oddílů
záznam oddílu 3
záznam oddílu 4
Pevný
 disk MBR
Tabulka
 oddílů
EBR
EBR
Logický 
 oddíl
Logický 
 oddíl
Obrázek 4.2: Propojení spouštěcích záznamů
Tabulka oddílů EBR prvního logického oddílu obsahuje dva záznamy. První se odkazuje
na VBR tohoto logického oddílu, druhý na EBR následujícího logického oddílu. V tabulce
oddílů EBR druhého logického disku již bude platný pouze první záznam, jelikož se jedná
o poslední logický oddíl rozšířeného oddílu. Tento záznam bude opět ukazovat na VBR,
tentokráte druhého logického oddílu. Z výše uvedeného popisu vyplývá, že rozšířený oddíl
je ve skutečnosti jednosměrně vázaným seznamem EBR jednotlivých logických oddílů.
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4.4 Instrukční sada procesoru
Většina dnešních počítačů je osazena procesory postavenými na 64bit architektuře x86-64.
Tato architektura, oproti 32bit architektuře IA-32, přínáší několik vylepšení. Nově bylo
zavedeno 64bitové adresování a podpora 64bitových operandů. Kromě toho je dostupný
větší počet obecných registrů, u kterých byla také zvětšena jejich šířka na 64 bitů, řídících,
debugovacích a registrů XMM, viz. srovnání základních registrů na obr. 4.3 [26].
FPU registry
MMX registry XMM registry
8x32/16x64 bitů
6x16 bitů
32/64 bitů registr EFLAGS/RFLAGS
32/64 bitů registr EIP/RIP
segmentové registry
obecné registry
32 bitů
8x64 bitů 8x128/16x128 bitů
8x80bitů
16 bitů
16 bitů
16 bitů
48/64 bitů
48/64 bitů
řídící registr
ukazatel instrukcí
ukazatel dat
operační kód instrukce11 bitů
registr značek
stavový registr
registr MXCSR
Programové registry
Obrázek 4.3: Srovnání základních registrů architektury IA-32/x86-64
Obecné registry (general-purpose registers) představují nejdůležitější registry procesoru.
Slouží k uložení zdrojových a cílových operandů prováděných instrukcí. Instrukce
mohou pracovat se spodními 8 bity, resp. 16 bity, nebo celou šířkou registru. Šířka
registru je dána architekturou a použitým režimem procesoru, viz obr. 4.4.
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DH
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CL CX ECX RCX
DL DX EDX RDX
BPL BP EBP RBP
SIL SI ESI RSI
DIL DI EDI RDI
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R8-15L R8-15W
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1)
2)
2)
2)
2)
1)
1) 1) 1)
2) nelze použít v 64bitovém režimu
1)
1)
R8-15D R8-15
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16-bit 32-bit 64-bit3231
Obrázek 4.4: Šířka obecných registrů
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Segmentové registry jsou využívány v 32bitovém a 16bitovém režimu k adresaci paměti.
K dispozici je celkem šest segmentových registrů, z nichž každý obsahuje selektor seg-
mentu, resp. bázovou adresu, pokud se procesor nachází v 16bitovém režimu. Pomocí
registrů DS, ES, FS, GS je možné přistupovat k datovým segmentům. Registry CS a SS
umožňují přístup ke kódovému, resp. zásobníkovému segmentu. V 64bitovém režimu
se registry pro tento účel nepoužívají, a to kvůli použití plochého paměťového modelu.
Registr EFLAGS/RFLAGS slouží jako registr stavových, řídících a systémových pří-
znaků. Hodnoty těchto příznaků jsou modifikovány některými instrukcemi. Stavové
příznaky indikují výsledky některých operací. Řídící příznak je jediný a určuje směr
operací u řetězových instrukcí. Poslední kategorie příznaků je používána k řízení ope-
račního systému. Struktura registru EFLAGS je zobrazena na obr. 4.5. Některé bity
registru jsou rezervovány pro budoucí použití. RFLAGS rozšířuje šířku příznakového
registru na 64 bitů. Horní polovina registru je rezervována pro budoucí použití.
0 0 0 0 0 0 0 0 0 0 0 0 0 PF
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Obrázek 4.5: Struktura registru EFLAGS
Registr EIP/RIP obsahuje lineární adresu následující instrukce. Obsah tohoto registru
mohou měnit řídící instrukce, příp. obsluha přerušení nebo výjimky. V 64bitovém
režimu je možné použít relativní adresování, a to přičtením posunutí k obsahu RIP.
FPU registry jsou používány operandy instrukcí v plovoucí řádové čárce.
MMX/XMM registry obsahují operandy instrukcí SIMD technologií MMX a SSEx.
Zpětná kompatibilita s architekturou IA-32 a dřívější 16bitovou architekturou x86 je
možná díky podpoře několika režimů činnosti procesoru. Každý z těchto režimů definuje
způsob adresace a správy paměti, množinu použitelných instrukcí a velikost jejich operandů.
Reálný režim (real mode) je základní režim, ve kterém se nachází procesor po resetu.
Využívá 20bitovou adresaci, kde fyzická adresa je složením báze segmentu a offsetu,
a 16bitové operandy. Umožňuje neomezený přístup k operační paměti a periferním
zařízením. Tento režim je použit v rané fázi zavádění operačního systému.
Chráněný režim (protected mode) podporuje ochranu operační paměti pomocí mecha-
nismu segmentace a stránkování. Umožňuje použití 32bitových operandů a adres a
současný běh více procesů, tzv. multitasking.
Režim správy systému (system managment mode) umožňuje řízení spotřeby a správu
bezpečnosti systému. Přepnutí do tohoto režimu je možné díky speciálnímu přerušení.
64bitový režim (64-bit mode) používá 64bit adresaci a operandy šířky 32, resp. 64 bitů,
pokud je uveden operační prefix. Tento režim potlačuje použití segmentace paměti.
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Režim kompatibility (compatibility mode) umožňuje použítí aplikací napsaných pro 32bit
architekturu v prostředí 64bitového operačního systému. Adresy i operandy mají šířku
32 bitů. Z obecných registrů je možné adresovat pouze jejich dolní poloviny.
Poslední dva režimy je možné použít výhradně v prostředí 64bitového operačního sys-
tému. Všechny uvedené režimy pracují s jednotným formátem instrukcí.
Instrukce mají proměnnou délku od jednoho, kdy je v instrukci obsažen pouze operační
kód, až po šestnáct bajtů. Obecný formát instrukce je vyobrazen na obr. 4.6.
Instrukční
 prefixy
Operační
   kód ModR/M SIB Posunutí Přímá hodnota
počet
bajtů
ModR/M Mod Reg/Opcode R/M Scale Index BaseSIB
struktura
instrukce
0-5 1-3 0-1 0-1 0-4 0-4
Obrázek 4.6: Formát instrukce procesoru
Instrukční prefixy (instruction prefixes) umožňují upřesnit sémantiku instrukce. Dělí se
do čtyř skupin. První skupinu tvoří prefixy pro podmíněné opakování instrukce a
zaručení atomicity. Další skupina prefixů slouží pro změnu implicitního segmentového
registru a nápovědu predikce skoku. Třetí a čtvrtá skupina prefixů umožňuje volit mezi
použitím 16 a 32bitových operandů, resp. adres. Pro 64bitový režim byl zaveden nový
prefix umožňující použití 64bitových operandů a adresaci nově přidaných registrů.
Při kombinaci prefixů může být použito nanejvýš jednoho prefixu z každé skupiny.
Operační kód (operation code) popisuje jaký druh operace instrukce provede. Dále určuje,
jestli je instrukce následována slabikou ModR/M, příp. přímou hodnotou. Mimo jiné
může také obsahovat identifikátor implicitního cílového registru.
ModR/M určuje operandy, se kterými instrukce pracuje. Položka Mod definuje, jestli je
jedním z operandů registr (11), konkrétní je pak určen obsahem R/M, nebo efektivní
adresa. Při použití efektivní adresy, určuje kombinace Mod a R/M 24 způsobů její
tvorby. Některé kombinace vynucují použití SIB, a to pokud obsahuje R/M hodnotu
100, nebo uvedení posunutí (Mod je rovno 01 nebo 10). Reg/Opcode specifikuje
registr použitý jako druhý operand, nebo slouží k rozšíření operačního kódu.
SIB (scale-index-base) představuje speciální způsob výpočtu efektivní adresy operandu
ve 32 a 64bitovém režimu. Efektivní adresa je dána vztahem Base+ Index · 2Scale.
Posunutí (displacement) je vyžadováno některými způsoby adresace paměti. Jedná se
o celočíselnou hodnotu, o kterou je rozšířen součet efektivní adresy.
Přímá hodnota (immediate) může být použita jako jeden z operandů instrukce.
Instrukce je možné rozdělit do několika skupin: instrukce přesunu, řídící, aritmetické,
logické, posuvů a rotací, pro práci s příznaky, řetězové aj. Další skupiny jsou tvořeny na-
příklad instrukcemi SIMD rozšíření MMX, SSEx, AVX a FPU instrukcemi.
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4.5 Disassemblování Windows 7 MBR
Následující část je věnována rozboru strojového kódu MBR operačního systému Windows 7.
Strojový kód je zápisem posloupnosti instrukcí, jež jsou procesorem postupně vykonávány.
Tabulka 4.3 zobrazuje strojový kód MBR v hexadecimálním zápisu. Úvodní část, až
po instrukci s adresou 0x0162, reprezentuje oblast hlavního spouštěcího kódu. Mezi adre-
sami 0x0163 a 0x01B2 se nacházejí definice chybových zpráv. Záznamy tabulky oddílů jsou
k nalezení počínaje adresou 0x01BE. Blok kódu je ukončen povinnou signaturou 0xAA55.
0 1 2 3 4 5 6 7 8 9 A B C D E F
0000 33 C0 8E D0 BC 00 7C 8E C0 8E D8 BE 00 7C BF 00 3.....|......|..
0010 06 B9 00 02 FC F3 A4 50 68 1C 06 CB FB B9 04 00 .......Ph.......
0020 BD BE 07 80 7E 00 00 7C 0B 0F 85 0E 01 83 C5 10 .... ..|........
0030 E2 F1 CD 18 88 56 00 55 C6 46 11 05 C6 46 10 00 .....V.U.F...F..
0040 B4 41 BB AA 55 CD 13 5D 72 0F 81 FB 55 AA 75 09 .A..U..]r...U.u.
0050 F7 C1 01 00 74 03 FE 46 10 66 60 80 7E 10 00 74 ....t..F.f‘. ..t
0060 26 66 68 00 00 00 00 66 FF 76 08 68 00 00 68 00 &fh....f.v.h..h.
0070 7C 68 01 00 68 10 00 B4 42 8A 56 00 8B F4 CD 13 .v..N..n...fas..
0080 9F 83 C4 10 9E EB 14 B8 01 02 BB 00 7C 8A 56 00 N.u.. ..........
0090 8A 76 01 8A 4E 02 8A 6E 03 CD 13 66 61 73 1C FE U2..V...]...>.}U
00A0 4E 11 75 0C 80 7E 00 80 0F 84 8A 00 B2 80 EB 84 N.u.. ..........
00B0 55 32 E4 8A 56 00 CD 13 5D EB 9E 81 3E FE 7D 55 U2..V...]...>.}U
00C0 AA 75 6E FF 76 00 E8 8D 00 75 17 FA B0 D1 E6 64 .un.v....u.....d
00D0 E8 83 00 B0 DF E6 60 E8 7C 00 B0 FF E6 64 E8 75 ......‘.|....d.u
00E0 00 FB B8 00 BB CD 1A 66 23 C0 75 3B 66 81 FB 54 .......f#.u;f..T
00F0 43 50 41 75 32 81 F9 02 01 72 2C 66 68 07 BB 00 CPAu2....r,fh...
0100 00 66 68 00 02 00 00 66 68 08 00 00 00 66 53 66 .fh....fh....fSf
0110 53 66 55 66 68 00 00 00 00 66 68 00 7C 00 00 66 SfUfh....fh.|..f
0120 61 68 00 00 07 CD 1A 5A 32 F6 EA 00 7C 00 00 CD ah.....Z2...|...
0130 18 A0 B7 07 EB 08 A0 B6 07 EB 03 A0 B5 07 32 E4 ..............2.
0140 05 00 07 8B F0 AC 3C 00 74 09 BB 07 00 B4 0E CD ......<.t.......
0150 10 EB F2 F4 EB FD 2B C9 E4 64 EB 00 24 02 E0 F8 ......+..d..$...
0160 24 02 C3 49 6E 76 61 6C 69 64 20 70 61 72 74 69 $..Invalid parti
0170 74 69 6F 6E 20 74 61 62 6C 65 00 45 72 72 6F 72 tion table.Error
0180 20 6C 6F 61 64 69 6E 67 20 6F 70 65 72 61 74 69 loading operati
0190 6E 67 20 73 79 73 74 65 6D 00 4D 69 73 73 69 6E ng system.Missin
01A0 67 20 6F 70 65 72 61 74 69 6E 67 20 73 79 73 74 g operating syst
01B0 65 6D 00 00 00 63 7B 9A D4 34 A0 2E 00 00 80 20 em...c{..4.....
01C0 21 00 07 DF 13 0C 00 08 00 00 00 20 03 00 00 DF !.......... ....
01D0 14 0C 07 FE FF FF 00 00 00 00 00 00 00 00 00 00 ................
01E0 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ................
01F0 00 00 00 00 00 00 00 00 00 00 00 00 00 00 55 AA ..............U.
Tabulka 4.3: Strojový kód Windows 7 MBR
Analýza strojového kódu je nepochybně obtížná a pracná. Naštěstí existuje nástroj
umožňující převod strojového kódu do jazyka symbolických adres, který je pro pochopení
přijatelnější. Řeč je o tzv. disassembleru, samotný proces je pak nazýván disassemblováním.
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Uvedený strojový kód MBR byl převeden zpět do jazyka symbolických adres právě za
použití disassembleru. Obdržený zdrojový kód je možné rozdělit do několika logických celků.
Jednotlivé úseky kódu budou nyní detailně popsány
07C00 33C0 XOR AX, AX
07C02 8ED0 MOV SS, AX
07C04 BC007C MOV SP, 0x7C00
07C07 8EC0 MOV ES, AX
07C09 8ED8 MOV DS, AX
07C0B BE007C MOV SI, 0x7C00
07C0E BF0006 MOV DI, 0x0600
07C11 B90002 MOV CX, 0x0200
07C14 FC CLD
07C15 F3 REP
07C16 A4 MOVSB
07C17 50 PUSH AX
07C18 681 C06 PUSH 0x061C
07C1B CB RETF
Kód 4.1: Realokace MBR
První úsek kódu realokuje MBR z adresy 0x0000:0x7C00 na adresu 0x0000:0x0600.
Realokace je docíleno použitím řetězové instrukce MOVSB ve spojení s prefixem REP.
Instrukce MOVSB slouží k přesunu bajtu z adresy DS:SI na adresu ES:DI. Prefix REP pak
zajistí potřebný počet opakování této instrukce, ten je dán obsahem registru CX.
V provádění je pokračováno v realokovaném kódu, konkrétně instrukcí na adrese 0x0061C.
0061C FB STI
0061D B90400 MOV CX, 0x0004
00620 BDBE07 MOV BP , 0x07BE
00623 807 E0000 CMP [BP + 0x00], 0x00
00627 7C0B JL 0x0634
00629 0F850E01 JNE 0x073B
0062D 83C510 ADD BP, 0x10
00630 E2F1 LOOP 0x0623
00632 CD18 INT 0x18
Kód 4.2: Určení aktivního oddílu
Následuje fáze vyhledání aktivního oddílu. Postupně jsou procházeny záznamy tabulky
oddílů a je kontrolována hodnota příznaku aktivního oddílu.
Pokud příznak obsahuje neplatnou hodnotu (0x01–0x79), je zobrazena příslušná chy-
bová zpráva. Pokud je hodnota příznaku menší jak 0, tj. v rozsahu 0x80 až 0xFF, je v prová-
dění pokračováno instrukcí na adrese 0x00634. V případě, kdy není žáden z oddílů aktivní,
je skrze přerušení INT 18h předáno řízení BIOSu, který zobrazí patřičnou chybovou zprávu.
00634 885600 MOV [BP + 0x00], DL
00637 55 PUSH BP
00638 C6461105 MOV [BP + 0x11], 0x05
0063C C6461000 MOV [BP + 0x10], 0x00
00640 B441 MOV AH , 0x41
00642 BBAA55 MOV BX , 0x55AA
00645 CD13 INT 0x13
00647 5D POP BP
00648 720F JC 0x0659
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0064A 81 FB55AA CMP BX, 0xAA55
0064E 7509 JNZ 0x0659
00650 F7C10100 TEST CX , 0x0001
00654 7403 JZ 0x0659
00656 FE4610 INC [BP + 0x10]
00659 6600 PUSHAD
0065B 807 E1000 CMP [BP+0x10], 0x00
0065F 7426 JZ 0x0687
Kód 4.3: Test podpory rozšíření INT 13h
Tato část kódu testuje podporu rozšíření diskových služeb BIOSu. Nejprve je uložen
obsah registru DL, jenž obsahuje číslo zařízení, ze kterého bude provedeno čtení VBR.
Jelikož je tento kód prováděn poprvé, je obsahem registru DL hodnota 0x00 identifikující
disketovou mechaniku. Tímto způsobem je zaručena podpora standardu El Torito.
Následně je inicializován čítač počtu pokusů o čtení ze zařízení a příznak podpory
rozšíření INT 13h, viz instrukce MOV [BP + 11], 5; resp. MOV [BP + 10], 0.
Zbylé instrukce testují podporu rozšíření. Pokud je rozšíření dostupné, je příznak inkre-
mentován. Pokud není, je v provádění pokračováno instrukcí na adrese 0x00687.
00661 666800000000 PUSH 0x00000000
00667 66 FF7608 PUSH [BP + 0x08]
0066B 680000 PUSH 0x0000
0066E 68007C PUSH 0x7C00
00671 680100 PUSH 0x0001
00674 681000 PUSH 0x0010
00677 B442 MOV AH , 0x42
00679 8A5600 MOV DL , [BP + 0x00]
0067C 8BF4 MOV SI, SP
0067E CD13 INT 0x13
00680 9F LAHF
00681 83C410 ADD SP , 0x10
00684 9E SAHF
00685 EB14 JMP 0x069B
Kód 4.4: Čtení VBR pomocí rozšíření INT 13h
Čtení pomocí rozšíření INT 13h vyžaduje sestavení adresního paketu. Ten obsahuje
počet čtených sektorů, lineární adresu počátečního sektoru a ukazatel do paměti, kam
budou data čtena. Kromě toho je nutné naplnit registr DL číslem zařízení, indexový register
SI adresou diskového paketu a registr AH číslem funkce rozšířeného čtení z disku (0x42).
00687 B80102 MOV AX , 0x0201
0068A BB007C MOV BX, 0x7C00
0068D 8A5600 MOV DL, [BP + 0x00]
00690 8A7601 MOV DH , [BP + 0x01]
00693 8A4E02 MOV CL , [BP + 0x02]
00696 8A6E03 MOV CH , [BP + 0x03]
00699 CD13 INT 0x13
Kód 4.5: Čtení VBR pomocí INT 13h
Při použití základní funkce čtení z disku (AH = 0x02), je nutné registr CH naplnit číslem
stopy, DH číslem hlavy a CL číslem počátečního sektoru. Obsahy registrů AL a DL určují
počet čtených sektorů, resp. číslo zařízení. Adresa ES:BX pak říká, kam budou data čtena.
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0069B 6661 POPAD
0069D 731C JNC 0x06BB
0069F FE4E11 DEC [BP + 0x11]
006A2 750C JNZ 0x06B0
006A4 807 E0080 CMP [BP + 0x00], 0x80
006A8 0F848A00 JZ 0x0736
006AC B280 MOV DL , 0x80
006AE EB82 JMP 0x0634
006B0 55 PUSH BP
006B1 32E4 XOR AH , AH
006B3 8A5600 MOV DL , [BP + 0x00]
006B6 CD13 INT 0x13
006B8 5D POP BP
006B9 EB9E JMP 0x0659
006BB 813 EFE7D55AA CMP [0 x7DFE], 0xAA55
006C1 756E JNZ 0x0731
006C3 FF7600 PUSH [BP + 0x00]
Kód 4.6: Kontrola návratové hodnoty INT 13h, opakování čtení
Výše uvedený kód provádí kontrolu návratové hodnoty INT 13h a umožňuje případné
opakování čtení. Vznik chyby při obsluze přerušení je signalizován nastavením příznaku CF.
Pokud není příznak nastaven, je provedeno ověření, zdali je sektor ukončen signaturou
0xAA55. Když tomu tak není, je zobrazena chybová zpráva "Missing operating system".
Pokud je příznak nastaven, tj. vznikla chyba, je dekrementován čítač pokusů, resetováno
zařízení a čtení je opakováno. Při vyčerpání počtu pokusů je registr DL naplněn číslem
zařízení odpovídajícím prvnímu pevnému disku (0x80) a celý proces čtení je opakován.
Při opětovném vyčerpání pokusů, tzn. čtení z prvního pevného disku se také nezdařilo,
je zobrazena chybová zpráva "Error loading operating system".
Instrukce mezi adresami 0x006C6 až 0x00726 jsou kvůli své povaze záměrně vynechány.
Tyto instrukce provádí test podpory TPM čipu a nijak neovlivňují tok programu.
00727 5A POP DX
00728 32F6 XOR DH , DH
0072a EA007C0000 JMP 0x0000 :0x7C00
0072F CD18 INT 0x18
Kód 4.7: Předání řízení VBR
Pokud během provádění nevznikla žádná chyba, může být řízení předáno kódu VBR.
Skrze registr DX je předáno číslo zařízení, ze kterého byl VBR načten.
00731 A0B707 MOV AL , [0 x07B7]
00734 EB08 JMP 0x073E
00736 A0B607 MOV AL , [0 x07B6]
00739 EB03 JMP 0x073E
0073B A0B507 MOV AL, [0x07B5]
0073E 32E4 XOR AH, AH
00740 050007 ADD AX , 0x0700
00743 8BF0 MOV SI , AX
00745 AC LODSB
00746 3C00 CMP AL , 0x00
00748 7409 JZ 0x0753
0074A BB0700 MOV BX, 0x0007
0074D 840E MOV AH, 0x0E
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0074F CD10 INT 0x10
00751 EBF2 JMP 0x0745
00753 F4 HLT
00754 EBFD JMP 0x0753
Kód 4.8: Tisk chybové zprávy, uváznutí ve smyčce
Poslední úsek kódu zprostředkovává tisk chybových zpráv. Relativní adresy začátků
jednotlivých chybových zpráv jsou uloženy na adresách 0x007B5 až 0x007B7, vztaženo
k adrese 0x00700. Po zobrazení chybové zprávy dojde k uváznutí v nekonečné smyčce.
Operační systémy na bázi Unixu používají k zavedení zejména GRUB. Do MBR je
umístěn kód první fáze (stage 1 ), jehož úkolem je načíst kód druhé fáze (stage 2 ) z pevného
disku a předat mu řízení. Odchylkou od dříve zmíněného popisu je fakt, že kód druhé fáze
není umístěn přimo ve VBR, ale v jiném sektoru, jehož adresa je v kódu explicitně uvedena.
4.6 Boot viry a vzestup bootkitů
Rok 1986 se zapsal do historie uvedením prvního viru pro platformu IBM PC. Virus zvaný
Brain napadal boot sektory 360 KB disket. Jednalo se o neškodný kód vyvinutý za účelem
průzkumu rozsahu pirátství. Byl použit k šíření informací o svých autorech. Zajímavostí je,
že takto raný virus již obsahoval mechanismus zabraňující jeho detekci. Dokázal podvrhnout
pokus o čtení infikovaného boot sektoru skrze poskytnutí jeho původního obsahu.
O rok později se objevil další významný boot virus, Stoned. Kromě boot sektoru diskety
byl schopen napadnout i MBR pevného disku. Projevem infekce bylo zobrazení zprávy
"Your PC is now Stoned!". Následně se objevilo několik dalších variant tohoto viru.
Popularita boot virů postupně klesala. Po několika letech byly vytlačeny sofistikovanými
a často destruktivními souborovými viry. Dnes je infekce boot sektorů opět na vzestupu.
Oživili ji autoři případových studií (Proof of Concept, PoC ) BootRoot [30] a VbootKit [31].
Tyto studie dokumentují možnost napadení procesu zavádění operačního systémů Win-
dows. Revidovaná verze VbootKit dokonce popisuje způsob vyřazení nástroje PatchGuard
a mechanismu podepisování ovladačů [32]. Touto problematikou se následně začali zabývat
pokročilí tvůrci škodlivého softwaru, kteří svým počínáním přispěli ke zrození éry bootkitů.
4.7 Infekce bootkitem
Vzhledem ke skutečnosti, že bootkity současně zažívají bouřlivý vývoj, bude uveden pouze
obecný průběh infekce systému. Předpokladem budiž úspěšný průnik dropperu.
Infekce systému je zahájena extrakcí obsahu dropperu. Táto fáze zahrnuje zkopírování
komponent bootkitu na pevný disk a následné spuštění jeho zavaděče.
Úkolem zavaděče bootkitu je infikovat MBR. Při infekci je buď zmodifikována část ob-
lasti hlavního spouštěcího kódu MBR, nebo je MBR zcela nahrazen. V druhém případě
musí být původní MBR zkopírován do jiného umístění, aby následně mohlo být použito ob-
sahu tabulky oddílů k řádnému zavedení operačního systému. Po infekci může být operační
systém dodatečně násilně restartován (BSOD) za účelem snížení rizika případné detekce.
Komponenty bootkitu jsou obvykle uloženy v sektorech sloužících pro zarovnání oddílu,
nebo v sektorech nacházejících se mezi koncem posledního oddílu a koncem pevného disku.
Výjimkou není ani vytvoření separátního oddílu s vlastním souborovým systémem. Takto
vzniklý oddíl může být dodatečně šifrován pro zamezení detekce jeho obsahu.
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Aby bootkit mohl modifikovat průběh zavádění operačního systému, musí se nějakým
způsobem na tomto procesu podílet. Toho dociluje hákováním tabulky vektorů přerušení,
konkrétně obslužné rutiny INT 13h. Kód, o který je tato rutina rozšířena, je buď přímo
umístěn v infikovaném MBR, nebo se nachází v některé z jiných komponent bootkitu na
pevném disku. Účelem modifikované obslužné rutiny je prohledávání čtených sektorů na
výskyt signatur, díky nimž je možné zjistit, které soubory jsou právě čteny.
Identifikované soubory jsou v průběhu načítání do paměti opatřovány záplatami (patch).
Záplaty mohou do kódu vkládat inline háky, invertovat podmínky instrukcí skoku, případně
přepočítávat a opravovat kontrolní součty. Tímto způsobem jsou postupně modifikovány
jednotlivé komponenty účastnící se procesu zavádění operačního systému.
V poslední fázi je do jádra operačního systému načten ovladač implementující funkci-
onalitu bootkitu. Jako příklad funkcionality bootkitu je možné uvést zvýšení oprávnění,
zcizování citlivých dat, připojení se k botnetu nebo umožnění stažení dalšího malwaru.
Hákování nemusí být zpravidla zaměřeno pouze na obslužnou rutinu INT 13h. Současně
mohou být hákovány také například obslužné rutiny INT 1h nebo INT 15h. Podobně nemusí
vždy platit, že je primárně infikován MBR. Některé novější bootkity totiž také infikují VBR.
4.8 Prevence bootkitů
Základní prevencí proti bootkitům je zamezení přepsání MBR. Touto funkcionalitou dis-
ponují některé BIOSy. Bohužel tato ochrana funguje pouze na úrovni jeho služeb. Pokusu
o přepsání MBR z prostředí operačního systému tedy není obvykle možné zabránit.
Větší úroveň ochrany poskytuje standardizované rozhraní UEFI (Unified Extensible Fir-
mware Interface), jež má postupně nahradit doposud používaný BIOS. Pro zaručení pře-
chodné zpětné kompatibility je rozhraní UEFI vybaveno podporou služeb BIOSu.
Standard UEFI definuje protokol Secure Boot, který umožňuje bezpečné zavedení opera-
čního systému [33]. Při použití Secure Boot jsou komponenty účastnící se procesu zavádění
operačního systému ověřovány oproti elektronickému podpisu. Pokud není některá z kom-
ponent elektronicky podepsána, může být zavádění operačního systému přerušeno.
Obdobnou funkcionalitu zaručuje řetězec důvěry standardu TPM (Trusted Platform
Module) [34]. Implementací tohoto standardu je TPM čip. Jeho hlavním úkolem je zajištění
integrity platformy. Kromě toho nabízí kryptografické funkce a bezpečné úložiště pro klíče.
Součástí TPM čipu je několik registrů, které jsou v průběhu zavádění operačního sys-
tému naplňovány výsledky měření. Pod pojmem měření se skrývá výpočet kryptografické
hašovací funkce nad komponentami účastnícími se procesu zavádění operačního systému.
Výsledky měření mohou být následně vyhodnoceny operačním systémem (u Windows
např. nástrojem BitLocker nebo technologií ELAM), příp. aplikačním softwarem, který
v případě zjištění porušení integrity platformy podstoupí patřičné kroky k její obnově.
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Kapitola 5
Návrh a implementace detektoru
Změny prováděné bootkitem se odehrávají na úrovní jádra operačního systému.ž Modifikace
jádra operačního systému je stěží odhalitelná. Obecně je možné použít metody navržené
pro detekci rootkitů režimu jádra, zejména pak detekci založenou na různých pohledech.
Časté je také použití specifických algoritmů pro odhalení sofistikovaných bootkitů.
Tato část práce je věnována návrhu a implementaci detektoru infekce bootkitem. Vyví-
jený detektor bude založen na generické oﬄine detekci infekce MBR. Pojem oﬄine detekce
představuje skutečnost, že detektoru je předložen obraz potencionálně infikovaného MBR.
Pokud by měla být detekce prováděna online, bylo by nutné se dodatečně vypořádat s an-
tidetekčními mechanismy bootkitů, a to zejména s podvržením požadavku na čtení MBR.
Generická detekce staví na předpokladu, že nové přírůstky do rodiny škodlivého soft-
waru jsou vytvářeny modifikací stávajících variant. Princip samotné detekce je založen na
vyhledávání náznaků infekce charakteristických pro určitou rodinu škodlivého softwaru.
Díky tomuto přístupu je možné snáze odhalit nové a neznámé hrozby.
5.1 Náznaky infekce MBR
Za účelem vývoje detektoru byla společností AVG Technologies poskytnuta databáze infiko-
vaných vzorků MBR, které byly průběžně s implementací detektoru podrobovány analýze.
Analýza byla založena na hledání odchylek od referenčního kódu MBR, viz disassem-
blování Windows 7 MBR kap. 4.5. Identifikováno bylo několik charakteristických náznaků
infekce, jejichž výčet, včetně ukázek kódu v jazyce symbolických adres, následuje níže.
5.1.1 Hákování obslužné rutiny přerušení
Všechny bootkity mají jednu běžnou vlastnost, tou je hákování obslužných rutin přerušení.
Příklad hákování obslužné rutiny INT 13h je zobrazen níže. Adresa obslužné rutiny
tohoto přerušení je uložena na adrese 0x4C. Před hákováním je nezbytné uchovat původní
adresu rutiny, aby mohlo být přerušení následně řádně obslouženo.
07C3C 668 B474C MOV EAX , [BX + 0x4C]
07C40 C7474C6B00 MOV [BX + 0x4C], 0x006B
07C45 6626 A37800 MOV [ES:0 x00000078], EAX
07C4A 8C474E MOV [BX + 0x4E], ES
Kód 5.1: Hákování obslužné rutiny INT 13h
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5.1.2 Alokace paměti
Správa operační paměti v reálnem režimu je zcela v režii programátora, přesto existuje
určitá konvence pro alokaci paměti. Množství dostupné paměti (kB) je uloženo v datové
oblasti BIOSu (BIOS Data Area, BDA), konkrétně ve slově (2 bajty) na adrese 0x413.
Alokace paměti je docíleno snížením množství dostupné paměti, tj. odečtením poža-
dovaného množství paměti od slova na adrese 0x413. Počáteční adresa alokované paměti
se vypočte vynásobením dostupné paměti konstantou 1024, což je ekvivalentní vynásobení
konstantou 64 a uložení výsledku do segmentového registru, viz výpočet lineární adresy.
Tento mechanismus zaručuje, že nedojde k přepsání potřebných dat jiným programem.
Bootkity používají tohoto principu k uložení svých komponent do operační paměti a za-
mezení jejich přepsání zavaděčem operačního systému. Následující část kódu alokuje 20 kB
paměti a uloží bázovou adresu segmentu, referencujícího alokovanou paměť, do registru ES.
07C23 8B1E1304 MOV BX, 0x0413
07C27 81 EB1400 SUB BX, 0x14
07C2B 891 E1304 MOV 0x0413 , BX
07C2F C1E306 SHL BX, 0x06
07C32 8EC3 MOV ES, BX
Kód 5.2: Alokace 20 kB paměti
5.1.3 Čtení většího počtu sektorů a čtení z rezervované oblasti
Součet velikostí komponent bootkitu je řádu jednotek až desítek kB. Čtení většího počtu
sektorů z pevného disku může tedy být považováno za projev infekce bootkitem. Tato
skutečnost je často utvrzena čtením z rezervované oblasti pevného disku (LBA 0 – LBA 62).
Níže uvedený fragment kódu vyobrazuje současné použití obou zmíněných přístupů.
Provádí čtení 40 sektorů z pevného disku počínaje lineární adresou 2 (CHS 0 0 1).
07C32 8EC3 MOV ES, BX
07C34 31DB XOR BX, BX
07C36 B82802 MOV AX, 0x0228
07C39 B901000 MOV CX, 0x01
07C3D BA8000 MOV DX, 0x0080
07C40 33DB INT 0x13
Kód 5.3: Čtení komponent bootkitu z pevného disku
5.1.4 Vícenásobné čtení z pevného disku
Mezi další projevy infekce bootkitem je možné zařadit vícenásobné čtení z pevného disku.
Čtení je obvykle provedeno dvakrát, kdy nejprve jsou načteny sektory obsahující kompo-
nenty bootkitu, pak buď původní MBR, nebo VBR, případně další část zavaděče bootkitu.
5.1.5 Vynechání čtení VBR
Častým jevem je vynechání čtení VBR aktivního oddílu, což implikuje absenci předání
řízení na adresu 0x0000:0x7C00. Pro zamezení vzniku podezření může být na tuto adresu
načtena další z komponent bootkitu, které je následně předáno řízení.
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5.1.6 Modifikace tabulky oddílů
Některé vzorky nevykazovaly zjevné náznaky infekce. Infikovaný kód se v tomto případě
nachází až v sektoru načteném v rámci kódu MBR, příp. v sektorech načtených následně.
Ze samotného kódu MBR nelze určit, jestli je infikován VBR aktivního oddílu, nebo je
tabulka oddílů zmodifikována tak, aby bylo řízení předáno některé z komponent bootkitu.
Pozměnit tabulku oddílů je možné dvěma způsoby, a to buď nahrazením fiktivní, nebo
přidáním nového záznamu. Nový záznam je možné přidat pouze tehdy, pokud není tabulka
zcela obsazena. Oddíl vzniklý vložením záznamu je označen jako aktivní. V obou případech
je začátek aktivního oddílu nastaven tak, aby reflektoval uložení komponent bootkitu.
5.1.7 Obfuskace
Analýzu většiny vzorků ztěžovalo použití obfuskace. Celkem byly zjištěny tři přístupy k ob-
fuskaci. Konkrétně se jednalo o vložení mrtvého a redundantního kódu a ukrytí instrukce
v přímém operandu instrukce. Princip jednotlivých metod bude nyní objasněn.
K první identifikované metodě patří vkládání mrtvého kódu. Pojem mrtvý kód je odvo-
zen od skutečnosti, že výsledek provedení kódu není nikdy použit, viz následující příklad.
00628 PUSH EAX
0062A MOV EAX , 0x00000337
00630 POP EAX
Kód 5.4: Mrtvý kód
Za další projev obfuskace je možné považovat výskyt redundantního kódu, tj. kódu,
jehož provedení nemá žádný efekt. Úryvek redundantního kódu je zobrazen níže.
07C14 6693 XCHG EAX , EBX
07C16 6653 PUSH EBX
07C18 6650 PUSH EAX
07C1A 665B POP EBX
07C1C 6658 POP EAX
Kód 5.5: Redundantní kód
Nejzáludnější je poslední přístup, který není možné pouhým disassemblováním odhalit.
Níže uvedená instrukce CALL nedává v kontextu vykonávání kódu MBR smysl. Ve skuteč-
nosti není tato instrukce, ani po ní následující instrukce POP, nikdy provedena.
Oběma instrukcím odpovídá ve strojovém kódu fragment 0xE8BEBE07. Podrobením to-
hoto úseku strojového kódu rozboru byl odhalen zamýšlený význam instrukcí. Ignorováním
prvního bajtu instrukce CALL bude tato dvojice instrukcí interpretována jako instrukce MOV.
00692 E8BEBE CALL 0xBF53
00695 07 POP ES
0064B 722F JZ 0x0693
...
00693 BEBE07 MOV SI , 0x07BE
Kód 5.6: Vedlejší význam instrukcí
39
5.1.8 Modifikace kódu za běhu
Skupina vzorků připomínala MBR pouze úvodní částí svého kódu, zbylá část představovala
spíše zmeť instrukcí. Při detailnějším pohledu na disassemblovaný kód upoutá pozornost
smyčka, jež provádí jisté transformace, konkrétně dešifrování, kódu, který ji následuje.
Šifrování kódu se používá, podobně jako obfuskace, k zamlžení skutečného významu
kódu. Jako příklad je uvedeno porovnání téhož fragmentu kódu, a to před a po dešifrování.
0002A 222C AND CH, [SI]
0002C 5C POP SP
0002D 83E0C5 AND AX, 0xC5
00030 3120 XOR [BX + SI], SP
00032 40 INC AX
00033 43 INC BX
00034 1302 ADC AX , [BP + SI]
0062a 88165 C07 MOV [0x075C], DL
0062e 832 E130410 SUB [0x0413], 0x10
00633 A11304 MOV AX , [0 x0413]
Kód 5.7: Kód před a po dešifrování
5.2 Analýza infikovaného vzorku
Následuje příklad analýzy jednoho z infikovaných vzorků MBR. Pro názornost byl vybrán
vzorek s největším počtem nalezených náznaků infekce. Tento vzorek zároveň postrádá
aplikaci jakýchkoliv mechanismů ztěžujících jeho analýzu.
Úvodní část kódu provádí realokaci kódu MBR. Kromě toho je možné si povšimnout
bloku instrukcí provádějících alokaci paměti a výpočet bázové adresy segmentu referencu-
jícího tuto paměť. Alokovaná paměť je následně použita jako cílové umístění při realokaci.
07C00 CLI
07C01 XOR BX, BX
07C03 MOV SS, BX
07C05 MOV [SS:0x7BFE], SP
07C0A MOV SP, 0x7BFE
07C0D PUSH DS
07C0E PUSHAD
07C10 CLD
07C11 MOV DS, BX
07C13 MOV SI, 0x0413
07C16 SUB [SI], 0x02
07C19 LODSW
07C1A SHL AX, 0x06
07C1D MOV ES, AX
07C1F MOV SI, 0x7C00
07C22 XOR DI, DI
07C24 MOV CX, 0x0100
07C27 REP
07C28 MOVSW
Kód 5.8: Realokace MBR a alokace paměti
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Další úsek kódu provádí čtení 2 sektorů počínaje lineární adresou 60 (CHS 0 0 61).
Komponenty bootkitu jsou čteny do alokované paměti, konkrétně za realokovaný kód MBR.
07C29 MOV AX, 0x0202
07C2C MOV CL, 0x3D
07C2E MOV DX, 0x0080
07C31 MOV BX, DI
07C33 INT 0x13
07C35 XOR BX, BX
07C37 NOP
07C38 NOP
07C39 NOP
07C3A NOP
07C3B NOP
Kód 5.9: Čtení komponent bootkitu
Součástí komponent bootkitu je kód obslužné rutiny INT 13h. Hákování je provedeno ve
dvou krocích, kdy nejprve je uložena offsetová část adresy původní obslužné rutiny, pak je
adresa obslužné rutiny nahrazena. V provádění je pokračováno v realokovaném kódu MBR.
07C3C MOV EAX , [BX + 0x4C]
07C40 MOV [BX + 0x4C], 0x006B
07C45 MOV [ES:0 x00000078], EAX
07C4A MOV [BX + 0x4E], ES
07C4D PUSH ES
07C4E PUSH 0x0052
07C51 RETF
Kód 5.10: Hákování obslužné rutiny INT 13h
Poslední fragment kódu provádí čtení sektoru z lineární adresy 62 (CHS 0 0 63). Jelikož
veškeré potřebné úkony byly již provedeny, tj. alokace paměti a hákování, bude předmětem
čtení pravděpodobně původní MBR. Načtenému kódu je následně předáno řízení.
9F852 STI
9F853 MOV ES , BX
9F855 MOV AX , 0x0201
9F858 MOV CX , 0x003F
9F85B MOV DX , 0x0080
9F85E MOV BH , 0x7C
9F860 INT 0x13
9F862 POPAD
9F864 POP DS
9F865 POP SP
9F866 JMPF 0000:7 C00
Kód 5.11: Čtení a předání řízení MBR
Z analýzy je patrné, že vzorek strukturou kódu připomíná referenční MBR pouze okra-
jově. Zřejmá je zejména absence vyhledání aktivního oddílu a čtení a předání řízení VBR.
Struktura kódu jednotlivých analyzovaných vzorků byla různorodá. Výjimkou nebyly
ani vzorky, které letmým pohledem připomínaly strukturu referenčního MBR. Až při de-
tailním rozboru bylo možné zpozorovat odlišné chování kódu, čehož bylo docíleno vložením
několika instrukcí do původního kódu MBR a změnou toku programu.
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5.3 Návrh a dekompozice detektoru
Následující část uvádí dva možné způsoby implementace detektoru. Oba přístupy jsou za-
loženy na analýze instrukcí, od sebe se pak liší v rozsahu analyzovatelných instrukcí.
První přístup se zakládá na disassemblování MBR a rozdělení instrukcí do skupin dle
jejich typu, tj. instrukce přesunu, řídící atd. Vzniklé skupiny instrukcí by se následně podro-
bily analýze. Nevýhodou tohoto přístupu je zanedbání kontextu instrukcí, což ústí v ne-
možnost analyzovat instrukce pracující s registrovými nebo paměťovými operandy.
Druhá varianta představuje rozšíření předchozího přístupu. Využívá myšlenky emulace
prostředí reálného režimu a simulace provádění instrukcí. Tento způsob implementace by
umožnil zanalyzovat a odsimulovat veškeré instrukce hlavního spouštěcího kódu MBR
Pro výslednou implementaci byl zvolen přístup založený na simulaci instrukcí, a to
zejména z důvodu potencionálně vyšší úspěšnosti detekce. Provedením dekompozice bylo vy-
členěno sedm dílčích modulů, které byly posléze implementovány v programovacím jazyce C.
Při implementaci bylo využito poznatků uvedených v kapitole 4, konkrétně těch zabýva-
jících se strukturou MBR, významem registrů procesoru a formátem instrukce. Zbylé po-
třebné podklady byly čerpány z příručky o architektuře IA-32 pro softwarové vývojáře [26].
Následuje zběžný popis funkcionality jednotlivých modulů.
• Modul instr obsahuje definice struktur pro vnitřní reprezentaci instrukce a také de-
finice výčtů přípustných hodnot některých položek popisujících vlastnosti operandů.
• Modul memory exportuje funkce pro práci s emulovanou operační pamětí. Operace
zápisu a čtení provádí implicitní konverzi mezi little-endian a big-endian reprezentací.
• Modul cpu slouží k emulaci registrů procesoru. Exportuje funkce pro čtení a zápis do
registru, změnu obsahu registru ukazatele instrukcí, testování a nastavování příznaků.
• Modul instr disasm exportuje funkci pro disassemblování instrukce. Hlavní součástí
tohoto modulu je tabulka operačních kódů, viz část 2: Appendix A Opcode Map [26].
• Modul instr sim exportuje funkci pro simulaci instrukce. Při simulaci je využíváno
rozhraní modulů memory a cpu. Sémantika instrukcí byla implementována dle [26].
• Modul detect exportuje funkci pro analýzu instrukcí a jejich operandů. Obsah tohoto
modulu byl implementován dle poznatků získaných z analýzy infikovaných vzorků.
• Modul main představuje hlavní modul programu. Provádí zpracování argumentů pří-
kazové řádky, inicializaci potřebných datových struktur, načtení obrazu analyzova-
ného MBR a disassemblování, analýzu a simulaci jednotlivých instrukcí.
Pro implementaci modulu zaměřeného na analýzu instrukcí byl zvolen iterativní přistup,
kde s každou iterací byly začleňovány nové poznatky získané analýzou infikovaných vzorků,
viz souhrn analýzy v kap. 5.1. Pro potřeby analýzy byly implementovány dva pomocné
moduly, konkrétně instr print a cpu print, které poskytují rozhraní pro tisk instrukce ve
srozumitelném formátu a výpis obsahu registrů procesoru. Za pomocí těchto modulů byl
sledován průběh simulace doposud neidentifikovaných vzorků a odvozovány nové poznatky.
Veškeré moduly byly implementovány s ohledem na jednoduché pochopení a s myšlenkou
snadného rozšíření. Tuto skutečnost podtrhuje řádné komentování kódu a hlaviček funkcí.
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5.4 Implementace detektoru
Tato podkapitola je věnována popisu konkrétní implementace modulů. Pozornost je po-
stupně věnována emulaci registrů procesoru a operační paměti, disassemblování, analýze a
simulaci instrukcí. Nakonec je zmíněno propojení všech modulů do funkčního celku.
5.4.1 Emulace registrů procesoru a operační paměti
Díky emulaci registrů procesoru a operační paměti je instrukci poskytnut skutečný kon-
text vykonávání. Procesor je reprezentován strukturou, jejíž položky představují jednotlivé
emulované registry, viz níže. K hodnotám registrů je přistupováno funkcemi set* a get*.
typedef struct cpu {
int32_t regGen [8]; // general purpose registers
uint16_t regSeg [6]; // segment registers
uint32_t eflags; // eflags register
uint32_t ip; // instruction pointer
} Tcpu;
Kód 5.12: Definice struktury reprezentující procesor
Pro emulaci operační paměti je alokován souvislý úsek paměti o velikosti 1 MiB dodržu-
jící rozvržení operační paměti v reálném režimu, viz tab. 5.1. Z těchto oblastí je důležitá
oblast kódu zavaděče, kam je umístěn analyzovaný strojový kód MBR, a oblast tabulky
vektorů přerušení, která je v průběhu simulace kontrolována vůči pokusu o modifikaci [35].
Rozsah adres Velikost Význam oblasti
0x00000-0x003FF 1 KiB Tabulka vektorů přerušení
0x00000-0x004FF 256 B BDA (BIOS Data Area)
0x07C00-0x07DFF 512 B Kód zavaděče
0x9FC00-0x9FFFF 1 KiB EBDA (Extended BIOS Data Area)
0xA0000-0xFFFFF 384 KiB Video paměť, BIOS ROM
Tabulka 5.1: Rozvržení operační paměti v reálném režimu
Operační paměť je implementována jako pole o 1 048 576 prvcích datového typu char.
Vedle samotných dat je také ukládán příznak jejich platnosti, viz definice struktury níže.
#define MiB 1048576 // number of bytes in mebibyte
typedef struct mem {
char data[MiB]; // memory data
bool valid[MiB]; // validity flag
} Tmem;
Kód 5.13: Definice struktury reprezentující operační paměť
Příznak platnosti byl zaveden kvůli možnosti ověřit, zdali odkazovaná instrukce je pří-
tomna v operační paměti. Tento mechanismus zaručuje řádné ukončení běhu detekce.
5.4.2 Disassemblování instrukcí
Modul disassembleru patří k základní součásti detektoru. Vytváří abstraktní vrstvu mezi
strojovým kódem a vnitřní reprezentací instrukce, viz následující definice struktury.
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typedef struct instr {
unsigned int opcode; // opcode
unsigned char opcodeLength; // opcode length in bytes
enumOpcodeMnem opcodeMnem; // opcode mnemonic
Top opSrc; // source operand structure
Top opDst; // destination operand structure
} Tinstr;
Kód 5.14: Definice struktury reprezentující instrukci
Položky této struktury jsou v průběhu disassemblování postupně inicializovány. Logiku
disassemblování instrukcí implementuje funkce instrDec, její deklarace je zobrazena níže.
int instrDec(Tmem *mem , Taddr addr , Tinstr *instr);
Kód 5.15: Deklarace funkce instrDec
Skrze poslední parametr funkce je navrácena inicializovaná struktura reprezentující di-
sassemblovanou instrukci. Návratová hodnota funkce představuje délku disassemblované
instrukce v bajtech. Tato hodnota je důležitá pro aktualizaci instrukčního ukazatele.
Disassemblování je zahájeno zpracováním prefixů a operačního kódu instrukce. Pod-
porovány jsou operační kódy délky 1 a 2 bajty, vyjma operačních kódů SIMD instrukcí a
instrukcí pro práci s BCD a FP, jejichž výskyt v kontextu kódu MBR je málo pravděpo-
dobný. Dvoubajtové operační kódy je možné odlišit díky hodnotě 0x0F prvního bajtu.
Operační kód je následně použit jako index do tabulky operačních kódů. Tabulky jsou
celkem dvě, jedna pro jednobajtové operační kódy, druhá pro dvoubajtové. Tabulka pro
dvoubajtové operační kódy je indexována hodnotou druhého bajtu operačního kódu.
typedef struct opcodeMapEntry {
enumOpcodeMnem opcodeMnem; // opcode mnemonic
enumOpSpec opDstSpec; // destination operand specifier
enumOpSpec opSrcSpec; // source operand specifier
} TopcodeMapEntry;
TopcodeMapEntry opcodeMap1B [256] = {[0x00] = {ADD , Eb , Gb}, {ADD , ...};
TopcodeMapEntry opcodeMap2B [256] = {...};
Kód 5.16: Definice tabulek operačních kódů
Položka tabulky operačních kódů, viz její definice výše, obsahuje mnemonický kód in-
strukce a specifikátory operandů, které jsou následně použity pro vyhodnocení operandů.
Ze specifikátoru operandu je odvozen typ operandu, jeho velikost, způsob adresace atd.
Tento krok může vyžadovat načtení dalších položek, obvykle slabiky ModR/M, případně
přímé hodnoty. Vyhodnocené vlastnosti operandu jsou uloženy do níže uvedené struktury.
typedef struct op {
enumOpType type; // operand type
enumOpSize size; // operand size
int value; // operand value
TmemEA memAddr; // memory addressing structure
} Top;
Kód 5.17: Definice struktury reprezentující operand instrukce
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5.4.3 Analýza instrukcí
Pro potřeby analýzy instrukcí byly implementovány funkce zaměřené na kontrolu přístupu
do operační paměti a evaluaci požadavku na čtení sektorů z pevného disku. Provázání
jednotlivých funkcí zastřešuje funkce detInstrCheck, viz následující deklarace.
void detInstrCheck(Tcpu *cpu , Tmem *mem , Tinstr *instr , Tdet *det);
Kód 5.18: Deklarace funkce detInstrCheck
Posledním parametrem funkce je ukazatel na strukturu, která uchovává stav a údaje
potřebné pro běh detekce. K těmto údajům patří adresa tabulky oddílů, která je průběžně
aktualizována při realokaci kódu MBR, záloha tabulky oddílů pořízena před započetím de-
tekce a počet uskutečněných čtení z disku. Stav detekce je popsán bitovou maskou příznaků,
jež reflektují detekované náznaky infekce. Úplná definice struktury je zobrazena níže.
typedef struct det {
Taddr addrPT; // partition table address
Tpt pt; // partition table backup
int diskReads; // number of times sectors were read from disk
int warnFlags; // warning flags
} Tdet;
Kód 5.19: Definice struktury reprezentující detektor
Kontrole přístupu do operační paměti podléhají instrukce, jejichž cílový operand adre-
suje operační paměť. Konkrétně je provedeno ověření, zdali odkazovaná adresa nespadá do
oblasti tabulky vektorů přerušení nebo není modifikováno množství dostupné paměti.
Pro potřeby analýzy čtení sektorů z pevného disku je nutné vyhodnotit parametry in-
strukce INT 13h, konkrétně počet čtených sektorů a lineární adresu počátečního sektoru.
Za podezřelé je označeno čtení většího počtu sektorů a čtení z rezervované oblasti. Zazna-
menávány jsou také pokusy o vícenásobné čtení a vynechání čtení VBR aktivního oddílu.
Pokud je pro čtení použito základní funkce (AH = 0x02), není obecně možné, z důvodu
absence znalosti parametrů disku, provést přepočet CHS adresy na lineární, a tudíž odvodit
adresu počátečního sektoru. Výjimku tvoří případ, kdy položky stopa a hlava adresy jsou
rovny 0. Naštěstí nemá tento nedostatek dopad na průběh analýzy, a to z důvodu, že je této
funkce zpravidla použito pro čtení sektorů z rezervované oblasti (stopa = 0, hlava = 0).
Při zjištění některého z náznaků infekce je nastaven odpovídající příznak v bitové masce.
5.4.4 Simulace instrukcí
Při implementaci simulace instrukcí bylo nutné čelit několika problémům, ať už spjatým
s implementací sémantiky některých instrukcí, nebo průběhem simulace samotné. Simulaci
instrukcí zprostředkovává funkce instrSim, která distribuuje požadavky na funkce imple-
mentující sémantiku konkrétních instrukcí. Deklarace funkce instrSim je zobrazena níže.
int instrSim(Tcpu *cpu , Tmem *mem , Tinstr *instr);
Kód 5.20: Deklarace funkce instrSim
Návratová hodnota funkce indikuje úspěch simulace. Pokud to simulace instrukce vyža-
duje, mohou být pozměněny hodnoty registrů procesoru a obsah operační paměti.
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Sémantika většiny instrukcí je přímočará a snadno implementovatelná. Výjimku tvoří in-
strukce modifikující stavové příznaky. Do této skupiny patří aritmetické a logické instrukce,
instrukce posuvu a rotací, ale také instrukce CMP a TEST. Při implementaci sémantiky těchto
instrukcí byl kladen důraz na správné vyhodnocení stavových příznaků.sy Tuto skutečnost
ztěžoval fakt, že každá z těchto instrukcí modifikuje stavové příznaky odlišným způsobem.
Chybné vyhodnocení stavových příznaků by mohlo vyústit v ovlivnění průběhu detekce.
Dalšími problematickými instrukcemi jsou instrukce IN a OUT. Tyto instrukce slouží
k přenosu dat mezi registry vstupně-výstupních zařízení a registrem procesoru. Na rozdíl
od předchozího případu, kdy se jednalo pouze o implementační záležitost, zde se žádné řešení
nenaskýtá. Nezbývá než detekci při výskytu jedné z těchto instrukcí předčasně ukončit.
Obdobný problém nastává pokud operand některé z instrukcí adresuje oblast BDA,
viz tab. 5.1. Tato oblast operační paměti obsahuje informace o stavu a konfiguraci hardwaru
a periferních zařízení. Jako řešení se nabízí inicializovat oblast BDA před započetím detekce.
5.4.5 Propojení modulů
Logika detektoru je implementována v hlavním modulu main.c. Funkce main je rozdělena
do dvou částí, a to části inicializační a části řídicí běh detekce.
Inicializační část obsahuje kód pro zpracování argumentů programu, načtení a ověření
konzistence obrazu MBR a inicializaci potřebných datových struktur. Argumenty programu
jsou zpracovány pomocí knihovny getopt. Obraz MBR je během inicializace emulované
operační paměti umístěn na adresu 0x0000:0x7C00. Při inicializaci procesoru je segmentový
registr CS naplněn hodnotou 0x0000 a registr ukazatele instrukcí (IP) hodnotou 0x7C00.
while (1) {
// evaluate linear address of the instruction
instrAddr = memEvalLA(getRegSegValue (&cpu , CS), getIPvalue (&cpu));
//stop simulation when the unitialized memory is referenced
if(! memValid (&mem , instrAddr )) {
break;
}
instrLength = instrDec (&mem , instrAddr , &instr ); // decode instruction
addIPvalue (&cpu , instrLength ); //add instruction length to IP
// check if instruction doesnt perform suspicious activity
detInstrCheck (&cpu , &mem , &instr , &det);
instrSim (&cpu , &mem , &instr ); // simulate instruction
}
Kód 5.21: Posloupnost volání funkcí v průběhu detekce
Výše uvedený kód představuje posloupnost volání funkcí v průběhu detekce. Jako první
je spočtena lineární (fyzická) adresa instrukce. Následně je ověřeno, zdali lineární adresa
odkazuje platnou instrukci, tj. instrukci která je součástí kódu MBR. Toto ověření umožňuje
ukončit detekci tehdy, když je započato vykonávání kódu načteného z pevného disku.
Odkazovaná instrukce je poté disassemblována a její délka je přičtena k hodnotě in-
strukčního ukazatele. Disassemblovaná instrukce je pak podrobena analýze a odsimulována.
Posléze je proces opakován s následující instrukcí, dokud není zpracován veškerý kód MBR.
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5.5 Používání detektoru
Detektor je implementován jako konzolová aplikace s textovým výstupem. Při jeho spuštění
je možné specifikovat dva přepínače, -q pro potlačení výpisu varovných zpráv a -s pro
provedení pokročilé analýzy. Obraz MBR může být předán prostřednictvím standardního
vstupu, nebo načten ze zadaného souboru. Formální popis použití detektoru je uveden níže.
Usage: ./ bootkitdetect [file] [-h] [-s] [-q]
Options:
file Read MBR image from file.
-h Print help.
-s Strict detection. Perform more tests.
-q Quiet mode. Suppress warning messages.
Následuje několik vzorových výstupů detektoru. V prvním případě byl analýze podroben
MBR operačního systému Windows 7. Jak lze jistě očekávat, nebyly během analýzy zjištěny
žádné náznaky infekce. Tuto skutečnost indikuje zpráva "MBR is not infected".
./ bootkitdetect W7_MBR
MBR is not infected
Další ukázka osvětluje význam přepínače -q. Pro srovnání je uveden výstup bez a se
zadaným přepínačem. Podrobením infikovaného vzorku MBR analýze bylo zjištěno několik
náznaků infekce. Na nalezenou infekci upozorňuje zpráva "Possible MBR infection".
./ bootkitdetect a37f31e03c7a7700d13d571e6584fcea
Warnings:
IVT hooking
Reduction of avalaible memory
Multiple sectors read
Multiple disk read
Possible MBR infection
./ bootkitdetect a37f31e03c7a7700d13d571e6584fcea -q
Possible MBR infection
Poslední příklad uvadí nevhodné použití přepínače -s. Jeho zadáním budou dodatečně
zaznamenávány pokusy o čtení sektorů z rezervované oblasti pevného disku a odchylky od
schématu zavádění operačního systému. Uvedení přepínače při analýze MBR, nedodržují-
cího schéma zavádění, vyústí ve vznik falešných poplachů, viz následující srovnání výstupů.
./ bootkitdetect Ubuntu_MBR
MBR is not infected
./ bootkitdetect Ubuntu_MBR -s
Warnings:
Disk read from reserved area
VBR of the active partition ignored
Possible MBR infection
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5.6 Testování detektoru
Většina komerčních řešení, ať už antivirové programy nebo specializované nástroje, imple-
mentují detekci bootkitů jako svou dílčí součást. Detekce je obvykle prováděna za použití
signatur a analýzy chování operačního systému. Tento přístup je opodstatněn nutností čelit
různým antidetekčním mechanismům bootkitů, jež maskují jejich přítomnost. Podstatné je
si uvědomit, že jak ovladač antivirového programu, tak ovladač bootkitu pracuje na úrovni
jádra operačního systému, a tudíž má neomezený přístup ke zdrojům operačního systému
a může tedy detekovat a ovlivnit běh antivirového skenování.
Navržený detektor je unikátní svým způsobem detekce a tím, že se jedná o jednoúčelovou
samostatnou aplikaci. Je určen především pro pokročilé uživatele, kteří jsou obeznámeni
s problematikou bootkitů, projevy obecné infekce škodlivým softwarem (podezřelá síťová
aktivita, snížení výkonnosti systému atd.) a nespoléhají se pouze na antivirovou ochranu.
Vzhledem k neexistenci obdobného detektoru, se kterým by mohly být detekční schop-
nosti porovnány, bude testování pojato vytvořením statistiky četností náznaků infekce.
Pro potřeby testování byla společností AVG Technologies poskytnuta další, tentokráte
rozsáhlejší, databáze infikovaných vzorků MBR. Konkrétně bylo detektorem analyzováno
11507 vzorků, z nichž všechny byly označeny za infikované. Výskyty náznaků infekce u všech
vzorků byly následně sečteny a vyneseny do grafu, viz obr. 5.1.
Hákování obslužné rutiny přerušení
Alokace paměti
Čtení většího počtu sektorů
Čtení z rezervované oblasti
Vícenásobné čtení z pevného disku
Vynechání čtení VBR
Neprovedené předání řízení VBR
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11179
733
6348
5647
4651
Obrázek 5.1: Četnost náznaků infekce
Graf vypovídá pouze o frekvenci výskytů jednotlivých náznaků infekce, ale ne o jejich
koexistenci. Procentuální zastoupení koexistence náznaků infekce je zobrazeno v tab. 5.2.
Hákování obslužné rutiny přerušení •
Alokace paměti • •
Čtení většího počtu sektorů • • • • •
Čtení z rezervované oblasti • • •
Vícenásobné čtení z pevného disku • • •
Vynechání čtení VBR • • • • •
Neprovedené předání řízení VBR • • • •
Zastoupení [%] 51 38 4 4 2 <1 <1 <1
Tabulka 5.2: Procentuální zastoupení koexistence náznaků infekce
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Na základě četnosti a koexistence náznaků infekce je možné odvodit následující fakta:
• U více než 97% vzorků bylo zjištěno čtení většího množství sektorů. Bezpochyby lze
tuto vlastnost označit za nejčastější projev infekce MBR.
• Výkonná část bootkitu bývá zřídka umístěna do MBR, což je podtrženo malým po-
dílem hákování obslužných rutin přerušení a alokací paměti.
• U nadpoloviční většiny vzorků, první sloupec tab. 5.2, je kromě MBR také infikován
VBR, nebo je podvržen záznam aktivního oddílu. Tuto skutečnost implikuje absence
hákování obslužné rutiny přerušení a alokace paměti.
• U zhruba 40% vzorků je vynecháno čtení VBR aktivního oddílu. Místo toho je načten
alespoň jeden sektor z pevného disku, z toho v 2% případů z rezervované oblasti.
Z tabulky 5.2 je dále patrné, že testovací databáze nebyla konstantního charakteru, ale
obsahovala přinejmenším osm skupin vzorků. Bohužel díky použití obfuskace a šifrování
nebylo možné určit, kolik různorodých variant databáze přesně obsahovala a v jakém po-
měru. Výsledky testování je proto nutné považovat za relevantní pouze v rámci analyzované
databáze, obecně zjištěné informace a odvozená fakta platit nemusí.
Detektor byl mimo jiné také otestován na neinfikovaných vzorcích MBR. Cílem testování
bylo ověřit, zdali není detektor náchylný ke generování falešných poplachů. Za tímto účelem
byly detektorem analyzovány MBR vytvořené instalací Windows XP, 7, 8, a linuxových
distribucí Ubuntu, Fedora, Kubuntu, Arch Linux a Linux Mint. Testování proběhlo dle
očekávání, tj. detektor neoznačil žádný ze vzorků za infikovaný.
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Kapitola 6
Závěr
Cílem této diplomové práce bylo obeznámení s problematikou rootkitů a jejich specifickou
kategorií, bootkity. Praktickým výsledkem práce byla implementace detektoru infekce MBR.
Úvodní část se zabývala problematikou škodlivého softwaru a podrobněji rozebírala
několik jeho druhů. Padla také zmínka o mobilním malwaru. V tomto odvětví, vzhledem
k rostoucí popularitě mobilních zařízení, lze očekávat výrazný nárůst kyberkriminality.
Pozornost byla následně věnována problematice rootkitů. Vysvětlen byl účel použití,
dělení a hlavní rysy jednotlivých generací rootkitů. Milníkem této kapitoly byl popis ar-
chitektury operačního systému Microsoft Windows a uvedení způsobů, jakými se rootkity
zapojují do jeho struktur. Celkem bylo popsáno dvanáct technik, z toho pět podrobněji.
Zbytek teoretické části se zaobíral ranou fází zavádění operačního systému a možností
jeho ovlivnění bootkitem. Informace uvedené v této části byly podstatné pro následný vývoj
detektoru, zejména pak pasáže věnované struktuře MBR a rozboru Windows 7 MBR.
Poslední část práce byla zaměřena na vývoj samotného detektoru. Poznatky potřebné
pro implementaci generické detekce byly získány analýzou infikovaných vzorků MBR. Na-
značeny byly dva přístupy k detekci, z nichž pro výslednou implementaci byl vybrán přístup
kombinující analýzu a simulaci instrukcí. Výběr byl opodstatněn potenciálně vyšší úspěš-
ností detekce. Implementace jednotlivých částí detektoru byla následně podrobně popsána.
Navržený detektor je unikátní svým přístupem k detekci. V současné době neexis-
tuje žádné konkurenční řešení pracující na obdobném principu. Efektivita detekce byla
prokázána testováním na různorodých infikovaných vzorcích MBR, kde detektor dosáhl
100% úspěšnosti. Detektor byl také otestován z hlediska generování falešných poplachů při
analýze neinfikovaných vzorků MBR. Výsledky tohoto testování dopadly kladně.
Současnou podobu detektoru je možné dále rozvíjet. Za zmínku stojí zejména rozšíření
detekce na další komponenty bootkitu, nebo zavedení analýzy VBR. Detekce by mohla být
případně ještě rozšířena o mechanismy umožňující detektovat použití obfuskačních technik
a šifrování kódu. Z hlediska používání se naskýtá možnost vytvořit verzi, kterou by bylo
možné spustit z bootovacího média a zanalyzovat MBR bez potřeby vytváření jeho obrazu.
Osobním přínosem této práce bylo zasvěcení do problematiky škodlivého softwaru,
zejména pak uvědomění si rizik spojených s infekcí rootkity, resp. bootkity. Během vývoje
práce se ukázalo, že bootkity začínají být hojně diskutovaným tématem, což se projevovalo
postupným nárůstem počtu webových článků zabývajících se touto problematikou. Bohužel
zatím neexistuje žádná publikace, která by se podrobněji problematikou bootkitů zabývala.
Na závěr je vhodné poznamenat, že odvětví škodlivého softwaru je velmi dynamické.
Stojí zde proti sobě dvě skupiny vývojářů, a to vývojáři škodlivého softwaru a vývojáři de-
tekčních nástrojů, kteří musí pružně na vznik jednotlivých bezpečnostních hrozeb reagovat.
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Příloha A
Obsah CD
- Technická zpráva ve formátu PDF
- Zdrojové soubory technické zprávy ve formátu LATEX
- Zdrojové soubory detektoru a Makefile
- Sada testovacích vzorků
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