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Tato pra´ce obsahuje u´vod do problematiky modelova´n´ı a simulace pomoc´ı formalismu
DEVS. Definuje za´kladn´ı modely (atomicky´ DEVS a slozˇeny´ DEVS), urcˇuje zp˚usob simu-
lace a obsahuje prˇ´ıklady formalismu˚, ktere´ jsou na DEVS zalozˇeny (ParallelDEVS, DESS).
Da´le je popsa´n zp˚usob zada´va´n´ı DEVS modelu pomoc´ı graficke´ho editoru, strucˇny´ prˇehled
existuj´ıc´ıch na´stroj˚u a jejich vy´hody a nevy´hody. Zvla´sˇtn´ı cˇa´st je urcˇena k vyuzˇit´ı jazyka
XML pro ukla´da´n´ı model˚u a prˇiblizˇuje formy validace a transformace XML dokument˚u.
Pote´ pra´ce obsahuje na´vrh graficke´ho editoru simulacˇn´ıch model˚u, ktery´ specifikuje trˇ´ıdy
pouzˇite´ pro reprezentaci modelu, pracovn´ı pla´tno, rozhran´ı pro export modelu a hlavn´ı apli-
kaci, inspirovane´ na´vrhovy´mi vzory. Rovneˇzˇ je uveden forma´t XML dokumentu urcˇene´ho
k ulozˇen´ı DEVS modelu a jednoduchy´ DEVS simula´tor. Implementacˇn´ı cˇa´st se zaby´va´
pouzˇity´mi knihovnami a prac´ı s nimi. Vymezuje jejich klady a za´pory. Dokument je uzavrˇen
prˇ´ıkladem na´vrhu a implementace jednoduche´ho DEVS modelu ve vytvorˇene´m graficke´m
editoru urcˇene´ho pro DEVS modely.
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Abstract
This paper contains brief introduction into modeling and simulation using Discrete Event
Specified System (DEVS) formalism. It defines basic models (atomic and coupled DEVS)
and shows how they are simulated. Examples of derived DEVS formalism like parallel
DEVS or DESS are also presented. It is descibed how to create DEVS models using graphic
modeling software and advantages and disadvantages of this approach. A short summary
of known programs are also covered. Storing models in the XML language, validation of
XML document and transformation capabilities by XSLT are discused. The main section
is dedicated to the design of a graphic editor for simulation models inspired by design
patterns including classes for canvas, model representation, export module interface and
main application. The XML document used for storing DEVS models and simple DEVS
simulator are also described. Implementation section presents used programming libraries,
reasons why they have been used and their advantages and disadvantages. Paper ends with
an example of a simple DEVS model created by implemented graphic editor for simulation
DEVS models.
Keywords
modeling, simulation, DEVS formalism, atomic DEVS, coupled DEVS, simulation of DEVS,
parallel DEVS, user interface, canvas, modeling using graphical editor, XML, DTD, XSL,
XSLT, design pattern, dynamic module
Citace
Jan Horˇa´k: Graficky´ editor simulacˇn´ıch model˚u, diplomova´ pra´ce, Brno, FIT VUT v Brneˇ,
2008
Graficky´ editor simulacˇn´ıch model˚u
Prohla´sˇen´ı
Prohlasˇuji, zˇe jsem tuto diplomovou pra´ci vypracoval samostatneˇ pod veden´ım pana Dr.
Ing. Petra Peringera. Uvedl jsem vsˇechny litera´rn´ı prameny a publikace, ze ktery´ch jsem
cˇerpal.




Ra´d bych podeˇkoval panu Dr. Ing. Petru Peringerovi za veden´ı, rady a prˇipomı´nky, ktery´mi
mneˇ beˇhem pra´ce poma´hal. Deˇkuji rovneˇzˇ rodicˇ˚um a prˇa´tel˚um za materia´ln´ı a mora´ln´ı
podporu beˇhem psan´ı te´to pra´ce.
c© Jan Horˇa´k, 2008.
Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
Obsah
1 U´vod 3
2 Modelova´n´ı a simulace s vyuzˇit´ım graficky´ch editor˚u 5
2.1 Problematika modelova´n´ı a simulace . . . . . . . . . . . . . . . . . . . . . . 5
2.2 Modely a jejich reprezentace . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 DEVS formalismus . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.3.1 Discrete Event System Specification (DEVS) . . . . . . . . . . . . . 7
2.3.2 Discrete Event Specified Network (DEVN) . . . . . . . . . . . . . . 10
2.3.3 Paraleln´ı DEVS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.3.4 Differential Equation System Specification (DESS) . . . . . . . . . . 13
2.4 Simulace DEVS a DESS formalismu˚ . . . . . . . . . . . . . . . . . . . . . . 15
2.4.1 Simula´tory DEVS/DEVN . . . . . . . . . . . . . . . . . . . . . . . . 15
2.4.2 Vy´hody a nevy´hody pouzˇit´ı DEVS formalismu . . . . . . . . . . . . 20
2.5 Graficke´ editory pro zada´va´n´ı model˚u . . . . . . . . . . . . . . . . . . . . . 20
2.5.1 Historie vy´voje graficke´ho uzˇivatelske´ho rozhran´ı . . . . . . . . . . . 21
2.5.2 Uzˇivatelske´ rozhran´ı aplikac´ı . . . . . . . . . . . . . . . . . . . . . . 21
2.5.3 Pozice a zp˚usob ovla´da´n´ı prvk˚u uzˇivatelske´ho rozhran´ı . . . . . . . . 22
2.5.4 Pozˇadavky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
2.5.5 Prˇehled na´stroj˚u . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
2.5.6 Mozˇna´ vylepsˇen´ı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
2.5.7 Vy´hody a nevy´hody pouzˇit´ı . . . . . . . . . . . . . . . . . . . . . . . 25
2.6 XML a jeho pouzˇit´ı v graficky´ch editorech model˚u . . . . . . . . . . . . . . 25
2.6.1 Stavebn´ı bloky XML dokumentu a jejich usporˇa´da´n´ı . . . . . . . . . 26
2.6.2 Mozˇnosti definice struktury XML dokumentu . . . . . . . . . . . . . 27
2.6.3 Zpracova´n´ı XML dokumentu . . . . . . . . . . . . . . . . . . . . . . 29
2.6.4 Pouzˇit´ı XML v graficky´ch editorech . . . . . . . . . . . . . . . . . . 31
3 Na´vrh graficke´ho editoru simulacˇn´ıch model˚u 32
3.1 Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
3.1.1 Trˇ´ıdy pro reprezentaci modelu . . . . . . . . . . . . . . . . . . . . . 32
3.2 Pracovn´ı pla´tno . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.2.1 Trˇ´ıdy objekt˚u pla´tna . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.2.2 Odvozene´ trˇ´ıdy pro potrˇeby DEVS modelu . . . . . . . . . . . . . . 36
3.2.3 Chova´n´ı pracovn´ıho pla´tna . . . . . . . . . . . . . . . . . . . . . . . 36
3.2.4 Trˇ´ıdy pro vlastn´ı pla´tno . . . . . . . . . . . . . . . . . . . . . . . . . 38
3.2.5 Trˇ´ıdy pro podporu vracen´ı zmeˇn . . . . . . . . . . . . . . . . . . . . 39
3.2.6 Mozˇnosti vyuzˇit´ı pro jine´ druhy model˚u . . . . . . . . . . . . . . . . 40
3.3 Na´vrh forma´tu souboru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
1
3.3.1 Knihovna model˚u . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.4 Hlavn´ı aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.4.1 Operace se soubory . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.4.2 Export modelu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
3.4.3 Spra´va nastaven´ı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
3.4.4 Graficke´ uzˇivatelske´ rozhran´ı . . . . . . . . . . . . . . . . . . . . . . 44
3.5 Rozhran´ı pro rˇ´ızen´ı beˇhu simulace . . . . . . . . . . . . . . . . . . . . . . . 44
3.6 DEVS simula´tor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
4 Implementace editoru simulacˇn´ıch model˚u 47
4.1 Knihovna pro prvky uzˇivatelske´ho rozhran´ı . . . . . . . . . . . . . . . . . . 47
4.2 Vy´beˇr knihovny pro implementaci pracovn´ıho pla´tna . . . . . . . . . . . . . 47
4.3 Knihovna pro implementaci uzˇivatelske´ho rozhran´ı . . . . . . . . . . . . . . 48
4.4 Cˇten´ı a za´pis DEVS model˚u pomoc´ı knihovny . . . . . . . . . . . . . . . . . 48
4.5 Moduly pro export modelu . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
4.6 Transformace modelu pomoc´ı XSLT . . . . . . . . . . . . . . . . . . . . . . 50
4.7 Vzhled uzˇivatelske´ho rozhran´ı . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.8 Prˇ´ıklad rˇesˇen´ı proble´mu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
4.8.1 Genera´tor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
4.8.2 Zarˇ´ızen´ı s frontou . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.8.3 Monitorovac´ı blok . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
4.8.4 Propojen´ı blok˚u a simulace . . . . . . . . . . . . . . . . . . . . . . . 55





Pod pojmem pocˇ´ıtacˇova´ simulace cha´peme pocˇ´ıtacˇovy´ program, ktery´ se pokousˇ´ı simulovat
chova´n´ı zkoumane´ho syste´mu. Nacha´z´ı dnes uplatneˇn´ı naprˇ´ıcˇ spektrem obor˚u, naprˇ´ıklad
ve fyzice, chemii, biologii, stroj´ırenstv´ı, ekonomice nebo sociologii. Pouzˇ´ıva´ se tam, kde po-
znatky nen´ı mozˇne´ z´ıskat analyticky nebo rea´lny´mi experimenty, kv˚uli cˇasove´ na´rocˇnosti
nebo financˇn´ım d˚uvod˚um. Poznatky z´ıskane´ simulac´ı mu˚zˇeme vyuzˇ´ıt k srovna´va´n´ı, optima-
lizaci, odhadu mozˇny´ch rizik, prˇedv´ıda´n´ı uda´lost´ı nebo objeven´ı novy´ch souvislost´ı.
C´ılem te´to pra´ce je vytvorˇit obecne´ prostrˇed´ı pro zada´va´n´ı a simulaci model˚u defi-
novany´ch blokovy´mi sche´maty nebo jinou podobnou hierarchickou grafickou reprezentac´ı.
Vy´sledny´ program by pak bylo mozˇne´ pouzˇ´ıvat naprˇ´ıklad jako prostrˇed´ı pro zada´va´n´ı DEVS
model˚u a pro prˇevod do neˇktere´ho simulacˇn´ıho jazyka.
Prvn´ı cˇa´st te´to pra´ce se zaby´va´ prˇedevsˇ´ım teori´ı, ktera´ s modelova´n´ım a simulac´ı
pomoc´ı DEVS formalismu souvis´ı. U´vodem je zmı´neˇna problematika, za´kladn´ı rozdeˇlen´ı,
reprezentace a postupy v modelova´n´ı a simulaci. Kapitola pokracˇuje definic´ı atomicke´ho
DEVS, popisem jeho struktur a demonstruje d˚usledky jeho chova´n´ı. Prˇ´ıklad modelu pak
slouzˇ´ı k ujasneˇn´ı souvislost´ı a vy´znamu prˇechod˚u stavu beˇhem simulace. Pro podporu
skla´da´n´ı DEVS model˚u je uvedena definice s´ıteˇ slozˇene´ho DEVS a vy´znam port˚u spolu
s vysveˇtleny´m prˇ´ıkladem modelu. K rozsˇ´ıˇren´ı znalost´ı jsou uvedeny dva formalismy, ktere´
modifikuj´ı za´kladn´ı definici. Parallel DEVS slouzˇ´ı k simulaci syste´mu˚ s paraleln´ım vy´skytem
uda´lost´ı a DESS slouzˇ´ı k podporˇe simulac´ı syste´mu˚ specifikovany´ch diferencia´ln´ımi rovni-
cemi. Na´sleduje cˇa´st, ktera´ pojedna´va´ o simulaci DEVS model˚u, nahrazen´ı atomicky´ch
DEVS model˚u simula´tory a slozˇeny´ch DEVS model˚u koordina´tory. Jsou popsa´ny druhy
zpra´v, ktery´mi koordina´tory a simula´tory mezi sebou komunikuj´ı a reakce na neˇ. Kapitolu
uzav´ıra´ zhodnocen´ı DEVS formalismu z hlediska vy´konu, vytva´rˇen´ı a modifikace model˚u.
V na´sleduj´ıc´ı kapitole je shrnuta historie vzniku uzˇivatelsky´ch rozhran´ı a pozˇadavky
na graficke´ editory simulacˇn´ıch model˚u. Rovneˇzˇ je obsazˇeno srovna´n´ı neˇkolika existuj´ıc´ıch
editor˚u urcˇeny´ch pro DEVS modely vcˇetneˇ jejich vy´hod a nedostatk˚u. Kapitola je uzavrˇena
navrzˇeny´mi vylepsˇen´ımi a u´vahou kdy zvolit graficky´ editor simulacˇn´ıch model˚u a kdy ne.
Teoretickou cˇa´st pra´ce uzav´ıra´ pojedna´n´ı o vyuzˇit´ı jazyka XML pro ukla´da´n´ı datovy´ch
struktur pouzˇity´ch v graficky´ch editorech model˚u. Obsahuje strucˇny´ u´vod do jazyka XML a
jeho stavebn´ıch blok˚u. Rozeb´ıra´ mozˇnosti pro stanoven´ı struktury dokumentu pro potrˇeby
validace dokumentu jazykem XSL nebo souboru s DTD a zp˚usob jaky´m lze dokument
zpracovat pomoc´ı XSLT sˇablon.
Na´vrh samotne´ aplikace je uveden v dalˇs´ı kapitole. Nejdrˇ´ıve je popsa´na definice modelu,
jeho slozˇek a na´vrhove´ho vzoru pouzˇite´ho pro jeho konstrukci. Trˇ´ıdy urcˇene´ pro pracovn´ı
pla´tno (canvas), ktere´ je u´strˇedn´ım objektem cele´ aplikace, zahrnuj´ı objekty umı´stitelne´ na
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pla´tno, chova´n´ı prˇi vy´skytu vneˇjˇs´ıch uda´lost´ı a vlastn´ıho pla´tna s podporou funkce Zpeˇt.
Je uvedena mozˇnost pouzˇ´ıt pracovn´ı pla´tno pro jine´ druhy model˚u. Popis trˇ´ıd je prolozˇen
pouzˇity´mi na´vrhovy´mi vzory, ktere´ implementaci usnadnˇuj´ı. Da´le je uveden na´vrh vhodne´ho
forma´tu pro ulozˇen´ı modelu do souboru prˇi vyuzˇit´ı vy´hod jazyka XML, knihovna model˚u,
kterou aplikace vyuzˇ´ıva´ a jej´ı funkce, trˇ´ıdy popisuj´ıc´ı hlavn´ı chova´n´ı, moduly pro export
a na´vrh DEVS simula´toru pouzˇite´ho pro jejich testova´n´ı.
Cˇa´st veˇnovana´ implementaci popisuje zvolene´ prostrˇed´ı a knihovny, vy´hody jej´ıch pouzˇit´ı
a nevy´hody, obt´ızˇe prˇi vytva´rˇen´ı aplikace a popis vytva´rˇen´ı vlastn´ıch exportn´ıch modul˚u s
vyuzˇit´ım XSLT sˇablon nebo jazyka C++. Pra´ci uzav´ıra´ prˇ´ıklad jednoduche´ho DEVS mo-
delu vytvorˇene´ho pomoc´ı vznikle´ aplikace a simulovane´ho neˇkterou simulacˇn´ı knihovnou.
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Kapitola 2
Modelova´n´ı a simulace s vyuzˇit´ım
graficky´ch editor˚u
Cha´peme-li graficky´ editor jako prostrˇedek pro snadne´ zobrazen´ı, vytva´rˇen´ı a modifikaci
struktury podobne´ grafu, je mozˇne´ jej pouzˇ´ıt pro produkci simulacˇn´ıch model˚u [9]. Po-
moc´ı graficke´ho editoru vsˇak nemus´ı by´t vy´hodne´ definovat vsˇechny zna´me´ typy model˚u.
Proto je d˚ulezˇite´ rozliˇsit, pro ktere´ modely jsou graficke´ editory vhodne´ a pro ktere´ niko-
liv. V na´sleduj´ıc´ı cˇa´sti probereme zna´me´ reprezentace model˚u a urcˇ´ıme u ktere´ je vhodne´
graficky´mi editory konstruovat. Da´le pop´ıˇseme z cˇeho by se meˇl spra´vny´ graficky´ editor mo-
del˚u skla´dat. Urcˇ´ıme pracovn´ı postupy pro vytvorˇen´ı a modifikaci modelu, zp˚usob ulozˇen´ı
modelu a technologie, ktere´ slouzˇ´ı pro prˇevod graficke´ reprezentace do simulacˇn´ıch jazyk˚u.
2.1 Problematika modelova´n´ı a simulace
Za´kladn´ım principem modelova´n´ı a simulace je vytvorˇit takovy´ syste´m, ke ktere´mu bude
p˚uvodn´ı syste´m homomorfn´ı. Syste´m S1 = (U1, R1) je homomorfn´ı se syste´mem S2 =
(U2, R2) pokud je prvk˚um univerza U1 mozˇne´ prˇiˇradit jednoznacˇneˇ prvky z univerza U2
(opacˇneˇ to platit nemus´ı – jedna´ se o na´sobnost vztahu N:1). Da´le pak je mozˇne´ prvk˚um
charakteristiky R1 jednoznacˇneˇ prˇiˇradit prvky charakteristiky R2 tak, zˇe prvku charakte-
ristiky R1 je vzˇdy prˇiˇrazen ten prvek charakteristiky R2, ktery´ vyjadrˇuje stejneˇ orientovany´
vztah mezi odpov´ıdaj´ıc´ı dvojic´ı prvk˚u univerza U2.
Neforma´lneˇ rˇecˇeno – jde na´m o to, abychom syste´m, ktery´ hodla´me simulovat, do-
statecˇneˇ zjednodusˇili pro u´cˇely, ke ktery´m bude vy´sledek simulace slouzˇit. Samotny´ proces
vytva´rˇen´ı simulovane´ho syste´mu a jeho simulace lze rozdeˇlit do peˇti krok˚u:
Z´ıska´va´n´ı znalost´ı: Nejdrˇ´ıve se zaby´va´me studiem syste´mu, ktery´ budeme simulovat. Ex-
perimentujeme a pozorujeme, zameˇrˇ´ıme se prˇedevsˇ´ım na parametry, ktere´ chova´n´ı
syste´mu ovlivnˇuj´ı nejv´ıce, vliv me´neˇ podstatny´ch velicˇin zanedba´me.
Modelova´n´ı: Ze z´ıskany´ch znalost´ı vytva´rˇ´ıme abstraktn´ı model pomoc´ı neˇktere´ho zna´me´ho
postupu. Vztah mezi pozorovany´m syste´mem a jeho modelem je veˇtsˇinou homomorfn´ı
(na´sobnost N:1).
Vytva´rˇen´ı simulacˇn´ıho modelu: Abstraktn´ı model transformujeme na simulacˇn´ı mo-
del. Vztah mezi abstraktn´ım a simulacˇn´ım modelem je izomorfn´ı (na´sobnost 1:1).
Z prakticke´ho hlediska jde o prˇepis modelu do neˇktere´ho programovac´ıho jazyku nebo
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prˇenesen´ı modelu do simulacˇn´ıho prostrˇed´ı. Mozˇnosti rˇesˇitele simulacˇn´ı u´lohy jsou
proto omezeny jeho prakticky´mi zkusˇenostmi s prostrˇed´ım, v neˇmzˇ model vytva´rˇ´ı.
Po prˇenesen´ı modelu na´sleduje verifikace, cozˇ je proces, ktery´m zjiˇst’ujeme, zda se
simulacˇn´ı model chova´ stejneˇ jako jeho abstraktn´ı prˇedloha.
Experimentova´n´ı: V dalˇs´ı fa´zi prˇednastav´ıme v modelu pocˇa´tecˇn´ı podmı´nky, vystavu-
jeme simulacˇn´ı model r˚uzny´m vstupn´ım podmı´nka´m, porovna´va´me vy´sledky simula-
cˇn´ıho procesu, sledujeme vy´stupn´ı data a docha´z´ıme k novy´m za´veˇr˚um. Tento krok
je nutne´ neˇkolikra´t opakovat a volit vhodne´ vstupn´ı hodnoty.
Interpretace vy´sledk˚u: Na za´veˇr zhodnocujeme vy´sledky a vyvozujeme z nich nove´
za´veˇry. V neposledn´ı rˇadeˇ zjiˇst’ujeme, zda je model validn´ı, tj. zda vy´sledky simu-
lace odpov´ıdaj´ı skutecˇnosti. Pokud tomu tak nen´ı, mus´ıme cely´ postup opakovat,
vy´sledky jsou totizˇ chybne´.
2.2 Modely a jejich reprezentace
Model je prostrˇedek, ktery´m popisujeme zjednodusˇeny´ syste´m. Jedn´ım z hledisek, jak
mu˚zˇeme na rozdeˇlen´ı model˚u do kategori´ı pohl´ızˇet, je podoba vy´sledne´ho na´vrhu [6]:
Konceptua´ln´ı modely jsou nejvolneˇjˇs´ım vyja´drˇen´ım pouzˇ´ıvany´m k popisu syste´mu˚, u ktery´ch
prozat´ım nedosˇlo z hlediska teorie k prˇesne´mu popisu. Jsou vhodne´ prˇedevsˇ´ım v rane´
fa´zi na´vrhu k ujasneˇn´ı za´kladn´ıch souvislost´ı. Vyjadrˇovac´ım prostrˇedkem by´va´ text
nebo obra´zek.
Deklarativn´ı modely se skla´daj´ı ze stav˚u a prˇechod˚u mezi nimi. Prˇechody definuj´ı nutne´
podmı´nky k uskutecˇneˇn´ı uda´losti a novy´ stav po jejich vzniku. Proto se hod´ı pro
diskre´tn´ı modely, ve ktery´ch docha´z´ı ke zmeˇna´m skokoveˇ. K za´pisu se pouzˇ´ıvaj´ı
konecˇne´ automaty, Petriho s´ıteˇ, soupis uda´lost´ı rˇ´ızeny´ch kalenda´rˇem nebo DEVS for-
malismus.
Funkciona´ln´ı modely pouzˇ´ıvaj´ı k reprezentaci orientovany´ graf. Uzly cha´peme jako funkce
nebo promeˇnne´, hrany pak tvorˇ´ı s´ıt’, ktera´ urcˇuje vza´jemne´ propojen´ı. Funkciona´ln´ı
modely jsou vy´hodne´ pro syste´my hromadne´ obsluhy, spojitou simulaci zna´zorneˇnou
pomoc´ı blokovy´ch sche´mat a rovneˇzˇ DEVS modely.
Modely popsane´ rovnicemi algebraicky´mi, diferencia´ln´ımi nebo diferencˇn´ımi lze pomeˇrneˇ
snadno prˇeve´st na blokove´ sche´ma funkciona´ln´ıho modelu nebo pro jejich simulaci
slouzˇ´ı specia´ln´ı metody.
Prostorove´ modely deˇl´ı prostor na objemoveˇ mensˇ´ı podsyste´my, ktere´ se rˇesˇ´ı oddeˇleneˇ,
prˇ´ıpadneˇ distribuovaneˇ.
Multimodely vznikaj´ı kombinac´ı vy´sˇe uvedeny´ch model˚u. Cˇaste´ je spojen´ı diskre´tn´ıho
a spojite´ho modelu v situac´ıch, kdy potrˇebujeme skokovou zmeˇnu neˇktere´ho z pa-
rametr˚u. V praxi jsou multimodely nejrozsˇ´ıˇreneˇjˇs´ı, protozˇe ma´lokdy naraz´ıme na
slozˇiteˇjˇs´ı syste´m, ktery´ lze popsat pouze neˇktery´m z model˚u.
Z kategori´ı je patrne´, zˇe pomoc´ı graficky´ch editor˚u mu˚zˇeme popsat pomeˇrneˇ sˇiroke´
spektrum model˚u. Deklarativn´ı modely mezi neˇ urcˇiteˇ patrˇ´ı. Petriho s´ıt’, konecˇne´ automaty
i funkciona´ln´ı modely lze zobrazit pomoc´ı orientovane´ho grafu. Modely popsane´ rovnicemi
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Obra´zek 2.1: Chova´n´ı DEVS modelu, vlevo vstup, vpravo vy´stup
je mozˇne´ rovneˇzˇ prˇeve´st do graficke´ reprezentace (je ovsˇem dobre´ zva´zˇit, zda je to vy´hodne´).
DEVS formalismus se ty´ka´ vsˇech teˇchto vhodny´ch model˚u pro grafickou reprezentaci a tato
pra´ce je na neˇj zameˇrˇena. Proto je vhodne´ shrnout jeho definici.
2.3 DEVS formalismus
Vytva´rˇ´ıme-li modely syste´mu˚, mu˚zˇeme zjistit, zˇe byt’ slouzˇ´ı sve´mu u´cˇelu dobrˇe, nejsou
prˇ´ıliˇs vhodne´ pro to, abychom je mohli vyuzˇ´ıt znovu. Nav´ıc komplexn´ı modely nen´ı snadne´
ladit ani udrzˇovat, vynalozˇ´ıme rˇadu prostrˇedk˚u a cˇasu pro jejich vy´robu. K efektivneˇjˇs´ımu
vyuzˇit´ı prˇedchoz´ıch model˚u mu˚zˇe slouzˇit dekompozice modelu na podmodely a ty pak
vyuzˇ´ıt naprˇ´ıklad v jiny´ch modelech. Pra´veˇ pro tyto u´cˇely vznikl DEVS formalismus, ktery´
definuje jednotne´ rozhran´ı podmodel˚u (blok˚u) a umozˇnˇuje hierarchicky skla´dat jednotlive´
DEVS modely do sebe a vza´jemneˇ je propojovat. To prˇina´sˇ´ı r˚uznou u´rovenˇ abstrakce,
ktera´ je rovneˇzˇ vy´hodna´. DEVS (Discrete EVent System specification) je formalismus pro
popis komplexn´ıch diskre´tn´ıch, spojity´ch nebo kombinovany´ch syste´mu˚ [1]. Byl prˇedstaven
Bernardem Zeiglerem v 70. letech [18].
2.3.1 Discrete Event System Specification (DEVS)
Pomoc´ı DEVS mu˚zˇeme popsat vsˇechny syste´my jejichzˇ vstupn´ı a vy´stupn´ı chova´n´ı lze
popsat sekvenc´ı uda´lost´ı a stav procha´z´ı konecˇny´m pocˇtem zmeˇn za konecˇny´ cˇas. Uda´lost
reprezentuje okamzˇitou zmeˇnu neˇjake´ cˇa´sti syste´mu. Je da´na hodnotou, ktera´ mu˚zˇe by´t
libovolny´m datovy´m typem (cˇ´ıslo, vektor nebo obecneˇ prvek mnozˇiny), a cˇasem vy´skytu.
DEVS model zpracuje vstupn´ı uda´losti. Podle nich a vnitrˇn´ıho stavu syste´mu vygeneruje
vy´stupn´ı uda´losti (viz obra´zek 2.1). Chova´n´ı DEVS modelu se t´ımto znacˇneˇ podoba´ chova´n´ı
konecˇne´ho automatu.
Definice
DEVS model definujeme jako na´sleduj´ıc´ı strukturu:
M = (X,Y, S, δint, δext, λ, ta)
kde
X je mnozˇina vstupn´ıch uda´lost´ı
Y je mnozˇina vy´stupn´ıch uda´lost´ı
S je mnozˇina vnitrˇn´ıch stav˚u
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Obra´zek 2.2: Chova´n´ı DEVS modelu
δint, δext, λ a ta urcˇuj´ı chova´n´ı syste´mu (prˇ´ıklad chova´n´ı demonstruje obra´zek 2.2)
Pro stav s ∈ S existuje posun cˇasu (time advance) definovany´ funkc´ı posuvu cˇasu ta:
ta(s) : S → R+0,∞.
Toto kladne´ cˇ´ıslo urcˇuje, jak dlouho syste´m setrva´ v dane´m stavu v prˇ´ıpadeˇ, zˇe nedojde
k vneˇjˇs´ı uda´losti. Pokud tedy syste´m zmeˇn´ı stav na s1 v cˇase t1, tak v cˇase t1 + ta(s1)
syste´m provede intern´ı prˇechod a prˇejde do stavu s2. Novy´ stav je vypocˇ´ıta´n funkc´ı
s2 = δint(s1).
Funkce
δint : S → S
se nazy´va´ intern´ı prˇechodovou funkc´ı. Pokud dojde ke zmeˇneˇ uda´losti s1 na s2 vznikne
vy´stupn´ı uda´lost y1 = λ(s1). Funkce
λ : S → Y )
se nazy´va´ vy´stupn´ı funkc´ı. Teˇmito funkcemi (ta, δint, λ) je definova´no autonomn´ı chova´n´ı
DEVS modelu.
V prˇ´ıpadeˇ, zˇe dojde k vy´skytu vneˇjˇs´ı uda´losti, stav syste´mu se zmeˇn´ı okamzˇiteˇ. Novy´
stav neza´vis´ı pouze na prˇedchoz´ım stavu syste´mu a prˇ´ıchoz´ı uda´losti, ale take´ na dobeˇ, ktera´
uplynula od vy´skytu posledn´ı uda´losti. Pokud je syste´m ve stavu s2 v cˇase t2 a doraz´ı-li
vstupn´ı uda´lost v cˇase t2 +e < ta(s2) s hodnotou x1, tak novy´ stav syste´mu je da´n vztahem
s3 = δext(s2, e, x1).
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Funkce
δext : S × R+0 ×X → S
se nazy´va´ extern´ı prˇechodovou funkc´ı a pokud v syste´mu dojde k extern´ı uda´losti, ktera´
zmeˇn´ı stav syste´mu, dosˇlo k extern´ımu prˇechodu.
Tento model se obvykle oznacˇuje jako atomicky´ DEVS model. Atomicke´ DEVS modely
se skla´daj´ı dohromady pomoc´ı DEVN (viz 2.3.2).
Prˇ´ıklad modelu
Uvazˇujme osmibitovy´ cˇ´ıtacˇ s vlastn´ım hodinovy´m signa´lem s periodou tclk a mozˇnost´ı resetu
(ktery´ lze aktivovat asynchronneˇ a ktery´ za´rovenˇ resetuje i hodinovy´ signa´l). DEVS model
popisuj´ıc´ı tento integrovany´ obvod bude na´sleduj´ıc´ı:
M = (X,Y, S, δint, δext, λ, ta)
kde
X je jednoprvkova´ mnozˇina (X = [1]) reprezentuj´ıc´ı aktivn´ı signa´l reset
Y je mnozˇina vy´stupn´ıch uda´lost´ı obsahuj´ıc´ı cela´ cˇ´ısla v intervalu (0, 255) S je mnozˇina
stav˚u syste´mu obsahuj´ıc´ı cela´ cˇ´ısla v intervalu (0, 255)
δint(s) = (s+ 1) mod 256
δext(s, e, 1) = 0
λ(s) = s
ta(s) = tclk
Uvazˇujme pocˇa´tecˇn´ı podmı´nky s = 0, t = 0, tclk = 3 a da´le, zˇe v cˇase t = 7 dojde
k resetu obvodu.
V cˇase t = 0
s = 0
e = 0
ta(s) = ta(0) = tclk = 3
V cˇase t = 3−
s = 0
e = 3
V cˇase t = 3
vy´stupn´ı uda´lost o hodnoteˇ λ(s) = λ(0) = 0
s = δint(0) = (0 + 1) mod 256 = 1
V cˇase t = 3+
s = 1
e = 0
ta(s) = ta(1) = 3
V cˇase t = 6−
s = 1
e = 3
V cˇase t = 6
vy´stupn´ı uda´lost o hodnoteˇ λ(s) = λ(1) = 1
s = δint(1) = (1 + 1) mod 256 = 2




ta(s) = ta(2) = 3
V cˇase t = 7−
s = 2
e = 1
V cˇase t = 7
s = δext(s, e, x) = δext(2, 1, 1) = 0
V cˇase t = 7+
s = 0
e = 0
ta(s) = ta(0) = 3
V cˇase t = 10−
s = 0
e = 3
V cˇase t = 10
vy´stupn´ı uda´lost o hodnoteˇ λ(s) = λ(0) = 0
s = δint(0) = (0 + 1) mod 256 = 1
V cˇase t = 10+
s = 1
e = 0
ta(s) = ta(1) = 3
. . .
Z beˇhu simulace vyply´va´ zpozˇdeˇna´ odezva cˇ´ıtacˇe na signa´l reset o tclk. Rovneˇzˇ k prvn´ı
vy´stupn´ı uda´losti dojde azˇ v cˇase t = 3.
2.3.2 Discrete Event Specified Network (DEVN)
V prˇedchoz´ım textu jsme si definovali atomicky´ DEVS, nyn´ı se sezna´mı´me s mozˇnost´ı pro-
pojova´n´ı jednotlivy´ch atomicky´ch DEVS model˚u do hierarchicky´ch struktur tak, abychom
mohli modelovat komplexn´ı syste´my. Propojen´ı DEVS modelu s jiny´m DEVS modelem pro-
vedeme prˇeposla´n´ım pozˇadovany´ch vy´stupn´ıch uda´lost´ı prvn´ıho modelu na vstupn´ı uda´losti
druhe´ho modelu. DEVS formalismus na´m zarucˇuje, zˇe slozˇen´ım dvou atomicky´ch DEVS
model˚u vznika´ rovneˇzˇ DEVS model (DEVS je tedy uzavrˇeny´ na operaci skla´da´n´ı).
Pro spojova´n´ı jednotlive´ DEVS modely vybav´ıme vstupn´ımi a vy´stupn´ımi porty p.
DEV S = (X,Y, S, δint, δext, λ, ta)
kde
X = {(p, v) | p ∈ IPort, v ∈ Xp}
je mnozˇina vstupn´ıch port˚u a hodnot ktery´ch mohou naby´vat a
Y = {(p, v) | p ∈ OPort, v ∈ Yp}
je mnozˇina vy´stupn´ıch port˚u a hodnot ktery´ch mohou naby´vat. Mnozˇina Xp (Yp) obsahuje
hodnoty vsˇech mozˇny´ch vstup˚u (vy´stup˚u) pro dany´ port
Tyto porty pak mezi sebou dle pozˇadavk˚u spojujeme. Propoj´ıme-li vstupn´ı a vy´stupn´ı
porty podsyste´mu˚ jiste´ho syste´mu, jedna´ se o vnitrˇn´ı propojen´ı. Naopak pokud existuje
spojen´ı z vy´stupn´ıho portu podsyste´mu do vy´stupn´ıho portu syste´mu, nazy´va´me jej vneˇjˇs´ı
vy´stupn´ı propojen´ı. Vneˇjˇs´ı vstupn´ı propojen´ı je propojen´ı mezi vstupn´ım portem syste´mu
a vstupn´ım portem z jeho podsyste´mu˚.
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Definice
Strukturu N nazy´va´me DEVN syste´mem pokud:
N = (X,Y,D, {Md | d ∈ D}, EIC,EOC, IC, Select)
kde
X = {(p, v) | p ∈ IPort, v ∈ Xp} je mnozˇina vstupn´ıch port˚u a hodnot ktery´ch mohou
naby´vat.
Y = {(p, v) | p ∈ OPort, v ∈ Yp} je mnozˇina vy´stupn´ıch port˚u a hodnot ktery´ch mohou
naby´vat.
D je mnozˇina na´zv˚u komponent, ktere´ syste´m obsahuje.
Komponenty jsou DEVS modely, ktere´ jsou vybaveny porty, tj. pro kazˇde´ d ∈ D
Md = (Xd, Yd, S, δext, δint, λ, ta)
je DEVS s
Xd = {(p, v) | p ∈ IPortsd, v ∈ Xp}
Yd = {(p, v) | p ∈ OPortsd, v ∈ Yp}
Pro umozˇneˇn´ı vytva´rˇen´ı slozˇeny´ch model˚u jsou nutne´ tyto podmı´nky:
• Vneˇjˇs´ı spa´rova´n´ı slouzˇ´ı k prˇipojen´ı vneˇjˇs´ıch vstup˚u ke vstup˚um komponent:
EIC ⊆ {((N, ipN ), (d, ipd)) | ipN ∈ IPorts, d ∈ D, ipd ∈ IPortsd}
• Vneˇjˇs´ı pa´rova´n´ı slouzˇ´ı k prˇipojen´ı vneˇjˇs´ıch vy´stup˚u k vy´stup˚um komponent:
EOC ⊆ {((d, opd), (N, opN )) | opN ∈ OPorts, d ∈ D, ipd ∈ OPortsd}
• Vnitrˇn´ı propojen´ı slouzˇ´ı k prˇipojen´ı vstup˚u a vy´stup˚u jednotlivy´ch komponent:
IC ⊆ {((a, opa), (b, ipb)) | opa ∈ OPortsa, a, b ∈ D, ipb ∈ IPortsb}
Za´rovenˇ vsˇak nejsou dovoleny zˇa´dne´ prˇ´ıme´ zpeˇtne´ vazby (tzv. rychle´ smycˇky).
• A existuje funkce Select, ktera´ slouzˇ´ı pro rozhodova´n´ı prˇi soucˇasne´m vy´skytu v´ıce
uda´lost´ı:
Select : 2D − {} → D
Porty slozˇene´ho DEVS modelu N , jeho podsyste´mu˚ Ma, Mb a jejich propojen´ı demon-
struje obra´zek 2.3. Druhy´ vy´stupn´ı port modelu Ma je prˇipojen k prvn´ımu vstupn´ımu portu
Mb, cozˇ lze zapsat dvojic´ı [(Ma, op2), (Mb, ip1)]. Ostatn´ı propojen´ı pak definujeme jako
[(Ma, op1), (N, op1)], [(Mb, op1), (N, op2)], [(Mb, op1), (Ma, ip1)],
[(N, ip1), (Ma, ip1)], [(N, ip2), (Mb, ip2)].
Vzhledem k vlastnostem DEVS model˚u mu˚zˇeme model N pouzˇ´ıt stejny´m zp˚usobem
jako jaky´koliv jiny´ atomicky´ DEVS model a mu˚zˇeme ho tedy slozˇit s jiny´mi atomicky´mi
nebo slozˇeny´mi modely.
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Obra´zek 2.3: Model slozˇene´ho DEVSu
Prˇ´ıklad slozˇene´ho modelu
Uvazˇujme obvod slozˇeny´ z AND hradel, ktery´ z trˇ´ıbitove´ho vstupu vypocˇ´ıta´ jejich lo-
gicky´ soucˇin. Naprˇ´ıklad pokud X = (0, 1, 1) pak Y = 0. Hradlo se dveˇma vstupy a
jedn´ım vy´stupem realizuj´ıc´ı funkci AND(x1, x2) pop´ıˇseme na´sleduj´ıc´ım DEVS modelem
(uvazˇujme, zˇe hradlo ma´ nulove´ zpozˇdeˇn´ı):
MAND = (X,Y, S, δint, δext, λ, ta)
kde
X = (0, 1)× (0, 1)
Y = (0, 1)× (0)
S = (0, 1)× (0, 1)× R+
δint(s) = δint(b0, b1, σ) = δint(b0, b1,∞)
δext(s, e, x) = δext(b0, b2, σ, e, xv, p) =
{
(xv, b1, 0) pro p = 0
(b0, xv, 0) pro p jine´
λ(s) = λ(b0, b1, σ) = (b0 ∧ b1, 0)
ta(s) = ta(b1, b2, σ) = σ
Vstupn´ı uda´lost X karte´zsky´ soucˇin (x, p), kde x je hodnota bitu a p urcˇuje port na
ktery´ tato hodnota dorazila. Vy´stupn´ı uda´lost Y je karte´zsky´ soucˇin (y, 0), kde y je hodnota
vy´stupu (obvod logicke´ho soucˇinu obsahuje jeden vy´stupn´ı port). Stav syste´mu urcˇuje S =
(x, y, σ), kde x (y) je hodnota prvn´ıho (druhe´ho) bitu na vstupu AND obvodu a σ je cˇas
dalˇs´ı napla´novane´ uda´losti.
Pokud na vstupn´ı porty doraz´ı uda´lost ve formeˇ dvojice (x, p), kde x je hodnota bitu a p
oznacˇuje vstup obvodu AND, pak dojde k extern´ı uda´losti, ktera´ zmeˇn´ı stav syste´mu extern´ı
prˇechodovou funkc´ı δext a pomoc´ı funkce posuvu cˇasu (ta) napla´nuje vy´stupn´ı uda´lost o
hodnoteˇ λ. K vy´stupu tedy dojde okamzˇiteˇ po vy´skytu extern´ı uda´losti.
Slozˇen´ım dvou model˚u MAND z´ıska´me model, ktery´ vypocˇ´ıta´ AND[AND(x1, x2), x3],
tj. logicky´ soucˇin trˇ´ı bit˚u. Oznacˇ´ıme-li modely MAND jako A a B, ktere´ budou tvorˇit pod-
syste´my syste´muN , pak porty spoj´ıme na´sleduj´ıc´ım zp˚usobem: [(A, 0), (B, 0)], [(B, 0), (N, 0)],
[(N, 0), (A, 0)], [(N, 0), (B, 0)], [(N, 1), (A, 1)], [(N, 1), (B, 1)].
Skla´da´n´ım DEVS model˚u mu˚zˇeme vytvorˇit opeˇt DEVS model. Tento hierarchicky´ prˇ´ıstup
umozˇnˇuje programa´torovi vytva´rˇet modely zdola nahoru. Skla´da´n´ım jednotlivy´ch DEVS
model˚u mu˚zˇe vytvorˇit slozˇity´ model, ale i soucˇasneˇ vytva´rˇet jistou u´rovenˇ abstrakce. Tento
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kompozitn´ı prˇ´ıstup prˇina´sˇ´ı proble´my v prˇ´ıpadeˇ soucˇasne´ho vy´skytu v´ıce uda´lost´ı, ktere´ se
rˇesˇ´ı pomoc´ı funkce priority nebo paraleln´ım DEVS.
2.3.3 Paraleln´ı DEVS
Paraleln´ı DEVS se liˇs´ı od p˚uvodn´ıho DEVN t´ım, zˇe umozˇnˇuje vsˇem komponenta´m soucˇasneˇ
reagovat na uda´losti a pos´ılat je jiny´m komponenta´m. O tom jak budou kolizn´ı uda´losti
zpracova´ny rozhoduje sama komponenta, ktere´ jsou dorucˇeny. Zpra´vy jsou komponenteˇ
prˇeda´ny jako seznam vsˇech soucˇasny´ch vstupn´ıch dvojic port-hodnota. Za´kladn´ı paraleln´ı
DEVS je podobny´ atomicke´mu DEVS.
Definice
Za´kladn´ı paraleln´ı DEVS je struktura:
DEV S = (XM , YM , S, δext, δint, δcon, λ, ta)
kde
XM = {(p, v) | p ∈ IPorts, v ∈ Xp} je mnozˇina vstupn´ıch port˚u a hodnot
YM = {(p, v) | p ∈ OPorts, v ∈ Yp} je mnozˇina vy´stupn´ıch port˚u a hodnot
S je mnozˇina sekvencˇn´ıch stav˚u
δext : Q×XbM → S je vneˇjˇs´ı prˇechodova´ funkce
δint : S → S je vnitrˇn´ı prˇechodova´ funkce
δcon : Q×XbM → S rozliˇsovac´ı funkce
λ : S → Y b je vy´stupn´ı funkce
ta : S → R+0,∞ je funkce posunu cˇasu
Q := {(s, e) | s ∈ S, 0 ≤ e ≤ ta(s)} je mnozˇina tota´ln´ıch stav˚u
Z definice je zrˇejme´, zˇe mı´sto jedine´ vstupn´ı uda´losti mu˚zˇe mı´t paraleln´ı DEVS mnozˇinu
vstupn´ıch uda´lost´ı, prˇicˇemzˇ plat´ı, zˇe prvky v te´to mnozˇineˇ se mohou opakovat. Definice je
rovneˇzˇ rozsˇ´ıˇrena o rozliˇsovac´ı funkci δcon, ktera´ slouzˇ´ı k rˇesˇen´ı koliz´ı prˇi soucˇasne´m vy´skytu
vneˇjˇs´ı a vnitrˇn´ı uda´losti.
Slozˇeny´ paraleln´ı DEVS
Slozˇeny´ paraleln´ı DEVS se od p˚uvodn´ıho liˇs´ı absenc´ı funkce Select. Vy´znam te´to zmeˇny
je ze se´manticke´ho hlediska znacˇny´ a ty´ka´ se prˇedevsˇ´ım zpracova´va´n´ı soucˇasne´ho vy´skytu
uda´losti v neˇkolika komponenta´ch. Jsou generova´ny vsˇechny soucˇasne´ vy´stupn´ı uda´losti,
ktere´ jsou da´le prˇena´sˇeny pomoc´ı s´ıteˇ vytvorˇene´ pomoc´ı propojeny´ch port˚u.
2.3.4 Differential Equation System Specification (DESS)
Syste´m specifikovany´ diferencia´ln´ımi rovnicemi je struktura:
DESS = (X,Y,Q, f, λ)
kde
X je mnozˇina vstup˚u
Y je mnozˇina vy´stup˚u
Q je mnozˇina stav˚u
f : Q×X → Q je funkce uda´vaj´ıc´ı rychlost zmeˇny stavu
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Vy´stupn´ı funkce λ je
λ : Q→ Y (Moorova typu)
nebo
λ : Q+X → Y (Mealyho typu)
Struktura, ktera´ s DESS souvis´ı je
S = (T,X,Ω, Y,Q,∆,Λ)
mus´ı splnˇovat na´sleduj´ıc´ı podmı´nky
• Cˇasova´ za´kladna T je mnozˇina rea´lny´ch cˇ´ısel R
• X,Y a Q jsou vektory z prostoru rea´lny´ch cˇ´ısel
• Mnozˇina Ω vsˇech prˇipustitelny´ch vstupn´ıch segment˚u je mnozˇina ohranicˇeny´ch, po
cˇa´stech spojity´ch trajektori´ı.
• Stavove´ a vy´stupn´ı trajektorie jsou ohranicˇene´ a po cˇa´stech spojite´.
• Pro dany´ vstupn´ı ohranicˇeny´ segment ω :< t1, t2 >→ X a pocˇa´tecˇn´ı stav q v cˇase t1
je pozˇadova´no, aby stavova´ trajektorie STRAJq,ω dynamicke´ho syste´mu pro vsˇechny
body v intervalu < t1, t2 > splnˇovala
STRAJq,ω(t1) = q
d STRAJq,ω(t)/dt = d(STRAJq,ω(t), ω(t))
• Vy´stupn´ı funkce Λ dynamicke´ho syste´mu pro syste´my Moorova typu je urcˇena
λ(q, x) = λ(q)
Pro syste´my Mealyho typu pak
λ(q, x) = λ(q, x)
Spra´vneˇ definovany´ syste´m (tj. s jednoznacˇny´m rˇesˇen´ım) mus´ı splnˇovat Lipschnitzovu pod-
mı´nku. Vı´ce v [19].
Slozˇeny´ DESS
Pro atomicky´ DEVS existuje DEVN (slozˇeny´ DEVS), ktery´ umozˇnˇuje propojit libovolny´
pocˇet atomicky´ch cˇi slozˇeny´ch DEVS model˚u vybaveny´ch porty. Velmi podobny´m zp˚usobem
lze definovat syste´m specifikovany´ diferencia´ln´ımi rovnicemi:
N =< X,Y,D, {Md}, {Id}, {Zd} >
pro ktery´ plat´ı
• X,Y jsou vektory ve vektorove´m prostoru nad R
• D je mnozˇina komponent, komponenta d ∈ D mus´ı by´t DESS nebo jina´ s´ıt’ typu N .
• V syste´mu neexistuj´ı zˇa´dne´ algebraicke´ cykly. To znamena´, zˇe ve zpeˇtne´ vazbeˇ mus´ı
by´t alesponˇ jedna komponenta schopna´ vypocˇ´ıtat sv˚uj vy´stup bez toho, aby musela
zna´t vstup.
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Obra´zek 2.4: Prˇevod slozˇene´ho DEVS modelu (vlevo) na jeho simulacˇn´ı model (vpravo)
2.4 Simulace DEVS a DESS formalismu˚
Simula´tor ma´ za u´kol z dodane´ specifikace syste´mu, pocˇa´tecˇn´ıho stavu vsˇech stavovy´ch
promeˇnny´ch a cˇasovy´ch segment˚u pro vsˇechny vstupn´ı porty rozhran´ı modelu vytvorˇit
odpov´ıdaj´ıc´ı stav a vy´stupn´ı segmenty modelu. K tomu je trˇeba jej navrhnout tak, aby
implementoval dany´ formalismus, ve ktere´m je model specifikova´n.
Naprˇ´ıklad simula´tor, ktery´ rˇesˇ´ı diferencia´ln´ı rovnice, mus´ı by´t schopen prˇijmout po
cˇa´stech spojite´ vstupn´ı trajektorie a vytvorˇit je pro stavove´ a vy´stupn´ı promeˇnne´. Nyn´ı
si uka´zˇeme, jak navrhnout a implementovat simula´tory, ktere´ rˇesˇ´ı modely atomicke´ho
a slozˇene´ho DEVS a DESS.
K za´kladn´ımu (atomicke´mu) modelu mu˚zˇeme vytvorˇit simula´tor. Simulaci slozˇene´ho mo-
delu, ktery´ obsahuje v´ıce atomicky´ch cˇi jiny´ch slozˇeny´ch model˚u, prova´d´ıme koordina´torem.
Simula´tor a koordina´tor komunikuje s okol´ım pomoc´ı neˇkolika druh˚u zpra´v. Prˇiˇrazen´ım ko-
ordina´toru slozˇene´mu modelu a simula´toru atomicke´mu modelu vznikne simulacˇn´ı strom
v jehozˇ korˇenu je korˇenovy´ koordina´tor a v listech pak simula´tory. Prˇevod DEVS modelu
na jeho simulacˇn´ı model demonstruje obra´zek 2.4.
2.4.1 Simula´tory DEVS/DEVN
Diskre´tn´ı simula´tory pracuj´ı s udrzˇovany´m kalenda´rˇem uda´lost´ı serˇazeny´ch tak, zˇe cˇasoveˇ
nejblizˇsˇ´ı uda´lost se nacha´z´ı na zacˇa´tku kalenda´rˇe a nejvzda´leneˇjˇs´ı na jeho konci. K uda´lostem
dojde azˇ tehdy, jsou-li odebra´ny ze zacˇa´tku kalenda´rˇe. Pote´ je uda´lost spusˇteˇna. To mu˚zˇe
ve´st k prˇida´n´ı novy´ch uda´lost´ı do kalenda´rˇe nebo naopak jejich zrusˇen´ı tak, zˇe je z kalenda´rˇe
odebere.
Podobny´ prˇ´ıstup se budeme snazˇit aplikovat i na atomicke´ a slozˇene´ DEVS modely.
Definujeme chova´n´ı simula´toru pro atomicke´ DEVS modely a koordina´toru pro slozˇene´
DEVS modely. Pouzˇijeme modifikovany´ kalenda´rˇ pro efektivn´ı spra´vu cˇasu cele´ho modelu.
Nakonec zjist´ıme, jak mohou r˚uzne´ formalismy spolupracovat. Je totizˇ mozˇne´, abychom
r˚uzne´ formalismy pouzˇili v jednom modelu pra´veˇ pomoc´ı obecne´ho vy´znamu zpra´v, ktere´
rˇ´ıd´ı pr˚ubeˇh simulace. Tento koncept se nazy´va´ DEVS-bus.
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Obra´zek 2.5: Zpra´vy pouzˇ´ıvane´ pro simulaci DEVS model˚u a smeˇr jejich zas´ıla´n´ı
Zpra´vy pouzˇ´ıvane´ pro simulaci
Hierarchicky´ simula´tor pro slozˇene´ DEVS modely, ktery´ se skla´da´ z DEVS simula´toru a ko-
ordina´toru, pouzˇ´ıva´ cˇtyrˇi druhy zpra´v (zdroj a c´ıl jednotlivy´ch zpra´v je na obra´zku 2.5):
Inicializacˇn´ı zpra´va (i, t) je rozesla´na nadrˇazeny´m koordina´torem vsˇem komponenta´m,
ktere´ obsahuje.
Intern´ı prˇechodova´ zpra´va (*, t) je odesla´na koordina´torem te´ podrˇ´ızene´ komponenteˇ,
ktere´ je urcˇena.
Vy´stupn´ı zpra´va (y, t) je odesla´na komponentou sve´mu nadrˇ´ızene´mu koordina´toru a
slouzˇ´ı k upozorneˇn´ı zˇe dosˇlo k vy´stupn´ı zpra´veˇ.
Vstupn´ı zpra´va (x, t) je odesla´na koordina´torem odpov´ıdaj´ıc´ım komponenta´m pro pro-
veden´ı vneˇjˇs´ı uda´losti.
K tomu, abychom byli schopni simulovat modely slozˇene´ho DEVSu je nutne´ specifiko-
vat algoritmus, ktery´ rˇ´ıd´ı chova´n´ı simula´toru atomicke´ho DEVSu, koordina´toru slozˇene´ho
DEVSu a korˇenove´ho koordina´toru, ktery´ se nacha´z´ı na vrcholu stromu (viz obra´zek 2.4).
Simula´tor atomicke´ho DEVSu
Simula´tor pouzˇ´ıva´ dveˇ promeˇnne´ tl a tn. Promeˇnna´ tl obsahuje simulacˇn´ı cˇas kdy dosˇlo
k posledn´ı uda´losti, tn pak pla´novany´ cˇas vy´skytu nejblizˇsˇ´ı dalˇs´ı uda´losti. Z definice funkce
posuvu cˇasu (ta) v DEVS modelu se
tn = tl + ta(s)
Pomoc´ı aktua´ln´ıho globa´ln´ıho simulacˇn´ıho cˇasu t je mozˇne´ vypocˇ´ıtat uplynuly´ cˇas od po-
sledn´ı uda´losti
e = t− tl
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a cˇas zby´vaj´ıc´ı do dalˇs´ı uda´losti
σ = tn− t = ta(s)− e




parent // nadrˇazeny´ koordina´tor
tl // cˇas poslednı´ uda´losti
tn // cˇas na´sledujı´cı´ uda´losti
DEVS // DEVS model = (X, Y , S, δint, δext, λ, ta )
y // aktua´lnı´ vy´stup
kdyzˇ dorazı´ inicializacˇnı´ zpra´va (i, t) v cˇase t:
tl = t - e
tn = tl + ta(s)
kdyzˇ dorazı´ internı´ prˇechodova´ zpra´va (∗, t) v cˇase t:
y = λ(s)
posˇli vy´stupnı´ zpra´vu (y, t) nadrˇazene´mu koordina´torovi
s = δint(s)
tl = t
tn = tl + ta(s)
kdyzˇ dorazı´ vstupnı´ zpra´va (x, t) v cˇase t se vstupem x
e = t - tl
s = δext(s, e, x)
t = tl + ta(s)
Z algoritmu vyply´va´, zˇe je nutne´ na zacˇa´tku simulace prˇijmout inicializacˇn´ı zpra´vu (i, t).
Jakmile DEVS simula´tor zpra´vu obdrzˇ´ı, nastav´ı cˇas vy´skytu posledn´ı uda´losti tn tak, zˇe
odecˇte cˇas e od cˇasu t, ve ktere´m byla zpra´va dorucˇena. Cˇas vy´skytu dalˇs´ı uda´losti tn se
vypocˇ´ıta´ prˇicˇten´ım vy´sledku funkce posuvu cˇasu ta(s) k cˇasu vy´skytu posledn´ı uda´losti tl.
Tento cˇas tn je odesla´n nadrˇazene´mu koordina´torovi, aby znal cˇas vy´skytu nejblizˇsˇ´ı vnitrˇn´ı
uda´losti.
Intern´ı prˇechodova´ zpra´va (∗, t) zarucˇuje proveden´ı intern´ı prˇechodove´ funkce s =
δint(s). Za´rovenˇ je vypocˇ´ıta´na vy´stupn´ı funkce y = λ(s) a vytvorˇena vy´stupn´ı zpra´va (y, t),
ktera´ je odesla´na nadrˇ´ızene´mu koordina´torovi. Nakonec je prˇenastaven cˇas posledn´ı uda´losti
tl a cˇas vy´skytu na´sleduj´ıc´ı uda´losti tn je opeˇt aktualizova´n prˇicˇten´ım vy´sledku funkce po-
suvu cˇasu ta(s) k aktua´ln´ımu cˇasu.
Vstupn´ı zpra´va (x, t) informuje simula´tor o vy´skytu vneˇjˇs´ı uda´losti x v cˇase t. Simula´tor
na za´kladeˇ soucˇasne´ho stavu s, doby ubeˇhnute´ od posledn´ı uda´losti e a uda´losti x vypocˇ´ıta´
novy´ stav s = δext(s, e, x). Stejneˇ jako u zpracova´n´ı intern´ı prˇechodove´ zpra´vy se cˇas uply-
nuly´ od posledn´ı uda´losti tl nastav´ı na aktua´ln´ı cˇas t a cˇas vy´skytu dalˇs´ı uda´losti tn vypocˇte
jako soucˇet aktua´ln´ıho cˇasu t a vy´sledku funkce posuvu cˇasu ta(s).
Simula´tor slozˇene´ho DEVSu
Komponenty obsazˇene´ v koordina´toru, ktery´ simuluje slozˇeny´ DEVS, jsou vsˇechny obslu-
hova´ny vlastn´ım simula´torem. U´lohou koordina´toru je prova´deˇt spra´vnou synchronizaci
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komponent a zpracova´vat vy´stupn´ı zpra´vy pocha´zej´ıc´ı od jeho vlastn´ıch komponent nebo
jeho nadrˇazene´ho koordina´tora. K tomu vyuzˇ´ıva´ vy´sˇe uvedeny´ch spolecˇny´ch zpra´v.
Koordina´tor obsahuje seznam uda´lost´ı, ktery´ obsahuje uda´losti vsˇech svy´ch kompo-
nent serˇazene´ od nejblizˇsˇ´ı po nejvzda´leneˇjˇs´ı uda´losti. K urcˇen´ı vy´skytu uda´losti konkre´tn´ı
komponenty vyuzˇ´ıva´ jej´ı promeˇnne´ tn. Pro prˇ´ıpad soucˇasne´ho vy´skytu v´ıce komponent
je koordina´tor vybaven funkc´ı Select, ktera´ je definova´na odpov´ıdaj´ıc´ım slozˇeny´m DEVS
modelem. Prvn´ı polozˇka seznamu uda´lost´ı oznacˇuje vy´skyt nejblizˇsˇ´ıho intern´ıho prˇechodu
urcˇite´ komponenty.
Koordina´tor obsahuje stejneˇ jako simula´tor atomicke´ho DEVSu dva cˇasove´ u´daje. Cˇas
vy´skytu nejblizˇsˇ´ı uda´losti
tn = min{tnd | d ∈ D}
a cˇas vy´skytu posledn´ı uda´losti
tl = max{tld | d ∈ D}.
Promeˇnna´ tn slouzˇ´ı nadrˇazene´mu koordina´torovi k urcˇen´ı cˇasu nejblizˇsˇ´ıho vy´skytu uda´losti,
tl pak k urcˇen´ı cˇasu posledn´ıho vy´skytu uda´losti.
DEVS koordina´tor
promeˇnne´:
parent // nadrˇazeny´ koordina´tor
tl // cˇas poslednı´ uda´losti
tn // cˇas na´sledujı´cı´ uda´losti
N // DEVN = (X, Y , D, { Md | d ∈ D }, EIC, EOC, IC, Select)
event-list // seznam serˇazeny´ch dvojic (d, tnd) podle tnd,
// kde d ∈ D je komponenta a tnd cˇas vy´skytu
// jejı´ internı´ uda´losti
kdyzˇ dorazı´ inicializacˇnı´ zpra´va (i, t) v cˇase t:
pro vsˇechny komponenty d ∈ D:
posˇli komponenteˇ d inicializacˇnı´ zpra´vu (i, t)
serˇad’ event− list podle tnd
tl = max{ tld | d ∈ D }
tn = min{ tnd | d ∈ D }
kdyzˇ dorazı´ internı´ prˇechodova´ zpra´va (∗, t) v cˇase t:
posˇli internı´ prˇechodovou zpra´vu (∗, t) prvnı´ komponenteˇ v event− list
serˇad’ event− list podle tnd
tl = t
tn = min{ tnd | d ∈ D}
kdyzˇ dorazı´ vstupnı´ zpra´va (x, t) v cˇase t se vstupem x = (value, port):
// zjisti, se kterou komponentou je koordina´tor propojen
connected = {(c, p) | c ∈ D, ((N, x.port), (c, p)) ∈ EIC}
pro vsˇechny (c, p) z connected:
posˇli vstupnı´ zpra´vu {(xd, t) | xd = (x.value, p)} komponenteˇ c
serˇad’ event− list podle tnd
tl = t
tn = min{ tnd | d ∈ D}
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kdyzˇ dorazı´ vy´stupnı´ zpra´va (yd, t) v cˇase t s vy´stupem yd od komponenty d:
// zjisti, zda existuje propojenı´ d s vy´stupnı´mi porty koordina´toru
kdyzˇ {p | ((d, yd.port), (N, p)) ∈ EOC}
posˇli vy´stupnı´ zpra´vu {(yN , t) | yN = (y.value, p)} pro parent
// zjisti, zda existuje propojenı´ uvnitrˇ koordina´toru
connected = {(c, p) | c ∈ D, ((d, x.port), (c, p)) ∈ IC}
pro vsˇechny (c, p) z connected:
posˇli vstupnı´ zpra´vu {(xc, t) | xc = (yd.value, p)} komponenteˇ c
Kdyzˇ koordina´tor obdrzˇ´ı inicializacˇn´ı zpra´vu, prˇeposˇle ji vsˇem svy´m komponenta´m. Po
jejich inicializaci nastav´ı koordina´tor sv˚uj cˇas vy´skytu nejblizˇsˇ´ı uda´losti tn na cˇas nejblizˇsˇ´ıho
vy´skytu uda´losti vsˇech komponent. Sv˚uj cˇas vy´skytu nejvzda´leneˇjˇs´ı uda´losti tl pak urcˇ´ı
podle cˇasu nejvzda´leneˇjˇs´ı uda´losti vsˇech komponent.
Jakmile koordina´tor prˇ´ıjme intern´ı prˇechodova´ zpra´va (∗, t) prˇeposˇle ji te´ komponenteˇ,
ktera´ je v seznamu uda´lost´ı serˇazene´m podle cˇasu vy´skytu jednotlivy´ch uda´lost´ı na prvn´ım
mı´steˇ. Komponenta provede zmeˇnu stavu (pokud jde o simula´tor) a eventua´lneˇ odesˇle
vy´stupn´ı zpra´vu (y, t) zpeˇt koordina´toru. Po proveden´ı vsˇech intern´ıch prˇechod˚u a extern´ıch
uda´lost´ı zp˚usobeny´ch vy´stupn´ımi zpra´vami teˇchto komponent se nastav´ı cˇas vy´skytu dalˇs´ı
uda´losti na cˇas nejblizˇsˇ´ıho vy´skytu uda´losti vsˇech komponent, ktere´ koordina´tor obsahuje.
Po obdrzˇen´ı vy´stupn´ı zpra´vy (y, t), ktera´ obsahuje u´daje o zdrojove´m portu a vy´stupn´ı
hodnoteˇ komponenty, je zjiˇsteˇno, zda port nen´ı prˇipojen na vy´stupn´ı port koordina´toru.
V takove´m prˇ´ıpadeˇ je vy´stupn´ı zpra´va prˇeposla´na nadrˇazene´mu koordina´toru. Pokud je
port prˇipojen na vstupn´ı port jine´ komponenty, je zpra´va prˇevedena na vstupn´ı zpra´vu
(xr, t) = ((y.value, p), t) | ((ds, y.port), (dd, p)) ∈ IC
kde
ds je komponenta, ktera´ vy´stupn´ı zpra´vu odeslala
dt je komponenta, ktera´ je prˇipojena k portu y.port komponenty ds.
Po odesla´n´ı prˇ´ıpadny´ch vy´stupn´ıch a vstupn´ıch zpra´v se podle obsahu seznamu uda´lost´ı
aktualizuje cˇas tn a tl.
Prˇi vy´skytu vstupn´ı zpra´vy (x, t) obdrzˇene´ od nadrˇazene´ho koordina´toru se zjist´ı ktere´
komponenty jsou ke vstupn´ımu portu prˇipojeny a je jim zasla´na vstupn´ı zpra´va
(xr, t) = ((x.value, p), t) | ((N, x.port), (dr, p)) ∈ EIC
kde
dr je komponenta prˇipojena´ ke vstupn´ımu portu koordina´toru
Po odesla´n´ı prˇ´ıpadny´ch vy´stupn´ıch a vstupn´ıch zpra´v se podle obsahu seznamu uda´lost´ı
aktualizuje cˇas tn a tl.
Korˇenovy´ koordina´tor
Korˇenovy´ koordina´tor rˇ´ıd´ı hlavn´ı simulacˇn´ı smycˇku tak, zˇe pos´ıla´ zpra´vy sve´mu jedine´mu
prˇ´ıme´mu potomkovi (komponenteˇ). Nejdrˇ´ıve rozesˇle inicializacˇn´ı zpra´vu d´ıky ktere´ se ini-
cializuje cely´ model (inicializacˇn´ı zpra´va je propagova´na vsˇemi koordina´tory). Pote´ zjist´ı
cˇas vy´skytu nejblizˇsˇ´ı uda´losti tn a vysˇle intern´ı prˇechodovou zpra´vu (*, t), kde t = tn. To




t // aktua´lnı´ simulacˇnı´ cˇas
potomek // DEVS simula´tor nebo koordina´tor
t = t0
posˇli inicializacˇnı´ zpra´vu (i, t) potomkovi
t = potomek.tn // nastavı´ aktua´lnı´ cˇas na cˇas vy´skytu uda´losti potomka
opakuj:
posˇli internı´ prˇechodovou zpra´vu (*, t) potomkovi
t = potomek.tn
dokud nenı´ splneˇna podmı´nka ukoncˇenı´ simulace
2.4.2 Vy´hody a nevy´hody pouzˇit´ı DEVS formalismu
Hlavn´ı vy´hodou DEVS formalismu je mozˇnost vytva´rˇet hierarchicke´ modely a vytvorˇene´
odladeˇne´ modely znovu vyuzˇ´ıvat. Rovneˇzˇ pevneˇ dana´ struktura modelu usnadnˇuje orien-
taci a cˇitelnost modelu pro ty, kterˇ´ı model nevytva´rˇeli. Tvorba nove´ho modelu mu˚zˇe by´t
vyuzˇit´ım existuj´ıc´ıch podmodel˚u rychlejˇs´ı a bezpecˇneˇjˇs´ı. Modely se rovneˇzˇ snadneˇji udrzˇuj´ı
a existuj´ı postupy pro validaci a verifikaci.
Na druhou stranu nen´ı jednoduche´ urcˇit, jaky´m zp˚usobem komplexn´ı model rozdeˇlit na
komponenty. Mu˚zˇe by´t za´rovenˇ v´ıce cˇasoveˇ na´rocˇne´ vytvorˇit komplexn´ı model dekompozic´ı
na v´ıce podmodel˚u. Ota´zkou je i znovupouzˇitelnost vytvorˇeny´m model˚u. Proto je vzˇdy
na tv˚urci modelu, zda DEVS formalismus vyuzˇije a meˇl by prˇitom prˇihle´dnout ke vsˇem
hledisk˚um, ktera´ s vytva´rˇen´ım DEVS model˚u souvis´ı.
2.5 Graficke´ editory pro zada´va´n´ı model˚u
Uzˇivatelske´ rozhran´ı je pojem popisuj´ıc´ı interakci cˇloveˇka se strojem. Deˇl´ı se na vstupn´ı
a vy´stupn´ı cˇa´st. Vstupn´ı cˇa´st umozˇnˇuje kontrolu syste´mu uzˇivatelem, vy´stupn´ı mu o syste´mu
zprˇ´ıstupnˇuje informace.
Pojem uzˇivatelske´ rozhran´ı nalezneme ve vsˇech vztaz´ıch cˇloveˇk-stroj, v pocˇ´ıtacˇove´ termi-
nologii vstup cha´peme jako pouzˇ´ıva´n´ı kla´vesnice nebo polohovac´ıho zarˇ´ızen´ı. Vy´stup v tex-
tove´ a/nebo graficke´ podobeˇ by´va´ zobrazen na monitoru, tiska´rneˇ nebo jine´m zobrazovac´ım
zarˇ´ızen´ı. V soucˇasnosti rozezna´va´me dva nejrozsˇ´ıˇreneˇjˇs´ı druhy uzˇivatelske´ho rozhran´ı:
Prˇ´ıkazovy´ rˇa´dek (CLI1) na ktery´ uzˇivatel p´ıˇse pomoc´ı kla´vesnice prˇ´ıkazy o jejichzˇ pro-
va´deˇn´ı je informova´n pomoc´ı textu.
Graficke´ uzˇivatelske´ rozhran´ı (GUI2) umozˇnˇuje rˇ´ızen´ı aplikace pomoc´ı kla´vesnice a polohova-
c´ıho zarˇ´ızen´ı. O nab´ızeny´ch mozˇnostech je informova´n textovou a grafickou formou.
Vyuzˇ´ıva´n´ı graficke´ reprezentace dat se jizˇ v neˇkolika letech dosta´va´ do poprˇed´ı za´jmu
uzˇivatel˚u. Doda´vana´ informace se totizˇ rozsˇiˇruje oproti textu o jeden rozmeˇr a je mozˇne´ na
ni pohl´ızˇet z v´ıce perspektiv.
Propojen´ı simulacˇn´ıch na´stroj˚u a graficky´ch editor˚u se prˇ´ımo nab´ız´ı. Reprezentace mo-
delu, jakou na´m nab´ız´ı orientovany´ graf – funkciona´ln´ı model – blokove´ sche´ma, je do dvou-
rozmeˇrne´ho prostoru prˇenositelna´ velmi snadno. V posledn´ı dobeˇ je nav´ıc ”programova´n´ı“




2.5.1 Historie vy´voje graficke´ho uzˇivatelske´ho rozhran´ı
Koncepce graficke´ho uzˇivatelske´ho rozhran´ı jak ho zna´me dnes byla prˇedstavena jizˇ v pro-
sinci roku 1968 panem Engelbartem [16] a jeho ty´mem. Ve sve´ devadesa´timinutove´ prezen-
taci prˇedvedl hypertextovy´ syste´m NLS/Augment s neˇkolika okny, ovla´dany´ trˇ´ıtlacˇ´ıtkovou
mysˇ´ı. Ve sve´ dobeˇ sˇlo o prˇevratny´ objev s d˚usledky azˇ do soucˇasnosti.
Na uveden´ı do praxe vsˇak tento koncept musel cˇekat peˇt let. Tehdy v d´ılna´ch XEROX
PARC vzniklo WIMP3 paradigma uvedene´ do komercˇn´ı praxe azˇ v roce 1981 syste´mem
XEROX 8010.
Vy´zkum ty´mu˚ Lisa a Macintosh firmy Apple Computer v roce 1984 vedl k rozsˇ´ıˇren´ı
prvn´ıho komercˇneˇ u´speˇsˇne´ho produktu zalozˇene´ho na graficke´m uzˇivatelske´m rozhran´ı roz-
sˇ´ıˇrene´ho o rolovac´ı menu, prˇekry´vatelny´mi okny a manipulac´ı s ikonami.
Situace na dnesˇn´ı nejrozsˇ´ıˇreneˇjˇs´ı platformeˇ x86 se zacˇala vyv´ıjet prˇ´ıchodem produktu
GEM Desktop od Digital Research, ktery´ beˇzˇel jako nadstavba MS-DOSu, zaznamenal vsˇak
minima´ln´ı u´speˇch. Spolecˇnost Microsoft uvedla v roce 1985 jako grafickou nadstavbu nad
MS-DOS syste´m Windows, ktery´ vycha´zel z Mac OS. Do verze 3.0 vsˇak nezaznamenal
veˇtsˇ´ı u´speˇch. Pozdeˇji si z´ıskal oblibu integrac´ı syste´mu spra´vy soubor˚u, konfigurace po-
moc´ı pr˚uvodc˚u (anglicky Wizard) a v neposledn´ı rˇadeˇ diskutovanou integrac´ı prohl´ızˇecˇe
internetovy´ch stra´nek.
Potrˇeba graficke´ho uzˇivatelske´ho prostrˇed´ı v Unixovy´ch syste´mech vedla na zacˇa´tku 80.
let na MIT4 k vy´voji X Window System (zkra´ceneˇ X11 nebo X). Pu˚vodn´ım c´ılem pro-
jektu bylo umozˇnit vzda´leny´ prˇ´ıstup ke graficke´mu rozhran´ı bez ohledu na operacˇn´ı syste´m
nebo hardware. Vzhledem k velke´mu mnozˇstv´ı dostupny´ch zdrojovy´ch ko´d˚u projektu se ale
X Window System stal standardn´ı vrstvou pro spra´vu graficky´ch, vstupn´ıch a vy´stupn´ıch
zarˇ´ızen´ı pro vytvorˇen´ı vzda´lene´ho i loka´ln´ıho uzˇivatelske´ho rozhran´ı na vsˇech unixovy´ch
syste´mech.
Beˇhem vy´voje graficky´ch uzˇivatelsky´ch rozhran´ı byla snaha upozadit prˇ´ıkazovy´ rˇa´dek
(CLI), cozˇ se projevilo jako nerozumne´. Dnes se situace ve prospeˇch prˇ´ıkazove´ rˇa´dky meˇn´ı
v rˇadeˇ operacˇn´ıch syste´mu˚ a aplikac´ıch.
2.5.2 Uzˇivatelske´ rozhran´ı aplikac´ı
K vytva´rˇen´ı uzˇivatelske´ho rozhran´ı se nejcˇasteˇji pouzˇ´ıvaj´ı vy´vojove´ knihovny (anglicky tool-
kit). Jsou to prostrˇed´ı, ktera´ zjednodusˇuj´ı vytva´rˇen´ı a sjednocuj´ı vzhled prvk˚u uzˇivatelske´ho
rozhran´ı jako jsou tlacˇ´ıtka, menu, posuvn´ıky, dialogy, atp.
Programova´n´ı pro samotne´ ja´dro graficke´ho uzˇivatelske´ho rozhran´ı by bylo kompliko-
vane´ a zdlouhave´. Nav´ıc bychom se t´ım ochuzovali o mozˇnost beˇhu nasˇ´ı aplikace na ja´drˇe
jine´m. Z tohoto d˚uvodu vznikly vy´vojove´ knihovny, z nichzˇ rozezna´va´me uniplatformn´ı
(jako je naprˇ´ıklad WINAPI) a multiplatformn´ı (GTK, QT, FLTK, Swing, wxWidgets).
Aplikace pouzˇ´ıvaj´ıc´ı WINAPI neprˇelozˇ´ıme a nespust´ıme na zˇa´dne´m jine´m operacˇn´ım
syste´mu nezˇ Windows a platformeˇ x86, zat´ımco aplikaci napsanou naprˇ´ıklad pomoc´ı QT
prˇelozˇ´ıme pro Windows, X11, Mac OS X a dokonce pro mobiln´ı zarˇ´ızen´ı vyuzˇ´ıvaj´ıc´ı OS
Linux, prˇicˇemzˇ jedina´ veˇc, ktera´ se na r˚uzny´ch platforma´ch liˇs´ı, nen´ı zdrojovy´ ko´d nasˇ´ı apli-
kace, ale implementace knihovny QT (kterou my rˇesˇit nemus´ıme). Vy´beˇr vy´vojove´ knihovny
by se proto nemeˇl nikdy podcenˇovat a vy´voja´rˇ by meˇl dba´t na mozˇnosti multiplatformn´ıho
programova´n´ı.
3Windows, Icons, Menus, Pointers – okna, ikony, menu, kurzor mysˇi
4Massachusetts Institute of Technology
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2.5.3 Pozice a zp˚usob ovla´da´n´ı prvk˚u uzˇivatelske´ho rozhran´ı
Umist’ova´n´ı ovla´dac´ıch prvk˚u se postupem cˇasu dostalo do nepsane´ standardn´ı formy, kdy
ovla´da´n´ı stejneˇ zameˇrˇeny´ch aplikac´ı se liˇs´ı jen velmi ma´lo. Rovneˇzˇ porˇad´ı a na´zvy polozˇek
menu a kla´vesove´ zkratky se usta´lily. Prˇi na´vrhu aplikace je nutne´ tyto zvyklosti respektovat,
protozˇe jejich ignorac´ı zhorsˇujeme uzˇivatel˚uv komfort prˇi uzˇ´ıva´n´ı nasˇ´ı aplikace. Dialogova´
okna, porˇad´ı jejich tlacˇ´ıtek, kla´vesove´ zkratky, vy´choz´ı volba a zpra´va by se, pokud mozˇno,
meˇla co nejv´ıce bl´ızˇit nejrozsˇ´ıˇreneˇjˇs´ımu rozlozˇen´ı dialogovy´ch oken.
2.5.4 Pozˇadavky
Pro zefektivneˇn´ı tvorby DEVS model˚u lze pouzˇ´ıt graficky´ editor. Ten se veˇtsˇinou skla´da´
z pla´tna, knihovny model˚u a stromu obsahuj´ıc´ı model, ktery´ je aktua´lneˇ otevrˇen.
Vytva´rˇen´ı modelu a jeho modifikace by meˇla by´t jednoducha´ a intuitivn´ı. Model zob-
razeny´ na pla´tneˇ by meˇl by´t dostatecˇneˇ popisny´ tak, aby bylo na prvn´ı pohled zrˇejme´,
k cˇemu je model urcˇen, z cˇeho se skla´da´ a jak je propojen. Jednotlive´ bloky (DEVS mo-
dely) a jejich porty by meˇly by´t pojmenovane´ textem s prˇimeˇrˇenou de´lkou a prˇ´ıpadny´m
rychle dostupny´m detailn´ım popisem (naprˇ´ıklad pomoc´ı kontextove´ na´poveˇdy). Navigaci
by meˇlo zajiˇst’ovat stromove´ zobrazen´ı modelu s jasny´m rozliˇsen´ım atomicky´ch a slozˇeny´ch
model˚u a se zobrazen´ım aktua´ln´ı pozice modelu koresponduj´ıc´ı situaci na pla´tneˇ. Pouzˇit´ı
knihovny model˚u by meˇlo by´t prˇ´ımocˇare´ naprˇ´ıklad pouzˇit´ım principu Drag&drop.
2.5.5 Prˇehled na´stroj˚u
Na´stroj˚u pro tvorbu DEVS model˚u pomoc´ı graficke´ho editoru prˇ´ıliˇs velke´ mnozˇstv´ı neexis-
tuje. Veˇtsˇina je zat´ızˇena restriktivn´ı licenc´ı a prˇ´ıstup k neˇktery´m na´stroj˚um je komplikova´n
vyplnˇova´n´ım formula´rˇ˚u, ktere´ jsou schvalova´ny a azˇ pote´ je prˇ´ıstup k z´ıska´n´ı aplikace do-
volen.
SmallDEVS
SmallDEVS je komplexn´ı syste´m pro vytva´rˇen´ı, modifikaci a simulaci DEVS formalismu
napsany´ v jazyce Smalltalk/Squeak, d´ıky tomu je multiplatformn´ı. Je urcˇen pro vy´zkumne´
a vy´ukove´ u´cˇely. Umozˇnˇuje dynamickou modifikaci modelu za beˇhu (Dynamic DEVS). Ob-
sahuje prostrˇedky pro modifikaci atomicky´ch a slozˇeny´ch DEVS model˚u a knihovnu model˚u,
ktera´ obsahuje vsˇechny vytvorˇene´ modely. Jake´koliv jejich podmodely lze libovolneˇ prˇida´vat
do vlastn´ıch model˚u. Rozhran´ı je specificke´ pro aplikace napsane´ v prostrˇed´ı Squeak, cozˇ
mu˚zˇe zacˇa´tecˇn´ık˚um v jazyce Smalltalk cˇinit proble´my. Prostrˇed´ı mu˚zˇe by´t znacˇneˇ produk-
tivn´ı, ale nen´ı snadne´ se v neˇm zorientovat tak rychle, jako naprˇ´ıklad v aplikac´ıch s beˇzˇny´m
rozhran´ım. SmallDEVS je na jednu stranu t´ım pa´dem silny´m na´strojem a na druhou kom-
plikovaneˇjˇs´ım pro uzˇivatele prostrˇed´ı Squeak neznale´.
PowerDEVS
PowerDEVS je prostrˇed´ı pro tvorbu a simulaci DEVS model˚u. Skla´da´ se z editoru ato-
micke´ho a slozˇene´ho modelu a preprocesoru pro generova´n´ı zdrojove´ho ko´du vy´sledne´ho
modelu v jazyce C++. Uzˇivatelske´ rozhran´ı je napsa´no v jazyce Visual Basic a program
je mozˇne´ provozovat v operacˇn´ıch syste´mech Microsoft Windows. Vygenerovane´ zdrojove´
ko´dy lze prˇelozˇit v libovolne´m prˇekladacˇi jazyka C++ (tj. i na jiny´ch platforma´ch).
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Obra´zek 2.6: Graficke´ uzˇivatelske´ rozhran´ı prostrˇed´ı SmallDEVS
Pla´tno modelu a knihovna model˚u se nacha´z´ı v oddeˇleny´ch oknech, prˇida´va´n´ı mo-
delu z knihovny na pla´tno je rˇesˇeno pomoc´ı Drag&drop. Knihovna model˚u je rozdeˇlena
do neˇkolika kategori´ı:
• Za´kladn´ı prvky - novy´ atomicky´, slozˇeny´ DEVS a vstupn´ı, vy´stupn´ı porty
• Spojite´ bloky - integra´tor, nelinea´rn´ı funkce, aritmeticke´ a goniometricke´ bloky, atp.
• Hybridn´ı bloky - kvantizer, prˇep´ınacˇ, kompara´tor a dalˇs´ı
• Genera´tory signa´l˚u - pulzn´ı, konstantn´ı, troju´heln´ıkovy´, sinusovy´, krokovy´, atp.
• Vy´stupn´ı prvky - ulozˇen´ı do souboru, zobrazen´ı v grafu, . . .
Definice novy´ch blok˚u je poneˇkud me´neˇ prˇehledna´, nacha´z´ı se ve formula´rˇi s neˇkolika
za´lozˇkami (viz 2.7) a ke specifikaci chova´n´ı bloku je urcˇen dalˇs´ı formula´rˇ. Prˇi editaci je
nutne´ rovneˇzˇ cˇasto pouzˇ´ıvat kontextove´ menu blok˚u. Vytvorˇeny´ model je mozˇne´ exporto-
vat do knihovny model˚u. Beˇhem editace nen´ı mozˇne´ vracet provedene´ zmeˇny pomoc´ı funkce
Zpeˇt. I prˇesto lze v programu navrhnout pomeˇrneˇ rychle libovolny´ DEVS model.
Scaleable Entity Structure Modeler with Complexity Measures (SESM/CM)
SESM/CM je graficky´ editor sche´mat vhodny´ch pro hierarchicke´ modely. Umozˇnˇuje defi-
novat dva druhy objekt˚u: atomicky´ a slozˇeny´. Nove´ objekty lze rovneˇzˇ vytva´rˇet ze sˇablon
trˇech druh˚u:
• Sˇablona modelu - mu˚zˇe obsahovat pouze jine´ sˇablony modelu
• Sˇablona instance modelu - mu˚zˇe obsahovat pouze jine´ instance sˇablony modelu, vznika´
vytvorˇen´ım instance sˇablony modelu
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Obra´zek 2.7: Graficke´ uzˇivatelske´ rozhran´ı programu PowerDEVS
Obra´zek 2.8: Prˇevod modelu zadane´ho v SESM/CM do simulacˇn´ıho ko´du v DEVSJAVA
• Instance modelu - vznika´ vytvorˇen´ım instance sˇablony instance modelu
Uzˇivatel nejdrˇ´ıve vytvorˇ´ı sˇablonu modelu, pote´ jej´ı instanci a nakonec instanci modelu. To
podle autor˚u umozˇn´ı vytva´rˇet alternativn´ı modely v za´vislosti na pozˇadavc´ıch.
Program vyuzˇ´ıva´ k ulozˇen´ı modelu databa´zi JDBC-ODBC, cozˇ umozˇnˇuje sd´ılen´ı model˚u
prostrˇednictv´ım rˇ´ızene´ho prˇ´ıstupu k databa´zi model˚u. Prˇevod modelu zadane´ho pomoc´ı
SESM/CM demonstruje obra´zek 2.8. Model je nejdrˇ´ıve ulozˇen v jazyce XML, pote´ prˇeveden
do zdrojove´ho ko´du v programovac´ım jazyce Java, ktery´ je simulova´n pomoc´ı knihovny
DEVSJAVA.
2.5.6 Mozˇna´ vylepsˇen´ı
C´ılem te´to pra´ce je vytvorˇit obecny´ graficky´ editor simulacˇn´ıch sche´mat zameˇrˇeny´ na pro-
blematiku vytva´rˇen´ı DEVS model˚u. Nen´ı zameˇrˇen na zˇa´dnou konkre´tn´ı simulacˇn´ı knihovnu,
ktera´ DEVS formalismus implementuje, ale definuje rozhran´ı pro vytva´rˇen´ı exportn´ıch filtr˚u
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slouzˇ´ıc´ıch k prˇevodu modelu ulozˇene´m v XML do libovolne´ simulacˇn´ı knihovny. Za´rovenˇ je
kladen d˚uraz na intuitivn´ı a rychle´ ovla´da´n´ı samotne´ aplikace a na dostatecˇnou seberepre-
zentaci zobrazeny´ch blok˚u pomoc´ı pojmenovany´ch blok˚u a port˚u s mozˇnost´ı dodatecˇne´ho
zobrazen´ı detailn´ıho popisu pozˇadovane´ komponenty. Du˚lezˇita´ je rovneˇzˇ snadna´ a prˇehledna´
navigace ve stromu, ktery´ zobrazuje strukturu modelu. Rovneˇzˇ pra´ce s knihovnou model˚u
mus´ı by´t jasna´ a prˇehledna´.
2.5.7 Vy´hody a nevy´hody pouzˇit´ı
Pouzˇit´ı graficky´ch editor˚u je vy´hodne´ prˇedevsˇ´ım pro usnadneˇn´ı navigace ve slozˇiteˇjˇs´ıch mo-
delech a manipulac´ı s nimi. Naprˇ´ıklad vytva´rˇen´ı komplexn´ıch propojen´ı nen´ı ve zdrojove´m
ko´du dostatecˇneˇ prˇehledne´, nehledeˇ na komplikovane´ hleda´n´ı sˇpatneˇ spojeny´ch blok˚u.
Naopak za zva´zˇen´ı stoj´ı komfort psan´ı zdrojove´ho ko´du oproti graficke´mu rozhran´ı
zalozˇene´m na vyplnˇova´n´ı formula´rˇ˚u. Zdrojovy´ ko´d oply´va´ veˇtsˇ´ı svobodou datovy´ch typ˚u,
vlastn´ıch struktur a zdrojovy´ ko´d mu˚zˇe by´t cˇitelneˇjˇs´ı, nezˇ vygenerovany´ pomoc´ı filtru.
Pouzˇit´ı simulacˇn´ıch knihoven rovneˇzˇ usnadnˇuje a urychluje implementaci DEVS simula´tor˚u.
2.6 XML a jeho pouzˇit´ı v graficky´ch editorech model˚u
XML (eXtensible Markup Language) je konzorciem W3C [2] doporucˇeny´, vsˇeobecneˇ po-
uzˇitelny´ otevrˇeny´ znacˇkovac´ı jazyk [17]. Jedna´ se zjednodusˇenou podmnozˇinu SGML (Stan-
dard Generalized Markup Language) urcˇenou k popisu dat r˚uzne´ho druhu. Jeho hlavn´ım
u´cˇelem je umozˇneˇn´ı sd´ılen´ı strukturovane´ho textu a informac´ı v s´ıti Internet a standar-
dizovany´ zp˚usob ukla´da´n´ı datovy´ch struktur. K hlavn´ım vy´hoda´m dokument˚u ulozˇeny´ch
v XML patrˇ´ı:
• Obsah souboru je strojoveˇ i lidmi (relativneˇ) cˇitelny´. Podporuje v´ıce ko´dova´n´ı znak˚u
r˚uzny´ch abeced, mimo jine´ Unicode, cozˇ umozˇnˇuje vyjadrˇovat se te´meˇrˇ v jake´mkoliv
jazyce.
• Je vhodny´ k ukla´da´n´ı frekventovany´ch datovy´ch struktur (za´znamy, seznamy, stromy,
aj.). Jeho hierarchicka´ struktura je vhodna´ pro veˇtsˇinu dokument˚u. Pouzˇ´ıva´ se (spolu
se SGML) uzˇ v´ıce nezˇ deset let, vy´voja´rˇi s n´ım maj´ı rˇadu zkusˇenost´ı a vyuzˇ´ıva´ se
v mnoha programech
• Dokument doka´zˇe popsat svou strukturu a na´zvy pol´ı (data spolu s metadaty). Prˇ´ısna´
pravidla syntaxe umozˇnˇuj´ı vytva´rˇet jednoduche´ algoritmy, ktere´ dokumenty vytva´rˇej´ı
nebo zpracova´vaj´ı.
• Forma´t je v proste´m textu, platformneˇ neza´visly´, je nezat´ızˇeny´ licencˇn´ımi omezen´ımi
a mezina´rodneˇ standardizova´n
• Pomoc´ı zna´my´ch postup˚u je mozˇne´ XML soubor transformovat do zcela jine´ho tvaru.
V urcˇity´ch aplikac´ıch vsˇak XML vykazuje neˇktere´ nevy´hody [5]:
• Syntaxe je z datove´ho hlediska pomeˇrneˇ obsa´hla´, cozˇ znesnadnˇuje efektivitu cˇten´ı
a zab´ıra´ veˇtsˇ´ı prostor. To je prˇedevsˇ´ım nevhodne´ pro multimedia´ln´ı aplikace beˇzˇ´ıc´ı
na zarˇ´ızen´ıch s omezeny´mi zdroji (mobiln´ı telefony, PDA, atp.) nebo prˇi transportech
dat prostrˇednictv´ım sluzˇeb, u ktery´ch se plat´ı za pocˇet prˇeneseny´ch dat (naprˇ´ıklad
GPRS5).








Obra´zek 2.9: Prˇeddefinovane´ reference znak˚u pouzˇity´ch v syntaxi jazyka XML
• Syntaxe obsahuje neˇktere´ nepotrˇebne´ vlastnosti dane´ deˇdictv´ım SGML (mnoho dat
popisuje pomeˇrneˇ male´ mnozˇstv´ı dat, ktera´ jsou pro na´s podstatna´).
• Za´kladn´ı zpracova´n´ı prˇ´ımo nepodporuje spektrum standardn´ıch datovy´ch typ˚u.
• Prˇekry´va´n´ı – nehierarchicke´ datove´ struktury, vyzˇaduje dalˇs´ı pra´ci.
• Pro zpracova´n´ı dat existuje rˇada prostrˇedk˚u, jejichzˇ zvla´dnut´ı nen´ı jednoduche´.
• Nen´ı zcela jasne´, kdy pouzˇ´ıt atribut elementu nebo element.
• Syntakticky´ analyza´tor (parser), ktery´ dovede zpracovat XML dokument, nen´ı snadne´
vytvorˇit. Existuje pouze ma´lo parser˚u, ktere´ dovedou zpracovat dokument spra´vneˇ
vcˇetneˇ validace a prˇitom efektivneˇ.
2.6.1 Stavebn´ı bloky XML dokumentu a jejich usporˇa´da´n´ı
XML dokument se skla´da´ z element˚u, ktere´ mohou obsahovat atributy a vlastn´ı text. Kazˇdy´
element mus´ı by´t ukoncˇen a elementy mohou by´t pouze vnorˇene´ se nesmı´ krˇ´ızˇit:
<bold><underlined>toto je nedovolene´</bold>krˇı´zˇenı´ elementu˚</underlined>
<bold>vnorˇova´nı´ <underlined>elementy</underlined> je v porˇa´dku</bold>
Na´zvy element˚u jsou citlive´ na velikost p´ısmen. K tomu, aby dokument byl korektn´ı (well-
formed), je nutne´, aby obsahoval pouze jeden korˇenovy´ element (XML dokument ma´ stejnou
strukturu jako strom, kde v uzlech jsou elementy). Text se nemu˚zˇe nacha´zet mimo elementy
a hodnoty atribut˚u mus´ı by´t v uvozovka´ch nebo apostrofech:
<element atribut="hodnota">vlastnı´ text</element>
Korˇenovy´ element je zpravidla prˇedcha´zen nepovinnou XML deklarac´ı. To je specia´ln´ı
element, jehozˇ atributy urcˇuj´ı pouzˇitou verzi XML a ko´dova´n´ı, ve ktere´m je dokument
ulozˇen, dokument nesmı´ obsahovat zˇa´dne´ znaky, ktere´ ko´dova´n´ı neobsahuje:
<?xml version="1.0" encoding="UTF-8"?>
Do dokumentu je mozˇne´ psa´t komenta´rˇe pomoc´ı sekvence znak˚u:
<!-- tento text se nebude interpretovat,
protozˇe se jedna´ o komenta´rˇ -->
Vsˇechny elementy v dokumentu vsˇak mus´ı by´t uzavrˇene´. K reprezentaci element˚u, ktere´





Znaky, obsazˇene´ v syntaxi element˚u a atribut˚u (<, >, ”, ’) nebo ty, ktere´ nelze napsat
pomoc´ı kla´vesnice, se v textu nahrazuj´ı specia´ln´ı sekvenc´ı &oznacˇenı´_znaku;, pro znaky
pouzˇite´ pro ohranicˇen´ı element˚u a obsahu atribut˚u se pouzˇ´ıvaj´ı prˇeddefinovane´ reference
znak˚u uvedene´ v tabulce 2.9.
2.6.2 Mozˇnosti definice struktury XML dokumentu
Uzˇivatelem definovana´ struktura dokumentu se uva´d´ı ve forma´tu Document Type Definition
(DTD) nebo XML Schema Language (XSL). Oba se pouzˇ´ıvaj´ı prˇi validaci dokumentu.
Validn´ı XML dokument je dokument, ktery´ splnˇuje na´sleduj´ıc´ı podmı´nky:
• strom reprezentovany´ XML dokumentem odpov´ıda´ popisu DTD cˇi XSL
• porˇad´ı element˚u je v souladu s definic´ı DTD cˇi XSL
• zadane´ atributy a jejich hodnoty jsou dany´ dokument dovolene´
Document Type Definition (DTD)
Nejstarsˇ´ı sche´ma pro definici struktury dokumentu je Document Type Definition (DTD)
a je p˚uvodneˇ urcˇeno pro SGML. Z toho d˚uvodu ma´ neˇkolik nedostatk˚u. Nema´ naprˇ´ıklad
podporu pro jmenne´ prostory, nema´ schopnosti zcela popsat strukturu XML dokumentu
a nepouzˇ´ıva´ syntaxi XML. Dodnes se pouzˇ´ıva´ prˇedevsˇ´ım z d˚uvodu cˇitelnosti a proto, zˇe se
pomeˇrneˇ snadno p´ıˇse. Strukturu DTD dokumentu prˇiblizˇuje na´sleduj´ıc´ı prˇ´ıklad:
<!ELEMENT model (block*)>




Element model mu˚zˇe obsahovat libovolny´ pocˇet element˚u block. K urcˇen´ı cˇetnosti < 0, n)
se pouzˇ´ıva´ znak *. Element block obsahuje povinne´ elementy name, id a nepovinny´ element
type. K urcˇen´ı volitelny´ch atribut˚u slouzˇ´ı znak ?. Obsah zbyly´ch element˚u, ktere´ mohou
obsahovat pouze text, je da´n oznacˇen´ım #PCDATA.
Pojmenujeme-li vy´sˇe uvedeny´ DTD dokument jako model.dtd, pak XML dokument
s obsahem:
<?xml version="1.0" encoding="UTF-8"?>










XML Schema Language (XSL)
Jedn´ım z noveˇjˇs´ıch jazyk˚u urcˇeny´ch pro specifikaci struktury dokumentu v jazyce XML je
XML Schema Language (XSL). Byl publikova´n v roce 2001 organizac´ı W3C a je doporucˇeny´
pro popis struktury XML dokument˚u.
Jazyk XSL popisuje strukturu dokumentu, obsahuje na´zvy element˚u, jejich atribut˚u
a pro lepsˇ´ı mozˇnosti validace dokumentu datove´ typy, ktere´ urcˇuj´ı jejich obsah. Datove´
typy jsou vestaveˇne´ (cele´ a rea´lne´ cˇ´ıslo, rˇeteˇzec, datum, atp.) a uzˇivatelske´. Dokument,
ktery´ obsahuje popis struktury v jazyce XSL, se nazy´va´ XML Schema Definition (XSD).





















Na zacˇa´tku dokumentu je po deklaraci jmenne´ho prostoru definice uzˇivatelske´ho typu. Hod-
noty, ktere´ mu˚zˇe typ naby´vat, jsou urcˇeny vy´cˇtem rˇeteˇzc˚u.
Pote´ na´sleduje definice komplexn´ıho typu, ktery´ se skla´da´ z neˇkolika element˚u. Mnozˇstv´ı
element˚u, ktere´ XML dokument podle tohoto sche´matu mu˚zˇe obsahovat, je urcˇeno atributy
minOccurs (minima´ln´ı pocˇet vy´skyt˚u) a maxOccurs (maxima´ln´ı pocˇet vy´skyt˚u). V prˇ´ıkladu
je nepovinny´ pouze element <type>.












Samotny´ jazyk je pomeˇrneˇ obsa´hly´, podrobnou specifikaci lze z´ıskat naprˇ´ıklad v [3].
2.6.3 Zpracova´n´ı XML dokumentu
XML dokument lze zpracovat trˇemi zp˚usoby:
• programovac´ım jazykem pomoc´ı SAX
• programovac´ım jazykem pomoc´ı DOM
• transformac´ı pomoc´ı filtru – XSLT
Simple API for XML (SAX)
SAX pracuje tak, zˇe cˇte vstupn´ı dokument a jakmile naraz´ı na zacˇa´tek cˇi konec elementu
zavola´ uzˇivatelsky definovanou funkci. Ta element podle jeho na´zvu, prˇ´ıpadneˇ podle atribut˚u
zpracuje. Tento prˇ´ıstup je vy´hodny´ prˇedevsˇ´ım pro svou rychlost a pameˇt’ovou nena´rocˇnost.
Je nevhodny´ prˇi potrˇebeˇ prˇ´ıstupu k na´hodneˇ umı´steˇny´m element˚um. Pro programa´tora je
problematicke´ rozeznat v jake´m kontextu se nalezeny´ element nacha´z´ı. Proto je vhodne´
pouzˇ´ıt SAX tam, kde se element zpracova´va´ stejny´m zp˚usobem, at’ je umı´steˇn kdekoliv.
Document Object Model (DOM)
Z XML dokumentu se vytvorˇ´ı stromova´ struktura, ktera´ jej reprezentuje. Pote´ lze k jed-
notlivy´m element˚um, jejich atribut˚um a vlastn´ımu obsahu libovolneˇ prˇistupovat. Rovneˇzˇ
je mozˇne´ prˇida´vat a modifikovat elementy, atributy a jejich obsah. Modifikovany´ XML do-
kument lze pote´ opeˇt ulozˇit. Nevy´hodou je prˇedevsˇ´ım pameˇt’ova´ na´rocˇnost, protozˇe prˇed
vlastn´ı prac´ı je nutne´ cely´ dokument nacˇ´ıst do pameˇti a vytvorˇit stromovou strukturu, ktera´
mu odpov´ıda´.
Transformace XML dokumentu pomoc´ı XSLT
Pro transformaci dokument˚u XML slouzˇ´ı XSLT (Extensible Stylesheet Language Transfor-
mations), cozˇ je jazyk zalozˇeny´ na syntaxi XML. Jeho nejblizˇsˇ´ım prˇedch˚udcem byl Do-
cument Style Semantics and Specification Language (DSSSL), ktery´ slouzˇil k transformaci
SGML dokument˚u.
Do procesu XSLT se zapojuje (viz obra´zek 2.10:
• jeden cˇi v´ıce zdrojovy´ch XML dokument˚u
• jedna cˇi v´ıce XSLT sˇablon
• XSLT procesor
• vy´sledny´ dokument
XSLT procesor pouzˇije sˇablonu a zdrojovy´ XML dokument k vytvorˇen´ı vy´sledne´ho doku-
mentu. Sˇablona urcˇuje podobu vy´sledne´ho dokumentu, ktery´ mu˚zˇe by´t v jazyce XML nebo
i v jine´ formeˇ (naprˇ´ıklad zdrojovy´ ko´d), pomoc´ı pravidel, ktera´ obsahuje.
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Obra´zek 2.10: Transformace dokumentu XML pomoc´ı XSLT
Jazyk XSLT je deklarativn´ı, specifikuje, co se ma´ udeˇlat s jednotlivy´mi uzly. K tomu
se vyuzˇ´ıva´ jazyka XPath, ktery´ slouzˇ´ı k vy´beˇru element˚u cˇi atribut˚u v XML dokumentech
[4]. Pokud XSLT uzel nalezne, aplikuje na neˇj odpov´ıdaj´ıc´ı sˇablonu. To spocˇ´ıva´ v nahrazen´ı










<xsl:if test="type = ’coupled’">
class Coupled_<xsl:value-of select="generate-id(.)"/>: Coupled {
</xsl::if>
<xsl:if test="type = ’atomic’">
class Atomic_<xsl:value-of select="generate-id(.)"/>: Atomic {
</xsl::if>
char *name = "<xsl:value-of select="@name" />";
}
</xsl:stylesheet>
Prvn´ı sˇablona (<xsl:template>) vygeneruje u´vodn´ı komenta´rˇ a deklaraci hlavicˇkove´ho sou-
boru simulator.h mı´sto korˇenove´ho elementu model. Pote´ na vsˇechny elementy s na´zvem
30
block pouzˇije ostatn´ı sˇablony. Na´sleduje sˇablona pro element block. Ta vygeneruje v za´vislosti
na obsahu elementu type odpov´ıdaj´ıc´ı ko´d pro atomicky´, resp. slozˇeny´ blok.
Pouzˇijeme-li tuto sˇablonu na XML dokument uvedeny´ jako prˇ´ıklad na straneˇ 27, tak
na´m XSLT procesor vytvorˇ´ı dokument:
<?xml version="1.0" encoding="utf-8"?>
// This file is generated
#include "simulator.h"
class Atomic_id235d3: Atomic {
char *name = "Integrator";
}
Kromeˇ vestaveˇny´ch element˚u obsahuje jazyk XSLT velke´ mnozˇstv´ı funkc´ı, ktere´ slouzˇ´ı
naprˇ´ıklad k navigaci (odkaz na aktua´lneˇ zpracova´vany´ uzel cˇi korˇenovy´ uzel) nebo k vyge-
nerova´n´ı kl´ıcˇe urcˇene´ho k jednoznacˇne´ identifikaci uzlu v ra´mci dokumentu. Naprˇ´ıklad pro
odliˇsen´ı na´zvu trˇ´ıdy je pouzˇita vestaveˇna´ funkce s na´zvem generate-id(uzel).
Znacˇna´ nevy´hoda jazyka XSLT tkv´ı ve slozˇitosti sˇablon. Pokud prova´d´ıme pouze jed-
noduche´ transformace, je XSLT velmi u´cˇinny´m na´strojem. V komplexneˇjˇs´ıch prˇ´ıpadech je
trˇeba zva´zˇit pouzˇit´ı programovac´ıho jazyka spolu s parserem SAX cˇi DOM (viz cˇa´st 2.6.3).
2.6.4 Pouzˇit´ı XML v graficky´ch editorech
Dokument XML je dostatecˇneˇ silny´ pro ukla´da´n´ı slozˇeny´ch struktur. Nen´ı proble´m, aby
blok mohl obsahovat dalˇs´ı blok (po u´praveˇ XSL schematu). To na´m zarucˇ´ı vytva´rˇet XML
dokumenty, ktere´ budou obsahovat libovolne´ mnozˇstv´ı zanorˇeny´ch objekt˚u podobneˇ jako
je tomu ve slozˇeny´ch DEVS modelech. Pote´ nezby´va´ nezˇ doplnit XSL schema tak, aby
dokument obsahoval vsˇechna potrˇebna´ data pro jeho zobrazen´ı (typ bloku, pozici na pla´tneˇ,
atp.), definici jeho chova´n´ı (atomicky´ DEVS) a propojen´ı (slozˇeny´ DEVS).
Pro prˇevod modelu ulozˇene´ho v prostrˇed´ı graficke´ho editoru do c´ılove´ho simulacˇn´ıho
jazyka lze vyuzˇ´ıt XSLT. Pro neˇktere´ simulacˇn´ı jazyky vytvorˇen´ı sˇablony bude jednoduche´,
pro jine´ prˇ´ıliˇs komplikovane´.
Dokument XML ma´ prˇedevsˇ´ım vy´hodu sve´ cˇitelnosti. Jeho obsah lze pomeˇrneˇ snadno
interpretovat. Ve srovna´n´ı s bina´rn´ım souborem je pouzˇit´ı XML mnohem otevrˇeneˇjˇs´ı k ma-





Uzˇivatelske´ rozhran´ı graficke´ho editoru simulacˇn´ıch model˚u se skla´da´ z pla´tna, knihovny
model˚u, panelu na´stroj˚u, aplikacˇn´ıho menu a prohl´ızˇecˇe aktua´ln´ıho modelu. Kromeˇ toho
aplikace uchova´va´ vytva´rˇeny´ model a parser, ktery´ slouzˇ´ı k nacˇten´ı a ulozˇen´ı vy´sledne´ho
modelu do XML.
Na pla´tno se umist’uj´ı nove´ cˇi prˇeddefinovane´ bloky a porty, navza´jem se propojuj´ı
a vytva´rˇ´ı pomoc´ı graficke´ reprezentace modelu vlastn´ı model. Bloky, jejich spoje a porty
lze mazat a prˇ´ıpadneˇ prˇesouvat.
Nejdrˇ´ıve je nutne´ definovat trˇ´ıdy a objekty, ktere´ budou uchova´vat samotny´ model.
3.1 Model
DEVS model je mozˇne´ si na u´rovni neˇkolika propojeny´ch atomicky´ch model˚u prˇedstavit jako
orientovany´ graf, kde uzly jsou atomicke´ DEVS modely vybavene´ vstupn´ımi a vy´stupn´ımi
porty, ktere´ hranami mezi sebou spojujeme. Z hlediska slozˇeny´ch DEVS model˚u pak jako
strom, kde listy jsou atomicke´ modely a ostatn´ı uzly vcˇetneˇ korˇenu slozˇeny´mi modely.
Pro ulozˇen´ı te´to struktury proto pouzˇijeme struktura´ln´ı na´vrhovy´ vzor Composite [7] (viz
obra´zek 3.2).
3.1.1 Trˇ´ıdy pro reprezentaci modelu
Obra´zek 3.1: Trˇ´ıdy pouzˇite´ v DEVS modelu
Abstraktn´ı trˇ´ıda DEVS definuje rozhran´ı pro slozˇeny´ i atomicky´ DEVS model, imple-
mentuje standardn´ı chova´n´ı spolecˇne´ pro oba typy model˚u a definuje rozhran´ı pro prˇ´ıstup k
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Obra´zek 3.2: Diagram na´vrhove´ho vzoru Composite pro ulozˇen´ı atomicky´ch a slozˇeny´ch
DEVS model˚u
podmodel˚um. Abstraktn´ı metoda CreateXmlNode slouzˇ´ı ke generova´n´ı XML jazyka, ktery´
atomicky´ cˇi slozˇeny´ DEVS model popisuje. Pouzˇ´ıva´ se prˇi ukla´da´n´ı modelu do souboru.
Metoda DeepCopy slouzˇ´ı k vytvorˇen´ı u´plne´ kopie objektu vcˇetneˇ kopie vsˇech vnorˇeny´ch
objekt˚u. Vyuzˇ´ıva´ se prˇi kop´ırova´n´ı objektu na pla´tno. Pro propojen´ı je abstraktn´ı trˇ´ıda
DEVS vybavena porty (seznam ports). Kazˇdy´ port je definova´n na´zvem, pozic´ı a typem
(vstupn´ı–vy´stupn´ı), diagram trˇ´ıdy urcˇene´ pro reprezentaci portu se nacha´z´ı na obra´zku 3.1.
Trˇ´ıda AtomicDEVS nemu˚zˇe mı´t zˇa´dny´ podmodel a obsahuje pouze chova´n´ı specificke´
pro atomicke´ DEVS modely (prˇechodove´ funkce, stavove´ promeˇnne´, funkci posuvu cˇasu a
vy´stupn´ı funkci). Trˇ´ıda StateVariable (viz obra´zek 3.1) je urcˇena pro ukla´da´n´ı stavovy´ch
promeˇnny´ch modelu a obsahuje na´zev promeˇnne´, jej´ı popis, datovy´ typ a pocˇa´tecˇn´ı hodnotu
urcˇenou pro inicializaci. Vsˇechny stavove´ promeˇnne´ dane´ho atomicke´ho modelu jsou ulozˇeny
v seznamu state_vars.
Trˇ´ıda CoupledDEVS definuje chova´n´ı pro modely, ktere´ obsahuj´ı atomicke´ cˇi slozˇene´
podmodely (seznam blocks). Objekty trˇ´ıdy CoupledDEVS tedy tvorˇ´ı hierarchii – strom –
na jehozˇ listech se nacha´zej´ı atomicke´ DEVS modely. Pro propojen´ı jsou odvozene´ trˇ´ıdy od
trˇ´ıdy DEVS vybaveny porty (seznam ports). Spojen´ı jednotlivy´ch port˚u (resp. DEVS mo-
del˚u) je realizova´no seznamem links objekt˚u trˇ´ıdy Link. Ty obsahuj´ı ukazatel na zdrojovy´
a c´ılovy´ DEVS model a cˇ´ısla port˚u, na ktery´ je spoj prˇipojen.
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Obeˇ trˇ´ıdy obsahuj´ı metodu SetMemento(). Ta slouzˇ´ı k vytvorˇen´ı objektu, ktery´ obsahuje
takova´ data o objektech, aby pomoc´ı nich bylo mozˇne´ objekty znovu rekonstruovat. K tomu
se vyuzˇ´ıva´ na´vrhovy´ vzor memento (obra´zek 3.3). Pouzˇijeme ho v prˇ´ıpadeˇ, zˇe potrˇebujeme
ulozˇit stav objektu k pozdeˇjˇs´ı obnoveˇ bez toho, aby bylo nutne´ porusˇit zapouzdrˇen´ı objektu.
Objekt trˇ´ıdy Memento ukla´da´ vnitrˇn´ı stav objektu Originator. Pro mementa existuj´ı dva
typy rozhran´ı. Objekt Caretaker ma´ prˇ´ıstupne´ u´zke´ rozhran´ı, ktere´ mu umozˇnˇuje me-
mento pouze prˇedat jine´mu objektu. Originator ma´ naopak prˇ´ıstup k cele´mu mementu
tak, aby mohl sv˚uj stav pomoc´ı neˇj obnovit. Objekt trˇ´ıdy Originator vytva´rˇ´ı memento,
ktere´ obsahuje jeho soucˇasny´ stav. Azˇ je k tomu vyzva´n, vyuzˇije memento k tomu, aby sv˚uj
stav obnovil. Objekt trˇ´ıdy Caretaker si vyzˇa´da´ memento od objektu Originator, ulozˇ´ı jej
a v prˇ´ıpadeˇ potrˇeby zasˇle memento zpeˇt objektu Originator.
Tento na´vrhovy´ vzor se pouzˇ´ıva´ v pro implementaci funkce Zpeˇt/Znovu a spolupracuje
s na´vrhovy´m vzorem Command. V implementovane´ aplikaci u objekt˚u trˇ´ıdy CoupledDEVS
obsahuje seznam block a links. Objekty AtomicDEVS vytva´rˇ´ı memento s prˇechodovy´mi
funkcemi a stavovy´mi promeˇnny´mi.
Obra´zek 3.3: Trˇ´ıdy na´vrhove´ho vzoru Memento
3.2 Pracovn´ı pla´tno
Pracovn´ı pla´tno graficky´ch editor˚u blokovy´ch schemat je plocha urcˇena´ k vytva´rˇen´ı, pro-
pojova´n´ı a modifikaci blok˚u. Reaguje na uda´losti vznikle´ vstupem kla´vesnice nebo poloho-
vac´ıho zarˇ´ızen´ı a obsahuje r˚uzne´ druhy element˚u. Obecneˇ lze pla´tno a pra´ci s n´ım rozdeˇlit
na dveˇ cˇa´sti:
• objekty, ktere´ je mozˇne´ na pla´tno umı´stit
• chova´n´ı pla´tna prˇi vstupech a uda´lostech
3.2.1 Trˇ´ıdy objekt˚u pla´tna
Na pla´tno je mozˇne´ umı´stit bloky, vybaveny porty, ktere´ se propojuj´ı pomoc´ı spoj˚u. Tyto trˇi
prostrˇedky na´m umozˇnˇuj´ı vytva´rˇet s´ıt’ atomicky´ch DEVS model˚u. Pro vytva´rˇen´ı slozˇeny´ch
DEVS model˚u zavedeme jesˇteˇ jeden specia´ln´ı blok, ktery´ bude slouzˇit jako vstupn´ı cˇi
vy´stupn´ı port modelu, ktery´ vytva´rˇ´ıme (ve slozˇeny´ch DEVS modelech jsou to ty vneˇjˇs´ı
vstupn´ı a vy´stupn´ı porty a spoje, ktere´ patrˇ´ı do mnozˇiny vneˇjˇs´ıho spa´rova´n´ı, viz 2.3.2).
Trˇ´ıdy pro reprezentaci objekt˚u umı´stitelny´ch na pla´tno se nacha´z´ı na obra´zku 3.4. Abs-
traktn´ı trˇ´ıda ModelItem deklaruje za´kladn´ı rozhran´ı, pomoc´ı ktere´ho mohou odvozene´ ob-
jekty implementovat sve´ chova´n´ı prˇi vy´skytu uda´losti maza´n´ı – OnDelete(), dvojklik –
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Obra´zek 3.4: Diagram trˇ´ıd urcˇeny´ch k umı´steˇn´ı na pla´tno
OnDoubleClick() a posun objektu – OnRelativeMove(). Abstraktn´ı metoda GetType()
slouzˇ´ı k urcˇen´ı typu objektu, rozezna´va´me blok, spoj a port. Typy objekt˚u se pouzˇ´ıvaj´ı
prˇi vstupech k urcˇova´n´ı chova´n´ı. Virtua´ln´ı metody CreateVisual() a UpdateVisual()
vytva´rˇ´ı, resp. obnovuj´ı grafickou reprezentaci objekt˚u, ktere´ lze umı´stit na pla´tno.
Odvozene´ trˇ´ıdy BlockItem, LinkItem a PortItem jsou obecny´mi trˇ´ıdami pro reprezen-
taci libovolny´ch blok˚u, spoj˚u a port˚u. Objekt trˇ´ıdy PortItem obsahuje odkaz na blok do
ktere´ho port patrˇ´ı. Spoje realizovane´ pomoc´ı objektu LinkItem urcˇuje odkaz na zdrojovy´
a c´ılovy´ port. BlockItem je trˇ´ıda, ktera´ obsahuje porty.
K zajiˇsteˇn´ı obnovova´n´ı graficke´ reprezentace prˇipojeny´ch spoj˚u je pouzˇit na´vrhovy´
vzor Observer – pozorovatel [7] (viz obra´zek 3.5). Ten se pouzˇ´ıva´ v prˇ´ıpadeˇ, zˇe zmeˇna
stavu jednoho objektu vyzˇaduje zmeˇnu stavu jiny´ch objekt˚u (jejich pocˇet nen´ı prˇedem
zna´m). Rovneˇzˇ lze vzoru pouzˇ´ıt v prˇ´ıpadeˇ, kdy nechceme, aby objekty typu Observer
nebyly prˇ´ıliˇs sva´za´ny s objektem, na ktere´m za´vis´ı. Objekt trˇ´ıdy Subject obsahuje roz-
hran´ı pro prˇipojova´n´ı a odpojova´n´ı pozorovatel˚u (metody Attach(), Detach()). Trˇ´ıda
typu Observer definuje rozhran´ı, ktere´ slouzˇ´ı k obnovova´n´ı stavu objektem Subject. Ob-
jekty odvozene´ trˇ´ıdy ConcreteSubject obsahuj´ı libovolneˇ dlouhy´ seznam prˇipojeny´ch po-
zorovatel˚u a v prˇ´ıpadeˇ pozˇadavku jim odes´ılaj´ı zpra´vu o zmeˇneˇ stavu (pomoc´ı metody
Notify()). ConcreteObserver obsahuje odkaz na ConcreteSubject, obsahuje stav, ktery´
ma´ odpov´ıdat stavu pozorovane´ho objektu a obsahuje implementaci funkce, ktera´ toto
zajiˇst’uje (Update()).
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Obra´zek 3.5: Na´vrhovy´ vzor pozorovatel (Observer) a spolupracuj´ıc´ı trˇ´ıdy
Spolupra´ce mezi trˇ´ıdami na´vrhove´ho vzoru pozorovatel vypada´ na´sledovneˇ:
• Objekt ConcreteSubject upozorn´ı vsˇechny svoje pozorovatele pokazˇde´, kdyzˇ dojde
ke zmeˇneˇ stavu, ktery´ pozorovatele zaj´ıma´.
• Jakmile pozorovatel je upozorneˇn na zmeˇnu stavu, mu˚zˇe pozˇa´dat o informace objekt
ConcreteSubject a vyuzˇ´ıt je k obnoven´ı vlastn´ıho stavu.
Na´vrhovy´ vzor pozorovatel lze rozsˇ´ıˇrit o typ zpra´vy, ktera´ je pozorovatel˚um rozes´ıla´na.
Pokud totizˇ ma´me r˚uzne´ odvozene´ objekty od trˇ´ıdy Observer, ktere´ jsou sva´za´ny s r˚uzny´mi
promeˇnny´mi cˇi stavy objektu ConcreteSubject, pak by prˇi vola´n´ı metody Notify() byli
obnoveni i ti pozorovatele´, ktery´ch se zmeˇna stavu nety´ka´. Pokud vsˇak je metoda Update
vola´na s parametrem, ktery´ vymez´ı c´ılovou skupinu pozorovatel˚u, provedou obnoven´ı stavu
pouze ti pozorovatele´, ktery´ch se c´ılova´ skupina ty´ka´. To je vyuzˇito ve trˇ´ıdeˇ DevsModelView
popsane´ v sekci 3.2.4.
3.2.2 Odvozene´ trˇ´ıdy pro potrˇeby DEVS modelu
Pro prˇipojen´ı dat souvisej´ıc´ıch s modelova´n´ım DEVS syste´mu jsou odvozeny trˇ´ıdy DevsItem,
BlockPortItem, DevsLinkItem a DevsPortItem. Kazˇda´ trˇ´ıda obsahuje odkaz na odpov´ıdaj´ı-
c´ı objekt v DEVS modelu (viz 3.1). Ten slouzˇ´ı k z´ıska´va´n´ı atribut˚u objektu a jejich zpeˇtne´mu
ukla´da´n´ı. Kromeˇ toho objekty implementuj´ı abstraktn´ı metody nadrˇazene´ trˇ´ıdy ModelItem
(OnDelete(), OnDoubleClick() a OnRelativeMove()), ktere´ interpretuj´ı uda´losti vznikle´
editac´ı na pla´tneˇ vlastn´ımu modelu.
3.2.3 Chova´n´ı pracovn´ıho pla´tna
Chova´n´ı pracovn´ıho pla´tna je da´no interpretac´ı vstup˚u, ktere´ pla´tno prˇij´ıma´ pomoc´ı polo-
hovac´ıho zarˇ´ızen´ı. Beˇhem editace se pla´tno dosta´va´ do neˇkolika stav˚u, beˇhem ktery´ch na
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stejne´ uda´losti reaguje odliˇsny´m zp˚usobem. Naprˇ´ıklad beˇhem prˇesouva´n´ı objektu dojde prˇi
prˇerusˇen´ı stisku leve´ho tlacˇ´ıtka mysˇi k aktualizaci pozice v objektu, zat´ımco u oznacˇova´n´ı
vy´beˇrem k selekci odpov´ıdaj´ıc´ıch blok˚u. K tomu je mozˇne´ pouzˇ´ıt na´vrhovy´ vzor stav (State)
[7].
Obra´zek 3.6: Na´vrhovy´ vzor stav (State) a spolupracuj´ıc´ı trˇ´ıdy
Ten se pouzˇ´ıva´ v prˇ´ıpadech kdy chova´n´ı objektu za´vis´ı na jeho stavu definovane´m
beˇhem spusˇteˇn´ı programu. Rovneˇzˇ je vhodny´ pro operace, ktere´ jsou rˇesˇeny rozsa´hly´mi
podmı´neˇny´mi vy´razy kde je stav reprezentova´n jedn´ım cˇi v´ıce vy´cˇtovy´mi typy.
Diagram trˇ´ıd na´vrhove´ho vzoru stav se nacha´z´ı na obra´zku 3.6. Kontext (trˇ´ıda Context)
obsahuje soucˇasny´ stav jako instanci neˇktere´ odvozene´ trˇ´ıdy State a definuje rozhran´ı pro
klienta. Trˇ´ıda State definuje rozhran´ı pro zapouzdrˇen´ı chova´n´ı urcˇene´ stavem ve trˇ´ıdeˇ
Context. Jej´ı odvozene´ trˇ´ıdy ConcreteState implementuj´ı samotne´ chova´n´ı urcˇene´ stavem
trˇ´ıdy Context.
Trˇ´ıdy spolupracuj´ı tak, zˇe Context pozˇa´da´ instanci ConcreteState o zpracova´n´ı soucˇas-
ne´ho stavu. Kontext mu˚zˇe stavove´mu objektu prˇedat odkaz na sa´m sebe, aby stavovy´ objekt
mohl v prˇ´ıpadeˇ pozˇadavku prˇistupovat prˇ´ımo k jeho metoda´m a promeˇnny´m. Vzhledem
k tomu, zˇe kontext je prima´rn´ım rozhran´ım pro klienta, tak by klient za beˇhu nemeˇl se
stavovy´mi objekty manipulovat. Trˇ´ıdy Context a ConcreteState mohou urcˇovat jaky´ stav
na´sleduje a za jaky´ch podmı´nek ke zmeˇneˇ dojde.
Pouzˇit´ı na´vrhove´ho vzoru stav je vy´hodne´ prˇedevsˇ´ım pro odstraneˇn´ı implementace
chova´n´ı pomoc´ı dlouhy´ch podmı´neˇny´ch vy´raz˚u, ktere´ je teˇzˇsˇ´ı modifikovat a rozsˇiˇrovat.
Rovneˇzˇ eliminuje potrˇebu pomocny´ch promeˇnny´ch, ktere´ se vyuzˇ´ıvaj´ı pouze v urcˇity´ch
stavech. Rozsˇ´ıˇren´ı kontextu o dalˇs´ı stavy je pomeˇrneˇ jednoduche´. Stacˇ´ı vytvorˇit novou
trˇ´ıdu odvozenou od State a urcˇit, kdy ke zmeˇneˇ na novy´ stav dojde. Nevy´hodna´ mu˚zˇe by´t
nutnost vytvorˇen´ı stavovy´ch trˇ´ıd, v prˇ´ıpadeˇ velke´ho pocˇtu stav˚u to vsˇak eliminuje dlouhe´
rozhodovac´ı bloky, ktere´ znesnadnˇuj´ı cˇitelnost programu.
Diagram trˇ´ıd stav˚u pracovn´ıho pla´tna se nacha´z´ı na obra´zku 3.7. Abstraktn´ı trˇ´ıda
ModelViewState definuje rozhran´ı, kde abstraktn´ı funkce budou definovat chova´n´ı prˇi stisku
a uvolneˇn´ı tlacˇ´ıtka, prˇi vy´skytu uda´losti upusˇteˇn´ı beˇhem Drag&Drop a prˇi pohybu mysˇi nad
pla´tnem. Ve stavu DefaultState je mozˇne´ oznacˇovat objekty a prˇej´ıt do vsˇech ostatn´ıch
stav˚u v za´vislosti na pohybu mysˇi, stisknuty´m tlacˇ´ıtk˚um a objektu, ktery´ se nacha´z´ı pod
ukazatelem mysˇi.
Stav MoveBlockState slouzˇ´ı k prˇesunu jednoho cˇi v´ıce objekt˚u a uchova´va´ p˚uvodn´ı
pozici objektu. Po dokoncˇen´ı prˇenosu (uvolneˇn´ım tlacˇ´ıtka mysˇi) se vola´ obsluha uda´losti
OnMove() urcˇena´ k aktualizaci DEVS modelu a ulozˇen´ı p˚uvodn´ı polohy pro funkci Zpeˇt.
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MoveCanvasState je jednoducha´ stavova´ trˇ´ıda, ktera´ slouzˇ´ı k posunu pracovn´ıho pla´tna.
Novy´ stav je vybra´n proto, aby nedocha´zelo ke koliz´ım prˇi vy´skytu jine´ uda´losti (naprˇ´ıklad
stisku jine´ho tlacˇ´ıtka).
Trˇ´ıda AddConnectionState slouzˇ´ı k rˇ´ızen´ı tvorby spoj˚u. Je vytvorˇena pokud dojde
ke stisknut´ı leve´ho tlacˇ´ıtka mysˇi nad portem. Obsahuje promeˇnnou, ktera´ je odkazem na
zdrojovy´ port. Beˇhem vytva´rˇen´ı zobrazuje na pla´tneˇ u´secˇku reprezentuj´ıc´ı vytva´rˇeny´ spoj.
Pokud je tlacˇ´ıtko uvolneˇno nad jiny´m portem, je zavola´na funkce pro vytva´rˇen´ı spoj˚u.
SelectObjectState slouzˇ´ı k vy´beˇru objekt˚u pomoc´ı obde´ln´ıku, ktery´ je urcˇen stisk-
nut´ım, tahem a uvolneˇn´ım leve´ho tlacˇ´ıtka mysˇi. Stisknut´ı mus´ı probeˇhnout na pracovn´ım
pla´tneˇ na mı´steˇ, kde se nenacha´z´ı zˇa´dny´ objekt a zaznamena´ se prˇi neˇm pocˇa´tecˇn´ı pozice.
Po uvolneˇn´ı se vytvorˇ´ı seznam objekt˚u, ktere´ se nacha´zej´ı v definovane´m obde´ln´ıku a z nich
se vytvorˇ´ı vy´beˇr.
Vsˇechny stavy se po dokoncˇen´ı operace vracej´ı do p˚uvodn´ıho stavu DefaultState.
Obra´zek 3.7: Diagram trˇ´ıd urcˇuj´ıc´ı chova´n´ı podle na´vrhove´ho vzoru stav
3.2.4 Trˇ´ıdy pro vlastn´ı pla´tno
S vyuzˇit´ım vsˇech prˇedchoz´ıch trˇ´ıd lze definovat pracovn´ı pla´tno (diagram trˇ´ıd na obra´zku
3.8). Abstraktn´ı trˇ´ıda ModelView se skla´da´ ze stavu pla´tna (odkaz na objekt trˇ´ıdy odvo-
zene´ z ModelViewState) a definovane´ho rozhran´ı, ktere´ tvorˇ´ı metody urcˇene´ pro obsluhu
vznikly´ch uda´lost´ı. Rozezna´va´me na´sleduj´ıc´ı uda´losti:
• Pozˇadavek na vytvorˇen´ı spoje (metoda OnCreateLink())
• Vy´skyt ukazatele mysˇi nad objektem (OnMouserover())
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• Dvojite´ klepnut´ı tlacˇ´ıtka mysˇi nad objektem (OnDoubleClick())
• Po prˇesunu objektu (OnMove())
• Objekt prˇijaty´ pomoc´ı Drag&Drop (OnDragDataReceived())
• Pozˇadavek na zobrazen´ı kontextove´ nab´ıdky (OnPopup())
Obra´zek 3.8: Trˇ´ıdy ModelView a DevsModelView urcˇene´ pro zobrazen´ı modelu na kresl´ıc´ı
pla´tno
Vsˇechny tyto metody jsou implementova´ny v odvozene´ trˇ´ıdeˇ DevsModelView, ktera´
slouzˇ´ı jako pracovn´ı pla´tno pro vytva´rˇen´ı a modifikaci DEVS modelu. Prˇi vy´skytu pozˇadavku
na vytvorˇen´ı spoje je nejdrˇ´ıve zjiˇsteˇno, zda jej lze realizovat (zdrojovy´ a c´ılovy´ port jsou
r˚uzne´ho typu a nejsou oba v ra´mci jednoho bloku) a azˇ pote´ je spoj vytvorˇen.
Pro snadnou orientaci v modelu prˇi vy´skytu ukazatele mysˇi nad objektem se o neˇm
zobraz´ı detailn´ı informace. Dvojite´ klepnut´ı mysˇ´ı na objekt slouzˇ´ı k vykona´n´ı akce nad
objektem. Reprezentuje-li objekt atomicky´ DEVS, zobraz´ı se formula´rˇ s na´zvem bloku,
popisem, stavovy´mi promeˇnny´mi a chova´n´ım. V prˇ´ıpadeˇ, zˇe jde o slozˇeny´ DEVS, zobraz´ı
se jeho vnitrˇn´ı bloky a spoje.
Kromeˇ toho trˇ´ıda DevsModelView obsahuje prostrˇedky pro vytva´rˇen´ı kontextovy´ch
nab´ıdek a obsluhu jednotlivy´ch jejich polozˇek. Pomoc´ı nich lze vytva´rˇet nove´ atomicke´
a slozˇene´ DEVS modely, ukla´dat je do knihovny model˚u, mazat, kop´ırovat, vkla´dat a meˇnit
atributy blok˚u, port˚u a spoj˚u.
Pro potrˇeby vytva´rˇen´ı a navigace obsahuje trˇ´ıda ukazatel na slozˇeny´ DEVS, jehozˇ pod-
modely jsou zobrazeny na pla´tneˇ. Pracovn´ı pla´tno rovneˇzˇ sleduj´ı objekty typu pozorovatel
(viz 3.2.1). Pokud naprˇ´ıklad dojde ke zmeˇneˇ struktury modelu, je obnoven strom zobrazuj´ıc´ı
aktua´ln´ı model a jeho podmodely.
3.2.5 Trˇ´ıdy pro podporu vracen´ı zmeˇn
Pro implementaci funkce Zpeˇt je trˇ´ıda DevsModelView rozsˇ´ıˇrena o objekt CommandStack.
Obsahuje objekty podtrˇ´ıdy Command, ktera´ vycha´z´ı z na´vrhove´ho vzoru prˇ´ıkaz (Command)
[7].
Trˇ´ıda Command deklaruje rozhran´ı pro proveden´ı operace, odvozene´ trˇ´ıdy jako je naprˇ´ıklad
ConcreteCommand definuj´ı spojen´ı mezi objektem prˇ´ıjemce (Receiver) a operac´ı. Metoda
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Obra´zek 3.9: Diagram na´vrhove´ho vzoru Command
Execute() obsahuje vola´n´ı operace prova´deˇne´ na prˇ´ıjemci. Client vytva´rˇ´ı objekt typu
ConcreteCommand a nastavuje atribut receiver. Objekty trˇ´ıdy Invoker pozˇa´daj´ı prˇ´ıkaz
o vyrˇ´ızen´ı pozˇadavku a prˇ´ıjemce Receiver implementuje operace spojene´ s jeho vyrˇ´ızen´ım.
Spolupra´ce prob´ıha´ tak, zˇe klient vytvorˇ´ı instanci trˇ´ıdy ConcreteCommand a urcˇ´ı jej´ıho
prˇ´ıjemce. Objekt Invoker jej ulozˇ´ı a zarˇ´ıd´ı pozˇadavek na jeho spusˇteˇn´ı. V prˇ´ıpadeˇ, zˇe
d˚usledky prˇ´ıkazu lze vra´tit zpeˇt, prˇedt´ım ConcreteCommand ulozˇ´ı p˚uvodn´ı stav objektu
k pozdeˇjˇs´ımu obnoven´ı, a vyrˇ´ıd´ı samotny´ pozˇadavek zavola´n´ım metody Execute().
K implementaci funkce Zpeˇt je nutne´ rozsˇ´ıˇrit trˇ´ıdu Command o metodu UnExecute(),
ktera´ provede za pomoc´ı ulozˇene´ho prˇedchoz´ıho stavu objekt do prˇedchoz´ı podoby. Funkce
Zpeˇt mu˚zˇe by´t jednou´rovnˇova´ (stacˇ´ı ukla´dat instanci posledn´ıho prˇ´ıkazu) nebo v´ıceu´rovnˇova´.
Prˇi te´ je nutne´ zave´st seznam historie, kam se ukla´daj´ı vsˇechny volane´ prˇ´ıkazy. Zpeˇtny´m
(doprˇedny´m) pr˚uchodem se pak realizuje zrusˇen´ı (obnoven´ı) provedeny´ch akc´ı.
Na´vrhovy´ vzor Command oddeˇluje objekt, ktery´ pozˇaduje vykona´n´ı neˇjake´ operace od
objektu, ktery´ tuto operaci prova´d´ı. Da´le umozˇnˇuje vytva´rˇet slozˇene´ prˇ´ıkazy (makra) a v ne-
posledn´ı rˇadeˇ usnadnˇuje prˇida´va´n´ı novy´ch prˇ´ıkaz˚u, protozˇe nen´ı trˇeba meˇnit existuj´ıc´ı trˇ´ıdy.
3.2.6 Mozˇnosti vyuzˇit´ı pro jine´ druhy model˚u
Trˇ´ıdy byly navrzˇeny tak, aby bylo mozˇne´ vytvorˇit i jine´ typy objekt˚u nezˇ jsou DEVS mo-
dely. To je da´no oddeˇlen´ım implementace chova´n´ı modelu pomoc´ı trˇ´ıdy ModelView, ktera´ na
zpracova´n´ı stav˚u pouzˇ´ıva´ odvozene´ trˇ´ıdy ModelViewState. Odvozena´ trˇ´ıda DevsModelView
obsahuje promeˇnne´ specificke´ pro DEVS modely. Rovneˇzˇ jsou oddeˇleny objekty pla´tna
(BlockItem, PortItem, LinkItem) od odvozeny´ch trˇ´ıd urcˇeny´ch pro DEVS (DevsBlockItem,
DevsPortItem a DevsLinkItem).
3.3 Na´vrh forma´tu souboru
Vytvorˇ´ıme-li model, je vhodne´ jej ulozˇit do souboru. Proto aby byl model snadneˇji cˇitelny´
a bylo mozˇne´ ho zpracova´vat pomoc´ı XSLT sˇablon, pouzˇijeme forma´t XML. Nejdrˇ´ıve de-
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finujeme popis forma´tu v jazyce XSL, ktery´ bude popisovat strukturu ulozˇene´ho modelu.
XML Schema se nebude prˇ´ıliˇs liˇsit od vlastn´ı reprezentace modelu v pameˇti. Kompletn´ı
XML schema se nacha´z´ı v prˇ´ıloze. Zde bude popsa´na pouze za´kladn´ı struktura souboru. Na
obra´zku 3.10 se nacha´z´ı prˇ´ıklad objektove´ho modelu dokumentu (Document Object Model
- DOM ).
Obra´zek 3.10: Prˇ´ıklad objektove´ho modelu dokumentu s jedn´ım slozˇeny´m a atomicky´m
DEVS modelem
Korˇenovy´ element model mu˚zˇe obsahovat pouze jeden element block a popis vlastn´ıho
modelu prostrˇednictv´ım elementu description. Kazˇdy´ blok, ktery´ reprezentuje atomicky´
cˇi slozˇeny´ DEVS obsahuje atributy na´zev (name), typ (type), identifika´tor (id) a pozici
na pla´tneˇ (x, y). Typ urcˇuje, ktery´ model blok popisuje, a mu˚zˇe naby´vat hodnot atomic
(atomicky´ DEVS model) nebo coupled (slozˇeny´ DEVS model). Blok rovneˇzˇ obsahuje ele-
menty, ktere´ urcˇuj´ı jaky´mi porty je vybaven. Element port ma´ atributy urcˇuj´ıc´ı na´zev name,
pozici pos, typ type a popis portu desc. Typ mu˚zˇe naby´vat hodnot vstupn´ı nebo vy´stupn´ı
(input, output). K popisu funkce bloku slouzˇ´ı element description.
Bloky definuj´ıc´ı atomicky´ DEVS obsahuj´ı popis modelu a jeho chova´n´ı je umı´steˇne´ v ele-
mentu behaviour. To se skla´da´ z element˚u stavovy´ch promeˇnny´ch stateVar a element˚u,
ktere´ obsahuj´ı cˇa´sti ko´du specifikuj´ıc´ı chova´n´ı atomicke´ho DEVS modelu: intern´ı a extern´ı
prˇechodove´ funkce deltaInt, deltaExt, funkce posuvu cˇasu ta a vy´stupn´ı funkce lambda.
Stavove´ promeˇnne´ obsahuj´ı atributy na´zev (name) a popis (desc) promeˇnne´, pocˇa´tecˇn´ı hod-
notu (initialValue) a datovy´ typ (type).
Popis slozˇene´ho DEVS modelu se skla´da´ z vnorˇeny´ch element˚u block, ktere´ mohou by´t
jak atomicke´ho, tak slozˇene´ho typu. Pro propojen´ı se vyuzˇ´ıva´ elementu link. Ten obsa-
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huje atributy identifika´toru zdrojove´ho (c´ılove´ho bloku fromId (toId) a cˇ´ıslo zdrojove´ho
(c´ılove´ho) portu fromPortNum (toPortNum).
3.3.1 Knihovna model˚u
Abychom nemuseli vzˇdy vytva´rˇet u´plneˇ cely´ model, zavedeme knihovnu model˚u. Ta bude
obsahovat atomicke´ cˇi slozˇene´ DEVS modely, ktere´ bude mozˇne´ vkla´dat libovolneˇ do mo-
delu. Za´rovenˇ bude mozˇne´ ulozˇit vybrany´ DEVS model do knihovny a t´ım ji rozsˇiˇrovat.
Ulozˇen´ı modelu v knihovneˇ se bude liˇsit pouze v umı´steˇn´ı souboru, ktery´ model v XML
reprezentaci obsahuje. Soubory s knihovn´ımi modely se nacha´zej´ı v uzˇivatelsky defino-
vane´m adresa´rˇi. Do aplikace je nacˇten rekurzivneˇ cely´ adresa´rˇ, takzˇe je mozˇne´ a doporucˇene´
pouzˇ´ıvat podadresa´rˇe jako veˇtven´ı model˚u podle typu, prˇ´ıpadneˇ podle simulacˇn´ıho jazyka
cˇi knihovny pro kterou jsou urcˇeny.
K obnovova´n´ı obsahu knihovny dojde na pozˇa´da´n´ı zavola´n´ım metody Update(). Kni-
hovna je totizˇ pozorovatel prˇipojeny´ ke trˇ´ıdeˇ hlavn´ı aplikace. Ten metodu zavola´, pokud
byl ulozˇen neˇjaky´ objekt do knihovny.
Pro prˇida´n´ı nove´ho bloku z knihovny model˚u na pla´tno se pouzˇije funkce zna´ma´ jako
Drag&Drop. Pomoc´ı leve´ho tlacˇ´ıtka mysˇi se vybere objekt z knihovny, t´ım se uchop´ı, prˇesune
se na pla´tno a na mı´sto, kde dojde k uvolneˇn´ı tlacˇ´ıtka mysˇi se objekt umı´st´ı. Umı´steˇn´ı
objektu spocˇ´ıva´ v jeho nacˇten´ı z XML souboru, ktery´ blok popisuje a prˇida´n´ı do seznamu
blok˚u aktua´ln´ıho modelu.
3.4 Hlavn´ı aplikace
Hlavn´ı aplikace se skla´da´ z uzˇivatelske´ho rozhran´ı a metod, ktere´ implementuj´ı chova´n´ı jeho
jednotlivy´ch uda´lost´ı. Uda´losti vznikaj´ı vy´beˇrem polozˇky v nab´ıdce, kliknut´ım na tlacˇ´ıtka
atp a slouzˇ´ı ke zmeˇneˇ meˇrˇ´ıtka zobrazen´ı modelu, maza´n´ı, vyrˇeza´va´n´ı, kop´ırova´n´ı a vkla´da´n´ı
blok˚u a jejich spoj˚u.
3.4.1 Operace se soubory
Soubor, ktery´ obsahuje validn´ı model ulozˇeny´ pomoc´ı jazyka XML, je mozˇne´ otev´ırat
a ukla´dat. Cˇte se pomoc´ı XML parseru a zapisuje metodou CreateXmlNode(), ktera´ je
deklarovana´ v objektu DEVS.
Parser dokumentu ulozˇene´m v XML je rˇesˇen pomoc´ı SAX (viz 2.6.3). Pro implementaci
obsluzˇny´ch funkc´ı (callback˚u) je pouzˇit na´vrhovy´ vzor stav (3.2.3 a obra´zek 3.11).
Trˇ´ıda ParserState definuje rozhran´ı pro SAX parser. Metoda on_start_element()
se vola´ prˇi vy´skytu libovolne´ho elementu, on_end_element() prˇi jeho ukoncˇen´ı. Pro zpra-
cova´n´ı obsahu elementu je vola´na metoda on_character(). V prˇ´ıpadeˇ vy´skytu chyby SAX
parser provede operace v metodeˇ on_error().
Pocˇa´tecˇn´ı stav prˇi cˇten´ı souboru je ModelParserState. Ke cˇten´ı obsahu elementu slouzˇ´ı
ReadStringParserState, ktery´ se pouzˇ´ıva´ k z´ıska´n´ı popisu modelu. Vy´skytem elementu
block dojde ke zmeˇneˇ stavu na BlockParserState. Podle hodnoty atributu type se ro-
zezna´, zda jde o atomicky´ cˇi slozˇeny´ DEVS model. V prˇ´ıpadeˇ atomicke´ho se prˇecˇte pomoc´ı
stavu BehaviourParserState cely´ atomicky´ blok. V opacˇne´m prˇ´ıpadeˇ se prˇecˇtou rekur-
zivneˇ za pomoci za´sobn´ıku parent_stack vsˇechny podmodely, ktere´ zpracova´vany´ slozˇeny´
DEVS model obsahuje.
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Obra´zek 3.11: Aplikace na´vrhove´ho vzoru stav pro potrˇeby parseru SAX
Ukazatel na objekt trˇ´ıdy XmlParser pln´ı funkci objektu Context (viz obra´zek 3.6)
a vyuzˇ´ıva´ se k vytva´rˇen´ı objektu Document, ktery´ po u´speˇsˇne´m nacˇten´ı vstupn´ıho souboru
obsahuje kompletn´ı DEVS model. Kromeˇ toho dokument obsahuje na´zev souboru a metody
pro jeho ulozˇen´ı.
3.4.2 Export modelu
Model je mozˇne´ exportovat pomoc´ı modul˚u vytvorˇeny´ch uzˇivatelem. Moduly se nacha´z´ı
v prˇeddefinovane´m adresa´rˇi a nacˇ´ıtaj´ı se prˇi startu programu. Kazˇdy´ modul se skla´da´ z
funkce get_module_info(), ktera´ vrac´ı strukturu module_info. Ta obsahuje na´zev mo-
dulu, ktery´ je pouzˇit v menu programu a typu. Typ modulu urcˇuje zp˚usob vy´beˇru c´ılove´ho
objektu. Pokud modul generuje v´ıce soubor˚u stanovuje se jeho typ tak, aby prˇi vyvola´n´ı
exportu byl uzˇivatel vyzva´n k vy´beˇru slozˇky. V prˇ´ıpadeˇ, zˇe generuje jeden soubor je typ
nastaven tak, aby byl uzˇivatel vyzva´n k zada´n´ı na´zvu souboru.
Prˇi aktivaci exportn´ıho modelu je zavola´na funkce export_func s parametry cesta cˇi
na´zev vy´stupn´ıho souboru a ukazatel na korˇenovy´ objekt aktua´ln´ıho modelu typu DEVS.
Implementace te´to funkce pak vytva´rˇ´ı vy´stupn´ı data.
Z hlediska implementace exportn´ı funkce je mozˇne´ uvazˇovat dva prˇ´ıstupy. Lze pouzˇ´ıt
XSLT transformaci tak, zˇe z prˇedane´ho objektu trˇ´ıdy DEVS vytvorˇ´ıme XML soubor pomoc´ı
metody CreateXmlNode(), na ktery´ aplikujeme XSL transformaci s vlastn´ı XSLT sˇablonou
a d´ıky tomu na´m vznikne zdrojovy´ ko´d urcˇeny´ pro specifikovanou simulacˇn´ı knihovnu cˇi ja-
zyk. Druhou mozˇnost´ı je postupny´ rekurzivn´ı pr˚uchod modelem, beˇhem ktere´ho se generuje
vy´sledny´ soubor cˇi soubory naprˇ´ıklad pomoc´ı standardn´ı funkce fprintf().
Dalˇs´ım z aspekt˚u tvorby modul˚u je zp˚usob jejich prˇipojen´ı k aplikaci. Je mozˇne´ moduly
prˇ´ımo zakomponovat do vy´sledne´ aplikace nebo je nahra´vat dynamicky. Zakomponovane´
moduly vyzˇaduj´ı prˇi kazˇde´ zmeˇneˇ (prˇida´n´ı nove´ho modulu, u´prava modulu) nutnost prˇelozˇit
kompletn´ı aplikaci. Dynamicke´ moduly obsahuj´ı ko´d, ktery´ je mozˇne´ spousˇteˇt za beˇhu
aplikace a prˇekla´daj´ı se jako sd´ılene´ knihovny.
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3.4.3 Spra´va nastaven´ı
K uchova´n´ı uzˇivatelsky definovany´ch nastaven´ı jako je vzhled bloku, velikosti p´ısma na
pla´tneˇ, specifikace umı´steˇn´ı knihovny model˚u a exportn´ıch modul˚u slouzˇ´ı trˇ´ıda Settings.
Proto, aby byla kdykoliv dostupna´ a aplikace obsahovala pouze jej´ı jednu instanci, je pouzˇit
na´vrhovy´ vzor jedina´cˇek (Singleton) [7] zobrazeny´ na obra´zku 3.12.
Obra´zek 3.12: Na´vrhovy´ vzor jedina´cˇek (Singleton)
Trˇ´ıda Singleton definuje metodu Instance(), ktera´ dovol´ı vytvorˇen´ı a zprˇ´ıstupneˇn´ı
pouze jedne´ instance v ra´mci cele´ aplikace. Je to metoda trˇ´ıdy, nikoliv objektu (v jazyce
C++ se jedna´ o statickou metodu). Klient prˇistupuje k objektu pouze pomoc´ı metody
Instance(). Tento na´vrhovy´ vzor rˇesˇ´ı zahlcen´ı programu globa´ln´ımi promeˇnny´mi. Proto
aby nebylo mozˇne´ vytvorˇit objekt Singleton jinak nezˇ pomoc´ı metody Instance(), je kon-
struktor chra´neˇny´ (protected).
Trˇ´ıda Settings je rovneˇzˇ vybavena metodami k nacˇten´ı (ulozˇen´ı) konfiguracˇn´ıch infor-
mac´ı z (do) XML souboru a ve spolupra´ci s uzˇivatelsky´m rozhran´ım je schopna nab´ıdnout
mozˇnosti nastaven´ı uzˇivateli.
3.4.4 Graficke´ uzˇivatelske´ rozhran´ı
K vytva´rˇen´ı uzˇivatelske´ho rozhran´ı, jako jsou formula´rˇe, jejich vyplnˇova´n´ı a vyhodno-
cova´n´ı a ostatn´ı prvky slouzˇ´ı trˇ´ıda UI. Vzhledem k tomu, zˇe okno, ve ktere´m se pracuje,
je pouze jedno, je k implementaci pouzˇit na´vrhovy´ vzor jedina´cˇek (viz 3.4.3) a proto je
trˇ´ıda snadno prˇ´ıstupna´ vsˇem trˇ´ıda´m, ktere´ ji ke sve´ funkce vyzˇaduj´ı. Naprˇ´ıklad dojde-li
k vy´skytu uda´losti zmeˇny parametr˚u atomicke´ho DEVS modelu, je trˇ´ıdou UI vytvorˇen
dialog obsahuj´ıc´ı soucˇasne´ parametry modelu (na´zev, stavove´ promeˇnne´ a funkce s jeho
chova´n´ım). Pokud je zmeˇna potvrzena, tak trˇ´ıda UI zmeˇn´ı parametry modelu tak, aby od-
pov´ıdaly noveˇ zadany´m hodnota´m. Trˇ´ıda rovneˇzˇ implementuje metody, pomoc´ı ktery´ch se
prˇistupuje k jednotlivy´m prvk˚um graficke´ho uzˇivatelske´ho rozhran´ı (naprˇ´ıklad pro potrˇeby
prˇipojen´ı obsluzˇny´ch metod k uda´lostem vznikly´ch prˇi aktivaci tlacˇ´ıtek).
Kromeˇ toho obsahuje prostrˇedky pro vytva´rˇen´ı uzˇivatelske´ho rozhran´ı pomoc´ı extern´ıho
souboru, ktery´ rozhran´ı popisuje a zprˇ´ıstupnˇuje prvky rozhran´ı jako jsou kontextove´ nab´ıdky
(popup menu).
3.5 Rozhran´ı pro rˇ´ızen´ı beˇhu simulace
Pomoc´ı vy´sˇe uvedeny´ch modul˚u pro prˇevod modelu do c´ılove´ simulacˇn´ı knihovny cˇi jazyka
jsme schopni vygenerovat zdrojovy´ ko´d, ktery´ je pro neˇ urcˇeny´. Abychom mohli samotnou
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simulaci spustit, je nutne´ nejdrˇ´ıve zdrojovy´ ko´d prˇelozˇit. Nyn´ı navrhneme moduly pro
prˇeklad a spusˇteˇn´ı simulace. Modul se skla´da´ ze dvou cˇa´st´ı:
• postupu pro prˇelozˇen´ı zdrojove´ho ko´du modelu
• postupu pro spusˇteˇn´ı simulace
Obeˇ cˇa´sti reprezentuje skript, ktery´ pozˇadovanou u´lohu rˇesˇ´ı. Aplikace tyto skripty od mo-
dulu z´ıska´ a spust´ı. Toto mu˚zˇe rˇesˇit na´vrhovy´ vzor stavitel – Builder [7] (diagram na obra´zku
3.13).
Obra´zek 3.13: Diagram rozhran´ı pro rˇ´ızen beˇhu simulace pomoc´ı na´vrhove´ho vzoru Builder
Abstraktn´ı trˇ´ıda Builder definuje rozhran´ı pro vytva´rˇen´ı vy´stupn´ıch objekt˚u. Objekty
trˇ´ıdy ConcreteBuilder toto rozhran´ı implementuj´ı a vytva´rˇ´ı tak skripty potrˇebne´ pro
kompilaci modelu a spusˇteˇn´ı simulace. Mezi aplikac´ı a stavitelem je trˇ´ıda, ktera´ vytva´rˇen´ı
vy´stupn´ıch objekt˚u rˇ´ıd´ı – ModuleDirector.
Aplikace nejdrˇ´ıve vytvorˇ´ı instanci trˇ´ıdy ModuleDirector a prˇeda´ mu instanci objektu
trˇ´ıdy ConcreteBuilder, pomoc´ı ktere´ho se bude vy´stupn´ı objekt – Script konstruovat.
ModuleDirector pozˇa´da´ stavitele o vytvorˇen´ı specifikovane´ cˇa´sti produktu, ten zˇa´dost
vyrˇ´ıd´ı a pozˇadovanou cˇa´st vytvorˇ´ı. Pote´ aplikace mu˚zˇe z´ıskat produkt pomoc´ı metody
GetResult(). Produktem je v tomto prˇ´ıpadeˇ skript, ktery´ rˇesˇ´ı pozˇadovanou u´lohu.
3.6 DEVS simula´tor
Pro potrˇeby demonstrace vy´sledk˚u a oveˇrˇen´ı funkcˇnosti byl zvolen prˇ´ıstup konstrukce
vlastn´ıho DEVS simula´toru uvedene´ho na obra´zku 3.14.
Abstraktn´ı trˇ´ıda DEVSSolver obsahuje rozhran´ı spolecˇne´ pro koordina´tor a simula´tor.
Promeˇnna´ tn (tl) oznacˇuje cˇas vzniku dalˇs´ı uda´losti (posledn´ı uda´losti), parent je ukaza-
tel na nadrˇazeny´ koordina´tor. Metoda init_func slouzˇ´ı k pocˇa´tecˇn´ımu nastaven´ı stav˚u
simula´tor˚u a vytvorˇen´ı propojen´ı v koordina´torech. InitMsg, InternalMsg, XMsg a YMsg
jsou metody pro obsluhu jednotlivy´ch zpra´v.
Odvozena´, ale sta´le abstraktn´ı trˇ´ıda Simulator obsahuje implementaci simulaci chova´n´ı
atomicke´ho DEVS modelu pomoc´ı metod delta_int, delta_ext, lambda, ta. Abstraktn´ı
metody zdeˇdeˇne´ po DEVSSolver obsahuj´ı chova´n´ı prˇi vy´skytu jednotlivy´ch zpra´v. V prˇ´ıpadeˇ
potrˇeby vola´ prˇechodove´ funkce a s vy´stupn´ı uda´lost´ı kontaktuje nadrˇazeny´ koordina´tor.
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Obra´zek 3.14: Digram trˇ´ıd pro simula´tor DEVS modelu
Koordina´tor obsahuje seznam komponent˚u sub_devs(simula´tor˚u nebo koordina´tor˚u)
a jejich propojen´ı connections. Kalenda´rˇ uda´lost´ı event_list je realizova´n serˇazeny´m
seznamem pa´r˚u komponenta–cˇas vy´skytu uda´losti. Pro prˇida´n´ı nove´ho simula´toru cˇi koor-
dina´toru do seznamu komponent slouzˇ´ı metoda AddDEVS. Propojova´n´ı jednotlivy´ch blok˚u
mezi sebou a mezi vlastn´ım koordina´torem se prova´d´ı pomoc´ı Connect.
Korˇenovy´ koordina´tor RootCoordinator obsahuje promeˇnnou t, ktera´ urcˇuje aktua´ln´ı
simulacˇn´ı cˇas. Odkaz na koordina´tor slouzˇ´ı k rozesla´n´ı inicializacˇn´ı zpra´vy, zpra´vy o prove-
den´ı intern´ıho prˇechodu a k z´ıska´n´ı cˇasu nejblizˇsˇ´ı uda´losti pro potrˇebu aktualizace globa´ln´ıho
simulacˇn´ıho cˇasu. Koordina´tor rovneˇzˇ rozhoduje, za jaky´ch podmı´nek se simulace ukoncˇ´ı.
Vlastn´ı model vytvorˇ´ıme odvozen´ım trˇ´ıd Simulator a Coordinator. Definujeme jim
chova´n´ı podle nasˇeho DEVS modelu, propoj´ıme je podle s´ıteˇ, ve ktere´ maj´ı by´t zapojeny,
a nastav´ıme koncovy´ cˇas simulace v korˇenove´m koordina´toru. Pote´ je mozˇne´ model spustit.
Vy´sledky, ktere´ maj´ı by´t pozdeˇji zpracova´ny, mus´ı generovat neˇktery´ ze simula´tor˚u (nemus´ı





Pro svou objektovou orientaci byl k implementaci graficke´ho editoru simulacˇn´ıch model˚u
zvolen jazyk C++ a vhodne´ knihovny pro urychlen´ı vy´voje aplikace. Byl kladen d˚uraz na
vy´beˇr volneˇ dostupny´ch svobodny´ch knihoven s vhodnou licenc´ı. Zvolena´ hlavn´ı vy´vojova´
platforma je operacˇn´ı syste´m Linux, rˇesˇen´ı je vsˇak mozˇne´ prˇelozˇit i na jiny´ch operacˇn´ıch
syste´mech. Prˇi vy´voji byl pouzˇit prˇekladacˇ jazyka C++ GNU GCC verze 4.1.3.
4.1 Knihovna pro prvky uzˇivatelske´ho rozhran´ı
Pro implementaci prvk˚u uzˇivatelske´ho rozhran´ı byla pouzˇita knihovna gtkmm [12], ktera´
adaptuje rozhran´ı knihovny GTK [11] do jazyka C++. GTK je napsa´no v jazyce C, ale
je navrzˇeno podle objektove´ho paradigmatu a proto vytvorˇen´ı wrapperu (adapte´ru) pro
libovolny´ jazyk nen´ı prˇ´ıliˇs slozˇite´. Existuje naprˇ´ıklad PyGTK (wrapper knihovny GTK pro
jazyk Python) nebo php-gtk (tote´zˇ pro jazyk PHP). Vy´bava knihovny GTK je pomeˇrneˇ
dostacˇuj´ıc´ı, obsahuje vsˇechny za´kladn´ı prvky uzˇivatelske´ho rozhran´ı jako jsou naprˇ´ıklad
okna, dialogy, tlacˇ´ıtka, formula´rˇe, stromove´ seznamy, ale neobsahuje zˇa´dnou formu pra-
covn´ıho pla´tna (canvas)dostatecˇnou pro vy´robu blokovy´ch schemat. K dispozici je pla´tno
vybavene´ pouze za´kladn´ımi operacemi a nedovoluje slozˇiteˇjˇs´ı operace jako je naprˇ´ıklad
zmeˇna meˇrˇ´ıtka. Tuto knihovnu jsem nakonec zvolil prˇedevsˇ´ım z osobn´ıch d˚uvod˚u, protozˇe
se v n´ı nejle´pe orientuji. Kromeˇ toho, zˇe je postavena´ na kvalitn´ım a odladeˇne´m GTK,
usnadnˇuje definici uzˇivatelske´ho rozhran´ı pomoc´ı knihovny libglade (v´ıce v 4.3).
4.2 Vy´beˇr knihovny pro implementaci pracovn´ıho pla´tna
K implementaci pracovn´ıho pla´tna bylo mozˇne´ pouzˇ´ıt knihovnu Cairo s velice kvalitn´ım
vy´stupem. Jej´ı nevy´hodou je vsˇak rozhran´ı na nizˇsˇ´ı u´rovni abstrakce, cozˇ by implementaci
pla´tna urcˇene´ho pro editor zkomplikovalo. Dalˇs´ı mozˇnost´ı bylo pouzˇ´ıt zastaralejˇs´ı Gnome-
Canvas, ktery´ ovsˇem nezvla´da´ zobrazen´ı textu prˇi zmeˇneˇ meˇrˇ´ıtka. Nad Cairo jsou postaveny
knihovny s abstraktneˇjˇs´ım rozhran´ım Goocanvas a Papyrus [13]. Goocanvas je v jazyce C,
cozˇ je z hlediska na´vrhu nevyhovuj´ıc´ı. Knihovnu goocanvasmm adaptuj´ıc´ı toto rozhran´ı
do jazyka C++ se mneˇ vsˇak nepodarˇilo prˇelozˇit. Proto padla volba na posledn´ıho kan-
dida´ta a to knihovnu Papyrus [13]. Ta se na prvn´ı pohled zda´la jako funkcˇn´ı a kvalitn´ı
alternativa prˇedchoz´ım knihovna´m, nicme´neˇ beˇhem implementace jsem narazil na pomeˇrneˇ
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velke´ mnozˇstv´ı proble´mu˚, kdy neˇktere´ metody te´to knihovny vracely sˇpatne´ hodnoty. Proto
bylo trˇeba cˇa´st knihovny prˇepsat. Dı´ky na´vrhu samotne´ knihovny a s´ıle jazyka C++ bylo
prˇepracova´n´ı teˇchto metod pomeˇrneˇ jednoduche´. Tyto obt´ızˇe vsˇak implementaci znacˇneˇ
zdrzˇovaly a proto pouzˇitou knihovnu Papyrus nen´ı mozˇne´ prˇ´ıliˇs doporucˇit. Chyby, na ktere´
jsem narazil, nejsou nejsp´ıˇs da´ny dobou vy´voje (knihovna vznika´ od roku 2006), ale sp´ıˇse
ustrnut´ım vy´voje z d˚uvodu, zˇe knihovna nen´ı prˇ´ıliˇs vyuzˇ´ıvana´. Je to sˇkoda, protozˇe alter-
nativ je ma´lo.
4.3 Knihovna pro implementaci uzˇivatelske´ho rozhran´ı
Uzˇivatelske´ rozhran´ı lze implementovat trˇemi zp˚usoby:
Pevneˇ ve zdrojove´m ko´du: pomoc´ı znalosti knihovny gtkmm vytva´rˇet instance trˇ´ıd (hla-
vn´ıho okna, aplikacˇn´ı nab´ıdky, dialog˚u, tlacˇ´ıtek, atd.) a nastavovat jejich atributy. To
je nevy´hodne´ prˇedevsˇ´ım v prˇ´ıpadech znacˇne´ rozsa´hlosti vlastn´ıho uzˇivatelske´ho roz-
hran´ı a vede k dlouhy´m teˇl˚um funkc´ı cˇi metod, ve ktery´ch se teˇzˇko orientuje.
Generova´n´ım zdrojove´ho ko´du: uzˇivatelske´ rozhran´ı se definuje v aplikaci, ktera´ slouzˇ´ı
k na´vrhu a pomoc´ı n´ı se vygeneruje zdrojovy´ ko´d, ktery´ po spusˇteˇn´ı vytvorˇ´ı uzˇivatelske´
rozhran´ı prˇesneˇ tak, jak bylo navrzˇeno. Problematicke´ je udrzˇova´n´ı vygenerovany´ch
zdrojovy´ch ko´d˚u prˇi potrˇebeˇ rozsˇ´ıˇren´ı nebo zmeˇny na´vrhu.
Vytva´rˇen´ım uzˇivatelske´ho rozhran´ı za beˇhu: pomoc´ı specia´ln´ı knihovny je za beˇhu
aplikace nacˇten soubor vytvorˇeny´ aplikac´ı pro na´vrh, ktery´ obsahuje definici uzˇivatel-
ske´ho rozhran´ı a podle neˇj se uzˇivatelske´ rozhran´ı vytvorˇ´ı. Tento zp˚usob je nejme´neˇ
efektivn´ı z hlediska na´rok˚u na zdroje, ale poskytuje nejsnadneˇjˇs´ı zp˚usob, jak uzˇivatelske´
rozhran´ı beˇhem vy´voje aplikace libovolneˇ rozsˇiˇrovat a meˇnit bez nutnosti za´sahu
do zdrojovy´ch ko´d˚u aplikace. Rovneˇzˇ je usnadneˇn prˇeklad uzˇivatelske´ho rozhran´ı a
popis je otevrˇen i pro samotne´ho uzˇivatele aplikace, ktery´ nen´ı spokojen naprˇ´ıklad
s rozmı´steˇn´ım jednotlivy´ch objekt˚u.
Pro implementaci byl vybra´n trˇet´ı zp˚usob vytva´rˇen´ı uzˇivatelske´ho rozhran´ı. Knihovna, ktera´
z popisu v jazyce XML dovede vytvorˇit hlavn´ı okno aplikace a ostatn´ı formula´rˇe pomoc´ı
prvk˚u uzˇivatelske´ho rozhran´ı GTK, se nazy´va´ libglade (resp. jej´ıho wrapperu libglademm,
ktery´ je soucˇa´st´ı gtkmm). Aplikace pro na´vrh graficke´ho uzˇivatelske´ho rozhran´ı pak Glade.
Soubor s definic´ı rozhran´ı neobsahuje pouze hlavn´ı okno aplikace a jeho obsah (aplikacˇn´ı
nab´ıdka, liˇsta na´stroj˚u, stromovy´ seznam obsahuj´ıc´ı modely z knihovny a mı´sto pro pracovn´ı
pla´tno), ale i kontextove´ nab´ıdky urcˇene´ pro objekty na pla´tneˇ cˇi formula´rˇe pro specifikaci
parametr˚u atomicky´ch DEVS model˚u a port˚u.
4.4 Cˇten´ı a za´pis DEVS model˚u pomoc´ı knihovny
Pouzˇit´ım knihovny libxml++ [14] se prova´d´ı cˇten´ı vstupn´ıch soubor˚u v jazyce XML, ktere´
popisuj´ı DEVS modely. Od za´kladn´ıho SAX parseru je odvozena vlastn´ı trˇ´ıda, ktera´ im-
plementuje metody prˇi vy´skytu r˚uzny´ch cˇa´st´ı XML dokumentu vyuzˇit´ım na´vrhove´ho vzoru
stav (viz 3.4.1).
K za´pisu se rovneˇzˇ vyuzˇ´ıva´ knihovna libxml++. Trˇ´ıda Element obsahuje metody pro
specifikaci atribut˚u a jejich hodnot, obsahu elementu a umozˇnˇuje prˇida´n´ı novy´ch element˚u
– potomk˚u. Objekty typu AtomicDEVS a CoupledDEVS tyto metody vyuzˇ´ıvaj´ı. Vy´sledny´
korˇenovy´ objekt Element je mozˇne´ ulozˇit do souboru.
48
4.5 Moduly pro export modelu
Moduly urcˇene´ pro export modelu je mozˇne´ pevneˇ zakomponovat do programu tak, zˇe je-
jich prˇeklad probeˇhne prˇi prˇekladu samotne´ aplikace. Druhou mozˇnost´ı je vyuzˇit´ı knihovny,
ktera´ umozˇnˇuje nacˇ´ıtat moduly za beˇhu. V prostrˇed´ı operacˇn´ıch syste´mu˚ splnˇuj´ıc´ıch stan-
dard POSIX (naprˇ´ıklad Linux) k tomu slouzˇ´ı knihovna s na´zvem libdl. Ta umozˇnˇuje nacˇten´ı
libovolne´ sd´ılene´ knihovny a obsahuje funkce, ktere´ dovedou zavolat jej´ı funkci specifikova-
nou na´zvem.
Prˇipraveny´ modul se nacˇte pomoc´ı funkce dlopen s parametry na´zev souboru a zp˚usob
nacˇten´ı. Pokud neobsahuje lomı´tko, jsou knihovny hleda´ny na obvykle´m mı´steˇ (adresa´rˇe
/lib/, /usr/lib/ nebo dalˇs´ı lokace urcˇene´ obsahem promeˇnne´ prostrˇed´ı LD_LIBRARY_PATH).
Zp˚usob nacˇten´ı urcˇuje, zda budou za´vislosti na symbolech vyrˇesˇeny (resolved symbols) azˇ
dojde k vola´n´ı ko´du, ktery´ je vyzˇaduje, nebo ihned prˇi vola´n´ı funkce. Pokud je knihovna na-
lezena a otevrˇena, vrac´ı funkce ukazatel, v opacˇne´m prˇ´ıpadeˇ NULL. Ukazatel slouzˇ´ı ostatn´ım
funkc´ım pro prˇ´ıstup k intern´ı strukturˇe reprezentuj´ıc´ı nacˇteny´ modul. V prˇ´ıpadeˇ u´speˇchu je
mozˇne´ volat funkce knihovny pomoc´ı dlsym() s parametrem urcˇuj´ıc´ım na´zev pozˇadovane´
funkce. Na´vratova´ hodnota obsahuje ukazatel na funkci, kterou lze pak zavolat. Je proto
nutne´ zna´t prˇedem pocˇet parametr˚u modula´rn´ı funkce, jejich typ a na´vratovou hodnotu.
Pro ukoncˇen´ı pra´ce s modulem je vola´na funkce dlclose(), prˇi vy´skytu chyby lze pouzˇ´ıt
funkci dlerror(), ktera´ vrac´ı rˇeteˇzec obsahuj´ıc´ı popis vznikle´ chyby.










export_func(DEVS* devs, Glib::ustring output_filename)
{
// funkce, ktera´ model DEVS prˇevede na pozˇadovanou reprezentaci
}
Pro prˇekladacˇ jazyka C++ je nutne´ zdrojovy´ ko´d doplnit o direktivu extern "C", ktera´
slouzˇ´ı prˇi prˇekladu k oznacˇen´ı funkce jazyka C [8]. Odpov´ıdaj´ıc´ı Makefile.am urcˇeny´ pro
na´stroje autoconf a automake vypada´ na´sledovneˇ:
file_LTLIBRARIES = module.la
module_la_SOURCES = module.cc
AM_CXXFLAGS = @GTKMM_CFLAGS@ @LIBXMLPP_CFLAGS@
AM_LDFLAGS = -avoid-version -module
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T´ım se vytvorˇ´ı sd´ılena´ knihovna, kterou je mozˇne´ pomoc´ı knihovny libdl nacˇ´ıst. Parametr
avoid-version zaka´zˇe vytva´rˇet verzovane´ moduly a parametr module vytvorˇ´ı knihovnu,
kterou lze otevrˇ´ıt pomoc´ı dlopen().
Pro potrˇebu demonstrace exportu modelu cˇisteˇ pomoc´ı jazyka C++ a knihovny libdl
byl vytvorˇen exportn´ı modul pro simulacˇn´ı knihovnu adevs [10] Simulacˇn´ı knihovna adevs
(A Discrete EVent System simulator) je napsa´na v jazyce C++ a slouzˇ´ı ke konstrukci
diskre´tn´ıch simula´tor˚u zalozˇeny´ch na ba´zi paraleln´ıho a dynamicke´ho DEVS formalismu.
4.6 Transformace modelu pomoc´ı XSLT
V prˇ´ıpadeˇ pouzˇit´ı XSLT pro prˇevod modelu ulozˇene´ho v XML do neˇktere´ho simulacˇn´ıho
na´stroje lze vyuzˇ´ıt neˇkterou z dostupny´ch knihoven. Naprˇ´ıklad libxslt je napsana´ v jazyce
C a implementuje transformaci XML dokument˚u podle sˇablon [15]. Vycha´z´ı z knihovny
libxml2, ktera´ slouzˇ´ı k parsova´n´ı XML dokument˚u (wrapperem libxml2 do jazyka C++ je




res = xsltApplyStylesheet(cur, doc, params);
xsltSaveResultToFile(destination_filename, res, cur);
Vetsˇ´ım proble´mem mu˚zˇe by´t vytvorˇen´ı spra´vne´ XSLT sˇablony. Specifikace jazyka XSLT
je totizˇ pomeˇrneˇ obsa´hla´, proto jeho pouzˇit´ı klade veˇtsˇ´ı na´roky na znalosti tv˚urce mo-
dulu. Aplikace obsahuje prˇ´ıklad rˇesˇen´ı exportu pomoc´ı XSLT sˇablony, ktera´ rˇesˇ´ı export do
simulacˇn´ıho na´stroje navrzˇene´ho v 3.6. Obsah sˇablony je uverˇejneˇn v prˇ´ıloze.
4.7 Vzhled uzˇivatelske´ho rozhran´ı
Prˇi na´vrhu vzhledu uzˇivatelske´ho rozhran´ı byl kladen d˚uraz na podobnost s existuj´ıc´ımi
graficky´mi editory blokovy´ch sche´mat. Na obra´zku 4.1 se nacha´z´ı sn´ımek okna hlavn´ıho
uzˇivatelske´ho rozhran´ı.
Vlevo je umı´steˇna knihovna model˚u spolu s na´hledem na strukturu modelu (model
browser). Nahorˇe je hlavn´ı nab´ıdka aplikace, ktera´ obsahuje pra´ci se soubory (zakla´da´n´ı,
otev´ıra´n´ı, ukla´da´n´ı, zav´ıra´n´ı), export modelu do neˇktere´ simulacˇn´ı knihovny, editacˇn´ı funkce
(funkce doprˇedu, zpeˇt, vy´rˇez, kop´ırova´n´ı, vkla´da´n´ı, maza´n´ı, vy´beˇr vsˇeho a nastaven´ı apli-
kace). Menu zobrazen´ı slouzˇ´ı ke zmeˇneˇ meˇrˇ´ıtka pracovn´ıho pla´tna.
Nejveˇtsˇ´ı plochu zab´ıraj´ı za´lozˇky s otevrˇeny´mi modely. Ty jsou zobrazeny na pracovn´ım
pla´tneˇ pomoc´ı stavebn´ıch blok˚u pouzˇ´ıvany´ch pro vytva´rˇen´ı DEVS model˚u (atomicky´ a slozˇeny´
DEVS model, porty, spoje).
Dialog pro nastaven´ı parametr˚u a chova´n´ı atomicke´ho DEVS modelu (na obra´zku 4.2)
obsahuje na´zev a popis modelu, seznam stavovy´ch promeˇnny´ch, ktere´ lze libovolneˇ prˇida´vat,
mazat a meˇnit pomoc´ı tlacˇ´ıtek a dvojite´ho kliknut´ı na jednotlive´ polozˇky v seznamu. Na
dalˇs´ıch za´lozˇka´ch (Behaviour) se nacha´z´ı vstupn´ı textova´ pole pro urcˇen´ı chova´n´ı ato-
micke´ho DEVS modelu pomoc´ı vnitrˇn´ı a vneˇjˇs´ı prˇechodove´ funkce – δint, δext, funkce po-
suvu cˇasu ta a vy´stupn´ı funkce λ. Pro rozsˇ´ıˇrene´ formalismy (naprˇ´ıklad paraleln´ı DEVS) lze
definovat rozliˇsovac´ı funkci δint a inicializacˇn´ı funkci.
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Obra´zek 4.1: Uzˇivatelske´ rozhran´ı implementovane´ aplikace
4.8 Prˇ´ıklad rˇesˇen´ı proble´mu
Pro demonstraci za´kladn´ıch vlastnost´ı aplikace byl vybra´n jednoduchy´ model syste´mu
hromadne´ obsluhy, ktery´ rˇesˇ´ı simulaci a optimalizaci pocˇtu zarˇ´ızen´ı pro obsluhu uda´lost´ı
vznikly´ch prˇ´ıchodem vy´robk˚u do syste´mu. K simulaci byla pouzˇita knihovna adevs.
4.8.1 Genera´tor
Vstupn´ı tok pozˇadavk˚u je urcˇen Poissonovy´m rozlozˇen´ım, ktere´ definuje pocˇet prˇ´ıchod˚u za
jednotku cˇasu. Vytvorˇ´ıme atomicky´ model reprezentuj´ıc´ı genera´tor, pojmenovany´ Poisson
Generator a definujeme mu stavovou promeˇnnou lambda, ktera´ urcˇuje strˇedn´ı hodnotu
vy´skytu jevu, a genera´tor na´hodny´ch cˇ´ısel random gen z knihovny adevs. Da´le urcˇ´ıme
funkci posuvu cˇasu – Time advance function
return 1.0;
a vy´stupn´ı funkci – Output function
double incoming_num = random_gen.poisson(lambda);
adevs::PortValue<double> output(1, double(incoming_num));
yb.insert(output);
Vy´stupn´ı port je s porˇadovy´m cˇ´ıslem 1. Novy´ atomicky´ DEVS ma´ totizˇ standardneˇ dva
porty, vstupn´ı (s cˇ´ıslem portu 0) a vy´stupn´ı (s cˇ´ıslem portu 1).
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Obra´zek 4.2: Dialog pro nastaven´ı parametr˚u a chova´n´ı atomicke´ho bloku
4.8.2 Zarˇ´ızen´ı s frontou
Slozˇeny´ DEVS urcˇeny´ pro vlastn´ı zarˇ´ızen´ı bude obsahovat dva atomicke´ modely. Prvn´ı
s na´zvem Queue bude implementovat funkci fronty. Bude vybaven cˇtyrˇmi porty (vstup
do fronty, de´lku fronty, pozˇadavek o vy´robek a vy´dej vy´robku). Obsahuje cˇtyrˇi stavove´
promeˇnne´ (pocˇet vy´robk˚u ve fronteˇ, prˇ´ıznak volne´ho zarˇ´ızen´ı, prˇ´ıznak pozˇadavku o zasla´n´ı
dat a de´lky fronty). Intern´ı prˇechodovou funkci – Internal transition function implementuje
ko´d:
send_length = false;





V prˇ´ıpadeˇ, zˇe fronta vy´robk˚u nen´ı pra´zdna´ a zarˇ´ızen´ı je volne´, vy´robek opousˇt´ı frontu.
Extern´ı prˇechodova´ funkce urcˇuje chova´n´ı modelu prˇi vy´skytu vneˇjˇs´ı uda´losti.
Bag<PortValue<double> >::const_iterator iter = xb.begin();
for (; iter != xb.end(); iter++) {








Pokud dojde k prˇ´ıchodu nove´ho vy´robku do fronty, je do n´ı zarˇazen a je nastaven prˇ´ıznak
pozˇadavku o zasla´n´ı de´lky fronty. Prˇi vy´skytu zpra´vy informuj´ıc´ı o volne´m zarˇ´ızen´ı je nasta-
ven prˇ´ıslusˇny´ prˇ´ıznak. Funkce posuvu cˇasu je urcˇena stavem, ve ktere´m se fronta nacha´z´ı.
if (send_length || (facility_is_free && items_count > 1)) // length sending
return 0;
return 10e100; // nekonecˇno
K okamzˇite´mu vyrˇ´ızen´ı dojde v prˇ´ıpadeˇ existence pozˇadavku o zasla´n´ı de´lky fronty nebo
je-li zarˇ´ızen´ı uvolneˇne´ a za´rovenˇ fronta nen´ı pra´zdna´. Vy´stupn´ı funkce vytva´rˇ´ı vy´stupn´ı
uda´losti na za´kladeˇ obsahu stavovy´ch promeˇnny´ch.








Pokud je c´ılove´ zarˇ´ızen´ı volne´ a existuj´ı vy´robky ve fronteˇ, je vytvorˇena zpra´va informuj´ıc´ı o
prˇesunu vy´robku do zarˇ´ızen´ı. Rovneˇzˇ je realizova´na vy´stupn´ı uda´lost prˇi vzniku pozˇadavku
na zasla´n´ı de´lky fronty.
Druhy´m atomicky´m blokem slozˇene´ho atomicke´ho modelu je zarˇ´ızen´ı – facility. Obsahuje
dveˇ stavove´ promeˇnne´: prˇ´ıznak zda zarˇ´ızen´ı obsluhuje vy´robek a prˇ´ıznak platny´ pouze prˇi
startu simulace. K intern´ı prˇechodove´ funkci
is_working = false;
start_state = false;
dojde pouze v prˇ´ıpadeˇ obsazen´ı zarˇ´ızen´ı a prˇi vy´skytu obsluhy prvn´ıho vy´robku. Extern´ı
prˇechodova´ funkce
Bag<adevs::PortValue<double> >::const_iterator iter = xb.begin();
for (; iter != xb.end(); iter++) {













zajiˇst’uje dobu obsluhy pomoc´ı norma´ln´ıho rozlozˇen´ı se strˇedn´ı hodnotou µ = 5.0 a rozpty-
lem σ2 = 0.3. Vy´stupn´ı funkce
PortValue<double> val(1, 1);
yb.insert(val);
poda´va´ zpra´vu o dokoncˇen´ı pra´ce na vy´robku. Vy´sledny´ slozˇeny´ model propoj´ıme podle
obra´zku 4.3.
Obra´zek 4.3: Model reprezentuj´ıc´ı zarˇ´ızen´ı s frontou
4.8.3 Monitorovac´ı blok
Pro potrˇebu za´pisu de´lky fronty zarˇ´ızen´ı bude model obsahovat blok urcˇeny´ pro za´pis
hodnoty, rozsˇ´ıˇrene´ o cˇas vy´skytu jej´ı zmeˇny, do souboru. Aby bylo mozˇne´ zapisovat neˇkolik




zakazuje vytva´rˇen´ı vy´stupu do prˇ´ıchodu dalˇs´ı vneˇjˇs´ı uda´losti. Vneˇjˇs´ı prˇechodova´ funkce
t += e;
Bag<PortValue<double> >::const_iterator iter = xb.begin();
for (; iter != xb.end(); iter++) {
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if ((*iter).port == 0) {
v1 = (*iter).value;
} else if ((*iter).port == 1) {
v2 = (*iter).value;
} else if ((*iter).port == 2) {
v3 = (*iter).value;
} else if ((*iter).port == 3) {
v4 = (*iter).value;










prˇi pozˇadavku o za´pis spust´ı okamzˇiteˇ vy´stupn´ı funkci
fprintf(fp, "%f %f %f %f %f %f\n", t, v1, v2, v3, v4, v5);
ktera´ realizuje za´pis do souboru.
4.8.4 Propojen´ı blok˚u a simulace
Propoj´ıme bloky tak, aby vy´stup genera´toru byl prˇipojen ke vstupu zarˇ´ızen´ı a port urcˇeny´
pro de´lku fronty byl prˇipojen k monitorovac´ımu bloku (viz obra´zek 4.4). Pote´ je mozˇne´
Obra´zek 4.4: Model reprezentuj´ıc´ı zarˇ´ızen´ı s frontou
vygenerovat zdrojovy´ ko´d urcˇeny´ pro knihovnu adevs pomoc´ı nab´ıdky File/Export/ADEVS
export. . . . Po zada´n´ı na´zvu souboru a potvrzen´ı lze model prˇelozˇit pomoc´ı
g++ [na´zev_souboru].cc -I/[cesta k adevs]/adevs-2.1/include/ \





















Facility with queue 1
Obra´zek 4.5: Vy´sledky simulace s jedn´ım zarˇ´ızen´ım
4.8.5 Vy´sledky
Z vy´sledk˚u simulace mu˚zˇeme zjistit, zˇe fronta se sta´le prodluzˇuje a jedno zarˇ´ızen´ı je tak na
obsluhu nedostacˇuj´ıc´ı (viz obra´zek 4.5). Model rozsˇ´ıˇr´ıme o takovy´ pocˇet zarˇ´ızen´ı, aby fronty
jednotlivy´ch zarˇ´ızen´ı nerostly donekonecˇna. K tomu abychom mohli generovane´ vy´robky
prˇiˇrazovat na´hodny´m zarˇ´ızen´ım vytvorˇ´ıme blok deˇlicˇ – Splitter. Ten prˇeposˇle vstupn´ı hod-
notu na jeden nebo na druhy´ vy´stupn´ı port. Zapojen´ım teˇchto blok˚u do stromu mu˚zˇeme vy-
tvorˇit deˇlicˇ, ktery´ rovnomeˇrneˇ rozdeˇluje vstupn´ı hodnoty do 2n vy´stupn´ıch port˚u a prˇ´ıpadneˇ
tyto bloky vlozˇit do jednoho slozˇene´ho modelu. Optimalizovany´ model je na obra´zku 4.6,
graf zna´zornˇuj´ıc´ı za´vislost cˇasu na de´lce front jednotlivy´ch zarˇ´ızen´ı je na obra´zku 4.7.
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Vy´sledkem te´to pra´ce je aplikace urcˇena´ pro vytva´rˇen´ı DEVS model˚u pomoc´ı graficke´ho
editoru. K lepsˇ´ımu pochopen´ı proble´mu bylo trˇeba nejdrˇ´ıve nastudovat DEVS formalis-
mus, jehozˇ za´kladn´ı prˇehled, vcˇetneˇ definice, prˇ´ıklad˚u a simulace, pra´ce rovneˇzˇ obsahuje.
Prˇi na´vrhu a implementaci byl kladen d˚uraz na prezentaci modelu uzˇivateli tak, aby byla
jasna´ a prˇehledna´. K tomu je vsˇak potrˇeba znacˇna´ pecˇlivost prˇi konstrukci model˚u. Vy´znam
blok˚u a port˚u by meˇl by´t d´ıky vhodny´m na´zv˚um a popis˚um zrˇejmy´ hned na prvn´ı pohled.
Vytvorˇeny´ model lze ulozˇit do XML dokumentu a pomoc´ı XSLT sˇablony nebo vlastn´ıho
modulu exportovat do c´ılove´ho simulacˇn´ıho jazyka cˇi knihovny. Vytva´rˇet vlastn´ı moduly je
pomeˇrneˇ jednoduche´ a nevyzˇaduje kompilaci cele´ aplikace. Oproti sˇablona´m je jejich kon-
strukce jednodusˇsˇ´ı, jazyk XSLT je totizˇ pomeˇrneˇ komplikovany´. Kromeˇ toho pra´ce obsahuje
popis zna´my´ch aplikac´ı, ktere´ se vytva´rˇen´ım model˚u pomoc´ı graficky´ch editor˚u simulacˇn´ıch
model˚u zaby´vaj´ı.
Mneˇ pra´ce poslouzˇila prˇedevsˇ´ım pro hlubsˇ´ı sezna´men´ı s problematikou modelova´n´ı a si-
mulace pomoc´ı DEVS formalismu. Pochopil jsem vy´znam na´vrhovy´ch vzor˚u a jejich pouzˇit´ı
pro r˚uzne´ proble´my, se ktery´mi jsem se prˇi na´vrhu setkal. V neposledn´ı rˇadeˇ jsem se sezna´mil
hloubeˇji s jazykem XML, jeho validac´ı a se sˇablonami XSLT.
Graficky´m editor˚um model˚u je vsˇak nutne´ vytknout pomeˇrneˇ velkou sva´zanost oproti
silneˇjˇs´ım vyjadrˇovac´ım schopnostem, ktere´ na´m nab´ız´ı programovac´ı jazyky. Toto omezen´ı
lze sn´ızˇit implementac´ı komplexn´ıch exportn´ıch modul˚u. Pro vza´jemnou kompatibilitu mezi
modely urcˇeny´mi pro r˚uzne´ simulacˇn´ı knihovny by bylo vhodne´ zave´st vlastn´ı simulacˇn´ı me-
tajazyk. Ten by se pomoc´ı modul˚u prˇeva´deˇl do zdrojove´ho ko´du urcˇene´ho pro jednotlive´
simulacˇn´ı knihovny. Tento proble´m je vsˇak nad ra´mec zada´n´ı te´to diplomove´ pra´ce a jeho
rˇesˇen´ı nen´ı obecne´ ani jednoduche´. Kromeˇ toho by bylo mozˇne´ aplikaci rozsˇ´ıˇrit navrzˇeny´m
rozhran´ım pro rˇ´ızen´ı simulace pomoc´ı modul˚u, tak aby bylo mozˇne´ prˇelozˇit, spustit a rˇ´ıdit
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<xs:element name="description" type="descriptionType" default="" />
<xs:element name="block">
<xs:complexType>
<xs:attribute name="name" type="xs:decimal" />
<xs:attribute name="type" type="blockType" />
<xs:attribute name="id" type="xs:integral" />
<xs:attribute name="x" type="xs:decimal" />
<xs:attribute name="y" type="xs:decimal" />
<xs:sequence>
<xs:element name="description" type="descriptionType" default="" />
<xs:element name="port" type="portType" minOccurs="0" maxOccurs="unbounded" />
<xs:element ref="block" minOccurs="0" maxOccurs="unbounded" />
<xs:element name="link" type="linkType" maxOccurs="unbounded" minOccurs="0" />
<xs:element name="behaviour" maxOccurs="1" minOccurs="0">
<xs:complexType>
<xs:sequence>
<xs:element name="stateVar" type="stateVarType" default=""
minOccurs="0" maxOccurs="unbounded" />
<xs:element name="deltaInt" type="xs:string" default="" />
<xs:element name="deltaExt" type="xs:string" default="" />
<xs:element name="ta" type="xs:string" default="" />
<xs:element name="lambda" type="xs:string" default="" />
<xs:element name="deltaCon" type="xs:string" default="" />
























<xs:attribute name="name" type="xs:string" use="required" />
<xs:attribute name="pos" type="xs:integral" use="required" />
<xs:attribute name="type" type="porttypeType" use="required" />
<xs:attribute name="desc" type="xs:string" use="required" />
</xs:complexType>
<xs:complexType name="linkType">
<xs:attribute name="fromId" type="xs:integral" />
<xs:attribute name="fromPortNum" type="xs:integral" />
<xs:attribute name="toId" type="xs:integral" />
<xs:attribute name="toPortNum" type="xs:integral" />
</xs:complexType>
<xs:complexType name="stateVarType">
<xs:attribute name="name" type="xs:string" />
<xs:attribute name="initialValue" type="xs:string" />
<xs:attribute name="type" type="xs:string" />
<xs:attribute name="desc" type="xs:string" />
</xs:complexType>
</xs:schema>













= new Block_<xsl:value-of select="generate-id(block)"/>(NULL);










<xsl:if test="@type = ’coupled’">: public Coordinator {
public:











<xsl:if test = "@fromId = ../@id">this, </xsl:if>
<xsl:variable name="from_id_var" select="@fromId" />
<xsl:for-each select="../block">





<xsl:if test = "@toId = ../@id">this, </xsl:if>
<xsl:variable name="to_id_var" select="@toId" />
<xsl:for-each select="../block">









<xsl:if test="@type = ’atomic’">: public Simulator {
public:
Block_<xsl:value-of select="generate-id(.)"/>(Coordinator *c): Simulator(c) {}
private:
<xsl:for-each select="behaviour/stateVar">
<xsl:value-of select="@type" /><xsl:text> </xsl:text> <xsl:value-of select="@name" />;
</xsl:for-each>
virtual void init_func() {
<xsl:for-each select="behaviour/stateVar">
<xsl:value-of select="@name" /><xsl:text>
= </xsl:text> <xsl:value-of select="@initialValue" />;
</xsl:for-each>
}
virtual void delta_int(double t) {
<xsl:value-of disable-output-escaping="yes" select="behaviour/deltaInt" />
}
virtual void delta_ext(double t, double e, PortEvent x) {
<xsl:value-of disable-output-escaping="yes" select="behaviour/deltaExt" />
}
virtual double ta() {
<xsl:value-of disable-output-escaping="yes" select="behaviour/ta" />
}
virtual PortEventList lambda(double t) {







Instrukce pro prˇeklad zdrojovy´ch ko´d˚u se nacha´z´ı na prˇilozˇene´m CD v souboru README.
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