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O¨zetc¸e
Hataya dayanıklılık (Fault-Tolerance) o¨zellikle gu¨venlig˘in
o¨nemli oldug˘u kritik uygulamalarda ve kontrol sistem-
lerinde bu¨yu¨k o¨nem tas¸ımaktadır. Bu c¸alıs¸mada FPGA ile
gerc¸eklenen devrelerin otomatik olarak aksaklıg˘a dayanıklı
hale do¨nu¨s¸tu¨ru¨lmesi ic¸in gelis¸tirilen bir teknik sunulmaktadır.
VHDL dilinde yazılmıs¸ olan devre kodu, go¨receli kısa bir
do¨nu¨s¸u¨m betig˘i ile otomatik olarak hataya dayanıklı hale ge-
tirilmektedir. O¨nerilen metot, FPGA u¨zerinde gerc¸eklenmis¸
bir sonsuz darbe cevaplı (IIR) su¨zgec¸ ile sınanarak benze-
tim sonuc¸ları verilmekte, kullanılan teknig˘in basitlig˘i ve buna
kars¸ın o¨nemi ve etkinlig˘i sunulmaktadır.
1. Giris¸
Hataya dayanıklılık olası donanım ve yazılım hatalarına kars¸ı
sistemin bag˘ıs¸ıklı olmasıdır ve kritik sistemlerde vazgec¸ilmez
bir o¨zelliktir [1]. Cihazların, gu¨c¸ kaynaklarının ve entegrelerin
ku¨c¸u¨ltu¨lmesi ve c¸alıs¸ma hızının artırılması devrelerin gu¨ru¨ltu¨
marjinlerinin azalmasına yol ac¸makta, bu da cihaz ic¸erisinden
kaynaklanan elektriksel gu¨ru¨ltu¨lerin en az dıs¸arıdan gelenler
kadar o¨nemli olmasına yol ac¸maktadır. Bu sebeple hataya
dayanıklılık konusu o¨zellikle radyasyonun c¸ok etkili oldug˘u
uzay uygulamalarının yanısıra gelecek nesil tu¨m yeryu¨zu¨ ciha-
zlarında da o¨nemli bir yer olus¸turacaktır.
Yongalarda c¸alıs¸ma zamanında olus¸abilecek hatalar,
gu¨nu¨mu¨z sayısal sistemlerinin vazgec¸ilmezlerinden biri olan
FPGA’leri (Field Programmable Gate Array), o¨zellikle de
uygulama gelis¸tirme ve kullanımdaki esneklig˘inden dolayı
tercih edilen statik rasgele eris¸imli bellek tabanlı FPGA’leri
(SRAM-based FPGA) olumsuz etkilemektedir.
Bu c¸alıs¸mada o¨nerilen kod do¨nu¨s¸tu¨rme teknig˘iyle VHDL
dilinde yazılmıs¸ olan FPGA kodlarının otomatik olarak
hataya dayanıklı hale getirilmesi hedeflenmis¸tir. Otomatik
kod do¨nu¨s¸u¨mu¨ sayesinde kod gelis¸tirici is¸levsel devre
koduna konsantre olarak devresini tasarlayabilecek, daha
sonra kendisi veya bas¸kası tarafından yazılan kısa do¨nu¨s¸u¨m
betikleri kullanılarak kod kolaylıkla hataya dayanıklı hale
do¨nu¨s¸tu¨ru¨lebilecektir. Hataya dayanıklılıg˘ın yedeklilik pren-
sibine dayanması nedeniyle, hataya dayanıklı kod genellikle
is¸levsel koddan bir kac¸ kat daha bu¨yu¨k olur. Bu sebeple
otomatik kod do¨nu¨s¸u¨mu¨ modu¨ler kod gelis¸tirmenin yanısıra,
kodlamanın daha hızlı olmasını da sag˘lar. Kod do¨nu¨s¸u¨m betik-
leriyle tanımlanan hataya dayanıklılık kısmının is¸levsel koddan
ayrı olması daha sonra bunlarda yapılacak deg˘is¸ikliklerin bir-
birlerini etkilememesini sag˘lar.
C¸alıs¸manın organizasyonu s¸u s¸ekildedir. Bo¨lu¨m 2’de
hataya dayanıklılık konusunda genel bir bilgi verilmektedir. Bir
sonraki bo¨lu¨mde ise o¨nerilen metodu u¨zerinde go¨sterdig˘imiz
bir o¨rnek uygulama olan IIR su¨zgec¸ sunulmaktadır. Otomatik
kod do¨nu¨s¸tu¨rmeyle ilgili bilgiler ve o¨rnek do¨nu¨s¸tu¨rme betikleri
bo¨lu¨m 4’de verilmektedir. Son olarak bo¨lu¨m 5 ile c¸alıs¸ma son-
landırılmaktadır.
2. Hataya Dayanıklılık
Hataya dayanıklılık, bir sistemin olası donanım ve yazılım
hatalarında bile kendisinden beklenen performans ve sonuc¸ları
verebilmesi olarak tanımlanabilir. Hataya dayanıklı sistem-
ler [2], [4], [7] ve [9]’da detaylı olarak anlatılmaktadır. Bu
kısımda hataya dayanıklılıkla ilgili yapılan c¸alıs¸maya dayanak
olus¸turacak bazı temel bilgiler verilecektir.
Hataya dayanıklılıkta aksaklık c¸ıkıs¸ noktasını tes¸kil eder
ve sıklıkla u¨c¸ farklı terimle ifade edilir: bozukluk (fault),
hata (error) ve arıza (failure). Bozukluk donanım veya
yazılımda elektriksel gu¨ru¨ltu¨, radyasyon veya programcı
hatasından kaynaklanan istenmeyen bir fiziksel deg˘is¸imi ifade
etmektedir. O¨rneg˘in mikrois¸lemcinin kayıtc¸ılarından birinde
olus¸an bir bit deg˘is¸iklig˘i bozukluk olarak adlandırılır. Bu
bit deg˘is¸iklig˘i herhangi bir etki yaratmayabileceg˘i gibi ken-
dini bir hata olarak da go¨sterebilir. Bir kayıtc¸ının deg˘is¸en
deg˘erinden o¨tu¨ru¨ bir uc¸ag˘ın yu¨kseklig˘inin hatalı ayarlanması
buna o¨rnek olarak go¨sterilebilir. Hatalı ayarlanan yu¨kseklik
bir sorun c¸ıkarmayabileceg˘i gibi uc¸ag˘ın bir engele c¸arpmasıyla
sonuc¸lanması gibi geri do¨nu¨lmesi imkansız bir duruma neden
oldug˘unda bu arıza olarak adlandırılır. Herhangi bir kom-
ponentin arızası bag˘lı oldug˘u sistem ac¸ısından bir bozukluk
olacag˘ından yine benzer sırayla bu sistemin hatasına ardında da
arızasına sebep olur. Bu sebeple so¨zkonusu kavramlar sıklıkla
as¸ag˘ıda go¨sterilen hataya dayanıklılık zinciri ile ifade edilir.
· · · → Bozukluk → Hata → Arıza → Bozukluk → · · ·
Bozukluk, su¨resi, yapısı ve kaynag˘ı bakımından farklı
sınıflandırılır. Su¨resi bakımından gec¸ici, aralıklı ve kalıcı
bozukluk olarak u¨c¸ farklı bic¸imde olabilir [7] [9]. Gec¸ici
bozukluk genellikle gu¨ru¨ltu¨, radyasyon gibi c¸evresel etkiler-
den kaynaklanır, verilerin bozulmasına yol ac¸ar, etkisi kısa
su¨rede ortadan kalkar ve tekrar etmeyen bir yapıya sahip-
tir. Bu tu¨r bozukluklar literatu¨rde SEU (Single Event Up-
set) adıyla anılmaktadır ve bozuklug˘un tekrarlanma oranı SER
(Soft Error Rate) olarak adlandırılmaktadır. Gec¸ici bozuk-
luklar gu¨nu¨mu¨z teknolojisinde u¨retilen cihazlarda c¸ok o¨nemli
bir yere sahiptir. Aralıklı bozukluk, cihazın kısa aralıklarla
arızalanıp du¨zelmesine yol ac¸an bir bozukluk olup, genelde
kararsız c¸alıs¸an bir biles¸enden kaynaklanır. Kalıcı bozukluk ise
bir biles¸enin arızalanması, fiziksel bir hasar veya tasarım hata-
larından kaynaklanan, zaman ic¸erisinde du¨zelmeyen bozuk-
luklardır. Gec¸ici ve aralıklı bozukluklar kalıcı bozukluklar-
dan daha sık olus¸urlar, bir hata olus¸turup ortadan kalktıkları
ic¸in de tespit edilmesi daha zordur. Pratikte bozuklukların
%80’inden fazlasının gec¸ici ve aralıklı bozukluklar oldug˘u
saptanmıs¸tır. Bozuklukların yapısı ve kaynaklarına go¨re yapılan
dig˘er sınıflandırmaları ic¸in [7]’ye bas¸vurulabilir.
Hataya dayanıklı sistem, yedeklilik (redundancy)
sayesinde gerc¸ekles¸tirilir. Yedeklilik temelde as¸ag˘ıdaki gibi
sınıflandırılabilir [4]:
1. Fiziksel/mekansal yedeklilik
2. Zamansal yedeklilik
Bunlardan ilki olan fiziksel yedeklilik, donanıma veya yazılıma
yedeklilik kazandırılması prensibine dayanır. Donanımda fizik-
sel yedeklilik u¨c¸ kısımda incelenebilir:
Pasif yedekleme NMR (N-Modular Redundancy) olarak ad-
landırılan teknik bu c¸alıs¸mada da kullanılmıs¸tır. 2
veya daha fazla modu¨l aynı anda c¸alıs¸tırılarak sonuc¸ları
kars¸ılas¸tırılır ve genellikle c¸og˘unlug˘a dayalı oylama ile
sonuc¸ belirlenir.
Aktif yedekleme Yedekte bekleyen modu¨lu¨n, arızanın tespit
edilmesiyle birlikte arızalanan modu¨lu¨n yerini alması
esasına dayanmaktadır [11].
Karma yedekleme Yedekte bekleyen modu¨llerle birlikte
NMR’nin uygulanması esasına dayanır. O¨rneg˘in 5MR
sadece iki arızalı modu¨lu¨ tolere edebilirken, karma olan
3MR+2 yedek aynı anda 3 arızayı tolere edebilir.
Yazılımdaki fiziksel yedeklilik c¸alıs¸manın konusuna uzak ol-
ması nedeniyle burada incelenmeyecek olup, denetim noktaları
olus¸turma ve geriye do¨nu¨s¸ (checkpointing and rollback), topar-
lama blokları (recovery blocks), N-versiyon programlama (N-
version programming) gibi teknikleri ic¸ermektedir [11].
Zamansal yedeklilik ise herhangi bir go¨revin tekrarlan-
ması ic¸in yedek zaman ayrılması esasına dayanır. Aynı pro-
gramın veya bir parc¸asının u¨st u¨ste birden fazla kez c¸alıs¸tırılıp
sonuc¸larının oylanması, ag˘ u¨zerinden go¨nderilen verinin bir kac¸
kez go¨nderilmesi bu yedeklilig˘e o¨rnek verilebilir.
3. O¨rnek Uygulama: Sonsuz Darbe Cevaplı
Su¨zgec¸
Bu kısımda sayısal sinyal is¸lemede sıklıkla kullanılan son-
suz darbe cevaplı (Infinite Impulse Response - IIR) su¨zgec¸
o¨rnek olarak ele alınacaktır. IIR su¨zgec¸ FPGA u¨zerinde
gerc¸eklenerek, c¸alıs¸ma zamanında FPGA u¨zerinde olus¸abilecek
bozuklukların sisteme ne s¸ekilde etkidig˘i incelenecektir. Bir
sonraki kısımda da, o¨nerdig˘imiz hataya dayanıklılık metodunun
uygulanması ve bunun sonuc¸ları incelenecektir. IIR su¨zgecin
genel yapısı ve sayısal sistemlerdeki uygulaması s¸ekil 1 ve
formu¨l 1 ile verilmis¸tir.
S¸ekil 1: Sonsuz darbe cevaplı (Direct Form I) sayısal su¨zgecin
blok diyagramı.
y(n) = b0x(n) + b1x(n− 1) + . . .+ bNx(n−N) (1)
a1y(n− 1) + a2y(n− 2) + . . .+ aNy(n−N)
Bu c¸alıs¸mada o¨rnek olarak sec¸tig˘imiz 3. derece alc¸ak
gec¸iren bir IIR su¨zgecin formu¨lu¨ 4’de verilmektedir. Su¨zgecin
parametrelerinin hesabıyla ilgili burada bilgi verilmeyecek olup
daha ayrıntılı bilgi ic¸in okuyucu [13]’e bas¸vurabilir.
y(n) = 0.0033x(n) + 0.0099x(n− 1) + 0.0099x(n− 2)
+0.0033x(n− 3) + 2.5618y(n− 1)
+2.2643y(n− 2) + 0.6762y(n− 3) (2)
Formu¨lden de go¨ru¨ldu¨g˘u¨ gibi, su¨zgecin c¸ıkıs¸ı hem giris¸in hem
de c¸ıkıs¸ın o¨nceki deg˘erlerine bag˘lıdır. Su¨zgec¸ gerc¸eklenirken
o¨nceki deg˘erleri saklamak ic¸in kayıtc¸ılar kullanılır. Bu filtrenin
Matlabr ve Simulinkr ile gerc¸eklenmis¸ diyagramı S¸ekil 2’de
go¨ru¨lmektedir. S¸ekildeki 6 adet [d z−1 q] blog˘u kayıtc¸ıları be-
lirtmektedir.
Su¨zgecin karakteristig˘i (frekans cevabı) ise S¸ekil 3’de ve-
rilmektedir.
FPGA (Field Programmable Gate Array), PLD (Pro-
grammable Logic Device) ailesinin gelis¸mis¸ bir versiy-
onudur ve gu¨nu¨mu¨zde sayısal devre tasarımında c¸ok yaygın
olarak kullanılmaktadır. FPGA’lar karmas¸ık programlanabilir
mantık devreleridir. O¨rneg˘in Altera’nın FLEX10K250 yon-
gası 250,000 mantık kapısı, 40,960 bit RAM ic¸ermektedir.
S¸ekil 2: 3. Derece IIR su¨zgecin blok diyagramı
S¸ekil 3: O¨rnek IIR su¨zgecin karakteristig˘i
FPGA yongaları u¨zerinde sayac¸lar, ALU ve sonlu durum maki-
nalarının yanısıra bellek fonksiyonları, mikrois¸lemci ve sayısal
sinyal is¸leme gibi karmas¸ık mantıksal fonksiyonların uygula-
ması mu¨mku¨ndu¨r [3].
FPGA ile tasarımda artık gu¨nu¨mu¨zde standart haline gelmis¸
olan ve yaygın olarak kullanılan metot, gerc¸eklenecek do-
nanımı VHDL (Very high speed integrated circuit Hardware
Description Language) ile kodlamaktır. Kod, bir derleyici
ve sentezleyici yardımıyla “netlist” adı verilen bir forma
do¨nu¨s¸tu¨ru¨ldu¨kten sonra yongaya yu¨klenir. VHDL ile devre
sentezleme konusunda detaylı bilgi ic¸in [10]’a bas¸vurulabilir.
S¸ekil 5’de so¨zkonusu su¨zgecin VHDL kodu yer darlıg˘ı sebe-
biyle kısmi olarak verilmektedir.
IIR su¨zgec¸ler, dahili bir geri beslemeye sahip olması se-
bebiyle FIR (Finite Impulse Response) su¨zgec¸lerden farklı
olarak kararlılık problemiyle kars¸ı kars¸ıyadır. Bu nedenle
kayıtc¸ılarda meydana gelebilecek bozulmalar su¨zgecin kararsız
c¸alıs¸masına neden olabilir. S¸ekil 4 su¨zgecin kayıtc¸ılarında
olus¸an gec¸ici bozukluklar nedeniyle karakteristiklerinin ne
s¸ekilde deg˘is¸ebildig˘ini go¨stermektedir. Bozukluklar sadece
Regy1 kayıtc¸ısında (Bknz. s¸ekil 2) olus¸turulmus¸, kayıtc¸ının
herhangi bir bitinde iki farklı sıklıkta hata olus¸turularak
su¨zgecin karakteristikleri c¸ıkartılmıs¸tır. S¸ekilden de go¨ru¨ldu¨g˘u¨
gibi, tek bir kayıtc¸ıdaki bir bitlik hata bile su¨zgecin yapısını
bozmaya yetmektedir.
Takip eden kısımlarda IIR ve benzeri sayısal devreleri
hataya dayanıklı hale getirmek ic¸in yaygın olarak kullanılan
3-modu¨ler yedekleme teknig˘i ve bu c¸alıs¸mada o¨nerdig˘imiz
otomatik kod do¨nu¨s¸tu¨rme teknig˘i sunulacaktır.
S¸ekil 4: Kayıtc¸ılarda hata olus¸tug˘u durumdaki su¨zgec¸ karak-
teristikleri. U¨stteki s¸ekil sadece Regy1 kayıtc¸ısında 100
o¨rnekleme periyodunda ortalama 1 hata olus¸tug˘u durumu, alt-
taki s¸ekilse 20 hata olus¸tug˘u durumu go¨stermektedir.)
4. Otomatik Kod Do¨nu¨s¸u¨mu¨
4.1. Kod Do¨nu¨s¸u¨mu¨nu¨n Temel Prensipleri
Otomatik kod do¨nu¨s¸u¨mu¨, is¸levsel kodun programa is¸levsel
olmayan o¨zellikleri kazandırmak amacıyla do¨nu¨s¸tu¨ru¨lmesi
is¸lemidir. Bu do¨nu¨s¸u¨m, programcının belirledig˘i parametreleri
veya yazdıg˘ı betikleri giris¸ olarak kabul eden otomatik do¨nu¨s¸u¨m
arac¸ları ile yapılır. Kod do¨nu¨s¸u¨mu¨ tasarım sırasında kay-
nak veya hedef kod u¨zerinde yapılabileceg˘i gibi (statik kod
do¨nu¨s¸u¨mu¨), c¸alıs¸ma zamanında bir izleyicinin yardımıyla di-
namik olarak da gerc¸ekles¸tirilebilir [8][5][6]. O¨rneg˘in, IIR
devresini FPGA u¨zerinde gerc¸eklemek ic¸in yazılan VHDL
kodu is¸levseldir. Bu devreyi hataya dayanıklı hale getirmek
ic¸in is¸levsel kodun u¨zerinde bazı deg˘is¸iklikler yapmak gerek-
lidir. So¨zkonusu deg˘is¸iklikler kodun is¸levsellig˘inden, dig˘er
bir deyis¸le fonksiyonundan bag˘ımsız olup belirli bir sis-
tematig˘e bag˘lıdır ve kod u¨zerinde bir c¸ok yerde tekrar edebilir.
Dolayısıyla bu is¸lem otomatize edilebilir ve bir do¨nu¨s¸u¨m pro-
gramı yardımıyla gerc¸ekles¸tirilebilir. Otomatik kod do¨nu¨s¸u¨mu¨
is¸levsel olan ve olmayan kodun birbirinden ayrılmasına olanak
sag˘ladıg˘ı gibi, kod gelis¸tirmeyi de hızlandırır.
Bu c¸alıs¸mada tanımlanacak olan kod do¨nu¨s¸tu¨ru¨cu¨ kul-
lanıcının yazacag˘ı kısa bir do¨nu¨s¸tu¨rme betig˘ini kullanarak
VHDL ile gelis¸tirilmis¸ olan devre kodunu otomatik olarak
hataya dayanıklı hale getirmektedir. Go¨ru¨ldu¨g˘u¨ gibi, so¨zkonusu
kod do¨nu¨s¸tu¨ru¨cu¨ kaynak kod u¨zerinde is¸lem yapmakta olup,
bir c¸es¸it o¨n derleyici gibi du¨s¸u¨nu¨lebilir. Bu is¸lemden sonra
gelis¸tirmeci normal olarak bir VHDL sentezleyici kullanarak
hedef devreyi sentezleyebilecektir. Kod do¨nu¨s¸tu¨ru¨cu¨nu¨n is¸levi
s¸ekil 6 ile go¨sterilmis¸tir.
Kod do¨nu¨s¸tu¨ru¨cu¨nu¨n programlama dili as¸ag˘ıdaki
so¨zdizimine sahiptir:
entity iir struc is
port ( x: in signed(15 downto 0);
clk: in std logic;
y: out signed(15 downto 0));
end iir struc;
architecture Behavioral of iir struc is
coefficients is array (0 to 3) of signed(15 downto 0);
signal regx1, regx2, regx3: signed(15 downto 0);
signal regy1, regy2, regy3: signed(15 downto 0);
signal y in: signed(31 downto 0);
constant a, b: coefficients;
component REG is port( input: in signed(15 downto 0);
clk: in std logic;
output: out signed(15 downto 0));
end component;
begin
lregx1: REG port map(x,clk,regx1);
lregx2: REG port map(regx1,clk,regx2);
lregx3: REG port map(regx2,clk,regx3);
process (clk)
variable acc: signed(31 downto 0) := (others= >’0’);
begin
if (clk’event and clk= ’1’) then
acc := b(0)*x + b(1)*regx0 + b(2)*regx1+
b(3)*regx2 + a(1)*regy0 + a(2)*regy1 + a(3)*regy2;
end if;
y in <= acc;
end process;
y<= y in(15 downto 8);
lregy1: REG port map(y in(15 downto 8),clk,regy1);
lregy2: REG port map(regy1,clk,regy2);
lregy3: REG port map(regy2,clk,regy3);
end Behavioral;
S¸ekil 5: IIR su¨zgecin VHDL kodu
S¸ekil 6: Kod do¨nu¨s¸tu¨ru¨cu¨nu¨n is¸levi
match{S1 in S′1} ⇒ define{S2}
replace{S3}
before{S4}
after{S5}
Bu so¨zdizimine go¨re, do¨nu¨s¸tu¨ru¨cu¨ VHDL kodu u¨zerinde S′1
ic¸erisinde yer alan S1 o¨ru¨ntu¨su¨nu¨ her yakaladıg˘ında, deg˘is¸ken
tanımlamalarını ic¸eren S2 ifadesini deg˘is¸ken tanımlamalarının
oldug˘u kısma yerles¸tirir (“begin” komutundan hemen o¨nce), S1
ifadesini S3 ile yer deg˘is¸tirir. S4’u¨ S1’in hemen o¨ncesine, S5’i
ise hemen sonrasına yerles¸tirir. Do¨nu¨s¸tu¨ru¨cu¨, o¨ru¨ntu¨ es¸les¸tirme
is¸lemini kodu bas¸ından sonuna dog˘ru bir defa tarayarak tamam-
lar.
4.2. Kod Do¨nu¨s¸tu¨rmenin IIR U¨zerinde Uygulanması
O¨rnek olarak verdig˘imiz IIR su¨zgeci hataya dayanıklı
hale getirmek ic¸in ic¸erisinde yer alan 6 adet kayıtc¸ı 3-
modu¨ler yedekleme (Triple Modular Redundancy - TMR)
teknig˘i ile c¸og˘ullanabilir. 3-modu¨ler yedekleme, hataya
dayanıklı hale getirilecek modu¨lu¨n S¸ekil 7’de go¨ru¨ldu¨g˘u¨
gibi c¸og˘ullanması ve bu modu¨llerin sonucunun bir oy-
layıcı yardımıyla kars¸ılas¸tırılarak olası bir hatanın ortadan
S¸ekil 7: 3-Modu¨ler Yedekleme Teknig˘i
S¸ekil 8: 3-modu¨ler yedekleme teknig˘iyle hataya dayanıklı hale
getirilmis¸ bir kayıtc¸ının blok diyagramı
kaldırılmasına dayanmaktadır [12]. Oylayıcıda ortalama
hesaplama, c¸og˘unlug˘u bulma gibi teknikler uygulanabilir.
Bu c¸alıs¸mada c¸og˘unluk hesaplama kullanılmıs¸tır. C¸og˘unluk
hesaplayıcı temelde formu¨l 3 ile hesaplandıg˘ı gibi daha farklı
s¸ekillerde de bulunabilir.
out := (in1and in2)or (in1and in3)or (in2and in3)
(3)
C¸og˘unluk hesaplayıcı kayıtc¸ılardan birinde bir hata olması du-
rumunda dig˘er ikisini kullanarak dog˘ru sonucu u¨retir. I˙ki
kayıtc¸ıda bozukluk olması durumunda ise hata kurtarılamaz.
Kars¸ılas¸tırma kayıtc¸ıların tu¨mu¨ u¨zerinde olabileceg˘i gibi bit
bazında da yapılabilir. Kayıtc¸ının ve oylayıcının VHDL kod-
ları yer azlıg˘ı sebebiyle bu c¸alıs¸mada verilmeyecek olup ilgili
kodlar [10]’da bulunabilir. Bununla birlikte kayıtc¸ı ve oylayıcı
hakkında fikir vermek ic¸in s¸ekil 8 verilmis¸tir. Bu s¸ekilde 3-
modu¨ler yedekleme teknig˘i ile hataya dayanıklı hale getirilen
bir kayıtc¸ının Simulinkr blok diyagramı go¨ru¨lmektedir.
4.3. O¨rnek Kod Do¨nu¨s¸u¨m Betikleri
IIR su¨zgecin VHDL kodunda yer alan kayıtc¸ılara 3-modu¨ler
yedekleme teknig˘ini uygulamak ic¸in s¸ekil 9’da verilen
do¨nu¨s¸tu¨ru¨cu¨ programını yazabiliriz. Bu programa go¨re
do¨nu¨s¸tu¨ru¨cu¨, kod ic¸erisinde buldug˘u her REG o¨g˘esi ic¸in ϑ
sinyalini tanımlar, REG o¨g˘esini ise replace{...} kısmında
yer alan kod ile deg˘is¸tirir. O¨ru¨ntu¨de yer alan β, α1, α2
ve α3 parametreleri de replace bo¨lu¨mu¨ne aktarılır. Bu-
rada λ1 ve λ2 ise do¨nu¨s¸tu¨ru¨cu¨ tarafından u¨retilen etiketlerdir.
Voter, o¨nceden tanımlanmıs¸ olan, oylayıcı fonksiyonunu
gerc¸ekles¸tiren modu¨ldu¨r. Bu betig˘e go¨re, kod c¸evirici s¸ekil
5’de go¨ru¨len IIR su¨zgec¸ kodundaki tu¨m kayıtc¸ıları s¸ekil 12’de
match { β: *REG port map(α1,α2,α3); } ⇒
define {
signal ϑ is array(2 downto 0) of type(α3);
}
replace {
β: for k in 2 downto 0 generate
λ1: REG port map(α1,α2,ϑ(k));
end generate β;
λ2: voter port map(ϑ(0),ϑ(1),ϑ(2),α3);
};
S¸ekil 9: Kod do¨nu¨s¸u¨m betig˘i 1
go¨ru¨ldu¨g˘u¨ gibi deg˘is¸tirir. Burada do¨nu¨s¸tu¨ru¨lmu¨s¸ kodun yer
darlıg˘ı sebebiyle sadece bir kısmı verilmis¸tir.
VHDL’de temelde iki tu¨rlu¨ programlama vardır: 1) Yapısal
(Structural) 2) Davranıs¸sal (Behavioral). Su¨zgec¸te yaptıg˘ımız
kayıtc¸ı tanımlamaları yapısal programlama o¨rneg˘idir.
Go¨ru¨ldu¨g˘u¨ gibi altı adet kayıtc¸ı altı satırda ayrı biles¸enler
olarak belirtilmis¸, giris¸ ve c¸ıkıs¸ları o¨nceden tanımlanmıs¸
olan sinyaller kullanılarak birbirlerine bag˘lanmıs¸tır. VHDL
programlamada architecture ... begin S end
yapısındaki S cu¨mlesinde yer alan tu¨m satırlar FPGA’da paralel
c¸alıs¸acak s¸ekilde gerc¸eklenir. Dig˘er bir deyis¸le S cu¨mlesini
S= s1; s2; s3; · · · ; sn; s¸eklinde du¨s¸u¨nu¨rsek, s1, s2, ..., ve
sn paralel olarak c¸alıs¸tırılırlar. 1 numaralı kod do¨nu¨s¸u¨m
programına go¨re yedeklenen kayıtc¸ıların paralel olarak
c¸alıs¸tıg˘ına, dolayısıyla kayıtc¸ılar ic¸in kullanılan kaynag˘ın
yaklas¸ık u¨c¸ katına c¸ıktıg˘ına ancak bunun devrenin c¸alıs¸ma
hızında veya saat periyodunda bir deg˘is¸iklik yaratmadıg˘ına
dikkat edilmelidir. VHDL’de davranıs¸sal programlama ise
si = process ... begin S′ end blog˘u kullanılarak
yapılır. Bu programlama metodunda, biles¸enleri tanımlayıp
bunları sinyallerle bag˘lamak yerine, algoritma yu¨ksek seviyeli
bir programlama dilinde oldug˘u gibi process bloklarının
ic¸erisinde yazılır. Bu bloklarda ise, S′= s′1;s′2;s′3;· · ·;s′n;
cu¨mlesinde yer alan s′1, s′2, ..., ve s′n satırları ardıs¸ıl olarak
c¸alıs¸tırılırlar. O¨rneg˘in S¸ekil 5’da verilen IIR su¨zgecin VHDL
kodunda, kayıtc¸ı tanımlamaları ve process blog˘u paralel
olarak c¸alıs¸makta, ancak process blog˘unda yer alan komutlar
kendi ic¸inde ardıs¸ıl olarak c¸alıs¸maktadır. Dig˘er bir deyis¸le, bu
bloktaki y in <= acc cu¨mlesi if...end if cu¨mlesinden
sonra c¸alıs¸tırılacaktır. Sentezlenmek istenen devre VHDL’de
tamamıyla yapısal olarak kodlanabileceg˘i gibi, tamamıyla
davranıs¸sal veya bizim bu c¸alıs¸mada yaptıg˘ımız gibi karma bir
s¸ekilde kodlanabilir.
S¸ekil 10’da verilen kod do¨nu¨s¸u¨m betig˘i ise process
blog˘u ic¸erisinde kullanılan deg˘is¸kenlere 3-modu¨ler yedekleme
teknig˘ini uygulamaya yo¨neliktir. Bu do¨nu¨s¸u¨m programı, kod
ic¸erisinde yer alan tu¨m process bloklarını ve ic¸lerinde yer
alan deg˘is¸ken ataması yapılan satırları yakalar ve buralardaki
atama yapılan deg˘is¸kenleri yedekler. Betikteki majority,
formu¨l 3’e go¨re yazılmıs¸ olan bir fonksiyondur. Kısaca
ac¸ıklamak gerekirse, o¨ru¨ntu¨ es¸les¸tirici process bloklarının
ic¸erisinde yakaladıg˘ıα := β s¸eklindeki her atama ic¸in o¨ncelikle
α deg˘is¸keninin tipine sahip iki adet yeni deg˘is¸ken tanımlar
(ϑ1 ve ϑ2). α := β komutundan hemen sonra bu iki yeni
deg˘is¸kene β’nın atandıg˘ı satırları, daha sonra da α, ϑ1 ve
ϑ2 deg˘is¸kenleri arasında c¸og˘unluk oylamasının yapıldıg˘ı ve
sonucun yine α’ya atandıg˘ı α:= majority(α,ϑ1,ϑ2) satırını ek-
ler. Bu do¨nu¨s¸u¨mu¨n, process blog˘unun ic¸erisine kod ek-
lendig˘inden, c¸alıs¸ma su¨resini artırdıg˘ına dikkat edilmelidir. Bu
betig˘in sonucu olarak IIR su¨zgecin kodunda meydana gelen
deg˘is¸iklik s¸ekil 13’de go¨ru¨lmektedir.
match { α := β; in process * (*) * ; }⇒
define {
variable ϑ1, ϑ2: type(α);
}
after {
ϑ1 := β;
ϑ2 := β;
α:= majority(α,ϑ1,ϑ2);
};
S¸ekil 10: Kod do¨nu¨s¸u¨m betig˘i 2
S¸ekil 11’de verilen do¨nu¨s¸u¨m betig˘i ise bir o¨ncekine ben-
zer s¸ekilde, parametrelerinden biri clk olan tu¨m process’leri
ve bunların ic¸lerinde yer alan ve sinyal ataması yapılan
tu¨m satırları yakalar ve o¨nce bu sinyalleri yedekler, daha
sonra da process blog˘unun hemen arkasına bu u¨c¸ sinyalin
kars¸ılas¸tırıldıg˘ı oylayıcıyı yerles¸tirir.
match { α <= β; in process * (*,clk,*) * ; }⇒
define {
signal ϑ1, ϑ2, ϑ2: type(α);
}
replace {
ϑ1 <= β;
ϑ2 <= β;
ϑ3 <= β;
};
match { process * (*,clk,*) * ; }⇒
after {
λ1: voter port map(ϑ1, ϑ2, ϑ2, α);
};
S¸ekil 11: Kod do¨nu¨s¸u¨m betig˘i 3
S¸ekil 12’de verilen kod parc¸ası sadece bir numaralı kod
do¨nu¨s¸u¨m betig˘inin su¨zgecin VHDL kodu u¨zerinde yaptıg˘ı
deg˘is¸iklig˘in bir kısmını, s¸ekil 13’de verilen kod parc¸ası ise iki
numaralı betig˘in yarattıg˘ı deg˘is¸iklig˘i go¨stermektedir. U¨c¸ nu-
maralı do¨nu¨s¸u¨m betig˘inin is¸levi ise yine bir o¨ncekine c¸ok benz-
erdir. Bu do¨nu¨s¸u¨me ait VHDL kodu s¸ekil 14’de go¨ru¨lebilir.
5. Sonuc¸
Bu c¸alıs¸mada VHDL dili ic¸in bir otomatik kod do¨nu¨s¸tu¨ru¨cu¨
tanımlanmıs¸tır. Kod do¨nu¨s¸tu¨rme is¸lemi programa son-
radan eklenecek ve is¸levsel koddan bag˘ımsız olan kısımları
daha etkin, hızlı bir s¸ekilde gerc¸ekles¸tirmeyi sag˘lar ve pro-
gramın modu¨lerlig˘ini de artırır. So¨zkonusu kod do¨nu¨s¸u¨mu¨
VHDL ile sentezlenen devrelere hataya dayanıklılık o¨zellig˘ini
..
.
signal fregx1 is array(2 downto 0) of signed (15 downto 0);
signal fregx2 is array(2 downto 0) of signed (15 downto 0);
signal fregx3 is array(2 downto 0) of signed (15 downto 0);
.
.
.
begin
lregx1: for k in 2 downto 0 generate
lregx1a: REG port map(x,clk,fregx1(k));
end generate lregx1;
voter1: voter port map(fregx1(0),fregx1(1),fregx1(2),regx1);
lregx2: for k in 2 downto 0 generate
lregx2a: REG port map(regx1,clk,fregx2(k));
end generate lregx2;
voter2: voter port map(fregx2(0),fregx2(1),fregx2(2),regx2);
lregx3: for k in 2 downto 0 generate
lregx3a: REG port map(regx2,clk,fregx3(k));
end generate lregx3;
voter3: voter port map(fregx3(0),fregx3(1),fregx3(2),regx3);
.
.
.
S¸ekil 12: Hataya dayanıklı IIR su¨zgecin VHDL kodundan bir
kısım (1 numaralı betig˘in sonucu olarak).
.
.
.
variable acc 1, acc 2 : signed (31 downto 0);
begin
if (clk’event and clk= ’1’) then
acc := b(0)*x + b(1)*regx0 + b(2)*regx1+
b(3)*regx2 + a(1)*regy0 + a(2)*regy1 + a(3)*regy2;
acc 1 := b(0)*x + b(1)*regx0 + b(2)*regx1+
b(3)*regx2 + a(1)*regy0 + a(2)*regy1 + a(3)*regy2;
acc 2 := b(0)*x + b(1)*regx0 + b(2)*regx1+
b(3)*regx2 + a(1)*regy0 + a(2)*regy1 + a(3)*regy2;
acc := majority(acc,acc 1,acc 2);
end if;
.
.
.
S¸ekil 13: Hataya dayanıklı IIR su¨zgecin VHDL kodundan bir
kısım (2 numaralı betig˘in sonucu olarak).
kazandırmak ic¸in kullanılmıs¸tır. O¨ncelikle hataya dayanıklılık
konusu ve o¨nemi bir IIR su¨zgec¸ o¨rneg˘i u¨zerinde belirtilmis¸,
daha sonra IIR su¨zgecin VHDL kodu u¨zerinde yapılan bazı
kod do¨nu¨s¸tu¨rme is¸lemleriyle sentezlenen devrenin ne s¸ekilde
hataya dayanıklı hale getirildig˘i go¨sterilmis¸tir. Kod do¨nu¨s¸tu¨rme
ic¸in yazılması gereken go¨receli kısa betikler ile bu¨yu¨k pro-
gramlar kolaylıkla hataya dayanıklı hale getirilebilmektedir.
Kod do¨nu¨s¸tu¨rme is¸lemi devreye hataya dayanıklılık o¨zellig˘i
eklemede kullanılabileceg˘i gibi bas¸ka o¨zellikler kazandırmada
da kullanılabilir. Bu c¸alıs¸ma, VHDL ic¸in genel amac¸lı bir
“aspect-oriented” programlama dili gelis¸tirilmesinin o¨nemi ve
gereklilig˘ini de bir anlamda ortaya koymaktadır.
6. Tes¸ekku¨r
Bu c¸alıs¸mada o¨rnek uygulama olarak kullandıg˘ımız IIR
su¨zgecin tasarımı ve gec¸icici bozuklukların su¨zgec¸ karakter-
istig˘ine etkileri konusunda deg˘erli fikirleriyle bize yardımcı
olan Dr. Serdar O¨zen’e tes¸ekku¨r ederiz.
.
.
.
signal y in 1, y in 2, y in 3 : signed (31 downto 0);
.
.
.
y in 1 <= acc;
y in 2 <= acc;
y in 3 <= acc;
end process;
voter y: voter port map(y in 1, y in 2, y in 3, y in);
.
.
.
S¸ekil 14: Hataya dayanıklı IIR su¨zgecin VHDL kodundan bir
kısım (3 numaralı betig˘in sonucu olarak).
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