This paper focuses on intuitive and direct off-line robot programming from a CAD drawing running on a common 3-D CAD package, Autodesk Inventor. It explores the most suitable way to represent robot motion in a CAD drawing, how to automatically extract that motion data from the drawing, mapping it from the virtual (CAD model) to the real scenario and the process of automatic generation of robot programs. This study aims to create a CAD-based robot programming system accessible to anyone with basic knowledge of CAD and robotics and thus contribute to increase the number of existing robots.
Introduction
Robot programming through the conventional teaching process (using the teach pendant) is often a tedious and time-consuming task that demands significant technical expertise. Many times, companies do not have robots and/or other automatic systems in their facilities because they know that the configuration and programming process of this type of equipments is time-consuming and requires workers with knowledge in the field. Nevertheless, most industrial robots are still programmed using the conventional teaching process. In this way, new and more intuitive approaches to robot programming are required.
Drawing inspiration from the way humans communicate with each other, this paper explores and studies methodologies that can help robot users to interact with a robot in an intuitive way, with a highlevel of abstraction from the robot specific language. In fact, a human being can be taught in several different ways, for example, through drawings. As an example, it is very common to see a human being explaining something to another human being with base on a CAD drawing.
In this paper, a new CAD-based off-line robot programming (OLP) system is proposed. Robot programs are directly generated from a 3-D CAD drawing running on a commonly available 3-D CAD package (Autodesk Inventor) and not from commercial OLP or CAM software. The aim is to automatically generate robot motion sequences from a graphical description of the robot paths over a 3-D
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CAD model of a given robotic cell. A unified treatment of CAD and robot programming methods may involve very important advances in versatility and autonomy of the platform, in other words, product design and robot programming can be integrated seamlessly. It is explored the most suitable way to a user represent robot motion in a CAD drawing, how to automatically extract it from drawings, make the mapping between the virtual and the real scenario and automatically generate robot programs.
This work aims to create a CAD-based OLP system accessible to anyone with basic knowledge of CAD and robotics. This can open the door to new robot users and thus contribute to increase the number of existing robots in companies. Some algorithms with running code are presented, allowing readers to replicate and improve the work done so far. Experiments on different manipulation tasks show the effectiveness and versatility of the proposed approach.
Off-line robot programming
Contrary to on-line programming, in OLP robots are programmed without stopping/disturbing robot production, Fig. 1 . Robot programs are created in a computer, without the need to access the robot [1] .
This may involve manual editing of robot code and/or the definition of the robot programs by means of computer software that simulates the real robotic scenario. Some major advantages of OLP include:
-Robot programming without stopping/disturbing production. Robots can be programmed before installation and stay in production while being re-programmed for a new task. This means that robot programming can be carried out in parallel with production (production breaks are shortened); -The programming efforts are moved from the robot operator in the workshop to the engineer in the office; -Increase of work safety. During the programming process the user is not in the robot working area;
-Robot programs can be tested using simulation tools. This is very important to anticipate/predict the real robots behaviour and in this way to optimize working processes.
On the other hand, some disadvantages can be pointed out:
-Relatively high initial investment in software and workers' training. This investment is difficult to justify for most small and medium-sized enterprises (SMEs); -The calibration process requires experienced operators. A rough calibration process can lead to tremendous inaccuracies during robot operation; -Process information is required in advance;
-OLP methods rely on accurate modelling of the robotic cell. Software packages dedicated to OLP are usually called OLP software or computer-aided robotics (CAR) software. Some OLP packages are able to operate with robots from different manufacturers (generic OLP packages). Three of the most common generic OLP packages are Delmia from Dassault Systèmes, RobCAD from Technomatix Technologies and Robotmaster from Jabez Technologies. These software packages provide a set of modelling and simulation tools capable to represent graphically a robot manipulator and its attendant equipment, generate programs, and hence simulate a given manufacturing task [2] - [3] . On the other hand, almost every robot manufacturer has its own OLP software. Examples are RobotStudio from ABB Robotics and MotoSim from Motoman. Early versions of OLP software were based on simple wireframe models of the robot's kinematics. However, in recent years, robot simulation techniques have seen a rise in realism and popularity, possibly coinciding with the advancement of computing and graphical animation technologies. OLP packages of today are more graphically powerful, modular (with modules for specific processes such as coating and welding) and standard (with capacity for example to import standard CAD formats).
All of these capabilities come at a cost. A license for OLP software can costs thousands of U.S.
Dollars, an investment difficult to justify for most SMEs. Advantages of OLP software are tempered by some limitations in existing systems. In fact, they are not intuitive to use and can only be applied in situations where the robot surrounding environment is known a priori and well modelled [4] . In addition, the calibration process associated to OLP continues to be a laborious task and likely to create error.
CAD-based robot programming
In recent years, CAD technology has become economically attractive and easy to work with. Today, millions of SMEs worldwide are using CAD technology to design and model their products.
Nevertheless, the CAD industry has to face significant technical challenges in future [5] .
Already in the 80's, CAD was seen as a technology that could help in the development of robotics [6] .
Since then, a variety of research has been conducted in the field of CAD-based robot planning and programming. Over the years some researchers have explored CAD technology trying to extend its capabilities to the robotics field. Today, it is possible to extract information from CAD drawings/files to generate robot programs for many different applications. For example, robot paths can be extracted from CAD [7] - [10] .
A series of studies have been conducted using CAD as an interface between robots and humans.
Diverse solutions have been proposed for the processes of spray painting and coating. A review of CADbased robot path planning for spray painting is presented by Chen et al. [11] . A CAD-guided robot path generator is proposed for the process of spray painting of compound surfaces commonly seen in automotive manufacturing [12] . Arikan and Balkan [13] propose a CAD-based robotic system addressing the spray painting process of curved surfaces (OLP and simulation) and Chen et al. [14] a CAD-based automated robot trajectory planning system for spray painting of free-form surfaces.
An important study in the field of CAD-based robotics presents a method to generate 3-D robot working paths for a robotic adhesive spray system for shoe outsoles and uppers [15] . An example of a novel process that benefits from robots and CAD versatility is the so-called incremental forming process of metal sheets. Without using any costly form, metal sheets are clamped in a rigid frame and the robot produces a given 3-D contour by guiding a tool equipped with a high-frequency oscillating stamp over the metal surface. The robot's trajectories are computed from the CAD model on the basis of specific material models. Prototype panels or customized car panels can be economically produced using this method [16] . Pulkkinen et al. [17] present a robot programming concept for applications where metal profiles are processed by robots and only a 2-D geometrical representation of the workpiece is available.
Nagata et al. [18] propose a robotic sanding platform where robot paths are generated by CAD/CAM software. A recent study discusses robot path generation from CAM software for rapid prototyping applications [19] . Feng-yun and Tian-sheng [20] present a robot path generator for a polishing process where cutter location data is generated from the postprocessor of a CAD system. Other previous studies report the development of robotic systems for rapid prototyping in which cutting data are extracted from CAD drawings [21] - [22] . A CAD-based system to generate deburring paths from CAD data is proposed by Murphy et al. [23] . A method for manufacturing prototype castings using a robot-based system in which manufacturing paths are generated from a CAM system is proposed by Sallinen and Servio [24] . In a different kind of application, CAD drawings are used for robot navigation purposes, namely for large scale path planning [25] .
As we have seen above, a variety of research has been conducted in the fields of CAD-, CAM-and VRML-based OLP. However, none of the studies so far has an effective solution for an intuitive and lowcost OLP solution using raw CAD data and directly interfacing with a commercial CAD package.
Research studies in this area have produced great results, some of them already implemented in industry, but limited to a specific industrial process (welding, painting, etc.). Even though a variety of approaches has been presented, a cost-effective standard solution has not been established yet.
CAD-based approach

CAD packages
CAD technology has become economically attractive and easy to work with so that today there are millions of companies worldwide using it to design and model their products. While the prices of CAD packages have decreased, their features and functionalities have been upgraded, with improved and simplified user interfaces, user-oriented functionalities, automatic design of standard products, etc.
Nowadays, most CAD packages provide a wide range of associated features (integrated modules or standalone solutions) that not only help in the effective design process, but also help in other tasks such as mechanical simulation and the physical simulation of dynamic processes. Robot programming and simulation has been seen as another feature that CAD packages can integrate.
Autodesk Inventor
Autodesk Inventor is one of the most common 3-D CAD packages of today. It incorporates all the functionalities of modern CAD packages:
-High-level of sophistication in terms of CAD technology, design, visualization and simulation; -User-friendly interface;
-It provides a complete application programming interface (API) for customization purposes, allowing developers to customize their CAD-based applications [26] ; -Strong presence in the market.
In terms of file formats, besides all the standard formats, Autodesk Inventor has proprietary file formats to define:
-Parts (ipt file). File format for single part model files;
-Assemblies (iam file). File format for assembly model files.
Extracting data from CAD
The base of the proposed CAD-based OLP platform is the ability to automatically extract robot motion from CAD drawings running on Autodesk Inventor. The Autodesk Inventor API is used for that purpose. It exposes the Inventor's functionalities in an object-oriented manner using a technology from Microsoft called Automation. In this way, developers can interact with Autodesk Inventor using current programming languages such as Visual Basic (VB), Visual C# and Visual C++. The API allows developers to create a software interface that performs the same type of operations that a user can perform when using Autodesk Inventor interactively. Summarizing, the Autodesk Inventor API provides a set of routines that may be used to build a software interface based on resources from Autodesk Inventor.
There are different ways to access the Autodesk Inventor API [27] . Fig. 2 shows all the possible ways to access the Autodesk Inventor API. The white boxes represent components provided by the API (Autodesk Inventor and Apprentice Server) and the soft blue boxes represent programs written by developers. When one box encloses another box, this indicates that the enclosed box is running in the same process as the box which is enclosing it. In this way, an "in-process" program will run significantly faster than a program running out of the process. All the different ways to access the API are useful in specific cases, so that it is important to choose the most appropriate way to access it. Considering the solution presented in this paper, a standalone application is proposed to access the API and subsequently Autodesk Inventor data. This choice was due to the necessity to integrate in the main application not only the process of interaction with CAD but also other software components for other tasks, for example, robot communications.
Using the Autodesk Inventor API
The API provided by Autodesk is a very well structured and documented API in such a way that it is relatively simple to access information contained in a CAD drawing. As an example, it is possible 
Extracted data
There are a great number of data that can be extracted from a CAD drawing. First, it is necessary to establish what type of data we need. We need to extract robot motion from CAD drawings, a sequence of target points that represent the robot end-effector poses (position and orientation) with respect to a known coordinate system (in Cartesian space). Thus, given the capacity of the Autodesk Inventor API (for good and for evil), it was established that we need to extract positions and orientations of objects in 3-D space from proper CAD drawings representing the robotic cell in study: 
CAD models
The process of creating the CAD part models that compose the CAD assembly model of the robotic cell should respect some rules. Since it was established in section 3.2.2. that we need to have represented in the CAD assembly model of the robotic cell all the required robot paths (end-effector poses), it becomes necessary to study the most suitable way to have that information represented in CAD models.
This can be achieved in two different ways: Furthermore, we need to define the robot end-effector orientation in space. Therefore, after drawing the robot paths, simplified tool models should be placed along such path lines to achieve the desired end-effector orientations, as in the above topic, Fig. 8 . The CAD assembly model does not need to accurately represent the real cell in all its aspects. On the contrary, it can be a simplified model containing all important information. As an example, the robot tool length, robot paths and relative positioning of CAD models should accurately represent the real scenario.
However, the models appearance does not need to be exactly the same as the real objects. It means that, for example, chamfers or rounded edges are expendable. These simplifications allow to speed up the modelling process. Fig. 10 shows a real robot tool (a) and two CAD models of that tool, (b) and (c), with the same length l. These two models were created with different levels of detail:
1. Model (b) was created with more detail than model (c). Model (b) represents more accurately the real tool, providing in this way some advantages in terms of visualization. Nevertheless, the process of drawing this model is more time consuming than drawing model (c); 2. Model (c) is a simpler version but accurate at the same time in terms of length. It can be drawn in seconds and used where only the length of the tool is a factor of importance.
At this stage the designer has to make a choice about the level of detail of each model. It is important to note that the best model is the simplest model that still serves its purpose. 
Process planning
In order to achieve feasible robot paths, the user has to plan ahead some process issues and resort to them during the definition of the CAD assembly model. In fact, during the definition/construction of the CAD assembly model the user is planning in advance the "best" process parameters and paths. Depending on the type and complexity of the process in study, the planning task can include several factors:
1. Models selection/construction and definition of the layout of the cell. Some CAD models can be accessed from libraries provided by manufacturers (robots and other peripheral equipment).
Other cell components have to be designed by the users. When the layout of the cell is changed (this includes small adjustments) the CAD model of the cell must accompany this change. CAD models can be reused to create an updated layout; 2. Robot motion. Robot motion is indirectly defined by placing simplified tool (end-effector) models and virtual paths within the CAD assembly model. The desired movement type (linear, circular, joint or spline) is defined by the virtual paths above mentioned or in the software interface. Robot velocity is also defined in the software interface by the user. The designer should plan the layout of the cell appropriately, ensuring that the real robot reaches all the planned working spaces; 3. Operation sequences. Robot operation sequences are defined by the designer by naming the tool models with a specific name. The first five characters of the name of a tool model should be "step_". The sixth character and following should be a number defining the ordering sequence.
Following the sequence number the tool name can have or not a letter indicating a specific robot operation, for example, "step_1A" can indicate a robot motion plus the activation of a digital output of the robot (this one can be associated to a grasping operation); 5. Grasping and re-grasping/repositioning. These are common situations in industrial robotics, especially in pure manipulation tasks. Many times, in order to properly perform a task, there is a need for re-grasping or repositioning of a given workpiece. Fig. 13 shows a re-grasping process in which a grasping location is changed from an initial pose defined by the tool model step_1 to a target pose defined by step_5. Moreover, during the planning phase, the designer should ensure that the robot is operating with valid tool/grip locations, including good contact conditions between the gripper and the workpiece. Note that as in Fig. 12 , also in Fig. 13 some "intermediate" tool models are used to avoid collisions during the re-grasping process.
A robot simulation system can be a valuable help in this planning phase, helping users to visualize the robotic process (robot motion, possible collisions and the re-grasping operations) and detect existing robot kinematic singularities or robot joint limits [28] . 
Mapping and calibration
Many times we need to express the same quantity in relation to different coordinate systems, in other words, change descriptions from frame to frame. This is usually called mapping. These capabilities can be used for the calibration process, making the CAD model of the cell in study to match with the real robotic cell. All robot end-effector positions and orientations extracted from CAD have to be known with respect to one or more reference frames known a priori by the real robot. These frames are made known to the robot through a calibration process specifically created for this purpose. The frame(s) have to be defined within the CAD drawing of the cell. This can be achieved by placing an invisible part model with the desired frame pose into the CAD assembly model (note that each part model has a frame associated).
Then, the real robot is taught about that frame(s)' pose in the real scenario through the conventional way, using the teach pendant. Essentially, the process consists in the definition of one or more frames within the CAD drawing of the cell and in the robot controller. This makes calibration a relatively simple and non-time consuming process. Nevertheless, more complex robotic scenarios can require the definition of a significant number of different frames. In this case the calibration process can be lengthy and prone to error. This is because the user has to remember the pose of each frame previously defined within the CAD drawing and at the same time to define such frames in the real scenario. 
To find B U T , we must compute the rotation matrix that defines frame {U} relative to {B}, B U R , and the vector that locates the origin of frame {U} relative to {B}, B Uorg P : 000 1
Let's consider a generic vector/point defined in {U}, U P . If we wish to express this point in space in terms of frame {B} we must compute:
Given the characteristics of a rotation matrix, B U T UB  RR , and as we know U B T , there follows the computation of
B Uorg
P . From the process of inverting a transform we have that:
In this way, from (2) and (4) we have that:
Now, from (1) and (4) we can compute B C T . The same methodology can be applied to achieve B D T and any other transformation. This means that all positions and orientations extracted from CAD can be referred with respect to a single or more reference frame(s) defined by the user at the moment of the calibration process. 
X-Y-Z Euler angles
After having obtained from CAD the rotation matrices defining robot end-effector orientations in relation to a given frame, it becomes necessary to transform such matrices into effective end-effector rotations, usually Euler angles or quaternions.
The description of the orientation of a frame {B} with respect to a frame {A} in the form of X-Y-Z Euler angles (  ,  and  ) can be represented by a rotation matrix:
Rot Rot Rot (6) In matrix form: 
 
, the process to achieve
Euler angles is more complicated. In this situation we have that both the x and z axes are aligned with each other and one degree of freedom is lost. This phenomenon is mathematically unsolvable and is known as gimbal lock. In this scenario,  and  cannot be calculated separately but together:
The gimbal lock phenomenon does not make Euler angles "wrong" but makes them unsuited for some practical applications. Some methods have been proposed to deal with the gimbal lock phenomenon, for example, solutions based on the representation of rigid body orientation through quaternions [29] .
However, some robot manufacturers force the use of Euler angles so that the option for quaternions is ruled out. In a different approach to try to solve the problem, Pollard et al. [30] 
Interpolation
When an industrial robot is performing a pre-programmed movement and this one requires abrupt end-effector orientation changes, we must take special care because it can come into a situation where no one has total control over the end-effector orientation. This is particularly true when robot programs are generated off-line. In some situations this could be a major problem, leading to the appearance of defects in the work produced by the robot. The proposed solution to circumvent this problem is based on the implementation of linear smooth interpolation of end-effector positions and orientations [20] . The process involves the following steps:
1. Identification of risk areas. This is done by analyzing the CAD drawing of the cell and manually defining those areas in the drawing (abrupt end-effector orientation changes);
2. Discretization of the risk robot path in equally spaced intervals;
3. Calculation of end-effector orientations for each interpolated path point. The new path is smoother than the initial, Fig. 15 . This method for quaternion interpolation is also used when we want to interpolate Euler angles, simply by transforming Euler angles into quaternions and vice versa.
Generation of robot programs
The demand for intuitive ways to programme machines has led to the emergence of techniques to generate machine code. In the last few years, several code generation techniques have been developed, for example, today's commercial CAD/CAM systems are able to generate cutter location data for CNC machining [31] or to generate CNC tool paths from standard CAD formants [32] - [34] . Nevertheless, these systems tend to have drawbacks such as their ability to generalize from different situations and respond to unseen problems. During the elaboration of an algorithm to generate code, the keyword is "generalize"
and never "particularize", the algorithm must be prepared to cover a wide range of variations in the process. For particular applications with a limited and well known number of process variations this kind of systems tend to present good performance [35] . In fact, today, reliable CNC programs are often generated from CAM software.
Robot controller specific languages have seen only minor advances in the last few years. Some authors have devoted attention to create methodologies capable to generalize robot programs around a task but which at the same time can be customized as necessary [36] . For example, an operation can be customized in terms of type of robot operation or shape of the product in production. Intrinsically, this is a way to profit from previously similar work, incorporating the programmers' experience and process knowledge [37] . In this way, the time to produce programs for related products/tasks can be reduced and non-specialists can create robot programs by themselves. These systems follow the same logic as the well known macros or scripts in the world of computer science.
In the context of this paper, we propose an algorithm to automatically generate robot programs with information extracted from CAD drawings. The way the process to generate robot code is applied differs from situation to situation. Nevertheless, there is a common point in all robot programs. It means that since robots usually perform manipulation tasks, the process to generate a robot program does not differ greatly from application to application, containing common tasks like gripping, moving and placing, Fig. 16Error! Reference source not found.. The proposed system was developed having in mind that the generated robot programs should be generalist, feasible and reliable as possible. interface to extend its functionality and by this way be adaptable for specific robot tasks.
The proposed algorithm is able to generate robot programs for Motoman (Fig. 18) and ABB robot controllers, INFORM and RAPID languages respectively. However, as all robot programs are based on the same principle, the proposed algorithm can be adapted to generate code in other programming languages. 
Software interface
The software interface makes the link between the user, Autodesk Inventor and the robot. Two major requirements for the software interface are simplicity and user friendliness. The functionalities and architecture of the proposed software interface is schematically shown in Fig. 19 . This software interface (Fig. 20) runs under Microsoft Windows operating systems (XP or above) and in any industrial or personal computers with processing and graphical capacity to host Autodesk Inventor. The software was mainly written in VB. 
Experiments
The CAD-based OLP solution presented in this paper was validated on two different experimental setups. The first involves a robot manipulating objects from a location to another and the second a robot transporting an object between obstacles.
Experiment I
This experimental setup was designed to accomplish a simple object manipulation task. Robot programs are generated from a CAD assembly model of the cell in study, Fig. 21 , where the robot tool models represent the target poses for robot motion. The robot task from which a robot program is generated consists in having the robot handling three objects from an initial to a final pose, Fig. 22 [38] . 
Experiment II
In this experiment, robot programs are generated from a CAD assembly model of the cell in which the virtual paths (positional data) are represented in the form of straight lines, arcs and splines. Robot endeffector orientation is defined by placing tool models along the above mentioned paths. These models define the orientation of the robot end-effector in each segment of the path, Fig. 23 . The robot program generated from CAD is tested in a real scenario. As shown in Fig. 24 the real robot performs the experienced manipulation task with success bypassing the obstacles without hitting them [39] . Fig. 24 . Robot running the program generated from CAD.
Results and discussion
The experiments demonstrated the versatility of the proposed CAD-based OLP system. Robotic cell design and robot programming are embedded in the same interface and work through the same platform, Autodesk Inventor, without compatibility issues. In terms of accuracy, as in the case of commercial OLP software, the error that may exist comes from inaccuracies in the calibration process and/or in the construction of the CAD models. In fact, error is always present in a calibration process, which may or may not be acceptable, depending on their magnitude and application under consideration. Often, calibration errors arise from the little time and attention devoted to the calibration process (accuracy generally increases proportionally with the time devoted to the calibration process). This situation is increasingly common as companies are constantly being asked to change production. The above is true for all the robot programming and simulation systems based on virtual representation of objects.
The proposed CAD-based HRI system is not the definitive solution for OLP. Nevertheless, it is an original contribution to the field, with pros and cons. The proposed system is limited in some aspects, for example in the level of sophistication and ability to generalize from particular situations. In the other hand, the intuitiveness of use, short learning curve and the low-cost nature of the system appear as positive aspects. All of these characteristics are fundamental when the objective is to spread the utilization of this kind of systems in SMEs or use it for educational and training purposes.
Finally, it is also important to note that after generating a robot program, it should be simulated in order to better visualize the robotic process (robot motion, possible collisions, the re-grasping operations, kinematic singularities, robot joint limits). Since many industrial robots have six degrees of freedom (DOF) and some robotic applications can be performed with five DOF, the reminding DOF provides "space" to deal with kinematic singularities.
Conclusions and contributions
A novel CAD-based OLP platform has been studied, developed and tested. Robotic cell design and OLP are embedded in the same interface and work through the same platform, a common commercial CAD package, Autodesk Inventor. It was presented a method to extract robot paths (positions and orientations) from a CAD drawing of a given robotic cell. Such data are then treated and transformed into robot programs. In addition, experiments showed that the proposed system is intuitive to use and has a short learning curve, allowing non-experts in robotics to create robot programmes in just few minutes. In terms of accuracy, the error that may exist in the processes of OLP comes from inaccuracies in the calibration process and from situations where the CAD models do not reproduce properly the real scenario.
Future work
There are some aspects of the proposed CAD-based solution that should be improved in future. One aspect has to do with the algorithm to generate code, it has to be more generalist, flexible and easier to tune. An idea for future work is to have a graphical-or icon-based interface to tune the algorithm to generate code in more intuitive way. The other aspect has to do with the robot calibration process.
External sensing can help to deal with this situation by increasing the accuracy of the processes, making it less susceptible to error and simpler. 
