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Předmětem této práce je vytvoření informačního systému pro neziskovou organizaci re-
gionálního rozsahu umožňujícího zejména správu databáze míst, aktualit, akcí, jednodu-
ché inzerce a dalších součástí. Informační systém je vystavěn na PHP frameworku Nette,
využívajícím architekturu Model-View-Presenter. Dále jsou využity technologie MySQL,
XHTML, CSS a JavaScript, prezentační část databáze míst je založena na aplikaci techno-
logie Google Maps v prostředí Adobe Flash.
Abstract
The objective of this thesis is to create an information system for a non-profit organization
of regional scope, that allows in particular the management of a database of places, news,
events, simple advertising and other components. Information system is built on PHP Nette
framework, using architecture of Model-View-Presenter. Furthermore, the technologies used
are MySQL, XHTML, CSS and JavaScript, presentation layer of the map is based on the
application of the technology Google Maps in Adobe Flash.
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Úvod
S technologickým pokrokem na poli informačních systémů, které již dnes málokdy mívají
podobu klasických papírových kartoték nebo telefonních seznamů, se stále více zvyšuje zá-
jem a poptávka uživatelů o informační systémy automatizované pomocí počítačů. Moderní
vývojové technologie jak na poli serverových, tak na poli klientských aplikací dovolují vý-
voj systémů v relativně krátkém čase s minimalizací potřebných nákladů. Technologie jako
skriptovací jazyky PHP nebo Javascript se dnes nabízejí k použití zdarma i v komerční
sféře, stejně jako některé databázové servery a další aplikace. Spolu s rozvojem internetu
je tak vytvořeno bohaté interaktivní prostředí pro širokou škálu uživatelů a informační
systémy dnes využívají mimo velkých firem a korporací také střední a drobní podnikatelé,
neméně často i fyzické osoby.
V poslední době je také velký zájem o integrovatelné služby, zejména pak mapové sys-
témy, které nabízejí svá aplikační rozhraní zdarma k použití ve webových aplikacích. Mapové
služby se dostaly do povědomí veřejnosti zejména po spuštění aplikace Google Maps v únoru
2005 a také následným nasycením trhu různými navigačními prostředky.
Tato práce se zabývá návrhem a tvorbou informačního systému pro neziskovou organi-
zaci regionálního rozsahu nesoucí název Silezika, která se snaží vytvořit regionální informa-
ční portál pro obyvatele Jesenicka, skrze který by mohla informovat uživatele o zajímavých
akcích, podnicích, místech a zároveň sloužit jako informační rozcestník a prostředník pro
komunikaci subjektů s podobným profilem činnosti.
Práce postupně popisuje pojem informační systém, jednotlivé použité technologie pro
tvorbu webových uživatelských rozhraní, serverové technologie (zde je zmíněn i použitý
PHP framework Nette), dále pak detaily v současnosti nejpoužívanějších mapových rozhraní
s otevřeným API, specifikaci požadavků zadavatele, jejich analýzu a návrh samotné aplikace
a jejích součástí včetně modelů případu užití a ER diagramu. Kapitola Implementace se
poté zabývá obecnými a specifickými implementačními částmi aplikace a jejích součástí,
v poslední kapitole je pak shrnut vývoj, testování a nasazení portálu do provozu.
V kapitole Závěr je obsaženo zhodnocení práce, dosažených výsledků a předpokládaná




Pojem informační systém vychází, jak je již z jeho názvu patrno z pojmů:
• Informace – jako data, která mají sémantiku (význam)
• Systém – jako množina prvků a vazeb mezi nimi
Informační systém lze tedy chápat jako homomorfní model nějakého reálného systému.
Proto hraje klíčovou roli míra pochopení, jak tento reálný systém funguje, aby bylo možno
abstrahovat klíčové prvky a tento systém modelovat. Počítačově podporované informační
systémy mohou na nabývat různých implementačních podob – desktopové aplikace, webové
aplikace aj.
Obrázek 1.1: Schéma informačního systému[9]
Takovéto systémy uvedené do praxe představují jedinečné propojení uživatelů, dat a
jejich zdrojů a procesy, které tyto data zpracovávají. Jak je zobrazeno na obrázku 1.1,
vstupní data jsou pomocí procesů transformována na data výstupní. Samotná transformace
dat probíhá algoritmicky s případnou interakcí s persistentním úložištěm dat, která má
zpětnovazební charakter odvozený od obecné definice systému.
Jak bylo zmíněno výše, informační systém je tedy model a proto je potřeba se zabývat
technikami k jeho popisu a sestrojení. Zejména se jedná o použité techniky modelování a
formalizace, u procesů nejčastěji vhodné programovací jazyky, u datových úložišť databá-
zové systémy, transakční zpracování a konzistenci dat, dále pak prostředky pro prezentaci
dat a jejich přenos, obzvláště technologie počítačových sítí, internetu a hypertextové formy
prezentace dat.
Z historického hlediska prošly informační systémy mnoha stádii vývoje a neustále se
vyvíjí. Stále ale obsahují formálně shodné součásti a to vrstvu datovou, která modeluje
stav systému, množinu procesů nad těmito daty a vrstvu prezentační, která zprostředkovává
uživatelský vstup/výstup.
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V samotném počátku vývoje informačních systémů v padesátých letech dvacátého století
ale zdaleka nebyly tyto součásti od sebe odděleny – tedy každý systém disponoval vlastními
daty. Z toho plynuly některé nepříjemnosti jako nemožnost sdílení dat apod. Vcelku přiro-
zeně se tedy dalo očekávat, že tyto nedostatky budou odstraněny oddělením těchto součástí
na dvě nezávislé vrstvy a skutečně se tak v druhé polovině šedesátých let dvacátého sto-
letí stalo. Stále ale nebyl odstraněn problém sdíleného přístupu k datům, jelikož nebyla
zajištěna dokonalá konzistence dat. Ta byla vyřešena až s příchodem SŘBD (systémů řízení
báze dat) ukládajících data do databáze. Zde vzniká pojem transakčního zpracování dat, jak
ho známe dnes. Tento přístup zaručuje atomicitu prováděných operací a tím i konzistenci
dat. (Volně převzato z [9])
1.1 Životní cyklus informačního systému
Je velice podobný životnímu cyklu obecného softwarového produktu. Jelikož se jedná ve
většině případů o komerční projekt, předchází samotnému životnímu cyklu (pomineme-
li získání samotné zakázky) komunikace se zákazníkem. Jelikož pochopení zákazníka je
klíčové, v praxi se velice často tato fáze nezahrnuje pouze na začátek vývojového cyklu,
nýbrž provází celý vývoj a zákazník je tak do něj přímo zapojen a výsledný produkt je
mu tak prakticky ”ušit na míru“. Obecně lze vývojový cyklus informačního systému tedy
zapsat v po sobě jdoucích krocích takto: [21]
• Specifikace cílů a požadavků – probíhající na základě komunikace s uživatelem, slouží
k pochopení účelu a cílů projektu a porozumění modelovanému systému
• Návrh – spočívá ve formalizaci získaných poznatků do podoby modelů systému, zejména
určení procesů, dat, aktérů, případů užití atd.
• Implementace – představuje při správném splnění předchozích kroků pravděpodobně
nejjednodušší část vývojového cyklu, sestává zejména z modelování procesů ve vhod-
ném programovacím jazyce
• Testování – částečně navazuje na předchozí fázi a je nezbytné k nalezení a odstranění
chyb při předchozích fázích
• Zavedení do provozu a testování v provozu – opět částečně vychází z předchozí fáze,
ale zde již často systémy běží na tzv. ostrých datech (skutečných)
• Provoz a údržba – nezbytná servisní činnost doprovázející každý vývojový cyklus
Takto popsaný cyklus by bylo samozřejmě možné ještě více rozčlenit, ale pro účely




Jelikož zadavatelem projektu je nezisková organizace a rozpočet na tvorbu systému byl
omezený, musel být dle toho projekt přizpůsoben zejména na poli použitých technologií.
Proto jsem se zaměřil zejména na zdarma dostupné technologie a na technologie, ke kterým
vlastním licenci.
Doslova ”klasickou“ kombinaci používanou na poli serverových webových technologií in-
formačních systémů představuje dvojice PHP & MySQL. Tyto technologie jsou široce pod-
porovány, jsou dostupné zdarma i ke komerčnímu použití včetně spousty již hotových mo-
dulů, frameworků a řešení. Alternativou jsou např. serverová řešení založená na platformách
firmy Microsoft, ty ale bohužel nejsou dostupná pro komerční využití zdarma.
Z hlediska uživatelského rozhraní není na poli současných technologií příliš na výběr,
pokud jedním z požadavků na systém je přístupnost. Proto byla vybrána osvědčená kombi-
nace XHTML & CSS doplněná klientským skriptovacím jazykem JavaScript. Pro prezentaci
a vizualizaci mapových dat je použita technologie Flash, ke které mám pro verzi CS3, ve
které je mapa implementována, zakoupenu licenci. Tato technologie je obecně dostupná a
rozšířená a zásuvné moduly pro webové prohlížeče jsou poskytovány firmou Adobe zdarma.
Na obou stranách, tedy jak na straně serveru, tak na straně klienta, byly využity vý-
hody nabízené dostupnými frameworky. Na straně serveru byl využit framework Nette úzce
spjatý s databázovou vrstvou Dibi a na straně klienta rozšířený JavaScriptový framework
JQuery. Využívání frameworků pomáhá vývojáři překlenout klasické implementační pro-
blémy, zefektivnit programování a řešit nejrůznější nativní záležitosti za něj, aby se tak
mohl věnovat plně řešení zadaného problému.
2.1 Serverová část
Řídící část aplikace nacházející se na webovém serveru má za úkol poskytovat úložiště dat,
aplikační logiku a generování uživatelského rozhraní na základě vnitřního stavu aplikace a
vstupů a požadavků uživatele.
2.1.1 Skriptovací jazyk PHP
PHP neboli Hypertext Preprocessor (rekurzivní zkratka), původně Personal Home Page je
platformově nezávislý, dynamicky typový skriptovací programovací jazyk určený primárně
pro tvorbu dynamických internetových stránek. Jedná se o tzv. server-side jazyk, což zna-
mená, že skripty jsou prováděny na straně webového serveru a uživateli je k dispozici pouze
interpretovaný výstup. Syntaxí vychází PHP z několika jazyků, především z Perlu a C.[8]
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Součástí jazyka je velké množství knihoven pro práci s různými druhy databází, řetězci,
poli, pro zpracování obrázků, textu a využívání celé řady aplikačních síťových protokolů
(HTTP, SMTP, . . . ).
Jazyk PHP je dnes často využíván v kombinaci s databázovým systémem a webovým
serverem (zejména Apache, v jehož základní instalaci je ve většině balíčků PHP v kombinaci
s MySQL).
Jazyk je nyní v poslední verzi 5.3.2 vybaven některými funkcemi, které známe z moder-
ních jazyků jako jsou C# nebo Java, jako například definice jmenných prostorů, lambda
funkce a další.[16]
V práci je použita verze jazyka 5.2.0 kvůli v současnosti velice omezené nabídce hostingů
podporujících PHP ve verzích 5.3 a díky dobré kompatibilitě s použitým frameworkem
Nette.
2.1.2 Relační databáze MySQL
Jedná se o multiplatformní relační databázový systém založený na transakčním dotazo-
vacím jazyku SQL, primárně optimalizovaný pro rychlost a kompatibilitu. Dnes zaujímá
podstatný díl na poli databázových instalací v komerční sféře, jelikož je jeho použití díky
dvojité licenci umožněno i zdarma.[18] Dříve diskutované nedostatky vůči rozsáhlejším da-
tabázovým systémům, jako chybějící podpora triggerů, uložených procedur nebo tvorba
pohledů byly ve verzi 5.0 odstraněny.[11]
Databáze této práce je postavena na MySQL ve verzi 5.1.41 a úložném enginu tabulek
MyISAM 10.
2.1.3 Nette framework
Nette je moderní český framework napsaný v PHP 5 za použití čistě objektového přístupu
a je inspirován architekturou Model-View-Controller. Jeho vývoj započal v roce 2004, ale
teprve v roce 2008 byl uvolněn jako open-source.[5] Jeho autorem je český programátor
David Grudl a v současné době i další vývojáři, převážně jako autoři různých komponent
a doplňků.
Logická struktura frameworku vychází z návrhového vzoru Model-View-Presenter[12],
který má velice blízko k architektuře Model-View-Controller popsané již v roce 19791, ale
považuje ji spíše za spřízněnou architekturu.[6] Koncept MVC představuje členění aplikace
do tří vrstev[3]:
• Model – zajišťuje přístup k datům a manipulaci s nimi
• View (pohled) – interpretuje data reprezentovaná modelem do vhodné podoby
• Controller (řadič) – zajišťuje změny v pohledu nebo v modelu na základě interakce
uživatele a aplikační logiky
Nette pojem Controller nevyužívá, místo něj se zde objevuje pojem Presenter, který ale
ve své podstatě představuje totéž. Framework disponuje mnoha užitečnými funkcemi, zjed-
nodušuje jednak základní věci, jako vytváření a validace formulářů, práci s e-maily, ob-
rázky apod., ale také překvapí silnými nástroji jako vestavěným debuggerem známým jako
Laděnka nebo efektivním nastavováním routování aplikace.
1Originální návrh MVC na http://heim.ifi.uio.no/~trygver/2007/MVC_Originals.pdf
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Obrázek 2.1: Schéma MVC architektury včetně napojení na databázi
Také obsahuje zabudovanou podporu AJAXu (viz 2.2.3) a tím umožňuje běžné aplikace
přizpůsobit na AJAXové velice snadno.
Nette využívá propracovaný šablonový systém řízený vlastním metajazykem založeným
na PHP, který zjednodušuje zápis šablon podobně jako např. šablonovací systém Smarty.
Samozřejmě je možné psát přímo do šablon PHP kód, ale často je pak porušen princip
oddělení formy a obsahu. Šablonový systém využívá několika druhů filtrů, lze jej ladit a
pracovat s ním podobně jako s PHP kódem, využívá opcode akcelerace a cache a je proto
velice rychlý.[5]
Zabezpečení řeší Nette na velmi vysoké úrovni, aplikace psané v Nette jsou nativně
chráněny před většinou možností napadení webových stránek jako např. Cross-site scripting,
Session hijacking, URL attack a další.[7]
Projekt byl vyvíjen na verzi frameworku 0.9.3 a po vydání verze 0.9.4 byl na tuto novější
verzi aktualizován.
2.2 Klientská část – uživatelské rozhraní
Uživatelské rozhraní, taktéž GUI (Graphical User Interface), obstarává výslednou podobu
aplikace v internetovém prohlížeči uživatele. Je složeno primárně kombinací těchto kompo-
nent:
• Dokument zapsaný v některém značkovacím jazyce, zejména v HTML, XML aj.
• Vizuální styl dokumentu ve formátu CSS nebo XSL, často připojený k dokumentu
jako jeden nebo více externích soborů
• Klientský skriptovací jazyk, dnes převážně JavaScript, který umožňuje dynamicky
modifikovat části dokumentu.
Dnes se u většiny webových stránek setkáme s použitím všech těchto součástí zároveň.
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2.2.1 Značkovací jazyk XHTML
XHTML (eXtensible Hypertext Markup Language) je značkovací jazyk pro tvorbu hypertex-
tových dokumentů vycházející z jazyka HTML – aplikace historicky staršího univerzálního
značkovacího jazyka SGML (Standard Generalized Markup Language), který ale současně
odpovídá striktní syntaxi XML. První specifikace jazyka XHTML si kladla za cíl převod
staršího jazyka HTML do nové formy, která by vyhovovala podmínkám tvorby XML do-
kumentů a byla přitom zpětně kompatibilní. Každý XHTML dokument je validním XML
dokumentem. Nyní se používá nejčastěji ve verzi 1.0 ve třech variantách – Strict, Transiti-
onal a Frameset.[4]
Jako výchozí značkovací jazyk dokumentu je použit XHTML 1.0 ve variantě Srict. Ta
poskytuje normu předepisující dokument bez formátovacích značek a tím přenechává for-
mátování dokumentu na CSS.
2.2.2 CSS
CSS (Cascading Style Sheets) – kaskádové styly, jsou deklarativní jazyk pro definici vzhledu
dokumentů zapsaných ve značkovacích jazycích, obvykle v HTML/XHTML nebo XML.
Vznikl jako reakce na všeobecné požadavky oddělení formy a obsahu webových stránek,
tedy ponechat ve výchozím dokumentu pouze obsah a sémantické značky a formátování
vzhledu přenést do samostatné podoby. Výhody takového přístupu jsou zejména: [15]
• možnost změnit vzhled stránky bez zásahu do jejího vlastního obsahu
• oddělení formy a obsahu umožňující rychlejší strojové zpracování dokumentu
• větší možnosti formátování, které se navíc stále vyvíjí
Dnes je velice rozšířen a neustále vyvíjen, současná verze CSS 2.1 má až na výjimky plnou
podporu v řadách webových prohlížečů a ve vývoji je již verze CSS 3.
Syntaxe jazyka je založena na deklaraci pravidel, která se skládají ze selektoru a bloku
deklarací, která určují vzhled dané množiny elementů. Tyto pravidla lze dále specifikovat
a jejich výsledná aplikace na dokument je závislá na prioritě selektorů.
2.2.3 Skriptovací jazyk JavaScript
Je objektově orientovaný skriptovací jazyk vyvinutý a vydaný firmou Netscape v roce 1995.
Jeho hlavním účelem bylo poskytnout na straně klienta validaci zejména vstupních prvků
formulářů, což bylo do té doby doménou jazyků na straně serveru. V dnešní době JavaScript
není vázán pouze na validaci formulářů, ale spolupracuje téměř se všemi aspekty prohlížečů
a obsahu webových stránek. Javascript je uznáván jako plnohodnotný programovací ja-
zyk, který je schopen složitých výpočtů, podporuje moderní metody programování jako
anonymní funkce nebo metaprogramování.[19]
Dnes je také často využíván jako podpora součástí uživatelského rozhraní, přináší do
webových aplikací interaktivitu a nejrůznější funkce.
Nad jazykem JavaScript je vystavěno několik frameworků, které převážně implementují
podporu AJAXu2 a efekty UI. Mezi ně patří např. JQuery, Prototype, MooTools a další.
V práci je využito frameworku JQuery ve verzi 1.3.2, se kterým přímo spolupracuje
použitý PHP framework Nette (viz 2.1.3).
2Asynchronous JavaScript XML – viz http://cs.wikipedia.org/wiki/AJAX
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2.2.4 Flash
Je grafická vektorová platforma pro tvorbu interaktivních grafických animací, her a dalších
aplikací. Původně představená firmou Macromedia v roce 1996, v současnosti však vyvíjená
společností Adobe Systems Inc.
V současnosti je Flash využíván i k tvorbě aplikací, jako jsou audio a video přehrá-
vače nebo RIA (Rich Internet Applications). Znatelná je také implementace většiny geo-
grafických mapových systémů do flashové podoby (viz 4.5), což umožnilo jejich snadnou
integrovatelnost do webových stránek.
Flash také disponuje vlastním objektově orientovaným programovacím jazykem Acti-
onScript (nyní ve verzi 3.0), inspirovaným jazyky Java a C++. Pomocí něj lze libovolně
ovládat veškeré součásti aplikace.
Výchozím výstupním formátem Flashe je SWF (ShockWave Flash) – k jeho spuštění je
nutný interpret, nejčastěji v podobě doplňku internetových prohlížečů, např. přehrávače
Adobe Flash Player nebo Gnash (Linux).
Tento formát je také použit pro vizualizaci dat komponenty Mapa (viz 5.3.2).
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Kapitola 3
Analýza a specifikace požadavků
Základem této etapy vývoje systému jsou požadavky zadavatele. V této části je třeba tyto
požadavky shromáždit, analyzovat a odhadnout předpokládanou časovou a finanční zátěž.
Součástí analýzy je také odhad návratnosti investice do tvorby systému. Toto ovšem není
základním požadavkem pro tuto práci, výdělečná složka portálu je plánována jako budoucí
rozšíření a proto nebude v práci detailněji popisována.
3.1 Obecné požadavky na systém
Od organizace Silezika jsem obdržel několik dokumentů týkajících se zadání obecných poža-
davků portálu. Primární funkcí portálu má být poskytování informací v různých formách.
Konkrétní součásti budou diskutovány v 3.2. Tato nezisková organizace se zabývá především
problémy regionálního formátu jesenického regionu, konkrétně o obnovu socio-ekonomických
vztahů v regionu. K tomu lze přispět postupným vystavěním internetového portálu jako so-
ciálního pojítka a prostředí pro diskusi a sdílení informací.
Obecně je v zadání často citován pojem komunitní portál. Základ tohoto pojmu, slovo
komunita lze v tomto kontextu chápat jako skupinu entit postavenou na společném geogra-
fickém, morálním nebo jiném základu. Entitami takové komunity bývají převážně lidé, ale
také zvířata atd. Komunita je specifická společnými zájmy, často lokálního významu, který
se ale s rozvojem internetu může dál rozšiřovat.
Portál má tedy sloužit jako komunitní web, jehož prostřednictvím by mohla organizace
informovat návštěvníky o pořádaných akcích, projektech, novinkách a dalších aktivitách
regionálního charakteru. Toto vše pak efektivním způsobem propojit na jedné úrovni, nej-
lépe geografické tak, aby data mohli v určitých sekcích vkládat sami návštěvníci a uživatelé
portálu.
Předpokládanou cílovou skupinou uživatelů jsou běžní občané jesenicka bez rozlišení
pohlaví nebo vzdělání, zejména však ekonomicky aktivní obyvatelé a obyvatelé se zájmy re-
gionálního charakteru. Portál bude také využíván při práci s mládeží (vkládání míst apod.).
Součástí požadavků na projekt je také vytvoření grafického návrhu, obstarání a zajištění
hostingových služeb, instalace na hostingu a uvedení do provozu, dále pak částečná správa
a údržba systému.
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3.2 Požadavky na součásti projektu
Byly vytvořeny po konzultaci se zadavatelem tak, aby specifikovaly konkrétní požadavky a
odstranily z původního neformálního zadání chyby a nejednoznačné části. Byly požadovány
tyto klíčové funkce:
• Jednoduchý a efektní grafický návrh s pozdější možností přepínání motivů vzhledu
• Možnost autentizace a několikaúrovňové autorizace uživatelů
• Integrované vyhledávání v klíčových částech obsahu
• Možnost vlastní správy obsahu
• Částečnou optimalizaci pro vyhledávače
Dále byly požadovány jednotlivé komponenty aplikace, které jsou shrnuty v následující
tabulce. Všechny tyto komponenty by měly být plně administrovatelné:
O nás pro zobrazení a správu jednoduchého textu představujícího organizaci
Kontakty pro jednoduchou správu kontaktních informací na titulní straně
Aktuality pro zobrazení a správu novinek
Kalendář akcí pro efektivní zobrazení konaných akcí uživatelsky přívětivým způsobem
Akce pro přehled a správu konaných akcí (přímo napojeno na kalendář)
Mapa flashová mapa pro správu databáze míst s možností filtrování podle
kategorií, viz 5.3.2
Inzerce jednoduchá platforma pro zadávání poptávky a nabídky služeb a zboží
Fórum kritické diskusní fórum
Tabulka 3.1: Přehled požadovaných komponent systému
Rozdělení sekcí portálu bylo ponecháno na mě tak, aby vyhovovalo běžným konvencím na




Návrh aplikace se skládá z několika dílčích částí, zejména vytvoření modelů systému, na-
vržení databáze, struktury portálu, uživatelského rozhraní a grafické stránky webu a na-
studování dostupných mapových služeb integrovatelných do aplikace.
Při návrhu jsem vyšel ze specifikace požadavků zákazníka. Ty zahrnují evidenci a správu
textu ”O nás“, aktualit, pořádaných akcí, míst a inzerčního subsystému. Dále bylo potřeba
zahrnout do úvah a analýzy několik uživatelských rolí, které se v systému budou vyskytovat.
Podle těchto kritérií se poté odvíjela tvorba jednotlivých modelů systému, jak je uvedeno
níže.
4.1 Modely systému
Při navrhování architektury systému je vhodné využít moderní metody softwarového inže-
nýrství, konkrétně pro návrh informačního systému to jsou model případů užití, který vy-
tváří ucelený a exaktní přehled o hranicích systému pro jednotlivé uživatele a ER diagram,
umožňující efektivní návrh databáze.
4.1.1 Model případů užití
Slouží pro grafickou reprezentaci požadavků a zobrazuje účastníky systému, interakce mezi
nimi a také hranice systému z hlediska jednotlivých aktérů.
Byl vytvořen na základě několika schůzek se zadavatelem, diskutovány byly zejména
uživatelské role a případy užití pro jednotlivé aktéry tak, aby byly pokud možno jedno-
značně určeny mantinely systému pro jednotlivá oprávnění. Tento model je reprezentován
diagramem případů užití (use case diagram), který graficky znázorňuje aktéry a vztahy
mezi nimi.
Aktéry tohoto modelu jsou:
• Host – nepřihlášený návštěvník portálu, může se přihlásit (registrovat) nebo prohlížet
veškeré části Front modulu (viz 5.1) portálu – v diagramu je toto shrnuto pod případ
užití Prohlížení obsahu, který by dále mohl být členěn na Prohlížení akcí, Prohlížení
aktualit atd.
• Uživatel – přihlášený návštěvník disponuje oprávněním vkládat místa do mapy, spra-
vovat vlastní inzerci – zde jsou zahrnuty případy užití jako Vytvoření inzerátu, Přihlášení
k odběru kategorie inzerce atd. Toto bude dále rozebráno v 4.1.2.
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• Správce – přihlášený návštěvník s částečnými administračními pravomocemi, které mu
umožňují spravovat nastavení a data jednotlivých komponent systému. Nelze spravo-
vat uživatele.
• Administrátor – přihlášený návštěvník s plnými administračními pravomocemi, zejména
pravomocemi nad správou uživatelů, jejich rolí, blokací účtů atd.
V systému figuruje pro odlišení ještě aktér Vývojář, jelikož má ale identická oprávnění jako
Administrátor a slouží pouze při vývoji a interním testování, není v diagramu zahrnut.
Obrázek 4.1: Diagram případů užití – uživatelské role (modré ”prostorové“ případy jsou
použity pro zpřehlednění a zahrnují v sobě další případy užití připojené relacemi extend)
4.1.2 Entity-Relationship Diagram
Slouží jako datový model persistentně uložených dat a vztahů mezi nimi. Od tohoto dia-
gramu se poté odvíjí návrh databáze. V tomto typu modelu se pracuje s pojmy entita a
vztah a s množinami nad těmito pojmy. Diagram je graf, ve kterém uzly představují en-
titní množiny a hrany vztahy mezi nimi. Každá entitní množina obsahuje atributy včetně
kandidátních klíčů, z nichž jeden musí být primární. Standardně je použit automaticky
inkrementovaný celočíselný identifikátor id.
V diagramu lze vidět jednotlivé entitní množiny a jejich vztahy včetně příslušné kardina-
lity. Každá entitní množina disponuje nejméně jedním kandidátním klíčem, který je zároveň
klíčem primárním – tím je celočíselný atribut id. Cizí klíče nejsou v diagramu vyznačeny.
Tabulky v databazi jsou z konvenčních a implementačních důvodů pojmenovány anglicky,
v diagramu jsou uvedeny jejich české jazykové mutace. Překladovou tabulku lze nalézt v A.1.
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Obrázek 4.2: Entity-Relationship Diagram systému (také viz A.1)
Uživatel – tato entitní množina představuje v systému registrovaného uživatele. Uživatel
obsahuje kandidátní klíče username a e-mail, atributy jméno, adresa, adresa webstrá-
nek, datum registrace, datum a IP adresa posledního přhlášení, typ uživatele (jelikož
se zatím počítá pouze se dvěma typy uživatelů – osoby a firmy, nebyl tento atribut po-
výšen na entitní množinu), příznak blokace uživatele a cizí klíč definující uživatelskou
roli (oprávnění).
Oprávnění – obsahuje seznam uživatelských rolí, jejich typ, název a případný popis. Každý
uživatel disponuje právě jednou uživatelskou rolí.
Aktualita – identifikuje novinky vkládané správci systému. Ty obsahují datum vložení
a identifikaci uživatele, dále titulek novinky a její text. Atribut url je nepovinný a
ukládá se do něj permanentní odkaz k dané aktualitě na fóru.
Akce – představuje soubor pořádaných akcí. Každá akce musí být určena zařazením do
kategorie, přiřazena k nějakému místu a musí mít nastaveny data od – do, kdy probíhá.
Dále pak titulek a popis akce.
Kategorie akce – obsahuje kategorické členění akcí.
Místo – je spolu s uživatelem klíčovou entitní množinou systému. Představuje místo na
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mapě, určené souřadnicemi. Každé místo obsahuje název, popis, cestu k obrázku,
webovou adresu, datum vytvoření a je řazeno do kategorií podle typu. Dále jsou
místa druhově rozdělena podle časově-existenčního charakteru.
Kategorie místa – určuje kategorické členění míst. Také obsahuje unikátní barevný iden-
tifikátor, podle kterého je určeno ovladačem mapy zabarvení dané značky (viz 5.3.2).
Druh místa – určuje časovou existenční povahu místa, tedy jestli místo bylo, např. histo-
rické objekty, zničená místa apod., dále místa která jsou a místa, která budou, tedy
taková, která jsou např. ve výstavbě. Zadavatel požadoval takovéto odlišení, kvůli vůli
informovat uživatele portálu také o budoucích projektech širšího významu a zároveň
je odlišit od běžných míst mapy.
Inzerát – představuje jednoduchý inzerát, určený názvem, textem a datem vytvoření. In-
zerát je určen identifikací uživatele, který jej zadal a kategorickým zařazením.
Kategorie inzerátu – představuje v systému unikátní druh entitní množiny obsahující
reflexivní (unární) druh relace. Z hlediska následné implementace byl zvolen tento
druh relace množiny ”sama se sebou“, aby bylo možné sestrojit efektivní stromo-
vou hierarchii kategorií určením předka a pozice. Záznamy se stejnou pozicí se řadí
podle řazení určeného SQL dotazem, případně jsou implicitně řazena databázovým
serverem. Atribut level zde vystupuje volitelně, určuje přímo hloubku zanoření dané
položky, nicméně je využit pouze pro usnadnění implementace a tvorby dotazů a není
tedy nutný. Kategorie samotná je popsána svým názvem.
Odpověď na inzerát – poskytuje jednoduchou kolekci odpověďí na inzeráty, určené uživa-
telem, který odpovídá a inzerátem, na který je odpovídáno. Samotná odpověď sestává
pouze z textu a data vložení.
Odběr kategorie inzerátu – je uměle vytvořená entitní množina transformující vztah
M :N mezi entitními množinami Uživatel a Kategorie inzerátu na vztahy 0 :N, jeli-
kož uživatel může odebírat více kategorií a každá kategorie může být odebírána více
uživateli.
Sledování odpovědi na inzerát – je taktéž transformační entitní množina vztahu M :N
mezi tabulkami Uživatel a Inzerát identifikující odpovědi více uživatelů na více inze-
rátů.
4.2 Návrh databáze
Návrh databáze vychází z ER diagramu a použitého databázového systému MySQL. Ta-
bulky využívají engine MyISAM 101, který neumožňuje zachovat referenční integritu data-
báze pomocí cizích klíčů a kaskádových operací. Toto je nad tabulkami, kde je to žádoucí,
ošetřeno pomocí triggerů. Týká se to zejména tabulek, které jsou kategorizovány tabul-
kou jinou – tedy zejména slabé entitní množiny (např. actions a actions categories),
u kterých by mohlo zásahem uživatele dojít k porušení referenční integrity.
Schéma tabulek splňuje třetí normální formu. Ta vyžaduje neexistenci tranzitivních
závislostí neklíčových atributů na kandidátních klíčích relace.[20] Pouze tabulka users po-
rušuje záměrně atomicitu údajů ve sloupci address, jelikož členění adresy na ulici, č.p.,
1více na http://cs.wikipedia.org/wiki/MyISAM
16
město a PSČ zde není účelné z několika důvodů. Zejména se jedná o zaměření portálu,
kdy se nepočítá s využíváním osobních údajů jako je adresa a tento sloupec je zde spíše
pro úplnost, dále geografické omezení cílové skupiny, které se vztahuje převážně na okres
Jeseník. Proto jsem při návrhu rozhodl tento sloupec dále nečlenit.
Obrázek 4.3: Ukázka navržené tabulky map places včetně použitých indexů – lze zde vidět
použité datové typy, obyčejný index a fulltextový index (sufix ”FT“)
Použité datové typy jsou přizpůsobeny významu daných sloupců a je využita pestrá
škála typů, které MySQL nabízí. U textových sloupců s omezenou délkou je použit zejména
typ varchar(x), pro texty s délkou neomezenou pak typ text, při práci s daty jsou vy-
užívány typy date a timestamp, u číselných sloupců zejména typy int a smallint, pro
sloupce vyjadřující logickou hodnotu pak typ tinyint(1), který je v MySQL variantou
tzv. boolovského typu. Binární typ blob není použit, ve své komerční praxi jsem si navykl
ukládat obrázky a další binární data v podobě externích souborů a v databázi uchovávat
pouze názvy, příp. + cesty.
Hesla uživatelů jsou v databázi ukládána šifrovaně pomocí algoritmu SHA12, čímž jsou
efektivně chráněna před zcizením nebo zneužitím. Heslo se šifruje již po odeslání registrač-
ního/editačního formuláře a nevystupuje v systému nikde v nešifrované formě.
Databáze je indexována pro optimalizaci rychlosti vykonávání dotazů, indexy byly vy-
tvořeny v závislosti na použitých dotazech, zejména zrychlují práci databáze při dotazech
nad více tabulkami. Při návrhu jsem bral v potaz také vnitřní implementaci MySQL a snažil
se navrhnout dotazy a indexy tak, aby databázový server pokud možno nemusel používat
dočasné tabulky, nebo ručně dotřiďovat výsledky, což jsou akce, které poměrně zpomalují
databázové operace. Efektivita indexů se znatelně projeví při vyšší zátěži databáze a vyšším
počtu záznamů v ní. Dále jsou použity fulltextové indexy nad textovými sloupci tabulek,
které se prohledávají fulltextovým vyhledáváním (viz 5.3.3). Databáze MySQL automaticky
vytváří indexy nad primárními klíči tabulek, jak je patrno i z obrázku 4.3.
Indexy byly navrženy pomocí naplnění databáze testovacími daty a poté využitím pří-
kazu EXPLAIN nad jednotlivými použitými dotazy. Tento příkaz efektivně zobrazí možné
indexy, použité indexy, počet procházených sloupců tabulek a informace o provedení do-
tazu. Zejména při spojování tabulek pomocí JOIN nebo použití klauzule WHERE je databá-
2viz RFC3174 na http://www.faqs.org/rfcs/rfc3174.html
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zový server často nucen procházet všechny sloupce tabulky, ručně setřiďovat výsledky, nebo
dokonce používat dočasné tabulky, což je vysoce neefektivní.
Zde je vidět příklad analýzy složitějšího dotazu nad inzercí, který vrací jednotlivé ka-




(SELECT COUNT(*) FROM advertisements
WHERE idcategory = categories.id) AS ’count’,
(SELECT COUNT(*) FROM advertisements categories
WHERE idparent = categories.id) AS ’ancestors’,
(SELECT COUNT(*) FROM advertisements categories subscriptions
WHERE idcategory = categories.id) AS ’followed’,
categories.*
FROM advertisements categories categories
Výsledek tohoto dotazu bez indexů – tabulky se prochází sekvenčně, neexistují použi-
telné indexy:
A s indexy v tabulkách advertisements categories subscriptions a
advertisements categories nad sloupci cizích klíčů:
Je zřejmé, že nyní se tabulky neprochází celé, navíc informace Using index přímo říká,
že požadovaná data se nachází již v samotném indexu a není proto nutné vůbec tabulku
procházet. Obdobně jsou optimalizovány i ostatní dotazy nad tabulkami.
Databáze také obsahuje několik pohledů (Views), které zjednodušují tvorbu některých
složitých nebo často se opakujících dotazů.
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4.3 Struktura webu
Portál jsem se rozhodl rozdělit do dvou modulů – na část viditelnou běžnému návštěvníkovi,
tzv. front-end a část administrační, tzv. back-end 3.[1] Toto rozdělení je u informačních
systémů vcelku běžné a v tomto případě je vyhovující. V administrační části jsou pak
uživatelům podle stupně oprávnění umožněny příslušné operace. Použitý Nette framework
umožňuje modulární rozdělení implementace a tím i lepší a logičtější vnitřní strukturu
aplikace.
4.3.1 Diskusní fórum
Jelikož tato součást byla taktéž požadována zadavatelem, rozhodnul jsem si díky kladným
zkušenostem s již hotovými diskusními prostředky pro fórum PHPBB4 napsané v PHP
a fungující nad MySQL databází. Jelikož se jedná o samostatnou součást, u které jsem
provedl pouze vytvoření fór, subfór a provedl základní nastavení uživatelů, skinu apod.,
nebude fórum dále v práci diskutováno.
4.4 Návrh GUI
Návrh grafického uživatelského rozhraní vychází z požadavků uživatele na přehlednost,
jednoduchost a čistotu jak grafickou, tak typografickou. Design titulní stránky jsem se proto
rozhodl použít klasický, s hlavičkou, navigací obsahem a patou. zadavatel taktéž požadoval
v rámci přístupnosti ovládací prvky pro zvětšování a zmenšování textu (viz 5.5.2). Layout
stránek je navržen tak, aby kompenzoval rozdíly v interpretaci box-modelu a zobrazoval se
korektně ve všech majoritních prohlížečích (viz 6). Přístupně je umístěno vyhledávací pole
spolu s odkazy pro přihlášení a registraci.
Barevné schéma je jednoduché a využívá světlého pozadí a tmavého textu (barva #222)
doplněné příjemnými optimistickými zelenými motivy. Logotyp je vytvořen ručně v pro-
gramu GIMP.
Grafický styl je navržen jako skin pro pozdější rozšíření v podobě uživatelem definova-
ných vzhledů. Skin je soubor jednotlivých CSS souborů a grafiky ve formě obrázků. Styl
skinu stránky se obecně skládá z těchto hlavních souborů:
• style.css – definuje vzhled šablony layoutu
• sections.css – definuje vzhled pohledů pro jednotlivé presentery
• windows.css – definuje vzhled veškerých komponent
• controls.css – specifikuje vzhled konkrétních komponent
• admin.css – definuje šablonu layoutu administrační části a pohledů
• další volitelné soubory stylů, zejména pro použité komponenty (datagrid atd.)
3Lze se také setkat s použitím pojmů front-end jako uživatelské rozhraní aplikace a back-end jako aplikační




Součástí skinu je také složka images obsahující grafické součásti. Následující specifikace se
bude týkat výchozího stylu dev, který je součástí přiložené implementace.
Dále je vytvořen soubor print.css, který definuje vzhled stránek při tisku. Odstraňuje
přebytečné grafické prvky, barvy a upravuje formátování.
4.4.1 Písma a barvy
Jako výchozí rodiny písem jsou zvoleny Helvetica, Arial a sans-serif. Jedná se o bezpatková
písma dobře čitelná i při menších velikostech a na horších displejích. V tomto pořadí je
zajištěno, že pokud webový prohlížeč nebude moci použít první dvě rodiny písma, použije
se výchozí sans-serif. Generické fonty sans-serif pro bezpatková a serif a pro patková písma
se vždy uvádějí na konec seznamu rodin, je tím zaručeno, že webový prohlížeč bude toto
písmo mít k dispozici.
4.5 Dostupná mapová rozhraní
Bez mapových služeb se člověk neobejde už od pradávna, forma map se měnila s technolo-
gickým vývojem médií a jedna z jejich vyspělých forem nyní spatřuje světlo světa v podobě
služeb integrovatelných do webových aplikací. Tento rozvoj samozřejmě nebyl dříve díky
technologickým limitům možný. Nejen, že chyběly dostatečně kvalitní snímky zemského
povrchu v digitální podobě, ale také především mobilní výpočetní zařízení nedosahovala
hardwarových požadavků takových aplikací. V posledních letech však tyto překážky zmi-
zely a mapové technologie v moderních podobách zaplavily trh. Veliký rozvoj způsobilo
také nasazení technologie GPS a její částečné uvolnění pro nevojenský sektor.
Pole využití moderních mapových systémů je široké a zahrnuje škálu funkcí od běžné
navigace až po komerční geograficky orientované katalogy a reklamu. Dnešní mapové sys-
témy a jejich nadstavby dokáží zpracovávat trasy, označovat místa, spolupracovat s dalšími
systémy atd.
Na poli webových integrovatelných mapových služeb se pracuje zejména s již hotovou
implementací takové služby. Propojení s vlastní aplikací pak probíhá pomocí aplikačního
rozhraní (API – Application Programming Interface). Takové rozhraní většinou poskytuje
škálu metod pro práci s danou mapovou aplikací.
Výběr mapového API pro tento projekt se odvíjel od následujících požadovaných funkcí
mapy:
• Licence umožňující neomezené komerční použití
• Možnost vkládání vlastních míst do interní databáze, místa typicky nekomerčního
charakteru
• Zobrazení detailu místa, včetně popisu, obrázku a webové adresy
• Více druhů míst odlišených jinou ikonou značky (markeru)
• Více kategorií míst odlišených jinou barvou značky
• Propojení s komponentou Akce – zobrazení akcí probíhajících na daném místě
• API programovatelné ve Flashi
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Při studiu mapových rozhraní jsem se zaměřil zejména na nejznámější engine Goo-
gle Maps a poté na některé české mapové služby – Mapy.cz a AMapy. Poskytovatelů ma-
pových rozhraní je samozřejmě více, ale kvalita poskytovaných API je rozporuplná a často
nevyhovující (např. Yahoo! Maps). Nakonec jsem zvolil API Google Maps, díky kvalitě roz-
hraní, množství funkcí, licenčním podmínkám a budoucí rozšířitelnosti. Také detaily mapy
Jesenicka jsou pro účely portálu více než dostačující.
4.5.1 Google Maps
Společnost Google nabízí své mapové rozhraní již dlouho, ovšem díky globálnímu pro-
filu společnosti nebyly dlouhou dobu dostupné dostatečně podrobné mapové podklady pro
Českou republiku a také lokalizace map do češtiny.[17]
V době implementace a psaní této práce jsou mapové podklady naprosto dostačující i
v regionálním měřítku. Mapy sice mají určité nedostatky na poli detailů služeb v malých
obcích, jejich API je ale velmi propracované a natolik obecné, že je možné implementovat
vpodst. libovolnou podobu mapové aplikace.[13] Navíc umožňuje využít jak flashovou im-
plementaci mapy, tak javascriptovou. Zvolil jsem toto rozhraní díky bohaté škále funkcí,
které pokrývají požadavky na mapovou součást portálu.
4.5.2 Mapy.cz
Lze považovat za nejvyspělejšího konkurenta Google Maps na české scéně. Mapy.cz vznikají
pod záštitou společnosti Seznam a jsou pod neustálým vývojem. V nejnovější verzi map
byly aktualizovány mapové podklady a zvětšena úroveň detailů fotomap.[24] Dodavate-
lem mapových podkladů je společnost GEODIS Brno s.r.o., která poskytla většinu snímků
z doby snímkování 2004-2006.[23]
Mapy.cz jsou zejména kvalitní prostředek pro turistickou navigaci po České republice, i
když se od konkurence společnosti Google liší jen minimálně.[22]
Jelikož poskytované API i přes skutečnost, že je stále ve vývoji a nyní v době psaní této
práce ve verzi 2.0 i velice kvalitně vybavené, disponuje bohužel omezenými licenčními pod-
mínkami pro komerční využití, omezením denního počtu zobrazení a omezením mapových
podkladů, proto jsem se jej rozhodl nevyužít.[14]
4.5.3 AMapy
V roce 2007, kdy byly AMapy spuštěny a stále probíhaly intenzívním vývojem, umožňovalo
jejich API širokou škálu funkcí zejména na poli práce se značkami a detaily míst, vyspě-
lým ovládáním a dalšími možnostmi. Architektura rozhraní byla implementována v jazyce
JavaScript a využívala ve své době nových technologií a datových formátů.
Licenční podmínky umožňují komerční využití, není zde omezení zátěže, API umožňuje
veškeré požadované funkce pro navrhovaný portál, ale jelikož vývoj tohoto API je už několik




Tato kapitola se zabývá obecnou architekturou implementace, stavbou aplikace na úrovni
model-presenter a model-komponenta, dále pak vybranými implementačními detaily růz-
ných součástí systému. Představím zde také několik výhod použitého frameworku, který
sám obstarává některé funkce, jako např. validaci formulářů.
5.1 Architektura implementace
Využívá plně schématu MVP popsané v 2.1.3. Vychází ze dvou modulů Front a Admin, které
představují modulární rozdělení vycházející z 5.1. Aplikace je rozdělena do presenterů podle
navigačního menu a jednotlivé presentery obsahují určené sady komponent pro zobrazení
požadovaného obsahu. Komponenty nejsou součástí žádného modulu a proto je možné je
používat kdekoli.
5.1.1 Adresářová struktura
Adresářová struktura je odvozena od výchozí doporučené adresářové struktury aplikací
v Nette1, nicméně jsem ji upravil tak, aby mi při práci více vyhovovala. Hlavní aplikační
adresář app obsahující adresáře jednotlivých modulů a adresář komponent jsem přesunul
do kořenového adresáře a sloučil tak aplikaci do jednoho funkčního bloku s jediným ne-
přístupným adresářem pro návštěvníky.
Složka app obsahuje adresáře jednotlivých modulů a adresář s komponentami. Adre-
sáře modulů dále obsahují adresáře modelů, presenterů a jejich šablon, adresář komponent
obsahuje jednotlivé komponenty zabalené do vlastních adresářů, obsahujících vlastní kódy
komponent ve složení třída, model, šablona (viz 5.2).
Kořenová složka aplikace poté obsahuje jednotlivé složky skinů, knihoven, klientských
skriptů, map, obrázků a dalších součástí.
5.1.2 Šablony a formuláře
Systém využívá základní šablony layoutu, do které je pomocí šablonového makra include
vkládán konkrétní obsah. Tento přístup je vysoce efektivní, jelikož se zde nevyskytuje žádný
duplicitní HTML kód. Šablony lze dědit pomocí vestavěných maker. Šablony jsou také
základem každého pohledu (View) a jejich plnění obstarává příslušný presenter. Obsah
1více o skeletonu Nette aplikace na http://doc.nettephp.com/cs/quickstart/adresarova-struktura
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šablon je tedy generován buďto příslušným presenterem, ke kterému šablona náleží a také
komponentami, které jsou v daném presenteru konstruovány.
Šablony také disponují užitečnými makry, čehož je využito pro efektivní generování
obsahu. Jednak je těmito makry možné větvit generování kódu šablony (makra if a else),
čehož je využito zejména při prezentaci údajů, které mohou nabývat nulové hodnoty a
tím vypsat uživateli hlášení o nenalezení záznamů apod. Tímto je tedy účinně přenesen
mechanismus kontroly dat do šablony. Dále jsou využita makra pro iteraci záznamů (for
a foreach), která opět usnadňují načítání většího množství dat z polí nebo objektů a lze
tak účinně generovat např. tabulky nebo seznamy přímo v šabloně namísto v presenteru
a přesně podle architektury MVP tak oddělit formu a obsah. Další užitečná makra slouží
k ovládání šablonového filtru, formátování dat a řetězců a práci s AJAXem.
Formuláře využívají Nette třídy AppForm, která představuje zapouzdření formulářů a
jejich funkcí. Tvorba formulářů pak probíhá velice efektivně pomocí metod add<součást>,
kde součást je libovolný formulářový prvek. Formuláře používají obecnou šablonu, ale je
samozřejmě možné vytvořit šablonu vlastní. Toho jsem využil např. pro vytvoření formuláře
vyhledávání, kde jsou jednotlivé prvky zobrazeny vedle sebe (inline).
Validace formulářů probíhá dvoustupňově – nejprve je provedena validace pomocí Ja-
vaScriptu na straně klienta a poté probíhá validace na straně serveru. Toto řešení je ob-
zvláště vhodné, jelikož klientská validace může selhat díky vypnutí JavaScriptu a samotná
serverová tvoří zbytečný přenos dat. Validační pravidla se v nette zapisují jako flow metody
formulářových prvků takto:
$form->addText(’username’, ’Jméno:’)
->addRule(Form::FILLED, ’Zadejte uživatelské jméno!’);
Tento zápis definuje textové pole username a validační pravidlo, které předepisuje, že
pole musí být vyplněno. Validační handler Nette provede automaticky po odeslání formuláře
validaci na základě tohoto pravidla. Pravidla lze zadávat různá, včetně křížových závislostí,
ověřování délek nebo kontroly řetězců pomocí regulárních výrazů.
5.1.3 Pohledy, presentery a jejich modely
Výchozím presenterem aplikace je default presenter nastavený v routovací části aplikace.
Tento presenter, stejně jako všechny další presentery Front modulu, dědí třídu Front BasePresenter,
která obsahuje atributy a nastavení pro veškeré presentery front-endu, zejména generování
menu a dalších společných částí aplikace. Dále obsahuje chráněné metody pro vytvoření
komponent (tzv. továrničky) a metody render<Pohled> obstarávající plnění šablon jed-
notlivých pohledů.
Při implementaci využívám presentery zejména ke generování komponent a k jejich
propojení, jelikož samotný obsah je ve většině případů tvořen právě komponentami.
Systém obsahuje jeden generický model ControlModel implementující čtveřici základ-
ních databázových operací – select, insert, update a delete. Tento model lze buďto
podědit, nebo jeho metody používat přímo. Jelikož Nette disponuje Robotloaderem2 je tento
model dostupný v celém systému. Některé modely jsou implementovány jako statické třídy,
2viz http://api.nettephp.com/0.9/Nette-Loaders/RobotLoader.html
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takže lze k jejich konstantám a metodám přistupovat bez vytvoření instance třídy daného
modelu.
5.1.4 Spuštění a fungování aplikace
Obecně aplikace v Nette využívají ke startu jediný soubor a to index.php v kořenovém
adresáři projektu. Tento soubor provede nastavení globálních konstant a zavolání souboru
bootstrap.php, ten načte knihovny frameworku, nastaví routy aplikace a provede její spu-
štění – tedy zavolání výchozího presenteru podle nastavení výchozí routy. Framework již
sám provede spuštění a tím je aplikace nastartována.
Dále se v souboru bootstrap.php přepíná mezi produkčním a vývojovým režimem apli-
kace, které se liší zobrazováním a logováním výjimek a přesměrování na příslušné chybové
stránky.
Jelikož Nette implicitně nevyužívá absolutních adres pro generování odkazů, ale pouze
odkazy na příslušné presentery, akce, nebo signály komponent, jsou konkrétní adresy známy
až při spuštění aplikace.
5.1.5 Routování
Úkolem routování je překlad URL adresy na interní tvar modul/presenter/pohled/akce/id,
případně jeho podmnožinu a naopak, z interní adresy vygenerovat URL. Nahrazuje se tím
funkce mod rewrite a navíc je možno routy aplikace nastavit až jako poslední.
Implementoval jsem navíc pouze jedinou routu, a to pro identifikaci adresy do modulu
administrace. Více rout by bylo samozřejmě možno napsat a vylepšit tak některá URL, ale
nepovažuji to za nezbytné, jelikož aplikace s tímto nastavením rout funguje v pořádku a
velký počet rout zpomaluje aplikaci.
5.1.6 Konfigurace aplikace
Se provádí v souboru config.ini v aplikačním adresáři systému. Zde se nastavují výchozí
časové zóny, kódování, nastavení databáze a interní nastavení frameworku, jako např. akti-
vace RobotLoaderu. Také se zde nastavuje hodnota API klíče pro mapu (položka maps.apikey).
5.2 Komponenty
Komponenta jako samostatná programová entita je v Nette interpretována abstraktní třídou
Control implementující rozhraní IRenderable. Tuto třídu dědí veškeré vytvořené kom-
ponenty, které pak představují samostatné vykreslitelné a ovladatelné součásti systému,
které nejsou vázány na konkrétní presenter. Každá komponenta obsahuje svoji šablonu a
implementaci v podobě třídy a modelu, aby zachovala princip třívrstvé architektury. Im-
plementace třídy komponenty obsahuje metodu render, která se stará o naplnění šablony
komponenty daty a dále může obsahovat veřejné metody pro zpracování signálů a akcí,
pomocí nichž je možné komponentu řídit a ovládat.
5.2.1 Obecná komponenta WindowControl
Představuje potomka abstraktní třídy Control a zároveň generického předka veškerých
komponent systému. Zaručuje stejnou strukturu všech děděných komponent a tím i stejný
způsob práce s nimi a jejich vykreslování. Zvolil jsem takto obecné řešení z několika důvodů:
24
• Jednotný způsob tvoření a práce se součástmi aplikace včetně jejich stylování pomocí
CSS
• Úpravy ovlivní všechny komponenty, což je vhodné např. při dodání dalších funkcí
• Při tvorbě nových komponent není nutné řešit jejich vzhled nebo další obecné aspekty,
je možné přímo programovat funkční část.
Tato komponenta je implementována jako abstraktní třída s následující strukturou:
abstract class WindowControl extends Control {
private $title;
private $class;
public function construct($class) {...}
public function getTitle() {...}
public function setTitle($title) {...}
public function render() {...}
abstract protected function setContent();
}
Jako abstraktní není tato komponenta tedy přímo instanciovatelná a je nutné ji podědit
a v potomku navíc implementovat abstraktní metodu setContent(), která provádí nasta-
vení obsahu uvnitř okna. Obsahuje pouze dva atributy a to řetězec class, který identifikuje
třídu blokového HTML elementu šablony komponenty a řetězec title, který určuje nad-
pis okna. K tomuto atributu jsou přidruženy metody getTitle a setTitle a lze jej tedy
považovat za tzv. property. Veřejná metoda render představuje vlastní vykreslení kompo-












Modře označené úseky jsou příkazy metajazyka pro tvorbu šablon v Nette, lze vidět,
že šablona je velice obecná a určuje pouze obalový kontejner a jeho nadpis, který navíc
není povinný a pokud není nastaven, element <h1> nebude vykreslován. Logická párová
značka snippet slouží pro identifikaci úseků HTML kódu v šabloně, které se předávají
AJAXovému ovladači frameworku. Ten pak automaticky zajistí při detekci změny obsahu
překreslení úseku kódu mezi těmito značkami. Komponenta tedy umožňuje AJAXové cho-
vání implicitně, včetně obsahu, což zajišťuje operátor @.
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5.3 Detaily řešení vybraných částí systému
Zde se zaměřím především na z hlediska implementace zajímavé problémy – komponentu
CalendarControl, dále pak na klíčovou součást systému, komponentu MapControl, in-
tegrovaný systém vyhledávání, inzerční systém, autentizaci a autorizaci uživatelů, řešení
administrační části a RSS kanálu.
5.3.1 Komponenta CalendarControl
Představuje jednoduchý kalendář akcí. Třída kalendáře je tvořena jednoduchou metodou
pro generování pole dnů podle daného měsíce a roku. Při generování dnů se kontrolují
akce, které mohou daný měsíc probíhat a jsou přidány do objektu CalendarDay, který
představuje kalendářní den identifikovaný číslem dne a akcemi. Kalendář je řízen signály
pro posun měsíce vpřed a zpět, případnou korekci data provádí sám.
Model kalendáře není implementován, jelikož kalendář je řízen AJAXem a generován
přímo v třídě komponenty. Kalendář využívá společný model s komponentou ActionsControl,
ze kterého získává potřebné údaje o akcích. Tento model je schopen dodávat data o akcích
pro konkrétní den, měsíc nebo delší období (obyčejně všechny akce).
Uživatelské rozhraní je tvořeno šablonou generovanou tabulkou s čísly dnů. Při výskytu
akcí je nastavena třída HTML objektu identifikující, že daný den probíhá nějaká akce. Ve
stylovém předpisu je možné ji pak libovolně zvýraznit. Seznam akcí se do HTML elementu
vkládá jako atribut title, takže je nezávisle dostupný po najetí myší nad daný den.
Obrázek 5.1: Ukázka komponenty CalendarControl
Přepínání kalendáře je řízeno AJAXem, který zasílá signály komponentě, která je zpra-
cuje pomocí přiřazených handlerů a předá frameworku informaci o nutnosti překreslení dané
části kódu – v tomto případě je kalendář implementován jako snippet (viz 5.2.1).
5.3.2 Komponenta MapControl
Představuje propojení flashové aplikace a serveru. Třída komponenty, která tvoří její jádro,
načítá data pro mapu z databáze a konvertuje tyto data na jeden řetězec, který je poté
předán flashové části komponenty.
Samotná implementace sestává z několika kroků. Zejména je nutné před použitím mapy
vygenerovat unikátní API klíč, který je tzv. domain-locked – tedy vázaný na doménu a při
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Obrázek 5.2: Ukázka komponenty MapControl
změně domény nebo testování je potřeba tento klíč vždy přegenerovat. API klíč se ukládá do
konfiguračního souboru aplikace config.ini (viz 5.1.6), odkud je pak načítán. Přepínání
klíče je možné řešit pomocí PHP v závislosti na doméně.
Dále je potřeba vytvořit samotný objekt mapy, mapu vycentrovat (nastavit její zobrazo-
vací střed na požadované výchozí souřadnice) a nastavit jí výchozí typ – satelitní, hybridní
nebo terénní. Poté je potřeba inicializovat ovládací prvky mapy – nastavení zvětšení, pozice
a přepínač typu mapy. Následuje načtení objektů a vytvoření ikon (markerů) v závislosti
na druhu místa a jejich obarvení podle barvy kategorie daného umístění. Dále se nastaví
obslužné handlery pro události kliknutí, které zobrazí v předepsané podobě údaje o místu
– název, popis, obrázek, url a akce, které na daném místě probíhají nebo probíhaly. Detail
místa je tvořen sekvencí HTML příkazů, díky kterým je správně naformátován do požado-
vané podoby.
Mapa je vytvořena ve dvou verzích, jedna pouze pro zobrazování a druhá pro zadávání
míst, která pracuje odlišným způsobem – při kliknutí zobrazuje pouze souřadnice vybraného
místa. Poté kliknutím na tlačítko přidání provede odeslání souřadnic místa pomocí metody
POST do skriptu PHP a ten jimi vyplní formulář pro vkládání. Ruční zadání souřadnic
není uživateli umožněno.
Mapa je taktéž napojena na akce (komponenta ActionsControl). Každá akce musí pro-
bíhat na nějakém místě, proto pokud toto místo neexistuje, je potřeba jej nejdříve vytvořit.
V detailu místa se poté zobrazují právě probíhající akce vázané k danému místu. Pokud
akce skončí, je z detailu místa vyřazena.
Jelikož je vkládání míst do mapy umožněno přihlášeným uživatelům, je nutné se vyva-
rovat vkládání míst porušující podmínky použití mapy a portálu. V tomto případě mohou
administrátoři systému zablokovat účet uživatele porušujícího pravidla a zároveň s tím
budou automaticky zablokována i jím vložená místa a nebudou zobrazována.
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Obrázek 5.3: Ukázka kompletního detailu místa
5.3.3 Vyhledávání
Systém vyhledávání je u informačních systémů jednou z nejdůležitějších součástí, jelikož
umožňuje uživateli ušetřit čas i prostředky strávené sekvenčním procházením obsahu sys-
tému. Vyhledávání v aplikaci jsem navrhl tak, aby bylo maximálně efektivní a poskytovalo
účinný prostředek pro nalezení relevantních informací. Ve své výchozí prezentační podobě
sestává z jednoduchého formuláře, zobrazovaného v šabloně layoutu (tedy dostupného z kte-
réhokoli presenteru). Vyhledávání má dvě základní součásti:
• Psaním do textového pole probíhá vyhledání daného textu na stránce a jeho zvý-
raznění
• Odesláním formuláře se provede samotné vyhledávání, složené z těchto fází:
– Fulltextové vyhledávání využívající fulltextové indexy nad obsahovými sloupci
databáze (viz 4.2)
– Vyhledávání podle výskytu řetězců (klíčové slovo LIKE)
Tento princip vyhledávání zaručuje vysoce efektivní prohledání databáze. Do vyhledávacího
modelu je navíc implementována i metoda vyhledávání pro celá slova pomocí regulárních vý-
razů pod MySQL (klíčové slovo REGEXP). Vyhledávací model přijímá jako atributy hledání
kolekci objektů třídy SearchTable, které představují zapouzdření informací o prohledá-
vané databázové tabulce, která musí být explicitně uvedena. Ve výchozím nastavení jsou
prohledávány tabulky míst, akcí, novinek a inzerce.
Vyhledávací třída disponuje užitečnými nastaveními, lze povolit přijímaný jazyk na





• Pro nepřihlášeného uživatele:
– Procházení kategorií inzerátů a jejich prohlížení
• Pro přihlášeného uživatele:
– Vkládání vlastních inzerátů
– Úpravy vlastních inzerátů
– Odpovídání na inzeráty
– Sledování odpovědí na vlastní inzeráty
– Přihlášení k odběru kategorií inzerátů
– Odhlášení odběru kategorií inzerátů
• Pro správce a administrátora systému:
– Vkládání kategorií
– Úprava kategorií a inzerátů
– Mazání kategorií a inzerátů
Na základě kontroly oprávnění jsou tyto funkce uživateli umožněny. Inzerce je vystavěna
na jediném presenteru a netvoří v systému komponentu. Její modely obsahují abstrakce
databázových objektů identifikujících jednotlivé entity podle ERD.
Inzerční systém je propojený s vyhledáváním a usnadňuje tak hledání inzerátů přímo
z titulní stránky portálu.
5.3.5 Autentizace a autorizace uživatelů
Autentizace probíhá pomocí Login-presenteru, který ve výchozím pohledu poskytuje jed-
noduchý formulář pro zadání uživatelského jména a hesla. Po odeslání formuláře je pa-
rametrizovaným dotazem3 ověřena identita uživatele a pokud je nalezena (porovnává se
uživatelské jméno a hashovaná podoba hesla), vytvoří se globální objekt Identity.
Users-model, který zpracovává autentizaci a autorizaci uživatelů, implementuje roz-
hraní IAuthenticator, které předepisuje implementaci metody Authenticate vracející vý-
sledek datového typu bool, který říká, zda je uživatel přihlášen nebo ne. Pokud je přihlášení
neúspěšné, je uživateli tato skutečnost oznámena ve formuláři. V opačném případě se pro-
vede přihlášení a nastavení expirace přihlašovací relace podle toho, zda uživatel na přihla-
šovacím formuláři zatrhl možnost Přihlásit trvale. Ta mění nastavení expirace mezi třiceti
minutami a dvěma týdny s tím, že při persistentním přihlášení bude kontext uživatele
uchován pomocí cookies i po zavření prohlížeče nebo vypnutí počítače.
Po autentizaci se provádí autorizace na základě stanovené role načtené z databáze.
Uživatel disponuje automaticky všemi rolemi, které jsou rovny nebo menší než jeho výchozí
role (např. Správce je zároveň Přihlášený i Host). Rozlišení uživatelských rolí se provádí
buď pomocí Nette, které obsahuje několik pokročilých autorizačních handlerů, nebo pomocí
3Parametrizovaný dotaz je metoda pro inteligentní konstrukci SQL dotazů zabraňující útokům na skript
pomocí SQL poisoning a dalších druhů útoků.
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vlastních metod. Zvolil jsem v tomto případě druhé řešení a metody pro ověření role jsem
implementoval sám.
Autorizace je klíčová pro možnost správy systému a další funkce podle rolí uživatele
(viz 4.1.1).
Každá relace přihlášení je také vybavena elegantní funkcí tzv. backlinku, která zajišťuje,
že jakmile se uživatel znovu přihlásí po automatickém odhlášení, je přesměrován zpět na
stránku, ze které byl odhlášen.
5.3.6 Administrace
Umožňuje správcům a administrátorům systému možnost správy (viz 4.1.1) veškerých sou-
částí systému. Administrace má jednotný styl a data jsou v ní generovány do DataGridů
(viz 5.5.1) tak, aby mohla být přehledně zobrazena a rychle a snadno nalezena. Každá
sekce administrace umožňuje uživateli různé akce, zejména přidávání, editaci a mazání;
kromě správy uživatelů, kde mazání není možné (pouze zablokování).
Kromě komponent umožňuje databáze také plnou správu uživatelů a přehled a údržbu
databáze. Údržba databáze zajišťuje detailní přehled databázových tabulek generovaný
dotazem SHOW TABLES a ovládací formulář umožňující optimalizaci, analýzu, kontrolu a
rozšířenou kontrolu tabulek pomocí mechanismů MySQL a příkazů OPTIMIZE, ANALYZE a
CHECK. Toto je implementováno pomocí jednoduché třídy v DbMaintenance-modelu, která
spouští danou akci nad všemi tabulkami.
Administrace je zabezpečena proti neoprávněnému přístupu na úrovni Base-presenteru,
který je předkem veškerých administračních částí a jejich presenterů. Implementované role
Správce a Administrátor mají odlišné pravomoci. Správce je definován jako uživatel s umož-
něnou správou obsahu, kdežto administrátor má povolenu i správu uživatelů, přístup k úda-
jům uživatelů a možnost měnit jejich oprávnění a blokovat jejich účty.
5.3.7 RSS kanál
Je implementován pomocí jednoduché třídy, poskytující data na základě požadovaných
tabulek předaných v konstruktoru objektu. Třída vygeneruje dotazy pro jednotlivé tabulky
a načte příslušná data. Tato data jsou pak načtena do šablony, která generuje XML soubor
ve formátu RSS 2.0, který je možno odebírat pomocí e-mailových klientů nebo webových
prohlížečů. Uživatelům umožňuje získávat aktuální informace z portálu.
5.4 Optimalizace pro vyhledávače
Optimalizace je provedena několika etickými způsoby, které výrazně přispívají hodnocení
stránky roboty internetových vyhledávačů a to zejména:
• XHTML 1.0 validní web, tedy bez chyb v generovaném XHTML kódu
• Pole HTML hlavičky meta title, keywords a description správně vyplněny
• Nastavení rout aplikace tak, aby výsledné URL bylo krátké a identifikovalo danou
stránku
• Volba nadpisů, sémantických značek strong a em, oddělení formy a obsahu
• Nastavení hranic robotů pomocí souboru robots.txt
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• Po zaběhnutí portálu také budováním zpětných odkazů
5.5 Vybrané prvky GUI
Implementace uživatelského rozhraní dbá především na čistotu a přehlednost danou zejména
cílovou skupinou uživatelů, proto jsou interaktivní ovládací prvky implementovány spíše
v administrační části. Jedná se o pomocné komponenty třetích stran a jsou to zejména
DataGrid4, dále pak prvky knihoven JQuery UI DataPicker, ColorPicker a TimePicker.
Poslední tři slouží pro usnadnění zadávání vstupů do polí formuláře a udržují tak jed-
notný formát vkládaných informací. Byly vybrány zejména z důvodu přímého vkládání
barev, data a času. Tyto atributy mají předepsaný formát, který není uživatelsky přívětivý
a proto tyto komponenty převádějí grafickou podobu informace do požadovaného formátu.
Týká se to zejména vkládání akcí (datum a čas) a kategorií míst (barva značky).
5.5.1 DataGrid
Je komponenta od PHP vývojáře R. Sklenáře pro tabulkové přehledy dat. Disponuje mnoha
funkcemi, zejména možností řazení podle sloupců, filtrování na základě vybraných krité-
rií, operace nad řádky, stránkování a další užitečné funkce. DataGrid využívá vestavěné
podpory AJAXu ve frameworku Nette a proto je práce s ním velice příjemná.
5.5.2 Pomocné menu
Se nachází v modulu Front a je tvořeno symbolem otazníku, který po najetí zobrazí celé
pomocné menu. Nachází se zde základní nápověda k užívání portálu, zvětšovač/zmenšovač
písma a odkaz pro vstup na RSS kanál. Animace menu je vytvořena pomocí hover efektu
frameworku JQuery a je funkční ve všech podporovaných prohlížečích. Při vypnutí nebo
zakázání klientského JavaScriptu je menu zobrazeno stále.
5.5.3 Flash-messages
Je pojem z Nette a označuje persistentně uchovávané uživatelské zprávy. Persistentně proto,
aby nemusel text zprávy být předáván při přesměrování jako parametr, nebo uchováván
v SESSION. Zprávy pro uživatele jsou důležitou součástí uživatelského rozhraní, informují
uživatele o přihlášení, odhlášení, chybách a prováděných akcích.
Šablona zpráv je umístěna v šabloně layoutu nad blokem content, kam se vykresluje
samotný obsah stránek. Tím je zajištěno, že bude vždy zobrazena, nehledě na obsahu.
Zvolil jsem výrazný grafický tvar zpráv, aby uživatel nemohl oznámení přehlédnout. Na-
víc je ovladač zpráv vylepšen pomocí JQuery tak, že zpráva po sedmi vteřinách automaticky
zmizí a obsah stránky se posune na její místo.
4Více o DataGridu na http://addons.nettephp.com/cs/datagrid
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Kapitola 6
Vývoj, testování a nasazení
systému
Systém byl vyvíjen ve vývojovém prostředí NetBeans 6.8 s rozšířením XDebug, na platformě
MS Windows, webovém serveru Apache 2.2, a databázovém serveru MySQL ve verzi 5.1.141.
Správa a tvorba databáze byla provedena v programech PHPMyAdmin a MySQL Maestro 8.
Při psaní zdrojových kódů jsem se snažil dodržovat zásady psaní tzv. ”čistého kódu“.[10]
Dále byly využity verzovací nástroje SVN (Subversion) a Git. Verze frameworku Nette
0.9.4 a verze JQuery 1.3.2. Grafické prvky jsou vytvořeny či upraveny v programu GIMP.
Aplikace byla testována na prohlížečích Microsoft Internet Explorer 7.0 a 8.0, Mozilla
Firefox 3.6.3, Google Chrome 4.1, Opera 10.52. Pod OS Linux bylo provedeno testování na
prohlížeči Konqueror. Tím by měla být pokryta většina předpokládaných uživatelů portálu.
Diagramy a grafy byly vytvořeny v demoverzi programu SmartDraw.
Text technické zprávy je vysázen typografickým systémem LATEX.
6.1 Testování a nasazení
Testování je navrženo do několika fází:
• Testování při vývoji – probíhá ve vývojovém režimu a skládá se z:
– jednoduchých testů funkcí a tříd před a při implementaci (tzv. Test-driven de-
velopment1)
– ověření funkčnosti po samotné implementaci dílčích součástí
• Testování před nasazením – probíhá v produkčním režimu, zde se testuje:
– generování odkazů, přepínání presenterů a pohledů
– akce a signály komponent, AJAX
• Testování v provozu – na ostrých datech, využívá se chybových logů aplikace. (Tato
fáze v době psaní práce ještě neproběhla)
Testováním při vývoji se zejména testují hranice a okrajové stavy funkčnosti jednotli-
vých součástí, jako jsou prázdná data, nesmyslné URL, chyby v šablonách aj. Při testování
1více na http://www.fi.muni.cz/usr/jkucera/pv109/2005/xvlcek1.htm
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před a při nasazení aplikace běží v produkčním režimu a veškeré výjimky a chyby jsou
logovány do souboru. Dále by také měla existovat zpětná vazba od uživatelů na diskusním
fóru, s ejíž pomocí budou nalezeny a odstraněny další chyby.
Nasazení systému v době psaní práce ještě neproběhlo, nicméně hosting je zajištěn u po-
skytovatele Active24, kde zadavatel zakoupil příslušné domény. Provedl jsem zde nastavení
DNS, e-mailů a nahrání testovací databáze. Spuštění projektu se předpokládá v červnu
2010.
6.1.1 Prostředky pro monitorování stránek
Webhosting disponuje vlastní statistickou službou AWStats, což je volně dostupný nástroj
pro monitorování stránek. Lze pomocí něj sledovat počty návštěv, unikátních návštěv,
průměrné návštěvnosti a doby prohlížení stránek, prohlížeče uživatelů a další informace.
Dále je do systému integrován systém Google Analytics2, který je prezentován jako
řešení webové analýzy pro podniky poskytující širokou škálu informací včetně marketingo-
vých údajů. Tento nástroj je taktéž bezplatný, disponuje příjemným uživatelským rozhra-
ním a pokročilou grafickou reprezentací získaných dat, včetně zobrazení grafů a přehledů
a zobrazení pozice návštěvníků na mapě světa. Tento nástroj je do systému integrován




Navržený systém odpovídá požadavkům zákazníka a myslím, že systém je po technické
stránce velice zdařilý, i když stále je co vylepšovat, ladit a dotvářet. Věřím, že po zaběhnutí
v ostrém provozu budou nalezeny další chyby a po jejich odstranění bude systém plnohod-
notným informačním systémem a bude vytvářet prostředí pro uživatele přesně tak, jak bylo
požadováno. Proto si tedy dovolím tvrdit, že zadání práce bylo splněno.
Tato práce pro mě byla přínosná zejména na poli mapových technologií, které jsem si
díky ní osvojil a naučil v praxi používat a nebudu váhat je využít ve své komerční praxi.
Také jsem pronikl do frameworku Nette, se kterým jsem sice už nějaké zkušenosti před
tímto projektem měl, ale ne v takovémto rozsahu.
Systém obsahuje celou řadu zajímavých funkcí, které zde ale nebyly popsány a v době
dopisování této práce už je vytvořena nová vývojová větev přidávající další funkcionality.
Budoucí rozšíření projektu
Do budoucna se počítá s několika dalšími rozšířeními, mezi které by měly patřit nové kompo-
nenty jako Katalog organizací, Projekty, Galerie atd. Dále pak s vysokou pravděpodobností
dojde k přesunutí funkčního kódu komponenty MapControl z flashové podoby do podoby
javascriptové, která umožňuje jednodušší přístup k požadovaným funkcím a není nutné
mapu znovu a znovu překompilovávat po každé změně.
Ve vývoji je také RSS kanál pro odebírání novinek a aktuálních informací napojený na
inzerční systém.
Slovo autora
Při tvorbě informačních systémů je důležitá pečlivá analýza a příprava, komunikace se
zákazníkem a toto vše je většinou rozděleno do více lidských zdrojů (analytici, konzultanti,
kodéři, grafici, programátoři, marketing).
V této práci se veškerá pracovní náplň, která bývá v praxi takto rozdělena, přenesla na
mě. Rád bych proto připomněl, že tvorba informačního systému je náročný proces a musel
jsem při ní využít plně znalostí jazyků SQL, PHP, JavaScript, XHTMl, CSS, Flash, znalosti
použitých frameworků Nette a JQuery a dalších znalostí použitých technologií, vývojových
prostředí a pomocného software, dále pak efektivně zvládnout komunikaci se zákazníkem
a na základě požadavků vytvořit modely systému, navrhnout databázi, provést vlastní
implementaci serverové části, vytvořit grafický layout a uživatelské rozhraní, provést testy,
připravit hosting (DNS záznamy, e-maily atd.). Tímto bych rád vyvrátil častý názor, že
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Obrázek A.1: Entity-Relationship Diagram systému, alternativní notace - zobrazení po-
výšení vztahu na entitní množinu
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Překladová tabulka názvů entitních množin ERD a databázo-
vých tabulek
Název v ERD Název databázové tabulky
akce actions
aktualita news
druh mista map states
inzerat advertisements
kategorie akce actions categories
kategorie inzeratu advertisements categories
kategorie mista map categories
misto map places
odber kategorie inzeratu advertisements categories subscriptions
odpoved na inzerat advertisements responses
opravneni roles
sledovani odpovedi na inzerat advertisements subscriptions
uzivatel users
Tabulka A.1: Překladová tabulka mezi názvy entitních množin v ERD a názvy tabulek




Zdrojové kódy aplikace, text práce a užitečné utility. Detailní popis v souboru README
v kořenovém adresáři CD.
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