1. Introduction VoiceXML [ 1 ], or Voice extensible Markup Language, is a special markup language designed to facilitate the creation of speech application, especially interactive voice response (IVR) application.
The VoiceXML Forum has submitted VoiceXML 1.0 to the W3C Voice Browser activity [2] . As part of its activities, the W3C Voice Browser working group has identified reusable dialog components as an item worth studying and it published a set of associated requirements [3] .
Beans Framework This paper details two frameworks for reusable dialog components built within the VoiceXML specifications [ 1] . .A client-side framework based on the <subdialog> tag and ECMAScript parameter objects to pass parameters, configuration and results. This solution is interpreted at the client side (VoiceXML browser). .A server-side framework based on JSP (Java Server Pages) and beans that generate VoiceXML subdialogs. This solution can be evaluated at the server-side. Other server side technologies can be considered.
These frameworks are not exclusive. By design, the frameworks remain within the VoiceXML specifications and require no modification of the VoiceXML interpreter (except for dynamic compilation of grammars).
In this paper, we present two frameworks that satisfy the W3C reusable dialog component requirements while remaining compliant with the VoiceXML 1.0 specifications. One framework is client-centric, the other is server centric.
High level considerations on Reusable Dialog
Components As motivated in [3] , from an application developer's point of view, it is important to provide pre-packaged reusable dialog components and sample code that can be use as libraries or as sample code / templates to build more complex applications and reusable dialog modules or customize them.
However, it seems logical to attempt to take advantage of these components to allow users to learn VoiceXML from them and reuse them as they get deployed. For these reasons, it is critical to provide dialog reusable components authored directly in VoiceXML.
In this paper, client-side processing happens directly at the level of the presentation layer; in this case the VoiceXML browser. This does not mean that the VoiceXML browser is actually physically located on the client. Server side processing means that the processing is question is executed at the level of the web application server, not at the level of an earlier piece of middleware. Therefore, in the present case, client-side processing implies that the reusable dialog components are loaded as is by the Voice browser / platform to provide the voice interaction to the user. Server-side processing implies that the reusable dialog component run at the level of the web application server to contribute to the generation of the next VoiceXML page shipped and loaded by the VoiceXML browser.
Reusable VoiceXML
Dialog Components In our proposal and implementations, the reusable dialog components are built using VoiceXML sub-dialogs and passing arguments through ECMAScript objects. This framework is compatible with any existing VoiceXML interpreter, independently of specific implementation platforms.
In this paper, we rely on the defmitions of template type and task type of reusable dialog components introduced in [3] . Task components are design to obtain some piece or pieces of information. Although task components most likely can be configured, they will operate as-is (e.g. get a date). Template components do not work without configuration. They need to be parametrized ( e.g. select an menu item; the menu list must be provided is a javascript function that converts the grammar parameters in an URI compliant form. Other plug-in mechanisms can be considered. Dynamic grammar generation is needed for template reusable VoiceXML dialog components. .ability to pass audio as variable It is needed only if audio prompts are desired. In VoiceXML 1.0, the prompts must be generated outside the VoiceXML interpreter and passed by URI similarly to the dynamic grammar case.
The key advantages of the proposed approach are: .The reusable VoiceXML dialog components are browser independent-.Authoring of complex reusable dialog components and modules are left to skilled VoiceXML programmers. .Developers who use the reusable VoiceXML dialog components can use them as libraries or as sample code / templates to build more complex applications and reusable VoiceXML dialog modules or customize them.
The proposed reusable VoiceXML dialog components fulfill the gist of the W3C reusable dialog component requirements [3] . The requirement for simultaneous / parallel activation of the components is beyond the scope of VoiceXML 1.0. We have discussed some of these issues in [13] .
Reusable VoiceXML dialog beans are embedded in JSP pages that are responsible for bean creation and rendering. Since a full-fledged object-oriented procedural language (Java) is used for implementing the server-side reusable VoiceXML dialog beans, the speech objects are easily reusable through inheritance or aggregation. .Developers who use the reusable VoiceXML dialog bean just need to author VoiceXML templates (JSPs, ASPs, PHPs) that call the rendering code of the reusable VoiceXML dialog beans as they can involve other service beans-.This framework exploits the servlet paradigm for web servers / web application servers. As such it directly fit into numbers of robust and scaleable web / e-business infrastructures. .The use of the MVC principle enables extension of the application authoring to multi-channel and multi-modal applications [5, 6, 7, 10] . .The beans framework and server side application can maintain context and enable context sharing and dialog flow control. Therefore, this framework is ready to support mixed initiative applications when available. See [13] for more details.
.The reusable VoiceXML dialog bean framework satisfies [3] , without any additional requirements on VoiceXML 1.0.
Conclusions
In this paper we have provide two frameworks that satisfy [3] while remaining within the VoiceXML 1.0 specifications [1], provided that it is extended to support dynamic grammar compilation and ability to pass audio as variable. We also provided solutions around these extensions. 
