This paper presents how to use the Capability Maturity Model Integration (CMMI) in software engineering modeling processes. Any variation of CMMI, depending on the scope of application, can also be used to assess the process maturity of an organization. Regarding the Software Reliability Engineering (SRE) process, the activities in the SRE process have been briefly described, noting that the application of SRE in all software-based products leads to good control over the development process.
Introduction
The size and complexity of software systems have grown impressively over the last decades, and this trend will certainly continue in the future. Industry data shows that software sizes for various systems and applications have increased exponentially over the last 40 years (Humphrey, 2009 ). The trend of such growth in the telecommunications, business, defense and transport industries shows a tenfold growth rate every five years. Due to this growing dependence, software failures can lead to serious, even fatal, consequences in critical safety systems, but also in normal business. Over time, "software failures can lead to serious, even fatal, consequences in safetycritical systems as well as in normal business" (Lyu, 1996) .
Software is a thing without a physical representation, which gives it both advantages and disadvantages (Bankov, 2019) . Advantages of software refer to the fact that most of the software tools that people use provide an increased level of satisfaction due to the correct way of functioning due to the modern methods and techniques of design, development, implementation and maintenance of these software tools. The disadvantages are related to the occurrence of these software tools failures caused by the occurrence, totally random errors and/or failures. The software crisis, identified in the early 1960's, is still stubborn to remain, and "software engineering" has not yet fully evolved into a real engineering discipline. The unstable software crisis exposes colossal opportunities for both researchers and software practitioners. The evolution of the company has led to the need for software engineering practice to create and maintain software systems with high quality indexes and features. Such an approach produces a significant increase in the efficiency of software design/development/ implementation/maintenance processes at the level of companies that use modern software design and development techniques and methods compared to those that are late to implement of methods in the software development process.
Being a major task in the error/failure forecasting process, the software reliability modeling has attracted much research attention on the one hand for the software reliability estimation process, and on the other hand to make predictions about the level of reliability the software will achieve. In software reliability modeling, tools (models) are used that allow for random evaluation of this quality feature by tracking the number of occurrences and how software errors occur within a specified period.
Literature Review
A historical analysis and an applicative perspective on software reliability models can be found in bibliographic references of (Cheng, Bell & Liu, 1997) and (Lyu, 1996) .
Since Jelinsky and Moranda have proposed the first reliability enhancement model (Jelinsky & Moranda, 1972) , over the past 35 years, many SRGM models of reliability have emerged, among which are worth mentioning those in the exponential category, the Weibull and Gamma type, those based on the infinite failure time, and last but not least the Bayesian models. (Lyu, 1996; Pham, 2010) .
In practice, there is a tendency to establish a unitary methodology in the software reliability modeling process (Huang, Lyu & Kuo, 2013) .
A major problem faced by these models is the achievement of a certain level of features such as ease of application and validation in contravention of the most accurate description of the technical procedures assumed to be used in real modeling processes. In order to reach software tools with a high level of reliability, two high-tolerance fault tolerance systems are pursued (Lyu, 1996) .
Evaluating the failure probability within a specified timeframe is the primary focus of most of the models that are used in software reliability (Kaneva & Dimitrova, 2019) . The model developed by Eckhardt and Lee (2005) has tracked how errors that occur in the design of various software systems have a beneficial influence on the possible relationship between errors, relative to various objectives imposed in the process of implementing them.
Determining the influence of errors in the various software design processes on the level of reliability is the main aspect of the model proposed by Littlewood & Miller, (1989) . Dugan & Lyu, (2015) have proposed a rewarding Markovian model, which compares the reliability of the system obtained through various approaches to diversified design, and Tomek & Trivedi, (2005) have suggested a network-based squitter model with reward for error-tolerant software systems.
Popov, Strigini, and others (Popov, Strigini, May & Kuball, 2013) have estimated the upper and lower limits of the probability of failure in the diversified design based on the subdomain concept of the stress space. In the literature of (Cai, Lyu & Vouk, 2005; Cai & Lyu, 2004) there are comparative analyses and different assessments of the models used in the estimation of software reliability.
Each software uses a database. Thus, calculating the backup and restore efficiency (Kuyumdzhiev, 2019) is important for software reliability.
Methodology of Software Reliability Engineering Modeling
Modeling the reliability of software systems over a prefixed timeframe is a major goal, and seeks to find an equation that adapts the data obtained by observing the errors that occurred during that timeframe.
Thus, it has been possible to use specific statistical methods in order to obtain the appropriate parameters for the models used in the reliability assessment and prediction process.
The main scenarios in the software reliability assessment models are:
1) The level of reliability must be established in the context of identical use and testing;
2) Ensure that the code is corrected and that direct errors are eliminated;
3) Provide the necessary framework to reduce the risk of new errors occurring when correcting the source code in order to eliminate the detected errors; 4) An equation will be sought to estimate the possible link between the errors in the source code and the probability of software failure caused by them.
Software Reliability Growth Models (SRGMs) are those models that are based on the assumption of reliability, with the increasing complexity and software testing time, which directly reduces the number of errors in software.
The practical application process of software reliability engineering principles is outlined in Figure no . 1.
The development and optimization of the framework in which users use software systems follows the quantitative estimation of reliability, correlated to the greatest satisfaction of user needs and requirements. Measuring the level of software reliability is the fundamental objective of the modeling process. In this respect, we are looking at how a software system approaches the estimated reliability level, when it is considered to be available to be implemented.
Starting from the data on the errors that cause the failures that were retained during the test phase, the reliability level of a software system is calculated by using several software reliability models. Lyu, 1996) Within the software reliability engineering process, there are six major activities (Jelinsky & Moranda, 1972), presented in Figure no. 2. At the bottom of the figure 1and in parallel with the SRE process, the software development process is described, so that the activities of one are put in a relationship with those of the other process.
Both processes follow spiral patterns, but I will not present feedback paths for simplicity. On the ground, some data is collected, which is used to improve the SRE process.
In Figure no . 1, are outlined four elements of greatest importance for software reliability engineering, namely:
1) the objective of reliability; 2) the operational profile;
3) modelling and measuring reliability and reliability; 4) validation of reliability. Activities 1-4 begin all at the stages of requirements and architecture development within the software development process. They extend to varying levels in the design and implementation phases. Activities 5 and 6 coincide with the test.
Applying the Capability and Maturity Model Integrated into Software Reliability Engineering
Capability Maturity Model Integration (CMMI) is a way of combining the features of system engineering, specific to multiple domains, and presents the five stages of development known as capability and maturity levels for development processes that are identified within an organization.
The CMMI model is applied within an organization and it monitors the progress of a project developed in a department of the organization or throughout the organization. By using this model in the software reliability engineering model, we have pursued the development of the organization by optimizing the processes that take place within it.
Domains such as the acquisition and distribution of products, the multilateral and efficient development of processes and / or products and integrated systems engineering represent, in addition to software reliability engineering, the fundamental objective of process modernization efforts within organizations specialized in the production of software.
The use of multiple Capability and Maturity Model variants (CMM) within the same organization, due to the notable differences between their operational profiles, generates major disadvantages due to the emergence of redundant information.
The CMMI model is included in the high complexity category, it has a structure based on a central component, to which new elements are added with the emergence of new areas where it can be applied.
The core component is associated with the field of system engineering and software engineering. This model has been implemented and implemented, starting from two distinct approaches. On the one hand, account was taken of the lack of flexibility of the model, due to the maturity levels associated with the implementation stages within organizations that seek to optimize processes according to the goals set for their own businesses.
On the other hand, it was intended that the process of implementing the new CMMI model, starting with the earlier version CMM v1.1, should be done at the lowest cost, which would not affect the investment efforts made by the organizations.
Objectives, Advantages and Limitations
The CMMI model has been implemented, starting from two distinct approaches.
In order to solve the problems mentioned above, in the process of application of the model, we used two distinct approaches, namely: the variant involving the application of the model in stages, namely the one that pursues the continuous application of the model. Both approaches of the model have similar content, in which we have found 22 Process Areas, obtained by developing the 18 CMM v1.1 variant, pursue relatively the same generic and specific objectives, plus the implementation in the equivalent stage, offers the possibility of transposing the results obtained from the evaluation as necessary in the process of transition from the continuous application to the one phase.
Applying this model, a matrix representation, exposed in matrix M.1, of the relationships established between the process domains, relationships determined by the maturity levels present in the stepped application variant, respectively the domains of the process categories specific to the implementation variant continues.
Matrix M.1 The association between maturity levels and process domain categories (PACs)

The implementation variant continues
Step 
Profiles of Capability Levels
In the continued application of reliability models, the capability profile is reached by individually assigning a capability level for each process area.
In practice, 22 capability levels are grouped into six categories, numbered from scratch (incomplete) to five (optimizable) categories that are associated with the respective domains of processes. 
Equivalent Equipping
There is a unidirectional association between the continuous and the staged implementation. This is called equivalent staging.
Matrix M.3.
Profile of capability levels for maturity level 2
Continuous variant
Step It sets the standards for the capability levels to be achieved in order to be equivalent to a certain level of maturity in the continuous representation.
An example of the level of capability required for level 2 equivalent is presented by matrix M.3. Process Areas (PA) from 3-5 maturity levels are not of interest for assessing maturity level 2.
An example of the level of capability required for level 3 equivalent is described in Matrix M.4 (PA from maturity levels 4-5 are not of interest).
Matrix M.4.
Profile of capability levels for level 3 maturity equivalents
Continuous variant
Step Due to the fact that an organization reaches a minimum of capability level 3 for PAs placed at that level and for those on the lower maturity level, the necessary framework for achieving the equivalence between level 4 or 5 maturity is created.
Conclusions
In the last period, many analytical models have been proposed and studied to evaluate the quality of software systems. Each model should make certain assumptions about the software development process as well as the test environment. The environment may change depending on the software application, the development cycle, and the engineering design team's capabilities.
The existing technical methods of the SRE are suffering from several limitations, including:
• the use of a software product within an organization's own operating environment may lead to the collection of a small amount of data from the testing process that has nothing to do with errors that may lead to breakdowns. Software products with a high level of reliability require a complex test process deployed in a significant time span.
Estimation and reliability prediction due to the use of the limited set of test data may cause accuracy problems;
• the unrealistic evaluation of software reliability over its real value is determined by the incorrect assumptions underlying the methods currently used in the SRE domain.
Current models used in the software reliability estimation process are considered to be successful if they discover the ideal framework for their application.
Without validation on industrial domains, the exercise of modeling can only become of intellectual interest and cannot be adopted considerably in industry.
Thus, although SRE has been an engineering field for some time now, credible software reliability techniques are imperative, particularly for modern software systems.
