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Introduction
Many research and implementation work has been accomplished in the area of Voice over IP (VoIP) in the past years. Compared to the traditional telephony system, the VoIP technology provides more sophisticated and enhanced features including cost reduction for installation and maintenance. Currently, two rather distinct types of VoIP solutions exist: stand-alone software stacks (e.g. for H.323 [13, 5] ) and Web-based approaches like Mediaring [15] . The stand-alone software runs on the end user's computer. It is responsible for signaling according to one of the existing protocols and media processing such as audio data compression and transmission. Nowadays, there are various communication protocols used in VoIP systems, among which the ITU-T recommendation H.323 and the Session Initiation Protocol (SIP) [7, 8] from the IETF are well-known and well-established. While the data processing and the data transmission part is the same in these protocols, each of them has its own signaling functions that are not directly interoperable.
The stand-alone approach lacks in some way integration of VoIP functions into other (i.e. not related to VoIP) applications because of insufficient interfaces to access this software. In the worst case, a programmer has to implement the VoIP functions completely anew in his own code, although all these functions are already installed on his computer. Additionally, extra hardware such as gateway, gatekeeper or a network server is required in a LAN based H.323 or SIP setup. Configuration and administration of the hardware also involve extra work and cost.
Moreover, the stand-alone client software has to be installed on every end user's computer and updated every time the software changes, which could for example be induced by a new version of the communication protocol, a new supplementary service, or even a new graphical user interface. Manual installation and update on each end device therefore also result in extra work and cost.
Usually, it is very difficult for customers using standalone solutions from one software vendor to integrate supplementary services from another software vendor. Without supplementary services such as call forwarding or an address book, to which today's users are accustomed to, it will be rather impossible for VoIP to replace the traditional -and time-tested -telephone systems on a larger scale. On the other hand the second type of VoIP solutions, i.e. the Webbased approach, provides a thin client solution, which isregarding the update and maintenance issues -more advantageous than the solution with stand-alone software. Nevertheless, using this Web-based approach, a programmer still cannot easily integrate the VoIP functionality into hers or his own applications.
For future VoIP systems to be successful on a larger scale, it is very important to have a general framework which, rather than providing an "isolated application" like H.323 or SIP, makes it possible for clients using one system to communicate with clients using a different system -without any concern about the differences between various protocols [14, 5] . This is also quite reasonable in a way that the VoIP service provider could use such a general framework to provide a VoIP solution in which the hardware configuration and installation are taken over by the service provider itself. This, in turn, means one more cost-reducing factor for companies planning to use VoIP. It is also preferable for the VoIP user to be able to flexibly integrate the VoIP functions into his own application. The technology of Web services [2] permits loose coupling and simple integration of software components into applications, irrespective of programming languages and operating systems using standards like WSDL [1] for service description, SOAP [6] for service access, and HTTP [4] as an underlying transport protocol. Thus, the idea of using Web services to create a sophisticated VoIP framework to overcome the obstacles discussed in section 2 is very promising [10] .
The remainder of this document is as follows. Section 2 discusses in more detail the major problems and its proposed solutions addressed in this paper. Section 3 makes a comparative digest into related work in this field of interest, while section 4 outlines the architecture and describes the major components and technologies to solve the problems stated in section 2. Finally, section 6 gives a brief summary and concludes with a note on future work.
Problem Domain
The integration of Voice over IP (VoIP) solutions into company networks has not yet been as widely accepted and adopted as was expected a few years ago. There are several reasons why VoIP is still lacking deployment on a larger scale. Four of them will be discussed in this section in greater detail, as they form the basic incentives for the work presented.
One is, that due to the nature of the existing VoIP protocol stacks like H.323 [13, 12, 20] and SIP [7, 8, 20] , additional hardware and software components have to be integrated, configured and administered in a company's local network. A second reason is the complexity of the mostly monolithic client software, leading to maintenance and upgrade cost every time a new feature or service has to be integrated into a VoIP solution [18] . Third, compared to traditional telephony systems like ISDN, the support for supplementary services is reduced to a minimum set of most commonly used services like call transfer, call holding and the like [11] . A fourth and probably more serious reason is the lack of compatibility. Products and solutions from one provider sometimes are not able to communicate with the solutions from other providers easily. Compared to traditional telephony systems where every user can easily call another participant regardless of the underlying technology, this can be seen as a major disadvantage. One possible solution to these problems will now be outlined in greater detail as well as the usage of Web services and its related technologies.
Infrastructure and Services
Using a service-oriented architecture instead of a rather monolithic software solution for Voice over IP reduces the amount of hardware and software that has to be integrated into a LAN in order to be VoIP enabled [17] . A serviceoriented architecture (SOA) is basically a set of services interacting with each other and coordinating some activity. Service providers and service consumers are the two main entities acting on behalf of a user. The Web service technology additionally addresses a standardized description of a service's functionality using an XML dialect [3] . Using the Web Service Description Language (WSDL), a service provider describes the functionality (interface) of a service in a platform, language, and operation system neutral way while a service requestor talks to these services using SOAP over HTTP (or other transport protocols). Sourcing out installation and maintenance of VoIP Webservices to a service provider like other ITservices (Email, Web presences, etc.) reduces the amount of changes and hardware installations in local area networks. It is thus necessary to identify logical components of VoIP software and hardware that are manageable by a service provider or must remain in the company's LAN. There might even be services that can be managed by both a company or a service provider. One of these services is for example a service authenticating users (e.g. by their name and password). Such a service may either be inside a company and integrated into other local authentication services, or it may be completely independent of the company's user management and thus managed by a service provider.
Client Software Updates
Client software is used as a user front-end for the VoIP service and its supplementary services. User interaction, media processing, and media transportation take place on the client side and require some kind of software to accomplish these tasks. In order to keep the client software as simple as possible, all non essential client functionality can be identified and sourced out to services on the Internet or Intranet. This means that service software updates are the responsibility of the service providers, while the client can still access these services because of the standardized interfaces they offer.
The remaining task is to update the client whenever necessary. A client update might still be necessary because of changes to the graphical user interface or changes concerning one of the few supplementary services that are partly located within the client software (see section 2.3).
A client update can be achieved with several techniques. It is possible to have a user install it, use a semi-automatic update built into the client code, or a Web based automatism that automatically updates the new components whenever the client is re-started. The Java Network Launch Protocol (JNLP) [19] realizes the latter technique for Java programs. All resources needed by a Java program (JAR files, images, etc.) are stored on a Web server. A description file links those resources together and allows the client software (Java Webstart [22] ) to analyze what is needed, what has changed, and what locally exists and is still valid. The Java Webstart Client then automatically downloads and install the new components.
A general software deployment service as proposed in [9] can be used do describe, download, update and install software components in a service oriented architecture and provides a seamless integration into the VoIP service architecture.
Supplementary Services
The integration of additional supplementary services into existing VoIP protocols like H.323 often results in a new version of the protocol which must be integrated into the infrastructure as well as into all installed hard-and software clients [11, 14, 18] . Using a service oriented architecture as described above, a supplementary service can be represented by a Web service with a standardized interface wherever possible. The supplementary services can be grouped into three categories: services that must completely be integrated into the client software (like call holding), services that can be run independently (like an address book), and services that can be separated but have to be supported by the VoIP Web service itself (like call forwarding).
It is important to distinguish between those three categories in order to know where the code to access the supplementary services has to be implemented. This can either be the server, the client, or both. The definition of standardized interfaces allows for the generalized management and integration of supplementary services of all three kinds. This will be addressed in more detail in section 4.
Compatibility
Compatibility issues regarding the interaction between signaling protocols of different kinds -or even between the same protocols from different vendors -is one of the remaining challenges in VoIP. From a client's view, the usage of a service oriented architecture and the introduction of standardized interfaces to a dedicated Web service handling the different signaling protocols instead of a signaling protocol built directly into the client, the burden of solving compatibility problems moves from the client's LAN administrator to the VoIP service provider. Thus, all clients can automatically benefit from a solved compatibility problem as they just communicate with their corresponding Web service and don't need an update.
Related Work
Some of the topics addressed in section 2 are also part of other projects and products. The interoperability issues have been thoroughly investigated by several groups and projects [20, 21] . Several working groups still work in this area (IMTC, IETF, ITU-T, etc.). The results of those activities directly apply to this work and can be seamlessly integrated into the Web services as they address section 2.3 and 2.4.
Products like net2phone [16] or Mediaring [15] only address the problems noted in section 2.2 and cannot be seen as an open service oriented architecture where supplementary services can be offered by different service providers.
They provide a "closed" client software containing all the program code, though they handle the client update problem in section 2.2 using a plugin or an applet as a client.
The work presented in [5] is a Web services framework for an audio/video collaboration system. In this framework, all the components of videoconferencing system are regarded as Web service entities, coupled together using an XML based communication protocol. The work addresses mainly the bridges between different communication technologies and thus deals with the problems noted in section 2.4 while it factors out the support for supplementary services.
Service Oriented Architecture for VoIP
This section describes the developed architecture to build the VoIP solution using Web services. It is divided into several subsections, each providing a more detailed level of information.
Overview
The overall architecture is as show in figure 2 . A user of the scenario is using a Web portal to register at a VoIP provider and receives some client software ("Venice Simple Client"), which is being deployed using the Java Network Launch Protocol JNLP in case of a Java client. This client software is capable of contacting a VoIP Web service using the stubs generated for the well-defined WSDL interface of the VoIP Web service. 
Authentication Service
The service responsible for the authentication of users is shown in figure 3 . The service itself offers a few functions like login(), logout(), refreshLease(), and getLeaseRefreshRate(). Whenever a user logs into the service, his client receives a Lease object to be used for further communication. A Lease object is basically a universally unique identifier (UUID) identifying the user. It has to be refreshed at a given rate to remain valid. If the client software fails for some reason, and does not logout, the whole system will detect an invalid Lease and free all resources related to the corresponding user.
Figure 3. Authentication Service
Internally, a LeaseManager object is responsible for the handling of all leases. It regularly checks for invalid leases and refreshes them whenever a user calls refreshLease(). A UserManager is responsible for the users and their passwords. As the UserManager is designed as an interface, the actual UserManager integrated into the service can have different persistent representations of the users and their data: a simple XML file, a database, or even a Pluggable Authentication Module (PAM) or Active Directory module. The services provider decides which technology to use.
VoIP Service
The main component of the VoIP framework is the VoIP Web service. It is responsible for the management of all clients and all calls made by these clients. It therefore offers a set of functions that are related to making and managing a call (i.e. signaling). Figure 4 illustrates the major components inside the service and its functions offered to the outside world. The service itself is associated with an Authentication Service in order to check the validity of Leases provided by users that want to access the Web service. The most important functions this service offers via its interface are as follows:
• initCall() prepare a call and check the service for enough free resources
• makeCall() actually make a call to another participant
• acceptCall() accept an incoming call and establish the RTP transmission
• denyCall() deny to accept an incoming call and free all server side resources
• getCallInformation() retrieve all information about a call (like IP addresses, port numbers, codecs etc.)
• endCall() gracefully end a previously established call and free all server side resources
Most of the server-side work is done within the makeCall() operation of the service. Whenever a client wants to establish a call, it has to call this operation with the parameters needed to identify the recipient and to have the service establish the call.
The identification is coded into a string representation and decoded by the service to identify the CallHandler needed to establish the call. Such an identifying string can be something like "email://john.doe@domain.com" to identify the user with his email address, "id://callee" to identify the callee using his unique identifier on the server, or "h323://192.168.30.5" to make an H.323 call to the specified IP address. Other values are possible and depend on the service's capabilities and installed (or enabled) call handlers. The communication with H.323 and SIP clients or gateways is handled by dedicated Web services performing a protocol translation (e.g. a makeCall() operation is being translated into a SIP invite message). In case of SIP, these services act as a Simple Client on the one side and like a SIP gateway on the other side of the communication pipeline. A detailed description of this protocol translation and its implementation considerations can be found in [23] .
Figure 4. Voice over IP Service
Depending on the identification string, the service instantiates a new CallHandler which from now on will be responsible for the remaining tasks to establish the call. In case of a local user (i.e. a user also registered at the local VoIP Web service), a LocalCallHandler is created and used to manage the call. If the user is registered at a remote Web service, a RemoteCallHandler will be used. The correct remote Web service is detected using a registry for all VoIP services, and the handler acts as another Simple Client to this remote service, representing the client that originally wants to make the call. In this case, a software bridge between two Web services (WSBridge in figure 4 ) is used to forward all commands to the remote Web service -such a bridge is created only once for every Web service and speeds up the communication between the services.
Everything associated with the current call will be forwarded to and processed by the call handler in charge -a call handler thus represents the "state" of a call. The call handler will be destroyed when the call ends or is interrupted. This frees all server resources allocated for the call.
Metering and Accounting
The VoIP Web service framework supports a user oriented and event driven metering and accounting architecture [24] (as shown in figure 5 ). Here, metering is the process of collecting all kinds of events that occur in a system and might be accounted. Accounting is the process of grouping those events so that they can be billed.
All events that have to be accounted are collected by a Metering Service which stores them persistently in a database management system. The service is associated with an Authentication Service in order to match an event to a user.
Figure 5. Metering and Accounting Services
An Accounting Service frequently retrieves all metered events from the Metering Service and cumulates them for billing -by summing up calculated prices for event sequences. For example, the metering events "call established" and "call ended" (each at a given time) define a call length while the type of call handler used may define the price per time unit (a local call is cheaper than a remote call etc.). The service is directly related to the service provider's business model for his VoIP business.
Supplementary Services
The automatic integration of supplementary services into the Simple Client is an important part of a VoIP solution to be successful -this has already been discussed in section 3. The client knows about the supplementary services it wants to use. They are either built-in (like call hold) or external (like call forward or an address book). External supplementary services can be found using a broker or the VoIP Web service itself, but this finally results in a WSDL file the client receives in order to locate and access the service.
The supplementary service then tells the client where to integrate it into the graphical user interface, so that the user can access it. When the user calls an operation of the supplementary service, the latter talks to the VoIP Web service and calls some of the well-defined (i.e. described in the WSDL file) operations on behalf of the user.
In order to support such a supplementary service, both the client and the Web service must agree on its operations. This is achieved by well-defined interfaces which a supplementary service actually implements.
Prototype
Most of the components presented in the previous section have already been realized and put into operation. The prototype has been implemented using the Java programming language and the Java Web Services Development Pack for the creation of and access to Web services. The client is based upon the Java Media Framework and uses the integrated RTP protocol to establish an audio connection between two clients.
The update of the client code is managed using Java Webstart [22] -every time the client is re-started, it checks for updates and installs them if necessary. The client can be configured to access different VoIP Web services as its service provider, so that it is easily possible to create several VoIP domains with a different range of supplementary services.
The first (subjective) test results are very promising. The management of the clients and calls using a Web service is -with exception to the first initial contact to the Web service -fast and reliable. As the prototype is still under development, an objective measurement of processing time and delay has not yet been made. The deployment of new services and client updates are very easy to accomplish due to the modular configuration of the service oriented architecture.
There are several performance issues though. The Java Media Framework and its audio processing capabilities are not satisfying when both client sides are running a Linux operating system. With one client (or even better two) running under Windows, the audio processing is fast and with a neglectable delay during a call. Here, the Java Media Framework uses DirectSound to access the sound device while there is currently no such alternative under Linux. But as the emphasis of the project is call signaling using a service oriented architecture and the mediation of supplementary services, this lack of performance is still acceptable.
Conclusion and Future Work
In this paper we have presented a service oriented architecture for Voice over IP -realized using Web services technology. The major services and their functionality have been discussed. An Authentication Service is responsible to identify users in the framework, while the VoIP Service manages all user calls to local and remote participants. A Metering Service collects events and a corresponding Accounting Service retrieves these events frequently and creates a bill to be paid by the user that caused the events.
Known supplementary services like call hold or an address book have been divided into three categories, each of them has to be integrated into the framework differently. The major work remaining is to define interfaces so that all participating services and clients can access and understand the operations of a supplementary service. With the prototype running smoothly and efficiently, the major work remaining is to identify several supplementary services and define their interface. It is also of great interest to develop some important supplementary services like call forwarding that prove the advantage of the service oriented architecture and can be used across all three client worlds: the Simple Client, H.323 and SIP.
As the service oriented framework adds a new layer into currently established VoIP protocols, it is also necessary to make some objective measuring for the resulting additional overhead in H.323 and SIP signaling. Finally, the next step in client development will be to generate a .NET client that is compatible (i.e. can interact) with the Java client currently available. A first prototype of a .NET client works, but it still lacks interoperability with the Java audio codecs (only one codec is working). The problem here is, that there are no native .NET classes for RTP and audio processing, so that a COM+ component has to be wrapped and integrated into .NET.
