We envision participatory texture documentation (PTD) as a process in which a group of users (dedicated individuals and/or general public) with camera-equipped mobile phones participate in collaborative collection of urban texture information. PTD enables inexpensive, scalable and high resolution urban texture documentation. We have proposed to implement PTD in two steps [10] . At the first step, termed viewpoint selection, a minimum number of points in the urban environment are selected from which the texture of the entire urban environment (the part visible to cameras) can be collected/captured. At the second step, called viewpoint assignment, the selected viewpoints are assigned to the participating users such that given a limited number of users with various constraints (e.g., restricted available time) users can collectively capture the maximum amount of texture information within a limited time interval. In this paper, we focus on the viewpoint assignment problem. We first prove that this problem is an NP-hard problem, and therefore, the optimal solution for viewpoint assignment fails to scale as the extent of the urban environment and the number of participating users grow. Subsequently, we propose a family of heuristics for efficient viewpoint assignment to reduce the assignment running time while ensuring an almost complete texture collection. We study, profile and verify our proposed solutions comparatively by both rigorous analysis and extensive experiments.
INTRODUCTION 1.1 Motivation
The advent of Earth visualization platforms (e.g., Google Earth TM , Microsoft Virtual Earth TM ) has inspired and enabled numerous applications. Some of these platforms already include texture in their representation of the urban environment. The urban texture consists of the set of images/photos collected from the real environment, to be mapped on the façade of the 3D model of the environment (e.g., building and vegetation models) for photo-realistic 3D representation. Currently, urban texture is collected via aerial and/or ground photography (e.g., Google Street View). As a result, texture collection/documentation is 1) expensive, 2) unscalable (in terms of the required resources), and 3) with low temporal and/or spatial resolution (i.e., texture cannot be collected frequently and widely enough), particulary where the texture is dynamically changing such as environmental disaster.
These limitations can be addressed by leveraging the popularity of camera-equipped mobile devices (such as cell phones and PDAs) for inexpensive and scalable urban texture documentation with high spatiotemporal resolution. With participatory texture documentation, termed PTD hereafter, a group of participants (dedicated individuals and/or general public) with camera-equipped mobile phones participate in collaborative/social collection of the urban texture information 1 . By enabling low-cost, scalable, accurate, and real-time texture documentation, PTD empowers various time-critical applications such as eyewitness news broadcast (for instance, for coverage of live events where the environment texture is dynamically changing), urban behavior analysis, real-estate monitoring, emergency-response, and disaster management (e.g., for damage assessment in case of earthquake, hurricane, and wildfire).
Contributions
PTD is implemented as a two-step process. At the first step, called viewpoint selection, a set of points in the urban environment is selected from which the texture information of the entire environment can be collected. We call such points as viewpoints. Due to the participatory nature of PTD, available resources (e.g., users' available times) are usually limited and therefore it is critical to minimize the number of selected viewpoints (we addressed this problem in [10] ). At the second step termed viewpoint assignment, the selected viewpoints are assigned to the users for texture collection. The viewpoints must be assigned such that the texture collected during the campaign (i.e., the specific time interval allocated for texture documentation) is maximized while all users' constraints are satisfied.
In this paper, we focus on the viewpoint assignment problem. We first prove that viewpoint assignment is an NP-hard problem by reduction from the problem of Team Orienteering [3] . However, the running time of the heuristics proposed in the literature to solve the team orienteering problem is intolerably high, making them impractical solutions for the viewpoint assignment problem which requires on-the-fly assignment (considering the participatory nature of PTD). Hence, we propose various heuristics for efficient viewpoint assignment with short execution times. We categorize our proposed heuristics into two families of approaches: individualbased and group-based approaches. With individual-based approaches, we assign viewpoints to each user independent of the other users, whereas with group-based approaches we perform collective assignment for all the users as a group. Because of the exclusive nature of the individual-based approaches, they may result in non-optimal viewpoint assignment. On the other hand, groupbased approaches can achieve optimal solutions as they consider the location of the users and their proximity to viewpoints and therefore assign the viewpoints to the users based on the available resources more intelligently. Based on our experiments, individualbased approaches have higher running time (on average 40% more than our proposed group-based approaches) but can collect more texture (on average 18% more texture). The choice of viewpoint assignment algorithm depends on the requirements of PTD and the amount of time users can wait to receive their assigned viewpoints.
The rest of this paper is organized as follows. In Section 2, we formally define the viewpoint assignment problem. We study the computational complexity of the problem in Section 3. We present the individual-based approaches in Section 4 and subsequently the group-based approaches in Section 5. Section 6 presents the results of the empirical analysis of our proposed heuristics. Finally, we discuss the related work in Section 7, and conclude in Section 8.
PROBLEM DEFINITION
In this section, we first formally describe the process of urban texture documentation. Thereafter, we introduce participatory texture documentation (PTD) as a scalable approach for texture documentation. Finally, we formalize the problem of viewpoint assignment as the second step of PTD.
Texture Documentation
Consider an urban environment which consists of various 3D elements such as buildings, trees and terrain (Figure 1(a) ). Suppose the environment is modeled at the object level (i.e., a 3D model exists in which the entire environment is represented by a set of objects). Here, without loss of generality, we assume the environment is modeled by TIN (Triangulated Irregular Network) [9] ( Figure 1(b) ). The texture of the environment is the set of images mapped on the triangles of the TIN model. Correspondingly, an urban texture documentation campaign is defined as the process of collecting and mapping the texture onto the TIN model of the urban environment during a predefined time interval TC (e.g., 10:00am to 2:00pm on a particular day). We assume the urban texture remains unchanged during T C .
Participatory Texture Documentation (PTD)
With PTD, urban texture documentation is implemented by leveraging users' participation. We assume each user announces her constraints denoted by c = (s, d, A) as she joins the texture documentation campaign. With c, user identifies her starting point s in the environment (i.e., her location when she joins the campaign), her desired destination d (where she intends to leave the campaign), and a maximum available time A.
During TC each user participates in texture documentation by taking a participation plan assigned by the PTD system. A user participation plan includes a list of assigned viewpoints from which the user collects texture, as well as instructions on how to move through the urban environment to traverse the assigned viewpoints while going from s to d. For a user u, we denote her participation plan as For a participation plan Pu to satisfy users' constraints, the total time a user spends in PTD must be less than A. In other words, traversing P u and taking images at each v i ∈ P u should be completed in a time interval A. Specifically, if the total time required to traverse Pu is tp, and the time required for taking images at each vi ∈ Pu is constant and equal to tv, the following should hold:
where n is the number of viewpoints in Pu. There might be no participation plan which satisfies a user constraints. In such a case the user will not participate in PTD.
Viewpoint Assignment Problem
Before formally defining viewpoint assignment, let us first review the viewpoint selection problem. Consider an urban environment represented by a TIN model, with R representing the triangles without texture. Imagine R ⊆ R as the set of triangles which can be texture mapped while respecting users movement restrictions. With viewpoint selection, a minimum set of viewpoints V is selected from which all triangles in R can be texture mapped. The solution for viewpoint selection problem can be found in [10] and from now on we assume the viewpoints are given. The input to the problem of viewpoint assignment is the set of viewpoints V and the triangles in R . Viewpoint assignment is the problem of finding the set of user participation plans which maximizes the number of triangles in R that can be texture mapped during TC , while respecting the constraints of the users.
We quantify the amount of texture that is collected while traversing a participation plan by defining a measure termed texture score (TS) [10] . Texture score of a set of viewpoints V measures the amount of texture that can be collected from all viewpoints in V collectively. The texture score for a viewpoint v, T S(v), is defined as the total number of triangles without texture which are vis- ible to v. Similarly, the texture score for a set of viewpoints V , T S(V ), is defined as the number of triangles without texture visible to any viewpoint in V. A participation plan includes a set of viewpoints and therefore the texture score of a participation plan P u , i.e., T S(P u ), equals T S(V Pu ) where V Pu is the set of viewpoints in P u . Accordingly, the texture score of a set of user participation plans P ={Pu 1 , Pu 2 , . . . , Pu n } (where Pu i is the participation plan generated for user ui) is equal to T S(VP ) where VP is the union set of viewpoints in all the participation plans in P. Assume U = {u 1 , u 2 , . . . , u n } is the set of users who have joined during TC . Viewpoint assignment finds a participation plan Pu i for each user ui ∈ U joining during TC such that T S(PU ) is maximized, where
To decide when to generate a user participation plan, we propose an iterative assignment schema. We partition TC into small intervals of equal duration Ii (see Figure 2 (a)). At the end of each subinterval I i ∈ T C , participation plans are generated for all users who have joined during I i . Notice that if |I i | ≈ 0, each user participation plan will be generated immediately. We experimentally investigate the effect of changing Ii duration in Section 6. Figure 2 illustrates the iterative assignment schema. In Figure 2 (a), users are joining PTD during I i , each identifying an available time A i . In Figure 2 (b), we wait until the end of I i and plan the participation of the three users who joined during I i . Notice that in Figure 2( Figure 2 (b) represents a user participation time. This iterative assignment schema can lead to optimal viewpoint assignment assuming the distribution of the user arrival time is unpredictable. Thereafter, BatchAssignment(Ui, V, R ) method, which uses either individual-based assignment or group-based assignment, finds participation plans for all users in U i , denoted by P U i . The method takes as input the users U i (including their constraints), the unassigned viewpoints V, and R which represents the triangles that are not texture mapped. After calculating PU i and based on the viewpoints in P U i , V and R are updated (Line 6). The set of participation plans generated over all the intervals I i comprise the participation plans for all the users who join during T C .
One can reduce the viewpoint assignment problem over TC to viewpoint assignment in each I i . To avoid double counting the collected texture and/or sending multiple users to collect texture from the same viewpoint, we need to take into account the participation plans generated previously (i.e., participation plans in PU 1.
when generating participation plans in P U i . This can be done by assuming that the triangles visible to any viewpoint in P U 1..i−1 are texture mapped (assuming that users
U pdate(V, R , P U i ) 7: end for 8: return P ; follow their participation plans) when calculating texture scores to generate P U i . Consequently, we formalize the viewpoint assignment problem as follows:
For each I i ∈ T C , viewpoint assignment finds the set of participation plans P U i which maximizes T S(P U i ).
COMPLEXITY ANALYSIS
In this section, we prove that viewpoint assignment is an NP-hard problem by reduction from Orienteering [6] problem (which is an NP-hard problem). Orienteering is a variant of the traveling salesman problem and can be formalized as follows:
DEFINITION 2. Orienteering problem [6] The input to the orienteering problem consists of a weighted directed graph G=(V, E, W ), two vertices v s , v d ∈ V (not necessarily distinct), and a budget B > 0. The goal is to find a path P in G from vs to v d of length at most B such that the collected reward is maximized. The reward is determined by applying a reward function on the set V (P ) of the vertices visited by traversing the path P. The reward function f :2
V → Z + assigns a non-negative integer reward to any subset of the graph vertices.
Assuming that each vertex of the weighted graph G in an orienteering instance is associated with a non-negative reward, we define f as a function which returns the total reward of distinct vertices in V . For example, f returns the value 5 for a subset of graph vertices V ={v1, v2} where v1 and v2 are associated with the rewards of 2 and 3, respectively. Team orienteering [3] is an extension of the orienteering problem which finds M (M ≥ 1) paths (each going from v s to v d with a length of at most B) such that the total collected reward is maximized.
The orienteering algorithms in the literature fall into three categories: exact algorithms (such as [8] ), heuristics with approximation guarantees (such as [5, 7] ), and algorithms without approximation guarantee (such as [13, 4] ). The algorithms in the first two categories have much longer running times as compared to those in the third category. For example, a recursive greedy algorithm with approximation guarantee is proposed in [6] 
which has the running time of O((|V |B)
O(log|V |)) . The last category is focused more on reducing the running time without guaranteeing any bound on the collected reward.
To prove that viewpoint assignment is NP-hard, we first prove that the SVA problem is NP-hard; we define SVA as a special instance of viewpoint assignment in which only one user joins PTD. Thereafter, we readily conclude that the viewpoint assignment problem is NP-hard. The following lemma proves that SVA is NP-hard.
PROOF. We prove the lemma by providing a polynomial time reduction from the orienteering problem 2 . Towards that end, we prove that given an instance of orienteering, denoted by O, there exists an instance of SVA, denoted by S, such that the solution to S can be converted to the solution of O in polynomial time. Assume a given instance O with the weighted graph G, starting vertex v s , ending vertex v d , and available budget B. To solve O, we find a path PO with the length less than B which maximizes f (V (PO)), where V (PO) is the set of vertices on PO. Correspondingly, to solve S, we look for a participation plan P S which can be finished by user participation time T and maximizes T S(P S ). We propose the following mapping from O to S to reduce O to S.
Each vertex v i of G is mapped to a viewpoint v p i in the environment. We assume the shortest distance between two viewpoints v p i and v p j is the same as the length of the shortest path between vi and vj. The texture score of each viewpoint vp i is the same as the reward of vi and, correspondingly, the texture score of a set of viewpoints V p is assumed to be the summation of texture scores of the viewpoints in V p , i.e., T S(
. We assume the time required to take an image at a viewpoint is negligible. Suppose the viewpoints correspond to vs and v d as user starting and ending points. The budget B in O is mapped to the distance B in S. Assume the user in S has a constant movement speed v. We can always find a participation time T for this user such that she can traverse the distance of at most B in T while moving with the constant speed v.
Given this mapping, it is easy to observe that if the answer to S is the participation plan P S = (α 1 , α 2 , . . . , α k ), the answer to O will be the path PO, where:
The following theorem follows from Lemma 1:
PROOF. SVA is a special instance of viewpoint assignment and is NP-hard based on Lemma 1. Therefore, viewpoint assignment is also NP-hard.
INDIVIDUAL-BASED ASSIGNMENT
We categorized viewpoint assignment approaches into two categories: individual-based assignment and group-based assignment. In this section we study the individual-based approach. We first solve the SVA problem by reduction to the orienteering problem. Thereafter, we propose a solution for individual-based assignment based on SVA, which solves an instance of SVA per user. We prove that if SVA is solved based on an orienteering algorithm with approximation guarantee on the collected reward, the individualbased approach can also guarantee an approximation error on the collected texture.
SVA Heuristic
Here we explain how to solve an instance of SVA by reduction to (not from) orienteering problem. Given an instance of SVA we describe how to construct the corresponding orienteering instance. To construct the orienteering graph G (see Definition 2), for each viewpoint vp i we introduce a graph vertex v i ∈ G. We introduce an edge from vi ∈ G to vj ∈ G with the weight wij which is equal to the shortest path from vpi to vpj. If such a path does not exist then w ij = ∞. During construction of the orienteering graph, we assume a user starting and ending points are two virtual viewpoints (if they are not among the viewpoints) which comprise the starting and ending vertices of G, i.e., vs and v d , respectively. A virtual viewpoint v is a viewpoint which is not obtained by viewpoint selection, and therefore, no texture is collected from v in PTD. We can set the budget based on the user participation time and her movement speed (similar to the reduction in Section 3). Finally, we need to specify the reward function for the orienteering instance. Assume the reward function is denoted by f (V ), where V is the set of vertices. We define the reward function as follows:
Although this reward function (texture score) is more complex than the one we used in Section 3 (i.e., summation), but it satisfies the following two conditions:
The reward function is monotone since taking images from more viewpoints cannot decrease the collected texture. It is also submodular because by taking images from more viewpoints, the texture which can be collected from a new viewpoint will not increase.
As the reward function satisfies these two properties, the orienteering algorithms with approximation guarantee can be applied to solve the constructed orienteering instance [6] . The solution to the constructed orienteering instance can be easily converted to the solution of SVA alike the reduction proposed in Section 3.
Algorithm
Here, we propose the detailed implementation of BatchAssignment method in Algorithm 1 based on the individual-based approach which is presented by Algorithm 2. The inputs to this method are the sets Ui (the set of users joining during Ii), V (the set of unassigned viewpoints) and R (the set of TIN triangles without texture). Assume U i is an ordered list, i.e., U i =(u 1 ,u 2 ,. . . , u m ); we will discuss how to decide on the users order at the end of this section. A user participation plan Pu j is generated by solving an instance of SVA for each user uj starting from u1. Assume the subset of triangles in R that are visible to any viewpoint in P u j is R j . To prevent the double counting of the collected texture, we assume all triangles in R j are already texture mapped when generating the participation plans for subsequent users, i.e., for a user u k where k > j. The reason is that the triangles in R j will be texture mapped by u j when she takes P u j . This update is done at Line 4 and by the U pdate method which removes the viewpoints in P u j from V.
Consider an orienteering algorithm O with the approximation ratio of η, i.e., η is the ratio of the total rewards collected by the optimal orienteering solution to the one collected by O. With O, the
U pdate(V, R , P u j ) 5:
PU i =PU i ∪ Pu j ; 6: end for 7: return PU i ; value of η depends on the budget B. Assume SVA in Algorithm 2 is solved by reduction to O. The following theorem proves the approximation ratio of the viewpoint assignment over T C .
THEOREM 3. The approximation ratio of the individual-based approach for users joining during TC is
where P is the set of user participation plans obtained by applying Algorithm 1 for all the users joining during TC , and P * is the set of optimal participation plans. η max is the maximum approximation ratio of O for all the users joining during T C . The proof of the theorem is an extension of the proof of the multi-path orienteering approximation ratio proposed in [1] and can be found in the full version of the paper.
Before running the individual-based algorithm, we need to order the users in Ui. Intuitively, sorting the users in ascending order of their participation times results in higher texture score than those of the other orderings. The intuition is that if the participation plan of a user with a long participation time is generated first, the user can collect texture from many viewpoints. Among these viewpoints, there may be numerous viewpoints which are the only possible viewpoints for the users with short participation times. In Section 6, we verify this intuition experimentally.
GROUP-BASED ASSIGNMENT
In this section we propose a two-stage approach to implement groupbased assignment. At the first stage, termed partitioning stage, we create a subproblem for each user which includes a subset of the unassigned viewpoints. We call the viewpoints within a subproblem a partition. The idea of this stage is to break the viewpoint assignment problem into multiple disjoint subproblems, where each subproblem has a limited number of viewpoints and therefore can be efficiently solved. At the second stage, to create participation plans for users we solve an instance of SVA for each of the partitions generated at the first stage. In this section, we first formally define each of these two stages and prove the existence of a twostage assignment solution. Thereafter, we propose efficient heuristics for the partitioning stage. The second stage solves an instance of SVA for each partition and the heuristics to solve SVA are already discussed in Section 4. Finally, we discuss the complete algorithm for the two-stage assignment.
To form a partition corresponding to a user u, denoted by part u , we first categorize the viewpoints based on the constraints of u. For each user u, we can identify three different categories of viewpoints. The first category includes the viewpoints from which u cannot collect texture. Collecting texture from these viewpoints is infeasible for u and we denote them by I(u). If the total time needed to go from s to a viewpoint v, collecting texture from v, and going to d is more than T, then u cannot collect texture from v. The other category of viewpoints includes those from which only u can collect texture. We denote this set of viewpoints as D(u) and term them the viewpoints dedicated to u. The last category of viewpoints are those from which u among other users can collect texture. We denote this set of viewpoints as S(u) and term them the shared viewpoints between users. For example, consider two users u1 and u2 having the constraints of c1 = (s1, d1, T1) and c 2 = (s 2 , d 2 , T 2 ), respectively. We denote the time it takes to go from x to y as t(x, y), and assume that the time required to collect texture from a viewpoint v is negligible. If T 1 = 25 and t(s1, v)=30, then v ∈ I(u1). Presume T1=30, T2=30, t(s1, v)=10,  t(v, d2)=10, t(s2, v)=10, and t(v, d2) =10. In this case, v ∈ S(u1) and v ∈ S(u 2 ) as both u 1 and u 2 can collect texture from v. Assuming the same setting, if we have t(v, d 2 )=30, then v ∈ D(u 1 ), because only u 1 can collect texture from v now.
The method for categorizing the viewpoints is presented in Algorithm 3. It takes as input the set of unassigned viewpoints V and the set of users U i (including their constraints). For each viewpoint v, it iterates over the users and checks whether a user uj can collect texture from v (Line 3). We represent the constraints of uj as c j = (s j , d j , T j ) and the time required to collect texture from v as t v (t v is the same for all viewpoints). If u j can collect texture from v, u j is added to a set called CG(v) which includes the users who can collect texture from v. Thereafter, the algorithm iterates over the viewpoints and for each viewpoint v checks the cardinality of CG(v) and based on that it updates the dedicated and shared viewpoint sets.
end if 8: end for 9: end for 10:
end if 16: end for Clearly, all the viewpoints in D(u) are in partu, any viewpoint in I(u) is not in partu, and a subset of viewpoints in S(u) are in part u . As the subproblems and hence the partitions should be disjoint, we need to assign a shared viewpoint to only one partition. We now formally define a user partition. The partition for a user u ∈ Ui is defined as follows:
where all partitions are disjoint, i.e., ∀i = j, part
At the second stage, we solve an instance of SVA for each subproblem, i.e., for each partu. The set of SVA solutions for all the partitions comprises the solution for the viewpoint assignment problem.
Assume the optimal set of participation plans is P * = {p *
un }, where p * u j is the optimal participation plan generated for user uj ∈ Ui. The optimal two-stage assignment is the one which gives a set of participation plans P = {pu 1 , pu 2 , . . . , pu n }, (where p u j is the participation plan generated for u j ∈ U i ) such that T S(P ) = T S(P * ). Next, we prove that two-stage assignment exists.
Existence
The following lemma proves that two-stage assignment can lead to optimal viewpoint assignment. PROOF. To prove the lemma, we show that given a set of participation plans generated by optimal viewpoint assignment, we can construct an instance of the two-stage assignment and obtain a set of participation plans with the same texture score. Assume the optimal solution of viewpoint assignment is P * = {p *
Running optimal SVA (SVA which is reduced to optimal orienteering) on part u j results in a participation plan for u j with a texture score at least equals to the texture score of p * u j , because the optimal SVA collects the maximum possible texture score for each partition. The partitions are also disjoint. Therefore, the overall collected texture score, T S(P ), is at least T S(P * ).
Partitioning Approaches
At the beginning of the partitioning stage, all the viewpoints dedicated to particular individuals are assigned to the corresponding partitions. We also add the starting and ending viewpoints (which can be virtual viewpoints as discussed in Section 4) to the corresponding partitions. This may result in overlapping between partitions. However, we can safely ignore the overlaps because the number of the overlapping starting and ending viewpoints is very small in comparison to the total number of viewpoints. Notice that such overlaps will not result in the double counting of the collected texture because at the second stage (after solving an instance of SVA per user) each viewpoint is assigned to only one user participation plan. The main challenge at the partitioning stage is to assign the shared viewpoints. This problem can be viewed as a classification problem. Classification is the task of assigning objects to one of several predefined categories [12] . With our problem, a predefined category is a user partition part u i , including starting and ending viewpoints for u i and all the viewpoints in D(u i ).
We propose two categories of heuristics to assign the shared viewpoints. In the first category, termed distance-based approach, we define a distance measure between a viewpoint and a partition, and use it to assign a viewpoint to its nearest partition. In the second category, termed nearest-neighbor based approach, we decide the partition of a viewpoint v based on the partition of the nearestneighbor of v among the viewpoints which are already assigned. We exploit these two categories of approaches to make the partitioning stage fast and at the same time effective. We next explain each category in detail.
Distance-Based Partitioning
With distance-based partitioning, a shared viewpoint is assigned to its nearest partition in the partitioning stage. We define two distance metrics to measure the distance between a viewpoint v and a partition part u i . Intuitively, v is close to part u i if it is close to all the viewpoints within partu i . Therefore, we define the first distance metric as the summation of the distances between v and each viewpoint within partu i .
where dist(v, part u i ) is the distance between v and part u i , and dist v (x, y) is the environment distance between viewpoints x and y.
A user participation plan includes a path which traverses some viewpoints within the user partition. Motivated by this, for the next distance metric, we define dist(v, partu i ) as the distance between v and the minimum length path in part u i which traverses all the existing members of part u i :
where pathu i is the path with the shortest length covering all the viewpoints within part u i . As finding path u i is an NP-hard problem (by reduction to Traveling Salesman Problem), we approximate path u i by constructing minimum spanning tree within part u i and converting it to approximate traveling salesman tour. The distance between v and path u i (dist path (v, path u i )) is the minimum length required to expand path u i to include v. After defining the distance metrics, we assign a shared viewpoint to its nearest partition. We call the partitioning based on the first distance metric DPOINTS, and the partitioning based on the second distance metric DPATH.
Nearest-Neighbor Based Method
Intuitively, when a user collects texture from a viewpoint, she should next collect texture from the nearby viewpoints to save the resources. Based on this intuition, we propose a nearest-neighbor based approach to decide to which partition a shared viewpoint should be assigned. Consider a shared viewpoint such as a. To decide on the partition for a, we look at the nearest-neighbor of a within the partitions. More specifically, consider the set of viewpoints within partitions, i.e., N = {v|v ∈ partu j , uj ∈ Ui}. Suppose the nearestneighbor of a in N is N N (a) = b, where b ∈ partu k . We assign a to part u k and u k is the candidate user to collect texture from a. We call this partitioning approach NN partitioning, for short.
Algorithm
The group-based assignment is summarized by Algorithm 4. This algorithm is an implementation of BatchAssignment in Algorithm 1, based on the two-stage assignment. As input, the T woStage method takes users U i , unassigned viewpoints V, and the triangles without texture R . The partitioning stage is executed in Lines 1 to 14 while the second stage is performed in Lines 15 to 19. At the partitioning stage, the partitions are first initialized by adding starting and ending viewpoints (i.e., v s i and v d i for user u i ) to the partitions (Lines 1-3). As discussed in Section 4, these viewpoints can be virtual viewpoints. Thereafter, the viewpoints are categorized and the viewpoints which are infeasible for all the users are pruned. Subsequently, each viewpoint v ∈ D(uj) is assigned to part u j . For a shared viewpoint v, the users who can collect texture from v are first identified (Line 12) and then v is assigned to one of the existing partitions based on the methods discussed in Section 5.2. Finally an instance of SVA is executed for each partition to generate the user participation plans.
{Initializing the partitions} 3: end for 4: Categorization(V, Ui); 5: Prune(V ); {A viewpoint which is infeasible for all users is removed} 6:
V =V -v; {Excluding the assigned viewpoints from V } 10:
end if 11: end for 12: for each v in V do 13: uv = {u ∈ Ui|v ∈ S(u)} {Finding all the users who can collect texture from v} 14:
Assign(u v ,v) {Assign(u v ) assigns v to one of the partitions} 15: end for 16: for each uj in Ui do 17:
U pdate(V, R , Pu j ) 19:
EXPERIMENTS
In this section, we evaluate our proposed heuristics by empirical analysis. We first describe our experimental setup and then present our experimental results.
Methodology
We conducted our experiments using a real dataset, i.e., the elevation data of Los Angeles area (from USGS 3 ) covering a 10km × 10km area. We assume users are constrained to move on the road network which is acquired from NAVTEQ 4 . The TIN model for the urban environments covered by the dataset includes 8000 triangles. We used the approach presented in [10] to generate the TIN model and to select the viewpoints in the urban environment. The number of selected viewpoints is 975. We precalculate the distances between the road network vertices and use that to quickly compute the distances between the viewpoints. We assume the time required to capture images at each viewpoint is one minute, and a user moves on the road network with the speed of 100 meters per minute.
The viewpoint assignment algorithms proposed in this paper extensively uses SVA to generate user participation plans. We used the orienteering heuristic proposed in [4] to implement SVA. This method has been empirically found to be one of the best orienteering heuristics [2] . It consists of two steps, where at the first step (initialization step) multiple paths are constructed by a greedy approach based on distance, while ignoring the collected reward. At the second step, by applying operators such as insertion/deletion of vertices and moving vertices between initial paths, the collected reward of the best path is improved. The total reward of the best path can also decrease during this step to avoid local optima. More details on this method can be found in [4] .
Our experimental system is implemented in Java, and runs on a typical Intel 2.66GHz PC with 3.25GB RAM. The operating system is Windows XP SP2. For each setting, we tested the algorithm by running it 20 times to compute the average values. Next, we present our experimental results.
Results
We run BachAssignment (either individual-based or group-based) in Algorithm 1 over each Ii ∈ TC to generate participation plans for users in U i . Here, we first evaluate the efficiency of individual and group-based assignment. Thereafter, we study the effect of changing |I i | on the efficiency of the viewpoint assignment algorithm (Algorithm 1).
Individual-based Assignment
With individual-based assignment, we iterate over an ordered list of users and generate a participation plan for each user. Here, we study the effect of ordering users based on their participation times on the efficiency of the individual-based assignment Algorithm. We consider three different user orderings: (1) random, with which users are randomly ordered, (2) descending, with which users are sorted in descending order of their participation times, and (3) ascending, where users are sorted in ascending order of their participation times. We denote individual-based assignment based on the first ordering as RAND, the second one as DESC, and subsequently, the last one as ASCE. Figure 3 shows the average running time for different individualbased assignment approaches and different number of users. We assume user participation time is a random number between 30 and 60 minutes. As described in Section 4, ASCE results in collecting more texture as compared to the other two approaches. However, it has the largest running time. The reason is that the size of SVA instances for consecutive users are decreasing much slower in ASCE than the other two approaches. In other words, the number of viewpoints which are input to SVA instances are decreasing much slower in ASCE. DESC is the fastest individual-based assignment approach as it reduces the size of consecutive SVA instances faster than other approaches.
Group-based Assignment
Here, we focus on evaluating the efficiency of the two-stage assignment algorithms. We first experimentally evaluate the overhead of the partitioning stage, and thereafter, evaluate the efficiency of the two-stage assignment based on different partitioning techniques proposed in Section 5.
Overhead of the Partitioning Stage.
Using the same settings as those of the experiments in the previous section, we evaluate the running time of the partitioning stage for two-stage assignment. The results are shown in Figure 4 . As shown in the figure, the running time of the NN approach and the DPOINTS approach are significantly smaller than that of the DPATH approach (because of the simplicity of these approaches) and are very close to each other. We also evaluated the overall overhead of the partitioning stage; in the worst case, the overhead is less than 6% of the total running time for the two-stage algorithm. The is due to precalculation of the shortest paths which makes the partitioning stage fast. 
Comparison of Different Partitioning
Approaches. Here, we compare the efficiency of our partitioning heuristics. The users participation times are selected randomly between 45 and 75 minutes. The results are shown in Figure 5 and Figure 6 . Figure 5 shows the average running time to generate a user participation plan based on different partitioning approaches. Figure 6 shows how the collected texture changes when different partitioning approaches are used. In all cases, the two-stage assignment with DPOINTS for partitioning results in the highest overall collected texture. All in all, the collected texture with DPOINTS is 8% and 5% higher than those of DPATH and NN, respectively. We attribute this to the fact that NN is very biased to a single viewpoint which may not be in the suboptimal solution. In contrast, DPOINTS considers all the viewpoints in the partitions when assigning a shared viewpoint. Also, the path we construct in a partition (i.e., path u i ) using DPATH can be very different from the final suboptimal path which the user takes in her participation plan. In terms of running time, over all the cases the two-stage algorithm with NN and DPOINTS partitionings have similar running times, lower than that of the two-stage algorithm with DPATHS partitioning.
Comparison of Viewpoint Assignment Approaches
In this section we compare individual-based and group-based assignment with each other and with the team orienteering heuristic. We used the algorithm in [13] , denoted by TO hereafter, with slight modifications to implement the approximate team orienteering. TO is faster and more efficient as compared to other existing heuristics for the team orienteering [13] problem. For each category of viewpoint assignment heuristics, we select a representative which outperforms others in the same category. Therefore, we compare ASCE (from individual-based assignment), DPOINTS (from group-based assignment) and TO. We assume random user participation times between 30 and 60 minutes. The results are shown in Figures 7 and 8 . These figures show the texture score and As expected, the texture score of TO is slightly better than the other assignment approaches. On average ASCE outperforms DPOINTS by 18% in terms of the collected texture. As for running time, DPOINTS significantly outperforms others. Averaging over all cases, it is 40% faster than ASCE and 75% faster than TO. The reason is the complexity of the operators and heuristics which are used with TO. Also, although both DPOINTS and ASCE approach solve independent subproblems by reduction to orienteering, the size of each subproblem within the two-stage assignment is much smaller than that of the ASCE approach. At the same time DPOINTS partitioning is fast, and therefore, the total running time of DPOINTS is lower than ASCE.
Viewpoint Assignment Over Time
Here, we study the effect of changing |Ii| on the efficiency of viewpoint assignment. We assume user arrival times follows a Poisson distribution with the mean of 10 (min). We assume T C is two hours. Each user participation time is a random number between 30 and 60 minutes. We presume 10 users are joining PTD in the first 30 minutes of T C . We set |I i | to one, two, five and 10 minutes and evaluate the amount of collected texture. As the results are similar for both individual-based and group-based assignment we only present the results with DPOINTS. Figure 9 shows the effect of changing |Ii| on the collected texture.
As the figure shows, there is a trade-off in selecting |I i |. By increasing |I i |, we have the opportunity to optimize participation plans by including more users, and hence, increase the amount of collected texture. On the other hand, increasing |Ii| results in wasting users available time. Given our experimental settings, the optimal |I i | is two minutes. Orienteering is a variant of the traveling salesman problem with profits. The algorithms to solve orienteering fall into three categories: the exact algorithms (e.g., [8] ), heuristics with approximation guarantee (e.g., [5, 7] ), and heuristics without approximation guarantee (e.g., [13] ). The first two categories are not applicable with large problem sizes because of long running times. Team orienteering as a variant of orienteering for multiple users is studied in [3] and [13] . Orienteering is used to model the coordination of participants in data acquisition, assuming each participant has a capacity constraint. Amarjeet et al. [11] studied coordination of multiple robots for environment sensing, where each robot has a resource constraint. In [14] , the authors partition the sensing field so that the total obtained reward in each partition is the same and an instance of orienteering is solved in each partition. In this paper, we proposed various heuristics to solve viewpoint assignment problem by reduction to orienteering problem and its variations and also proposed a novel two-stage assignment algorithm and proved that optimal two-stage solution exists. Also, we consider users who are joining over time with various constraints (i.e., starting, ending and available time).
RELATED WORK

CONCLUSION AND FUTURE WORK
In this paper, we introduced the problem of viewpoint assignment for participatory texture documentation. We studied the complexity of the problem and as the problem is NP-hard, we proposed different categories of heuristic solutions for this problem. We evaluated our proposed solutions using a real dataset. We plan to study the scalability of our solutions using larger datasets in the future. Also as part of our future work, we intend to extend our proposed approaches for documenting other urban data modalities, such as sound and temperature.
