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ABSTRACT
Aspect-oriented (A-O) programming has emerged as a pro-
mising paradigm to improve modularity by providing mech-
anisms to capture and execute crosscutting concerns in soft-
ware applications. Among others, A-O allows developers
to incrementally modiﬁes the behavior of a base program,
by introducing aspects which implement crosscutting con-
cerns having eﬀects at various points throughout a program.
Hence, despite the clean separation of concerns in aspect-
oriented systems, it remains diﬃcult to predict the eﬀect of
a given aspect on this base program. Once woven, does an
aspect still achieve what it was intended for? Does it violate
base program properties that should be preserved? Does it
interfere with the properties of other aspects? We propose
to address these questions through the formal analysis and
veriﬁcation of A-O system model. More precisely, this work
considers A-O models written in Aspect-UML (our UML
proﬁle). Having no regards to A-O language speciﬁc fea-
tures, these models might just as well be the result of a
forward as of a backward engineering process. In particu-
lar, this article explains how Aspect-UML models can be
speciﬁed within the Alloy model analyzer and how aspect
interactions can therefore be veriﬁed.
Categories and Subject Descriptors
D.2.4 [Software Engineering]: Software/Program Veriﬁ-
cation—Assertion checkers, formal methods, model checking
programming by contract; D.2.1 [Software Engineering]:
Requirements/Speciﬁcations—Languages
General Terms
Model veriﬁcation
Keywords
Aspect oriented modeling, UML, Alloy, pre/post conditions,
invariants, veriﬁcation
Permission to make digital or hard copies of all or part of this work for
personal or classroom use is granted without fee provided that copies are
not made or distributed for proﬁt or commercial advantage and that copies
bear this notice and the full citation on the ﬁrst page. To copy otherwise, to
republish, to post on servers or to redistribute to lists, requires prior speciﬁc
permission and/or a fee.
Workshop AOM ’07, March 12-13, 2007 Vancouver, British Columbia,
Canada Copyright 2007 ACM 1-59593-658-5/07/03... $5.00
1. INTRODUCTION
The aspect-oriented paradigm [10] allows core functionali-
ties and crosscutting concerns (i.e. aspects) composing a
system to be programmed independently in separate mod-
ules. This is possible thanks to the A-O compiler that later
”weaves” aspect behaviors at speciﬁed join points within
the base program. Although improving system modular-
ity, reuse and maintainability, A-O still faces an important
criticism (as discussed in [12]) concerning the diﬃculty to
reason about aspect interactions once they are woven into
compiled code. The aspect community has recently shown
an increased interest for this issue. To tackle aspect com-
position and conﬂict detection, we advocate an approach
dealing with aspect interactions at model-level and relying
on formal veriﬁcation techniques. Being model-based, our
approach remains independent from language speciﬁc fea-
tures, contrarily to other solutions based on static analysis
of programs. Using formal models, we can count on a meta-
model having a well-deﬁned semantics, a key element for
automatic analysis. We consider models which can easily be
enhanced with additional declarative semantic speciﬁcations
contributing to a ﬁner analysis of aspect interactions. Most
program analysis approaches are missing this kind of infor-
mation when time comes to reason about aspect and object
behavior. Compared to programs or requirement speciﬁca-
tions, models present a certain ﬂexibility: they can be more
or less abstract. They can be reﬁned and henceforth reveal
conﬂicts which could not have been detected by a require-
ment analysis (which usually oﬀers little insights on concrete
conﬂicts due to design decisions).
The approach described in this paper considers the analy-
sis of aspect interactions in A-O models written in Aspect-
UML [20, 13]. Aspect-UML is a simple proﬁle extending
UML with fundamental A-O concepts (aspects, advices, point-
cuts, joint points and crosscutting dependencies). It also
allows for formal annotations, such as pre and post condi-
tions, to accurately specify the behavior of sensitive elements
such as join points and advices as well as context passing at
pointcuts. Thanks to these annotations, Aspect-UML mod-
els provide additional information to analyze aspect inter-
actions from a semantic point of view. This work therefore
goes a step further than traditional approaches based on
program static analysis which often fail to decide about se-
mantic conﬂicts between aspects. With no regards to A-O
language speciﬁc features, Aspect-UML models might just
as well be produced within the context of a forward as of a
backward engineering process (model extraction).Aspect-UML models can be checked for conﬂicting aspect
interactions. One way to automate the veriﬁcation process
is to translate Aspect-UML models into an Alloy speciﬁca-
tion. Alloy provides a simple model speciﬁcation language
based on ﬁrst order logic as well as a model analysis and
simulation tool [7]. An Alloy model is composed of a set
of signatures deﬁning objects
1 sets and relations over them.
This model can be further constrained by predicates and
assertions. A model is an abstraction which actually de-
ﬁnes a set (possibly inﬁnite) of ﬁnite model instances. Alloy
implements model veriﬁcation by searching for model in-
stances satisfying some speciﬁed property. A model can be
checked to be valid or satisﬁable within model instance size
constraints. Indeed, the Alloy analyzer limits the search to
model instances whose size (in terms of objects) is inferior to
some bound ﬁxed by the user. Alloy justiﬁes its veriﬁcation
approach by putting forward the small scope hypothesis ac-
cording to which counterexamples invalidating a model tend
to occur in small models instances already.
To verify Aspect-UML models, we ﬁrst assume that the base
system and the aspects have both been proved to be indi-
vidually correct. By translating Aspect-UML models into
Alloy, our formal veriﬁcation process aims to reveal the fol-
lowing kinds of aspect interactions problems: (1) violation of
local properties: an advice or a join point’s pre/post condi-
tion is violated due to the weaving of an aspect.; (2) violation
of a class, aspect or system invariant due to the addition of
an aspect.
The organization of the paper is the following. Section 2
presents the Aspect-UML proﬁle, and illustrates, by means
of a simple example, the various concepts introduced by
the proﬁle. Section 3 introduces the Alloy analyzer and de-
scribes how Aspect-UML models can be translated into Al-
loy models. Section 4 outlines the formal veriﬁcation of these
models, using Alloy’s model analyzer, to detect conﬂicting
interactions between aspects. The article ends with a short
discussion of related contributions and gives an overview of
future work.
2. ASPECT-UML PROFILE
UML [16] is a general purpose modeling notation for spec-
ifying and visualizing software systems. It has emerged as
the standard modeling language endorsed by Object Man-
agement Group (OMG). To fulﬁll modeling needs of spe-
ciﬁc domains, UML provides extension mechanisms such as
stereotypes, tagged values and constraints. Extensions de-
ﬁned to model the particular elements of a domain are gath-
ered into a UML proﬁle.
To model A-O systems at an early stage of the develop-
ment life-cycle, we proposed in [20] a UML proﬁle called
“Aspect-UML”. This proﬁle is a very natural extension of
UML, which introduces the basic concepts of the aspect par-
adigm, within both class and use case diagrams. Concerned
with the veriﬁcation of aspect interactions, this proﬁle is
enhanced with formal annotations, such as pre and post
conditions, to accurately specify the behavior of sensitive
elements such as join points, advices and pointcuts [13].
1Alloy is not object-oriented. Objects are similar to records.
They are deﬁned by ADT signatures and have no implicit
identity.
To illustrate our modeling approach, we use an application
example inspired from the one given in [3] describing an as-
pect implementation of a telephony application which han-
dles phone calls. The example application is a simple sim-
ulation of a telephony system in which customers initiate,
accept, drop and merge both local and long distance calls.
The basic system provides core functionalities to simulate
customers and connections. To these basic functionalities,
one would like to add the timing, billing and interrupting
features described below.
• The timing feature is concerned with timing the con-
nections and keeping the total connection time per cus-
tomer. It intervenes at the beginning and the end of a
connection.
• The billing feature is concerned with charging cus-
tomers for the calls they make. A charge per con-
nection is calculated and, upon termination of a con-
nection, it is added to the appropriate customer’s bill.
• The interrupting feature is used for handling busy lines
by interrupting the callee. It intervenes at the begin-
ning of a connection, by checking if the destination is
busy, in which case the callee is interrupted.
Figure 1 shows how the timing, the billing and the interrupt-
ing callee requirements are integrated into the UML class di-
agram, using Aspect-UML conveniences. These crosscutting
requirements are respectively captured by aspects Timing,
Billing and Interrupting which are depicted as UML classi-
ﬁers decorated with stereotype ≪ Aspect ≫. These aspects
crosscut the basic application via two pointcuts modeled as
special interfaces named OpComplete and OpDrop (which
are also depicted by classiﬁers accordingly stereotyped). A
≪ crosscuts ≫ dependency relationship is then used to re-
lated each pointcut to the join points it denotes.
The OpComplete pointcut interface contains an abstract op-
eration named opComplete(c:Connection) to be executed
when one of its join points is reached. Similarly, the OpDrop
interface contains an abstract operation opDrop(c:Connection).
Let’s consider the Timing aspect for example (The Billing
and Interrupting aspects are modeled similarly). It imple-
ments both the OpComplete and OpDrop pointcut interfaces
and thus provides a corresponding advice to implement each
of them. Each advice implementing a pointcut interface is
to be executed at its crosscutted join points. A realization
relationship therefore relates each aspect to the pointcuts it
implements. As for advices, they are annotated with either
one of the stereotypes ≪ before ≫, ≪ after ≫ or ≪ around ≫,
depending on whether they must be executed before, after
or in place of the join points referenced by the pointcut.
As mentioned, Aspect-UML models are to be enhanced with
annotations and constraints which formally specify model
fragments such as join points, advices and pointcuts. In-
deed, the semantics of these elements is required for the
veriﬁcation of aspect interactions.
Aspect-UML constraints are speciﬁed directly on the class
diagram using UML notes (shown as rectangles with down-Customer
+ name: string
+call *.Connection.complete()
+ opComplete(c:Connection) 
: boolean
OpComplete
<<PointCut>>
+call *.Connection.drop()
+ opDrop(c:Connection) 
: boolean
<<PointCut>>
OpDrop
+getBill(Customer cust) : Bill
after opDrop(c:Connection)
<<Aspect>>
Billing
+ getTimer(Connection c):  Timer
after opComplete(c:Connection)
after opDrop(c:Connection)
<<Aspect>>
Timing
pre: Timer[c].connectionTime=Null
post: Timer[c].connectionTime >=0
context   Timing.opDrop
Timer
+startTime :int
+connectionTime:int
+c: Connection
+stop()
+getConnection()
+getTime()
+setUpTotalConnectionTime() 
+setUpCharge(time:int)
Bill
+charge :int
+totalConnectionTime: int
+client: Customer context   Billing.opDrop
pre: Timing.Timer[c].connectionTime!=Null
post: Bill[c].charge >= Bill[c].charge @pre
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<<Aspect>>
Interrupting
before opComplete(c:Connection)
post: c.destination.d_status=interrupted
pre: c.destination.d_status= busy
context   Interrupting.opComplete
post: status=disconnected
post: destination.d_status=idle
post: origin.d_status=idle
pre: status=connected
context   Connection.drop
Device
+ phoneNumber: int
*
*
Connection
+ status: string
+ origin: Device
+ destination: Device
+ merge()
+ drop()
+ complete()
*
OpDrop :: Binding
ToJoinPoint: Connection.drop
Binds: c <−−− Target
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+ d_status: string
Figure 1: Class diagram for the Telecom system
right corner bent over on Figure 1). Alternatively, these con-
straints can be listed in some independent text ﬁle. More
details about the notation used for annotations and con-
straints can be found in [13].
• Speciﬁcation of join points and advices. Join
points and advices are both associated to operations.
The behavior of these operations is speciﬁed declara-
tively using pre and post conditions (e.g. see the an-
notation attached to the drop operation in class Con-
nection on Fig. 1). Conditions are formulated using a
notation similar to OCL.
• Speciﬁcation of pointcuts. To adapt to the context
where they are woven, advices often need to capture
the contextual data captured by the join point. Point-
cuts indeed allow to expose the context of join points.
This context typically contains the identity of the ob-
ject invoked by the method called/executed at the
join point and the actual parameters of this method
call. Pointcut speciﬁcation deﬁnes how the execution
context is passed from join points to related advices.
Aspect-UML proposes a simple notation for pointcut
speciﬁcation (e.g. see the annotation attached to the
OpDrop pointcut on Fig. 1).
• Precedence constraints. If several aspects crosscut
a base model at the same join point and oﬀer advices
of the same type (i.e. before or after), the developer
can clear up execution ordering ambiguities between
advices by deﬁning a precedence relationship between
the conﬂicting aspects and by adding it to the class
diagram. (e.g. A priority annotation Timing < Billing
could have been added to disambiguate the execution
order of respective aspects at join points).
3. SPECIFYINGASPECT-UMLMODELSIN
ALLOY
3.1 Overview of Alloy
Alloy [7, 2] is a structural modeling language, based on ﬁrst-
order logics and designed for the speciﬁcation of object mod-
els through graphical and textual structures. It is based on
ideas inspired from Z [17] and the many attempts to for-
malize object modeling
2. An Alloy model is a structured
speciﬁcation composed of the following elements.
• Signatures. A signature deﬁne a data domain and
its structure. Similar to abstract data types (ADT), a
signature introduces a basic type (a typed set of ob-
jects) and a collection of relations (called the signa-
ture’s ﬁelds) over deﬁned sets of objects. Signature
extension (similar to ADT subsorting) is a powerful
feature used to support hierarchical speciﬁcation.
• Facts. Facts are explicit constraints on relations and
types deﬁned by signatures. Facts always hold. They
are therefore veriﬁed by all the instances of the model.
• Predicates. Predicates are expression intended to ex-
press constraints on objects deﬁned by a model. They
can be applied when needed. Instances of a model can
be checked to satisfy a given predicate.
2Alloy is not object-oriented but simulates some O-O con-
cepts using ADTs.• Assertions. Assertions follows from the model’s facts.
Assertions therefore specify constraints intended to be
valid i.e. true for all the model’s instances. A coun-
terexample is generated by the Alloy analyzer when an
assertion does not hold.
More than a speciﬁcation language, Alloy provides an ana-
lyzer which can, among other things, check the validity of
assertions over a model, modulo the size of model instances
being considered. Indeed, to check if a model is valid or
satisﬁable, the analyzer requires the user to specify upper
bounds on the number of objects of each signature which can
be contained in a model instance. This therefore entails the
search through model instances to be ﬁnite. Instance explo-
sion can be controlled. Simple and ﬂexible, Alloy globally
appeared to be an adequate tool to achieve our goal, that is
to analyze aspect interactions in Aspect-UML models.
3.2 Speciﬁcation of an Aspect-UML model in
Alloy
This section explains how Aspect-UML models can be trans-
lated into Alloy speciﬁcations so they can later be analyzed
using this tool. Aspect-UML models provides both struc-
tural and semantic information. The translation shall there-
fore handle both type of information.
Translation of Aspect-UML structural elements into
Alloy.
Table 1 summarizes the correspondence which can be estab-
lished between the structural elements of an Aspect-UML
model and the elements of an Alloy speciﬁcation.
Table 1: Translation of Aspect-UML structural ele-
ments into Alloy concepts
Aspect-UML Alloy
-Class -Signature Declaration
-Aspect -Signature Declaration
-Attribute,
association
-Relation deﬁned by a signature
ﬁeld
Classes and aspects are translated into signature declara-
tions in Alloy. Attributes of a class or of an aspect are
translated into relations within the corresponding signature.
Similarly, associations between classes and/or aspects are
also translated into relations. As for user-deﬁned enumer-
ation data types
3, which are sets of values with no iden-
tity in UML (e.g. connected and disconnected in our case
study), enumeration literals are each translated into a sig-
nature extending the signature deﬁned for the enumeration
type. For instance, the following Alloy code fragment spec-
iﬁes the class Connection appearing in the class diagram of
the Telecom application (Figure 1).
sig Connection{
status: Status,
origin, destination: Device}
abstract sig Status{}
3Alloy oﬀers basic support for only two predeﬁned data
types i.e. for booleans and integers.
sig connected, disconnected extends Status{}
As for the Timing aspect, it is speciﬁed by the following
Alloy code fragment:
sig Timing{
eﬀectiveConnections: set Connection,
getTimer: eﬀectiveConnections → some Timer}
sig Timer{
startTime, connectionTime: Int,
c : Connection}
Translation of Aspect-UML semantic annotations into
Alloy.
To deal with the semantics of aspect interactions at join
points, Aspect-UML models have been extended with anno-
tations specifying the individual contract that each method/-
advice operation (executing at the join point) must respect.
These contracts are declared in terms of pre and post con-
ditions. The Alloy model must therefore take into account
these constraints.
Fortunately, the Alloy language allows us to go beyond the
representation of static structure. We can model evolving
systems through the use of predicates capturing the con-
straints that operations (methods and advices at join points)
must satisﬁed before and after their execution. Let op be an
operation (with parameter s of type T) whose behavior is
speciﬁed by pre and post conditions respectively constrain-
ing parameter s to be greater than 0 before executing and
to be less than 100 afterwards. The following predicate can
be used to describe, in Alloy, the constraining eﬀects of this
operation. (Let’s recall that Alloy uses logic variables i.e.
with single assignment).
pred p(s, s′:T) {
// precondition
s>0
// postcondition
s′ <100 }
In a correct Aspect-UML model, aspect interaction at join
points must never cause the violation of operations’ individ-
ual pre and post conditions, whatever execution scenario is
being considered. In the Alloy model, this means the weav-
ing of aspects will require the composition of the advice’s
constraints with the related join point’s constraints. If there
is no conﬂict, all model instances sould satisfy the compos-
ite constraint thus induced by aspect weaving. To illustrate
this, let’s consider the Alloy predicates that we have deﬁned
to constrain the woven execution of methods and advices at
the Drop join point in the Telecom application. In the follow-
ing steps, we will explain how to specify (1) the constraints
applying to the drop() method , (2) the constraints apply-
ing to advices opDropTiming and opDropBilling, (3) the
constraints imposed by the composition of those advices,
and ﬁnally (4) the constraints induced by the weaving of
composed advice at the drop() join point.1. The behavior of method drop() must satisfy the con-
straints imposed by its pre and post conditions: precondi-
tions must be satisﬁed by the model for the method to ex-
ecute and the method execution must leave the model in a
state satisfying the postconditions. In this case, the status
of the connection shoud be set to connected when drop()
is called, while its execution should afterwards leave it to
disconnected. The before and after states of the connection
are respectively captured by variables c and c′ These con-
straints can be speciﬁed in Alloy using a predicate deﬁnition,
as shown below.
pred drop(c, c′: Connection) {
c.status= connected &&
c′.status=disconnected &&
c′.origin.d−status=idle &&
c′.destination.d−status=idle }
2. The behavior of advice opDrop in the Timing aspect is
speciﬁed in a similar way. Its precondition constrains the
timer associated to the connection (being dropped) not to
have yet a registered connection time value. On the op-
posite, its postcondition forces the timer to have a regis-
tered connection time value greater or equal to 0. These
constraints compel the timer to change state, which conse-
quently forces the Timing aspect to also change state since
it must update its ﬁeld containing the list of timers. Para-
meters t and t′ are used to denote the state of the Timing
aspect before and after the execution of the opDrop advice.
As for the connection, its state (modeled by parameter c)
remains the same. The following Allow predicate is used to
specify the constraints imposed by the opDrop advice.
pred OpDropTiming(t,t′:Timing, c:Connection) {
t.useTimer[c].connectionTime=Null &&
t′.useTimer[c].connectionTime≥ 0 }
An Alloy predicate must be deﬁned to specify the constraints
imposed by the pre and post conditions of each advice and
joint point method appearing in the Aspect-UML model.
In the case of Billing’s opDrop advice, pre/post conditions
force the total charge on the caller’s bill to augment if the
timer has recorded a connection time greater or equal to
0. Consequently, only the bill changes state. This state
change can be observed thanks to parameters b and b′ in the
OpDropBilling predicate below. This Alloy predicate speci-
ﬁes the constraints compelled by the execution of Billing’s
opDrop advice.
pred OpDropBilling(b,b′:Billing, t:Timing,c:Connection) {
(t.useTimer[c].connectionTime >= 0) &&
(b.useBill[c.origin.owner].charge ≤
b′.useBill[c.origin.owner].charge) }
Some may have remarked that the Billing aspect implic-
itly requires the services of the Timing aspect. This way of
designing aspects is not recommended: aspects should be
deﬁned independently from each other. Nevertheless, if the
Timing aspect is retracted, our analysis will be able to detect
Billing’s failure at the drop join point.
3. When more than one advice of a same type (i.e. before
or after) are executed at a same joint point, these concur-
rent advices need ﬁrst to be composed together before being
weaved at this joint point. Concurrent advices having pri-
orities are composed sequentially following the order speci-
ﬁed by the precedence constraints. Sequential composition
forces postconditions of an operation in the sequence to im-
ply the preconditions of the following operation. If concur-
rent advices are not prioritized, they are composed sequen-
tially but in a non deterministic order. All possible ordering
will therefore need to be checked. Again postconditions of
an operation will be constrained to imply the preconditions
of the following operation.
For example, Timing and Billing are non prioritized con-
current aspects interacting at the drop join point. Their
respective opDrop advice need to be composed in a non de-
terministic order. To force Alloy to go through all possible
advice ordering, we deﬁne a predicate called executeOpDrop
which let’s Alloy the free choice to let predicate OpDrop-
Billing’s postconditions imply the preconditions of predi-
cate OpDropTiming, or the opposite. When checking validity
of an assertion, the Alloy analyzer will thus go through all
possible executions of this predicate, therefore trying all pos-
sible ordering of these two advices pre and post constraints.
pred executeOpDrop(t,t′:Timing, b,b′:Billing,c:Connection){
OpDropTiming(t,t′,c) && OpDropBilling(b,b′,t′,c)
||
OpDropBilling(b,b′,t,c) && OpDropTiming(t,t′,c) }
4. The ﬁnal weaving of the advice resulting from the com-
position of OpDropTiming and OpDropBilling is to occur
just after the execution of the drop() join point. Pred-
icate weaveAtOpDrop, given below, deﬁnes the constraints
compelled by the weaving. This predicate clearly forces the
context passing constraint c ← target (deﬁned by pointcut
OpDrop in the Aspect-UML model) to be respected thanks to
parameter c′. This parameter represents the state of the con-
nection just after executing the drop method. It is passed
to predicate executeOpDrop deﬁning the set of constraints
induced by the composite advice to be executed precisely at
this point. Finally, since the eﬀect of this advice must not
contradict initial postconditions of the drop join point, we
force the last state of the connection to be disconnected, as
initially expected.
pred weaveAtOpDrop(t,t′: Timing, b,b′:Billing, c,c′: Connection)
{ drop(c,c′) &&
executeOpDrop(t,t′,b,b′,c′) &&
(c′.status=disconnected)}
4. VERIFICATIONOFASPECT-UMLMOD-
ELS USING ALLOY
The veriﬁcation approach we propose, using the Alloy ana-
lyzer, is known as Model-Based Veriﬁcation “MBV”. MBV
is a systematic approach to ﬁnd errors in software require-
ments, designs or code [6]. The approach incorporates math-
ematical formalism, in the form of models, to provide a dis-
ciplined and logical analysis practice. MBV involves creat-
ing formal models of system behavior and analyzing these
models against formal representations of expected proper-
ties. Figure 2 shows our veriﬁcation process using the Alloy
analyzer into the development ﬂow of our aspect-oriented
approach.Specification of system
properties and invariants
Verification
aspects and join points
formal annotations of 
Aspect−oriented system
analysis & conception
Counter
example
Alloy
specification Alloy analyzer
Model review Translation into Alloy
[yes]
Modeling
[no]
Implementation
Aspect−UML
model
Aspect−oriented
program
Logic
formulas
Figure 2: Aspect-oriented methodology
Assuming the base system and the aspects are both indi-
vidually correct, the formal veriﬁcation process we propose
focuses on the discovery of errors due to aspect interac-
tions (either with the base program or with other aspects).
Aspect-UML allows us to deﬁne formal micromodels of A-
O systems, therefore capturing the essence of the weaving
mechanism, without having to take into account the whole
set of system requirements or design decisions. Retaining
solely critical parts (join points, advices and weaving indi-
cations), we can focus on the veriﬁcation of aspect integra-
tion within the base system as well as on interactions (es-
pecially implicit ones) between aspects. More precisely, our
veriﬁcation approach aims to reveal important interference
problems such as:
1. Violation of local properties. Violation of the base
program speciﬁcation (pre and post conditions) in-
duced by woven aspects; or violation of an advices
local speciﬁcation (pre and post conditions) induced
by the base program or some other woven aspect;
2. Violation of global properties. Violation of a sys-
tem properties, such as invariants, following the intro-
duction of new aspects.
4.1 Alloy analysis of Aspect-UML models
The Alloy analyzer is a tool, based on algorithms of SAT
solvers, for analyzing small model instances. The D. Jack-
son’s observation called the small scope hypothesis [8] is the
fundamental premise that underlies Alloy’s analysis. This
hypothesis states that negative answers tend to occur in
small model instances already. Absence of errors in small
instances can thus boost the conﬁdence we may have in a
positive answer for the whole veriﬁcation. In other words,
most ﬂaws in models can be observed in small instances,
since they arise from some shape being handled incorrectly.
Whether the shape belongs to a large or small instance
makes no diﬀerence. So if the analysis considers all small
instances, most ﬂaws will be revealed. So a good way to use
Alloy analyzer is to start with a small scope analysis, and
increase it gradually until a fault is found or until you are
satisﬁed with the approximation.
Alloy supports two kinds of automatic analysis: simulation
and checking. The ﬁrst one is used to demonstrate the con-
sistency of a given predicate by generating a state of the
model that satisﬁes the predicate. The second one is used
to prove the validity of assertions by attempting to generate
a counterexample. The analysis is always carried within a
user-deﬁned bounded scope, thus limiting the size of model
instances being explored. When the Alloy analyzer ﬁnds a
counterexample the assertion is necessarily false (violated),
otherwise no conclusion can be formulated about its validity.
Once Aspect-UML models are translated into Alloy, the
analysis of aspect interactions can be carried as follows:
1. Veriﬁcation of local properties. At a given join
point, an aspect advices may happen to interfere with the
base system or the other aspects by violating their pre/post
conditions. The corresponding Alloy models is composed of
a set of predicates deﬁning the constraints which the model
must satisfy in all cases. It therefore suﬃces to formulate an
assertion describing the composition of constraints entailed
by weaving and to run the Alloy analyzer over it. Alloy
will try to ﬁnd a counterexample invalidating the assertion
i.e. proving that at least one instance of the model doesn’t
satisfy the set of speciﬁed constraints. Considering the ver-
iﬁcation of aspect interactions at a given join point in the
Telecom application, we must formulate an assertion which
1) takes into account our initial hypothesis advocating the
correctness of the base program and of individual aspects;
and 2) speciﬁes all the constraints which must be satisﬁed by
the methods and the advices to be executed a the join point
(as explained in the previous section) For example, in the
Telecom application, to check if aspects Timing and Billing
are interacting correctly at join point drop (i.e. they don’t
violate the speciﬁcation of the base system nor do they in-
terfere with the speciﬁcation of the other aspect), the Alloy
analyzer was given the following assertion to check:
assert testWeaveAtOpDrop {
all c: Connection, t:Timing, b: Billing |
some c′: Connection, t′:Timing, b′: Billing |
(c!=c′)&&(t!=t′)&&(b!=b′) => weaveAtOpDrop(t,t′, b,b′, c,c′)
}
This assertion is of the form (condition => predicate),
where condition speciﬁes our initial hypotheses stating that
the base system and the aspects are individually correct at
the join point Drop. In this case, the base system is as-
sumed to be correct if the method drop() executes individ-
ually correctly, that means that the connection’s status iseﬀectively changed (i.e. c!=c′) by this operation. Similarly,
aspects are assumed to be individually correct if they ensure
the correct individual execution of their respective advices
OpDropTiming and OpDropBilling. In this case, this means
we are considering models in which Timing and Billing do
changed when execute (t! = t′) and (b! = b′). Under these
assumptions, the Alloy analyzer is asked to check if predicate
weaveAtOpDrop always hold. We recall that this predicate
speciﬁes the set of constraints induced by the weaving of
aspect at the join point drop.
Thus, if the initial conditions hold than the weaving pred-
icate must hold. Otherwise, if a counterexample is found
while checking the assertion, this means the Aspect-UML
model present some aspect interaction problem. When ana-
lyzing the Alloy model describing our Telecom Aspect-UML
model, the Alloy analyzer found no counterexample while
checking the assertion testWeaveAtOpDrop. We still can’t
be sure it is valid, but we do, at least, have better conﬁ-
dence it is.
2. Veriﬁcation of global properties. System invari-
ants can easily be speciﬁed by additional predicates in Alloy
models. In the Telecom application, two signiﬁcant invari-
ants can be speciﬁed:
• For each state in the system, the number of connected
connections must always equal or less than 50.
• The status of all devices (origins and destinations) en-
gaged in connected connections is not idle.
These invariants can be speciﬁed by the following predicates:
pred limitedConnectedConnections {
#{all c:Connection | c.status=connected} ≤ 50 }
pred deviceIdle {
all d:Device, some c:Connection |
(d in c.(origin + destination)) && (c.status=connected)
=> (d.d−status!=idle)}
Checking that these predicates hold over all states of our
model requires checking the execution traces of the model.
Alloys provides a library to handle ordered lists of states.
We shall use this facility to extend the veriﬁcation of our
model to invariants. Since invariants are assumed to already
hold on the base system, it suﬃces to check that they locally
hold on the execution trace produced by woven advices at
join points.
So far, we have only considered global properties which are
invariants, i.e. properties that hold globally at all the states
of the system. As for other safety and liveness properties,
their veriﬁcation using our approach is more complex, since
we only have a partial view of the system, where only the
behaviors of join points and advices are modeled. The veri-
ﬁcation of these properties will require compositional proofs
to take into account individual proofs of the other parts of
the system not being modeled. This is a problem we should
soon tackle.
5. RELATED WORK AND CONCLUSIONS
This paper introduced our modeling and veriﬁcation ap-
proach for aspect-oriented systems. High-level modeling of
aspect-oriented systems can be achieved using our UML pro-
ﬁle Aspect-UML. These models can be translated into equiv-
alent Alloy speciﬁcations therefore enabling the veriﬁcation
of signiﬁcant non-interference properties of aspect-oriented
systems, using the Alloy analyzer. Of course, one may fear
the use of automatic veriﬁcation for its well-known state
explosion problem. Our veriﬁcation approach shall evolve
such as to remain scalable and to master state explosion.
By reserving veriﬁcation to the critical weaving parts of the
system,, our approach already limits veriﬁcation to a sub-
set of the system’s states. Compositional veriﬁcation is also
being considered to reuse computed veriﬁcation results and
thus reduce new proof obligations. The use of Alloy in our
methodology also favors incremental checking of large sys-
tems: by bounding the size and the number of model in-
stances being explored, partial veriﬁcation results can be
obtained even for very large systems.
Considerable research has been done in the area of Aspect
Oriented Modeling to deal with aspect-orientation of soft-
ware at an abstraction level. Most of these proposals sug-
gest the use of UML for the modeling of A-O concepts. In
particular [1] deﬁnes a UML proﬁle to aspect-oriented soft-
ware development where both static and dynamic views are
handled, and [18] proposes a UML based design language
to support AspectJ. These two approaches rest on the same
extension mechanisms, where aspects are modeled as stereo-
type of UML classiﬁers and join points and pointcuts are
modeled as stereotype of UML operations. Our modeling
approach also relies on UML extensions using stereotypes.
However, in our opinion, our deﬁnition of pointcuts as inter-
faces (1) provides a better modularization of Aspect-UML
models, and (2) helps to identify potential aspects interac-
tions on an Aspect-UML class diagram, by spotting aspects
implementing a common pointcut interface. Moreover, our
proﬁle is enhanced with annotations, such as pre and post
conditions to specify the behavior of pointcuts, join points
and advices. Although, the idea of using semantic annota-
tions has already been suggested in Aspect-oriented models,
as in [9] that uses quality of service contracts to specify non
functional properties; these annotations have never been re-
ally developed and used to improve model veriﬁcation.
As for the detection of aspect interactions, to this day, few
proposals have rigorously addressed aspect interactions prob-
lem and taken into account their semantics. Among those
who did [4, 5, 19] most concentrate their analysis on the
detection of potential conﬂicts revealed by the syntax. This
type of veriﬁcation is more limited regarding coverage and
precision. To increase the accuracy and the signiﬁcance of
the veriﬁcation process, our approach goes beyond syntax
and takes into account the semantic of aspect-oriented sys-
tems.
Regarding formal veriﬁcation of aspect interaction, authors
in [15] present an approach to verify the properties of sys-
tems composed of multiple crosscutting concerns. The ap-
proach models concerns as sets of concurrent processes. Con-
cerns are speciﬁed as labeled transition systems and com-
posed through merge and override operators. The prop-erties of the composed system are then veriﬁed using the
LTSA model checking tool. Contrarily to our approach that
relies on modular veriﬁcation, the proposition of [15] is con-
cerned with the veriﬁcation of augmented systems. Thus,
because the entire augmented system is treated at once,
there may be some scalability problems. Authors in [11]
use model-checking to modularly verify aspect advices. In
their proposed prototype, the veriﬁcation is done only for
the state machine generated by the aspect code. Invariants
of the original system are checked if they are maintained in
the part of the system modeling the aspects, without rever-
ifying the entire system. However this approach, doesn’t
consider the situation where an aspect can disable a tran-
sition of the system it modiﬁes, i.e. the approach doesn’t
consider overriding aspects. We also rely on modular veri-
ﬁcation, but our approach, on the one hand, deals with the
formalization of models rather than programs. On the other
hand, our veriﬁcation approach considers the case where the
operations of the base system can be overridden by woven
aspects. Moreover, most proposals for the veriﬁcation of
aspect interactions deal with source code. We rather pro-
pose to tackle the problem from a top-down perspective by
addressing modeling before system implementation.
Alloy was also used in [14]. This article describes the adap-
tation of a role-based aspect-oriented modeling method and
deﬁnes a notion of aspect weaving as role merging. Since
the weaving (model transformation) is done manually, the
authors propose the use of the Alloy analyzer to verify if a
given invariant is satisﬁed before and after each transforma-
tion. This approach essentially deals with the veriﬁcation
of invariants. In this sense, our solution seems more general
as it addresses the detection of various kinds of property
violation due to aspect interactions.
Future work shall focus on the implementation of an auto-
matic model-translator from Aspect-UML to Alloy. Veriﬁ-
cation shall be extended to deal with various kinds of prop-
erties including safety and liveness. In the meantime, our
A-O modeling process is also being ﬁne tuned to allow some
easy transition from early aspect models to aspect design
models.
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