This analysis proposes a decision tree for selecting cross-device communication technologies for iOS and Android mobile devices. This tree accelerates the selection of cross-device technologies by taking into account known use cases of interaction. Five different communication technologies were tested (Real-time Multiplayer, Nearby Messages, PeerJS, iBeacon and Eddystone) by means of 13 proof of concept applications distributed between both operating systems (Android-iOS, iOS-iOS, Android-Android) and the design of 20 architecture diagrams of three types: sequence (connection to services and message sending), deployment and component. The decision tree was validated by mobile development experts resulting in a maximum reduction of up to 30 days of technology selection research. The effectiveness of the tree as a tool is 60%, its usefulness 80% and its ease of comprehension 90%, according to the results obtained from the experts.
INTRODUCTION
Cross-device is a type of interaction where human users interact with multiple and separate input output devices. These input devices manipulate content in the output devices within a perceived interaction space and with immediate and explicit feedback [1] . Cross-device interactions are carried out with a device through a communication medium, wherein communication technologies are employed to achieve message transfer. Nowadays, this type of interaction occurs mainly with the use of smartphones. Competition between smartphone manufacturers has caused a large variety of smartphone models to flourish, as well as operating systems and brands that a user can pick according to their needs or preferences. Android (Google) and Apple (iOS), the two largest smartphone market holders, have caused a clear divide of development practices, design approaches and programming approaches due to competing standards and technologies. Moreover, each operating system uses drastically different programming languages, IDEs and APIs.
Communication technologies are limited by the interfaces they expose and how they are implemented in different mobile operating systems. Data needs to be transmitted in such a way that, through the use of these interfaces, information can be sent and received between devices. Furthermore, these interfaces need to be compatible in both software and hardware. For example, if two devices use Bluetooth as a communication medium, communication is not guaranteed between them if their software does not provide the same interfaces or compatible profiles. This is the case with Apple and Android devices; their Bluetooth profiles are not at all compatible between each other [2] .
To save valuable development time, developers generally employ libraries and/or frameworks to approach recurrent problems that manifest themselves during the implementation of communication technologies. A framework is defined as an incomplete but reusable software that can be extended by a developer via extension points [3] . The usage of development frameworks is common when creating applications that require communication, as the implementation details of technology specifications are abstracted and often times simplified to the developer. To achieve guaranteed interoperability in cross-device communication, the framework needs to be integrated into all the operating systems that are to be communicated. Developers needs to carry out an extensive and complex analysis to know if a framework suits the given use cases, as frameworks are not designed to be an allencompassing solution.
provide component, deployment and sequence diagrams to describe how each technology works. The diagrams are validated with proof of concept applications for iOS and Android. Finally, a decision tree is generated according to the analysis carried out with the five frameworks to allow developers to pick one depending on their use cases.
The frameworks and their main functions are the following:
Real-time Multiplayer uses Google Play services to establish connections in real time with many users in a single session. It has found many uses in real time games, where communication and message transfer need to be fast and constant [4] .
Nearby Messages is a Google service that is able to send small binary payloads between mobile devices. Its main feature set lies in the detection of how close two or more devices are by using Bluetooth, Bluetooth Low Energy, Wi-Fi and ultrasonic sound [5] .
PeerJS simplifies peer-to-peer WebRTC Connection. It is capable of text and binary data transfer. Due to its implementation in JavaScript, it can be utilized in most web browsers [6] .
Eddystone is an open source beacon also developed by Google. It can detect proximity of mobile devices and send URLs to these devices through Bluetooth Low Energy [7] .
iBeacon also uses Bluetooth Low Energy and can detect device location by creating a region around itself. This region lets a device determine where this beacon is and its proximity to it in RSSI units [8] .
RELATED WORKS
During the implementation process we were exposed to concepts, architectures and demos influenced by the recollection and analysis of previous work. These have as an objective the development of mobile applications with the goal of device connection and information transfer.
The investigation of technologies that permit interaction between iOS and Android operating systems lead us to an investigation of cross-platform environments and development practices. Designing applications for multiple platforms requires an architectural base that proves useful as a starting point in the development process. Gaouar et al. [9] present three different approaches for cross-platform development: Web, Hybrid and cross-compiled. Each of those technologies contain their architectural models, frameworks and tools. As is pointed out, the use of different approaches depends in the scope and requirements of a solution. Zheng et al. [10] explain design and development of a cross-platform application using the Web approach. The resulting product in their investigation is a teaching system capable of adapting to any type of device with a modern web browser with a combination of HTML5, Bootstrap and JavaScript.
After investigating existing models, we shifted our focus to how device connection and transmission of information was carried out. A viable solution is implementing an external service for connection management and message sending. As explored by Zhenhua et al. [11] , Cloud Computing and RESTful web services allow the creation of applications with interaction capabilities. In addition, the flexibility of this model lies in the limitations of the cloud provider. However, these limitations are lifted through the implementation of custom web services that can meet specific and situational use cases. This is demonstrated with Casp, a web service created by Guo et al. [12] . This service is capable of processing and deducing the context and environment of the surroundings of people provided by their smartphones. This compilation of information comes from the concept of Context Awareness, the ability of a smartphone to detect the location, state, and change of the environment it is in by utilizing its sensors. Weisker et al. [13] also work on this idea by demonstrating the use of a personalized service in a hybrid development approach. In their work, a projector displays a soccer game on a screen. Any smartphone can connect as a player in the display by navigating to a URL in a browser. This is possible due to the hybrid approach built over a web browser, the use of RESTful web services and WebSockets.
Similar results can be obtained with other communication mediums such as Bluetooth Low Energy. Mainetti et al. [14] show that using BLE in a large number of devices (not necessarily smartphones) allows for the creation of a giant web of connected devices capable of constant transmission of information. This concept is described by the term Internet of Things, and it is implemented in this case by using the BLE chips present in most smartphones to interact with other BLE devices. Bures et al. [15] implement this concept by communicating smartphones, automobiles, and other devices by emitting BLE signals inside a car park. Alongside GPS inside some cars, this BLE information could be used to find free parking space nearby, as well as avoid possible collisions via smartphone notifications sent to the drivers. Bluetooth Low Energy is available in a wide variety of devices and can be embedded in different kinds of objects. Beacons are a common example of these devices. Cho et al. [16] explore the emission capabilities of beacons and the information they can transmit (Minor, Major, UUID and RSSI values). RSSI is used for measuring signal strength and can be emitted by all BLE devices with transmission capabilities. This information can be transmitted and replicated in smartphones with the same kind of chip by imitating the beacon format. By Using RSSI, beacons and smartphones, the authors calculated the distance between two objects using a mathematical model.
The usage of beacons in closed spaces can determine not only the location of people, but their role within that space based on their location. Posdorfer et al. [17] provide an example of this. their work consists in an application that generates surveys for different participants in a conference room. This is achieved by dividing the space in sections with the use of beacons. Depending on the origin of the beacon emission, a different survey is carried out. Each sector or area in the room is designated by a role which is encoded in the beacons' message.
Finally, beacons and BLE can also be used in conjunction with other connection mechanisms to achieve interaction. Demonstrated by Jin et al. [18] , BLE and sound can work together to send images between two devices responding to gestures and movement. In their work, sound was used to identify the orientation and position of other devices in the BLE field to correctly select what device should receive an image based on the direction that image was thrown.
COMPARISON PROCESS
The comparison process consisted of analyzing the limitations of different technologies by using component, deployment and sequence architecture diagrams.
Beacons
iBeacon and Eddystone protocols define how a message should be sent with BLE. Apple iBeacon and Estimote are devices that implement these two protocols respectively, but any other device that can transmit BLE can implement them. Messages in this format are one-way, sent from a sender to a receiver. Because a receiver does not discriminate between what device generated the received packet, a smartphone can act as a sender as long as it has the hardware needed to transmit BLE.
iBeacons
iBeacons restrict the message portion of the packet to a GUID. They are only capable of transmitting this identifier so that applications that implement BLE can recognize this ID from a predefined list and execute a predefined action. In other words, this ID can be used to obtain more information from a backend server. For example, for indoor localization, an application can react to scanning an iBeacon ID, send this ID to a server and receive the floor where receiving device is. It is important to note that iBeacons are only officially supported by iOS, but can be received by both operating systems.
Eddystone-URL
Eddystone is the only BLE protocol officially supported by iOS and Android. It can transmit four different types of packets: UID, URL, TLM and EID. UID works similarly to iBeacons, unlike the other three types. TLM is used to obtain telemetry information from the beacon, and EID is used to transmit random identifiers in a secure manner [19] . URL was used to investigate the communication capabilities of this technology. Just like iBeacons, it uses BLE as a transmission method and its communication is unidirectional. Eddystone-URL does not require a backend service because its main function is opening a browser window with the URL transmitted by the beacon. This characteristic of having objects transmitting URLs is known as The Physical Web [20] .
Native Applications
Native applications are applications that are developed with the native supported language of the operating system. To develop native applications, a different code base is needed for each operating system, thus not making it cross-platform code.
Nearby Messages
Nearby Messages is an API designed by Google with support for iOS and Android. It requires the use of its own Cloud service. This service uses a publish/subscribe model to send and receive messages [21] . Nearby Messages lets you pick the type of mechanism needed for discovery of other devices. These mechanisms vary from ultrasonic sound, to Wi-Fi, Bluetooth and Bluetooth Low Energy. This service registers devices found nearby that share the same API key, so that they can transfer messages utilizing the Publish and Subscribe methods.
Google Real-time Multiplayer
The initial connection to the service is done by HTTP. First, a room is created that other people can connect to. Then, once connected, the rest of the communication is done via Sockets. Either UDP or TCP can be used to send the packets. UDP can send packets at a higher frequency than TCP, but with no guarantee that the packets will be received or be in the right order. This technology transmits small binary packets, so formats like JSON can be used to encode the information for easy consumption. They are sent via peer-to-peer connection to all participants in the connection. It is required to use Google's own cloud service via Google Play Services.
Hybrid Applications
Hybrid applications are generally developed in some flavor of JavaScript that is executed inside a WebView, a browser window that runs natively, but runs non-native code inside. Hybrid applications only need to be programmed in one language, so their code is kept the same across different operating systems.
PeerJS
PeerJS is a framework developed in JavaScript that simplified WebRTC peer-to-peer connection [6] . Through this connection, PeerJS can transmit text or binary data. This technology cannot work over mobile networks as it needs devices to be on the same network. To use this technology in smartphones, we used a hybrid implementation with Apache Cordova, a development framework for cross-platform mobile applications. Also, PeerJS requires a backend service for the initial connection between two devices. This is only used once as the actual message sending is done device to device.
Comparison between the five frameworks
The process of comprehension and comparison of each technology was carried out on the capabilities, limitations and effectiveness of the five frameworks previously presented over different use cases. The categorization of each technology consisted of six characteristics: Type of data (Text and binary), communication mechanism (BLE, sockets, HTTP, WebSockets, WebRTC and audio), base architecture (P2P or Centralized), cross-device interaction between iOS and Android, type of backend required and software approach (Native, Hybrid, beacons). The comparison result is the table in [ Figure 1 ].
[ Figure 1 ] was generated from the work carried out with the 13 proof of concept applications. Aside from the six characteristics that the table categorizes, a division for connection and message has been added, represented by the letter C and M. This is necessary as some technologies use different mechanisms for connection and transmission of messages.
Architecture diagrams
To document the limitations of each technology, four architecture diagrams per each of the five technologies were created. The diagrams used were one component diagram, one deployment diagram and two sequence diagrams. The sequence diagrams were divided by connection and message sending. The main advantage of using sequence diagrams lies in showing what external services need to be reached in order to achieve cross-device interaction. For example, as is the case with beacons, receiving a message from a beacon does not require external services, making it clear that its use is optional. In component diagrams, dependencies with libraries and frameworks are shown, as well as how different classes communicates with third party methods. Finally, deployment diagrams physically separate the devices and the services they use to show what infrastructure is being used to implement the solution, as well as where the infrastructure needs to be implemented (Cloud, self-hosted server). The construction and verification process was iterative, and they were refined through these proof of concept applications. How each technology worked and their limitations were put to the test in practice. 20 architecture diagrams were designed, backed by 13 proof of concept applications.
Component Diagrams
As an example, the following component diagram at [ Figure 2 ] is of the PeerJS framework. This diagram shows the interaction of the backend with the components of each device, and the interactions between the components. The iOS and Android components represent their operating systems. The groupings Activity, Storyboard and Peer logically separate each component within the proof of concept application. The inner components detail the interactions with other components in the diagram, whether by direct reference or via interfaces. Four different interfaces represent different connection and message channels that are opened when using this technology. Given that it is not possible to visualize the order of operations that occur, a sequence diagram provides this information.
Sequence Diagrams
The sequence in [ Figure 3 ] represents the sending and reception process of a message, after connection. In this case, a user opens an application, uses the Google Real-time Multiplayer service to encapsulate a message. This is immediately received by the other application instance without the need of a server, as shown by the empty line in Google Play Services. The second device opens the message using this service, and this is finally received by the second user.
In [Figure 4 ], the initial connection and the message transmission is documented. In this example, two users connect to the service. The first one starts the application, registers a connection token with the Google's cloud service, scans nearby devices to obtain their tokens, and registers them in the cloud as well. Then, in parallel, subscription and publication processes are started, where the device awaits input from the user and message reception from other devices. The second user does the same process on their own device, with their own copy of each instance. The process then finishes when this device starts waiting for subscription and publication of messages.
Deployment Diagrams
These deployment diagrams show the relationship between nodes, components and dependencies that applications exhibit when implementing a technology. Depending on how the framework works, a web service can be responsible for connection management and/or message sending. Generally, a hosted service provides methods that are consumable by using the frameworks that wrap a technology. In the case of iBeacons, no service is required, but more information can be attached to an advertised ID by using a web service as an extension. This can be seen in [ Figure 5 ]. In the case of Eddystone-URL, this technology does not need any web service to obtain information about the message. This is because the message sent is formatted as an URL. The message sent can be a web page or a web service route that can provide further data, such as a REST GET endpoint. The deployment diagram for this technology is detailed in [ Figure 6 ].
TECHNOLOGY DECISION TREE
From the developed proof of concept applications, a cross-device application and an analysis of frameworks that facilitate this type of communication, a decision tree was produced to guide other cross-device developers [ Figure 7 ]. This decision tree uses the validated frameworks and their documented limitations in [ Figure  1 ]. Three more frameworks are added to the tree: Firebase, PubNub and Google Turn-Based Multiplayer. They are added to cover common connectivity cases that are not necessarily crossdevice but can be tweaked to meet cross-device requirements.
VALIDATION
To validate this model, a questionnaire was used to measure the amount of investigation time needed to develop a cross-device application.
Subjects
Subjects that fit a desired profile were selected from a developer bank. This profile specified developers with three or more years of real world experience in the development of mobile applications in Lima, Peru. Due to the reduced amount of developers with these characteristics, the number of expected responses was of 10 (N=10). The collected data for the surveyed subjects were used to ensure the validity of their profiles.
Survey Development
The survey was developed to measure the estimated time needed to research implementing mobile technologies before and after following the decision tree. The questionnaire is divided into two sections. The first section shows the requirements of a crossdevice application by a real-world client, where the subjects are asked about their previous knowledge of these types of applications. This section ends by asking how much time it would take the subjects to research before starting development. The second section consists of showing the decision tree to the subject, with a brief description of the frameworks presented in the tree. This section contains questions on the effectiveness of the tree as a tool, and more importantly, the new estimation of research time after being exposed to the model. It is necessary to point out that this questionnaire attempts to represent the opinions of these 10 experts, but not of the whole population.
Questionnaire Distribution
The questionnaire was sent by email and designed in Google Forms to obtain data from the surveyed subjects in real time and to facilitate the forms' distribution. 14 surveys were sent in total, in which 10 were completed. The questionnaire was closed after receiving 10 results, and the data was saved and analyzed. 
Results

Tree as a decision model
The first group of results is used to determine if the tree was a valid decision model. 
Data Interpretation
In [Table 1 ], four out of ten surveyed subjects considered that the tree was easy to comprehend at first glance. In total, nine people (90%) considered that that comprehension of the tree lies between "somewhat easy" and "easy". In [Table 2 ], six subjects considered the tree as "somewhat effective" and "effective" (60%). Two subjects chose "somewhat ineffective" and "ineffective". In [Table 3 ] eight people considered that the tree was "somewhat useful" and "useful" (80%) at addressing the requirements in the problem statement. In summary, the ease, effectiveness and utility of the model are generally positive in these three questions posed.
Decision tree for reducing estimated research time
The second group of results compares the estimated research time before and after the cross-device decision tree. 
Data Interpretation
In [Table 4 ], before reading the decision tree, five surveyed subjects answered that the estimated investigation time would be "between one week and one month". One subject considered that the time required would be "more than a month". After going through the tree, no subjects answered "more than a month"; the amount of subjects in "between one week and one month" decreased by three people, who moved to "between a day and a week"; and finally "between one and twenty-four hours" decreased by one person, which points to an increase of time for this subject.
The variations between before and after mostly show a general estimated time reduction on cross-device application research. This variation is shown more clearly in [ Figure 8 ]. It is possible that the subject who showed a time increase did not initially understand the problem requirements, and when the tree presented a different, possibly more complicated context, the estimated time increased from what was originally perceived. 
CONCLUSIONS
In this project, five technologies that permit cross-device communication between iOS and Android operating systems were researched. We proposed a comparative graph that documents the limitations of the developed proof-of-concept applications, and also, we proposed a technology decision tree. This last tree was tested with ten experts in mobile application development and as a result we obtained a reduction of up to thirty days in estimation of research time needed for a cross-device project. The effectiveness of the tree as a tool was 60%, its usefulness 80% and its ease in comprehension 90%, according to the surveyed subjects. While the questionnaire does not reflect the results of the entire population, this investigation opens the way to further research on using models to ease the comprehension of technologies and frameworks that exist in current and future mobile application development. The source code, documentation, proof of concept applications and architecture diagrams can be obtained in http://www.upcsistemas.com/proyectos/DescubreEISCPCrossDev ice/.
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