The use of higher-order abstract syntax is central to the direct, concise, and modular specification of languages and deductive systems in a logical framework. Developing a framework in which it is also possible to reason about such deductive systems is particularly challenging. One difficulty is that the use of higher-order abstract syntax complicates reasoning by induction because it leads to definitions for which there are no monotone inductive operators. In this paper, we present a methodology which allows Coq to be used as a framework for such meta-reasoning. This methodology is directly inspired by the two-level approach to reasoning used in the FOλ ∆N (pronounced fold-n) logic. In our setting, the Calculus of Inductive Constructions (CIC) implemented by Coq represents the highest level, or meta-logic, and a separate specification logic is encoded as an inductive definition in Coq. Then, in our method as in FOλ ∆N , the deductive systems that we want to reason about are the object logics which are encoded in the specification logic. We first give an approach to reasoning in Coq which very closely mimics reasoning in FOλ ∆N illustrating a close correspondence between the two frameworks. We then generalize the approach to take advantage of other constructs in Coq such as the use of direct structural induction provided by inductive types.
Introduction
Higher-order abstract syntax encodings of object logics are usually expressed within a typed meta-language. The terms of the untyped λ-calculus can be encoded using higher-order syntax, for instance, by introducing a type tm and two constructors: abs of type (tm → tm) → tm and app of type tm → tm → tm. As this example shows, it is often useful to use negative occurrences of the type introduced for representing the terms of the object logic. (Here the single negative occurrence is in boldface.) Predicates of the meta-logic are used to express judgments in the object logic such as "term M has type t". Embedded implication is often used to represent hypothetical judgments, which can result in negative occurrences of such predicates. For example the following rule which defines typing for λ-abstraction in the object logic can be expressed using the typeof predicate in the following formula.
The Coq system [21] implements the Calculus of Inductive Constructions (CIC) and is one of many systems in which such negative occurrences cause difficulty.
In particular, the inductive types of the language cannot be used directly for this kind of encoding of syntax or inference rules.
FOλ ∆N is a logical framework capable of specifying a wide variety of deductive systems [13] . It is one of the first to overcome various challenges and allow both specification of deductive systems and reasoning about them within a single framework. It is a higher-order intuitionistic logic with support for natural number induction and definitions. A rule of definitional reflection is included and is central to reasoning in the logic [8] . This rule in particular represents a significant departure from the kinds of primitive inference rules found in Coq and a variety of other systems that implement similar logics. Our methodology illustrates that, for a large class of theorems, reasoning via this rule can be replaced by reasoning with inductive types together with a small number of assumptions about the constants that are introduced to encode a particular deductive system.
We define both the specification logic and the object logic as inductive definitions in Coq. Although there are no inductive definitions in FOλ ∆N , our Coq definitions of specification and object logics closely resemble the corresponding FOλ ∆N definitions of the same logics. The use of a two-level logic in both FOλ ∆N and Coq solves the problem of inductive reasoning in the presence of negative occurrences in hypothetical judgments. Hypothetical judgments are expressed at the level of the object logic, while inductive reasoning about these object logics takes place at the level of the specification logic and meta-logic. More specifically, in FOλ ∆N , a combination of natural number induction and definitional reflection provides induction on the height of proofs in the specification logic. For the class of theorems we consider, we can mimic the natural number induction of FOλ ∆N fairly directly in Coq. In addition, the Coq environment provides the extra flexibility of allowing reasoning via direct induction using the theorems generated by the inductive definitions. For example, we can use direct structural induction on proof trees at both the specification level and the object-level.
One of our main goals in this work is to provide a system that allows programming and reasoning about programs and programming languages within a single framework. The Centaur System [3] is an early example of such a system. We are interested in a proof and program development environment that supports higher-order syntax. In particular, we are interested in the application of such a system to building proof-carrying code (PCC) systems. PCC [17] is an approach to software safety where a producer of code delivers both a program and a formal proof that verifies that the code meets desired safety policies. We have built prototype PCC systems [1, 2] in both λProlog [16] and Twelf [19] and have found higher-order syntax to be useful in both programming and expressing safety properties. Definitional reflection as in FOλ ∆N is difficult to program
