INTRODUCTION
There has been a c o n s i d e r a b l e i n t e r e s t i n improving t h e process o f s i m u l a t i o n model development. One area o f i n t e r e s t i s the development of s i m u l a t i o n support environments. Henriksen (1983) suggests a s i m u l a t i o n software development environment composed o f a s e t o f i n t e g r a t e d software t o o l s .
Standridge (1983) proposes t h e i n t e g r a t i o n of software t o o l s and databases management techniques on each stage o f t h e s i m u l a t i o n model development process. Pidd (1984) a l s o o u t l i n e s a s i m u l a t i o n support environment concept f o r h a n d l i n g one s i m u l a t i o n problem a t a time.
O v e r s t r e e t and Nance (1985) emphasize t h e need o f a s p e c i f i c a t i o n language t o a s s i s t i n a n a l y s i s o f d i s c r e t e event s i m u l a t i o n models.
B a l c i (1986) d e s c r i b e the requirements f o r general model development environments w i t h focus on d i s c r e t e event simulat i o n modeling.
B a l c i and Nance (1987) r e p o r t a s i m u l a t i o n support system f o r p r o t o t y p i n g t h e automation-based paradigm. R o z e n b l i t and Z i e g l e r (1985) s e t up a conceptual framework f o r c o n s t r u c t i n g knowledgebased, computer-aided environments f o r system analys i s .
Z i e g l e r (1987) develops an o b j e c t -o r i e n t e d environment f o r h i e r a r c h i c a l , modular d i s c r e t e -e v e n t mode 1 i ng .
A second area o f i n t e r e s t i s t h e automation o f t h e s i m u l a t i o n modeling process. The two main stages i n the process are problem and code generation. Automatic Programming concepts are used i n t h i s area. Automatic Programming (AP) has been d e f i n e d as t h e automation o f some aspects o f t h e computer programming process ( B a r r and Feigenbaum 1982). T h i s automation i s g e n e r a l l y accomplished by developing another program, an automatic programming system, t h a t r a i s e s t h e l e v e l o f s p e c i f y i n g computer program i n s t r u c t i o n s . I n o t h e r words, an AP system helps programmers w r i t e programs. Shooman (1983) have i n d i c a t e d t h a t AP t e c hniques c o n s i s t s o f a dialogue between t h e designer and t h e computer t h a t i n t e g r a t e s e x i s t i n g software modul e s , o r subroutines, i n t o a main program t o o b t a i n r e l i a b l e , moderately e f f i c i e n t program code.
An AP system should improve t h e o v e r a l l e n v i r o nment f o r d e f i n i n g and w r i t i n g programs ( B r a z i e r and Shannon 1987). Consequently, t h e r e should be a reduct i o n i n t h e amount o f d e t a i l t h a t t h e programmer needs t o know. T h i s improved environment should r e s u l t s i n a more n a t u r a l way f o r the user t o d e f i n e h i s problem and i n a way t h a t more c l o s e l y resembles h i s way o f t h i n k i n g and l o o k i n g a t problems.
A number o f attempts have been made a t developing AP systems.
One o f t h e e a r l i e s t was t h e N a t u r a l Language Programming f o r Queuing S i m u l a t i o n s (NLPQ) (Heidorn 1974) .
Using an i n t e r a c t i v e dialogue, t h e NLPQ system created an i n t e r n a l d e s c r i p t i o n o f t h e problem.
From t h i s i n t e r n a l d e s c r i p t i o n , t h e system generated t h e s i m u l a t i o n code i n t h e t a r g e t language GPSS. The E l e c t r o n i c s Manufacturing S i m u l a t i o n System (EMS) (Ford and Schroer 1987 ) uses a n a t u r a l language i n t e r f a c e t o d e f i n e e l e c t r o n i c s assembly processes and then a u t o m a t i c a l l y w r i t e s SIMAN s i m u l a t i o n code.
B r a z i e r and Shannon (1987) have developed an AP system f o r modeling automated guided v e h i c l e systems (AGVS).
The system uses an i n t e r a c t i v e dialogue t o d e f i n e t h e AGVS.
The system i s w r i t t e n i n Turbo P r o l o g f o r t h e IBM/PC.
Once t h e AGVS has been defined, t h e system w r i t e s t h e corresponding SIMAN code. A Knowledge Based Model C o n s t r u c t i o n (KBMC) has been developed t o automate queuing model b u i l d i n g and code generation (Murray and Sheppard 1988) .
Through an i n t e r a c t i v e d i a l o g u e t h e KBMC defines t h e problem s p e c i f i c a t i o n and then a u t o m a t i c a l l y w r i t e s the SIMAN s i m u l a t i o n code.
DRAFT i s a program generator t o o l t o a s s i s t t h e user t o w r i t e s i m u l a t i o n code (Mathewson 1984) .
The system a l s o uses an i n t e r a c t i v e user d i a l o g t o s o l ic i t model parameters.
RESEARCH OBJECTIVE
I n the 1960's, t h e Boeing Company (Synder e t a l . 1967) developed a s i m u l a t i o n o f t h e Saturn V prelaunch a c c t i v i t i e s s t a r t i n g a t T-24 hours and going through T-0.
The s i m u l a t i o n model c o n s i s t e d o f over 1100 v e h i c l e components and 400 ground support equipment components.
A d e t a i l e d time l i n e was i n i t i a l l y developed f o r these components.
Next, t h e o p e r a t i o n s data, r e l i a b i l i t y data, and maintenance data were d e f i n e d and i n p u t t o t h e model.
The p r i n c i p a l model o u t p u t was the p r o b a b i l i t y o f launching a v e h i c l e w i t h i n a given launch window.
The model was w r i t t e n in G P S S -I 1 and r a n on t h e IBM 360.
The o r i g i n a l Boeing model was expanded t o i n c l u d e m u l t i p l e launch windows and the o p e r a t i o n a l sequence when a launch window was missed and t h e v e h i c l e had t o be r e c y c l e d t o t h e next launch window (Schroer 1969) . This model c o n s i s t e d o f two sequences: a main sequence i d e n t i c a l t o the o r i g i n a l model, and a r e c y c l e sequence.
The main sequence c o n s i s t e d o f those events i n t h e planned countdown between T-26 hours and T-0.
The r e c y c l e sequence c o n s i s t e d o f a number o f backout sequences c o n t a i n i n g those events required t o return the countdown t o some preceding point.
The recycle sequence also consisted of a recycle hold containing those events required t o sustain the vehicle s t a t u s a t a p a r t i c u l a r time in the countdown. The model was written in GPSS-I1 and contained 2300 blocks. Figure 1 i s a system overview of the major e l ements within a launch vehicle models. The knowledge base supporting the system contains the launch vehicle definition and operations, ground support equipment definition and operations, system maintenance paramet e r s , and systems r e l i a b i l i t y parameters.
The data from the knowledge base are used t o define precedence re1 ationships, dependency re1 ationships, and a c t i v i t y times and t o then construct the sequence of a c t i v it i e s , or the time l i n e . The model r e s u l t s are used in conducting various trade studies of the prelaunch countdown operations.
After a review of the l i t e r a t u r e , i t appears that the above c l a s s of network, or prelaunch countdown sequence, problems can be solved with these new automatic programming techniques. Furthermore, i t appears t h a t by using AP techniques, these problems can be solved more quickly and can be more e a s i l y verified and validated. The end r e s u l t would be improved model c l a r i t y , increased productivity, rapid prototyping and e a s i e r system maintenance.
The goal of the research presented i n t h i s paper i s t o develop a simulation tool t o a s s i s t the modelers of prelaunch countdown sequences define and develop the problem specification and then automatically generate the corresponding GPSS simulation code. This simulation tool i s called Automated Network Programming Systems (ANPS).
AUTOMATED PROGRAMMING SYSTEM
The ANPS system i s designed using the techniques of the automatic programming as i t s foundation. The ANPS system i s b u i l t on the i n t e r a c t i v e dialogue approach t o c r e a t e a main program t h a t includes the appropriate c a l l s to the selected subroutines.
The ANPS system consists of the following elements: O I n t e r a c t i v e user i n t e r f a c e program Once the user has defined the problem domain, the user s i t s a t a personal computer and responds t o questions from the i n t e r a c t i v e interface program. Based on the responses, the i n t e r f a c e program creates an internal problem specification f i l e . This f i l e includes the time l i n e f o r the network, the a t t r i b u t e s f o r the a c t i v i t i e s , and the dependent relationships between the a c t i v i t i e s . The problem specification i s then used as input by ANPS t o the automatic code generator program. The code generator program s e l e c t s and i n t e r f a c e s the a p p r o p r i a t e macros from t h e GPSS l i b r a r y and then generates t h e s i m u l a t i o n code f o r t h e main program i n t h e t a r g e t language GPSS/PC.
The o u t p u t o f t h e code generator program i s a GPSS/PC program f i l e . The experimental frame, such as t h e r u n statements, are then added and t h e GPSS program executed.
To When new macros have been defined, e x p e r t programmers are needed t o w r i t e t h e code and t o assure the proper i n t e r f a c e s .
The f o l l o w i n g f u n c t i o n s are c u r r e n t l y contained i n the ANPS l i b r a r y of macros:
A c t i v i t y -e v e n t i n t e r a t i o n f u n c t i o n A c t i v i t y f a i l u r e f u n c t i o n

O
F i x e d a c t i v i t y o p e r a t i o n f u n c t i o n
O
Continuous a c t i v i t y o p e r a t i o n f u n c t i o n
The a c t i v i t y -e v e n t i n t e r a c t i o n f u n c t i o n ensures t h a t a l l t h e a c t i v i t i e s are performed and events are achieved according t o t h e precedence r e l a t i o n s h i p s . Each node, or event, w i l l n o t occur u n t i l a l l t h e incoming a c t i v i t i e s have been performed.
A f t e r a l l incoming a c t i v i t i e s have been completed, the event t r i g g e r s a l l t h e outgoing a c t i v i t i e s .
The a c t i v i t y f a i l u r e f u n c t i o n simulates an a c t iv i t y f a i l u r e . When an a c t i v i t y f a i l s , t h e a c t i v i t y a l s o causes i t s dependent a c t i v i t i e s t o e n t e r a h o l d s t a t e . The time t o r e p a i r (TTR) t h e f a c i l i t y i s generated t o determine t h e f a i l e d a c t i v i t y ' s own i n t e r r u p t i o n time. For t h e dependent a c t i v i t i e s t h a t are a c t i v e a t the time o f f a i l u r e , TTR i s t h e i r i n t e r r u p t i o n , o r h o l d time. On the o t h e r hand, i f an a c t i v i t y has a l r e a d y been i n t e r r u p t e d a t t h a t time, t h e i n t e r r u p t i o n t i m e i s determined by t h e longer t i m e o f the TTR and t h e t i m e caused by t h e previous i n t e r r u p t i o n .
The f i x e d a c t i v i t y time o p e r a t i o n f u n c t i o n simulates t h e o p e r a t i o n o f each f i x e d a c t i v i t y . T h i s f u n c t i o n a l s o generates the time t o f a i l u r e (TTF) o f t h e a c t i v i t y . I f t h e a c t i v i t y f a i l s d u r i n g i t s operat i o n , t h e t r a n s a c t i o n i s forwarded t o t h e a c t i v i t y f a i l u r e f u n c t i o n .
The continuous a c t i v i t y time o p e r a t i o n f u n c t i o n simulates the o p e r a t i o n o f each continuous a c t i v i t y . The completion o f a v a r i a b l e a c t i v i t y depends on o t h e r a c t i v i t i e s i n c i d e n t t o the same ending node. The a c t i v i t y i s n o t completed u n t i l those o t h e r a c t i v i t i e s a r e completed. I f t h e a c t i v i t y f a i l s t h e t r a n s a c t i o n i s forwarded t o t h e a c t i v i t y f a i l u r e f u n c t i o n .
System C o n s t r a i n t s .
The f o l l o w i n g c o n s t r a i n t s O
An a c t i v i t y f a i l u r e w i l l cause t h e a c t i v i t y t o be delayed u n t i l t h e f a i l u r e has been r e p a i r e d .
O
A l l dependent a c t i v i t i e s w i l l a l s o be delayed f o r t h e same time u n t i l t h e f a i l u r e has been r e p a i r e d .
' I f another a c t i v i t y f a i l s d u r i n g t h e d e l a y of a dependent a c t i v i t y and t h e dependent a c t iv i t y i s a l s o dependent on t h e j u s t f a i l e d a c t i v i t y , the a d d i t i o n a l time t o r e p a i r , if any, i s added t o t h e delay o f t h e dependent a c t i v i t y .
O A dependent a c t i v i t y t h a t has been delayed cannot f a i l d u r i n g t h e delay t i m e and wi1 n o t cause o t h e r dependent a c t i v i t i e s t o be de 1 ayed.
a r e imposed on t h e ANPS system:
EXPERIMENT F i g u r e 4 describes a t i m e l i n e f o r a t y p i c a l countdown sequence problem c o n s i s t i n g o f s i x f i x e d a c t i v i t i e s and one continous a c t i v i t y . The d o t t e d l i n e s i n d i c a t e time l i n e c o n s t r a i n t s .
For example, a c t i v i t i e s ACT5 and ACT3 must be completed b e f o r e s t a r t i n g ACT6.
T h i s time l i n e can be redrawn i n t h e f o r m o f a network diagram as shown i n F i g u r e 5. Note t h a t a c t i v i t i e s ACTP, ACT4
, and ACT7 are on the c r i t ic a l Dath.
I ACT3 p' Table I gives
t h e time parameters f o r t h e a c t i v it i e s . These parameters i n c l u d e a c t i v i t y duration, time t o f a i l u r e , and time t o r e p a i r . Note t h a t a c t iv i t y ACTl has a v a r i a b l e o p e r a t i o n time.
That i s , t h i s a c t i v i t y w i l l operate d u r i n g t h e e n t i r e d u r a t i o n o f t h e system.
An example o f a v a r i a b l e a c t i v i t y i s system power. System power may be r e q u i r e d d u r i n g t h e e n t i r e system o p e r a t i o n and may be e s s e n t i a l t o a number o f s p e c i f i c a c t i v i t i e s . Table I1 gives t h e o p e r a t i o n a l dependencies b e tween t h e a c t i v i t i e s .
In other words, t h e t a b l e shows t h e e f f e c t o f an a c t i v i t y f a i l u r e on o t h e r a c t i v i t i e s i n t h e system. F i g u r e 6 contains a p a r t i a l l i s t i n g o f t h e i n t e r a c t i v e user dialogue f o r d e f i n i n g t h e network. This dialogue i s f o r d e f i n i n g a c t i v i t y ACT1, which s t a r t s a t node 1 and ends a t node 5.
The a c t i v i t y type i s v a r i a b l e , t h e time t o f a i l u r e f o l l o w s an expon e n t i a l d i s t r i b u t i o n w i t h mean o f 60, and t h e time t o r e p a i r f o l l o w s t h e normal d i s t r i b u t i o n w i t h a mean o f 20 and standard d e v i a t i o n o f 2.
A c t i v i t y ACTl has f o u r dependent a c t i v i t i e s ; ACT2, ACT5, ACT6, and ACT7. F i g u r e 7 i s a p a r t i a l l i s t i n g o f t h e main GPSS program f o r t h e network i n F i g u r e 5 t h a t was automatic a l l y generated by t h e ANPS system. Note t h a t t h e network i s constructed by a s e r i e s o f TRANSFER, SPLIT, and ASSEMBLE blocks.
For example, l i n e 2012 i s t h e s t a r t o f a c t i v i t y ACTl. L i n e 2013 s p l i t s one transact i o n t o l i n e 2019 and s t a r t s a c t i v i t y ACT2. L i n e 2020 s p l i t s another t r a n s a c t i o n t o s t a r t a c t i v i t y ACT3.
The output from t h e s i m u l a t i o n i s t h e d i s t r i b ut i o n o f time t o complete t h e prelaunch countdown sequence.
I n t h e example i n F i g u r e 4, t h e system time i s 200.
Therefore, i f any f a i l u r e s occur, t h e system time would increase i n t o the launch window, or beyond T-0.
These increased time can then be used t o compute t h e p r o b a b i l i t y o f launching w i t h i n a given launch window .
CONCLUSIONS
The Automatic Network Programming System (ANPS), once f u l l y o p e r a t i o n a l , has t h e p o t e n t i a l f o r use i n r a p i d l y model i ng r e 1 i abi 1 i t y networks.
Speci f i c a p p l i c a t i o n s f o r ANPS are i n modeling prelaunch a c t iv i t i e s o f space vehicles, ground support equipment space v e h i c l e t u r n around plans, space t r a n s p o r t a t i o n systems and o p e r a t i o n a l planning, and hardware systems w i t h m u l t i p l e subsystems. N a m e of dependent activity I t S X T Z N a m e Of dependerst activity a: *ACT:
F i g u r e 6. P a r t i a l l i s t i n g o f i n t e r a c t i v e user dialogue There are a number of p o t e n t i a l advantages o f an automatic programming system such as ANPS. These advantages i n c l u d e :
' Improved C l a r i t y -The GPSS code generated by ANPS i s a s t r u c t u r e d s i m u l a t i o n code t h a t i s easy t o read, trace, and modify.
O
Increased P r o d u c t i v i t y -The ANPS system
should r e s u l t i n a s i g n i f i c a n t i n c r e a s e i n t h e l i n e s o f s i m u l a t i o n code w r i t t e n per hour. The ANPS system uses the i n t e r a c t i v e user d i a l ogue t o a s s i s t t h e modeler d e f i n e the problem s p e c i f ic a t i o n . The i n t e r a c t i v e user i n t e r f a c e :
Provides f o r a s t r u c t u r e d procedure f o r a c q u i r i n g i n f o r m a t i o n on t h e system being modeled.
Expedites the d e f i n i t i o n o f t h e problem specif i c a t i on.
O
Assures a complete and d e t a i l e d d e f i n i t i o n of I n c o n t r a s t t o the advantages, t h e r e are a l s o several disadvantages. One disadvantage, and p r o b a b l y t h e most s i g n i f i c a n t , i s t h a t ANPS i s domain s p e c i f i c . Another problem i s t h a t s i m i l a r domains may r e q u i r e a d d i t i o n a l new macros o r subroutines. An experienced GPSS s i m u l a t i o n i s t must then be used t o w r i t e the code f o r these macros.
Another disadvantage i s t h a t t h e ANPS system r e q u i r e s more memory and execution t i m e than a n o n s t r u c t u r a l e q u i v a l e n t program.
However, t h i s disadvantage i s n o t as s i g n i f i c a n t as i n p r i o r years because computers are becoming f a s t e r and have more memory.
A f o u r t h disadvantage i s t h e user a t t itude problem o f l e a r n i n g something new and d i f f e r e n t .
I n summary, t h e ANPS system i s s t i l l i n t h e research stages o f development.
Hopefully, some day these types o f automatic programming techniques w i l l move from the research stages t o a c t u a l implementation and o p e r a t i o n a l use by t h e end user.
t h e problem s p e c i f i c a t i o n .
