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Ra´d bych na tomto mı´steˇ podeˇkoval sve´mu vedoucı´mu Ing. Karlu Mozdrˇenˇovi za jeho
ochotu a trpeˇlivost. Da´le bych ra´d podeˇkoval sve´ rodineˇ a prˇa´telu˚m za mora´lnı´ podporu
a v neposlednı´ rˇadeˇ take´ sve´ prˇı´telkyni za trpeˇlivost a psychickou podporu.
Abstrakt
Tato pra´ce popisuje teoreticke´ i prakticke´ rˇesˇenı´ u´lohy porovna´va´nı´ obrazu˚. Prvnı´ a druha´
kapitola se veˇnuje teoreticke´mu za´kladu analy´zy obrazu a existujı´cı´m metoda´m rˇesˇenı´
te´to u´lohy. Ve trˇetı´ kapitole je detailneˇji popsa´n postup prˇi tvorbeˇ rea´lne´ webove´ aplikace
pomocı´ HTML5 s ohledem na mobilnı´ zarˇı´zenı´. Veˇnuji se take´ popisu nastavenı´ a pouzˇitı´
konkre´tnı´ch na´stroju˚ a frameworku˚. Z experimentu˚ si lze udeˇlat obra´zek nejen o na´rocˇ-
nosti a specificˇnosti te´to u´lohy, ale nahle´dneme take´ do neˇkolika zpu˚sobu˚ optimalizace a
urychlenı´ neˇktery´ch cˇa´stı´ aplikace.
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CoffieScript
Abstract
This thesis describes the theoretical and practical solution of the problem comparing
images. The first and second chapter deals with the theoretical basis of image analysis and
existing methods for solving this task. The third chapter describes in detail the procedure
for creating real web applications using HTML5with regard to mobile devices. I also deal
with the description of the setting and the use of specific tools and frameworks. Through
experiments you can make a picture not only of the complexity and specificity of this
task, but also a glimpse into several ways of optimizing and speeding up some parts of
the application.
Keywords: Image analysis, JavaScript, Python, Google Closure, Grunt, Bower, NPM,
CoffieScript
Seznam pouzˇity´ch zkratek a symbolu˚
MVC – Model View Controller je architektura na´vrhu aplikace.
JS – JavaScript je programovacı´ jazyk pouzˇı´vany´ prˇedevsˇı´m pro
tvorbu webovy´ch aplikacı´.
JSON – JavaScript Object Notation je zpu˚sob reprezentace strukturo-
vany´ch dat.
NPM – Node Packaged Modules je balı´cˇkovacı´ syste´m pro platformu
Node.JS
PaaS – Platform as a Service je sluzˇba, u ktere´ poskytovatel zajisˇt’uje
kompletnı´ prostrˇedky pro tvorbu a beˇh webove´ aplikace.
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41 U´vod
Fotografie, od sve´ho vzniku, prosˇla velkou evolucı´ a v dnesˇnı´ dobeˇ je jejı´ vyuzˇitı´ dı´ky
digitalizaci velmi sˇiroke´. Aplikacı´ algoritmu˚ analy´zy obrazu na digita´lnı´ fotografii se
cˇloveˇku otevı´ra´ obrovsky´ prostor k vyuzˇitı´ teˇchto technologiı´ nejen v pru˚myslu, ale i
v kazˇdodennı´m zˇivoteˇ. Z tohoto du˚vodu jsem si vybral jako te´ma sve´ pra´ce cˇa´st te´to
problematiky a pokusil se zpracovat sve´ rˇesˇenı´ proble´mu kategorizace a vyhleda´va´nı´
fotografiı´. V kapitole 2 se budu zaby´vat obecny´mi postupy rˇesˇenı´ a v kapitole 3 detailneˇ
rozeberu implementaci a zvolene´ technologie. Kapitola 4 pak uzavı´ra´ celou pra´ci popisem
experimentu˚ a optimalizacı´.
1.1 Analy´za obrazu
Pocˇı´tacˇova´ grafika se zaby´va´ vizualizacı´ amodelova´nı´m rea´lny´chobjektu˚.Vyuzˇı´va´ k tomu
rasterizaci a dalsˇı´ aproximacˇnı´ techniky tak, abyuzˇivateli co nejle´pe grafickypopsala dane´
objekty. Naproti tomu se analy´za obrazu zaby´va´ procesem zcela opacˇny´m. Z obrazu se
snazˇı´ zı´skat zpeˇt co nejvı´ce informacı´ o tom, co se na obraze nacha´zı´.
Analy´za obrazu cˇasto vycha´zı´ z principu˚ fungova´nı´ lidske´ho oka a take´ z fyzika´lnı´ch
za´konu˚. Lidske´ oko je v te´to disciplı´neˇ velmi obratne´, a proto je v obecne´m rozsahu
velmi slozˇite´ dosahovat alesponˇ podobny´ch vy´sledku˚, jake´ dosta´va´ od tohoto orga´nu
lidsky´ mozek. Ten ma´ totizˇ k dispozici schopnost ucˇenı´ a rozsa´hlou pameˇt’ zkusˇenostı´,
ktere´ velmi dobrˇe vyuzˇı´va´ ke kategorizaci obrazu. V neˇktery´ch u´zky´ch oblastech doka´zˇı´
metody analy´zy obrazu prˇesto dosahovat kvalit lidske´ho oka, a proto ma´ smysl se jimi
da´le zaby´vat. Tyto oblasti jsou cˇasto vymezeny konkre´tnı´mi vlastnostmi, na za´kladeˇ
ktery´ch lze zvolit efektivnı´ metodu analy´zy. Mezi tyto vlastnosti mu˚zˇe patrˇit naprˇı´klad
barva nebo tvar objektu.
1.2 Porovna´nı´ fotografiı´
Cˇastou disciplı´nou analy´zy obrazu je porovna´nı´ dvou a vı´ce obrazu˚ a zı´ska´nı´ informace
o tom, jak moc jsou si dane´ obrazy podobne´. Tato u´loha se nazy´va´ QBE (Query By
Example), tedy hleda´nı´ pomocı´ prˇı´kladu. Jejı´ odlisˇnost od ostatnı´ch u´loh tkvı´ v tom,
zˇe mı´sto slovnı´ho popisu, jake´ vy´sledky hleda´me, ma´me k dispozici jeden konkre´tnı´
vy´sledek, odpovı´dajı´cı´ nasˇim pozˇadavku˚m. Hleda´me tedy dalsˇı´ podobne´ vy´sledky. To
na´m vy´razneˇ zvysˇuje sˇance vyrˇesˇit tuto u´lohu spra´vneˇ, protozˇe mı´sto neˇkolika podmı´nek
popisujı´cı´ch zada´nı´ ma´me k dispozici velke´ mnozˇstvı´ obrazovy´ch dat, ktere´ mu˚zˇeme k
rˇesˇenı´ vyuzˇı´t.
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Jak jsem jizˇ zmı´nil, obrazy mu˚zˇeme porovna´vat podle mnoha ru˚zny´ch krite´riı´, mezi
ktere´ patrˇı´ naprˇı´klad barva nebo tvar. Na za´kladeˇ zı´skany´ch informacı´ pote´ stanovı´me
tzv. vektory vlastnostı´ (feature vectors), ktere´ mu˚zˇeme navza´jem porovna´vat. Takovy´
vektor reprezentuje dany´ obra´zek tak, aby byl co mozˇna´ nejkratsˇı´, ale za´rovenˇ obsahoval
maximum du˚lezˇity´ch informacı´ o obraze. K zı´ska´va´nı´ vektoru˚ i k jejich porovna´va´nı´
mu˚zˇeme pouzˇı´t mnoho ru˚zny´ch algoritmu˚. Uved’me si tedy neˇkolik nejpouzˇı´vaneˇjsˇı´ch
metod porovna´nı´ obrazu vcˇetneˇ jejich vy´hod a nevy´hod.
2.1 Metody vyuzˇı´vajı´cı´ barvu
Tyto metody pracujı´ na principu histogramu, tedy urcˇı´ cˇetnost vy´skytu konkre´tnı´ch ba-
rev, na za´kladeˇ ktery´ch mohou porovna´vat obrazy mezi sebou. Pokud tedy dva obrazy
obsahujı´ prˇiblizˇneˇ stejne´ mnozˇstvı´ zastoupenı´ jednotlivy´ch barevny´ch slozˇek, lze hovorˇit
o jejich podobnosti. Proble´m vsˇak nasta´va´ s velikostı´ barevne´ho spektra, ktery´m mu˚zˇe
by´t obraz reprezentova´n. Pokud je barva pro kazˇdy´ pixel reprezentova´na 32 bity, mu˚zˇe
pouhou zmeˇnou kontrastu dojı´t k neshodeˇ dvou obrazu˚. Je tedy vhodne´ toto spektrum
vy´razneˇ zmensˇit.
Lepsˇı´ vy´sledky totizˇ dostaneme v prˇı´padeˇ, kdy budeme porovna´vat mnozˇstvı´ od sebe
vzda´leneˇjsˇı´ch barev v barevne´m spektru (trˇeba cˇervenou a modrou) dvou obrazu˚, nezˇ
mnozˇstvı´ dvou prˇı´mo sousedı´cı´ch barev (sveˇtle a tmaveˇ cˇervena´). Jiny´mi slovy to tedy
znamena´, zˇe vı´ce podobne´ jsou si obrazy, ktere´ obsahujı´ prˇiblizˇneˇ stejne´ mnozˇstvı´ cˇerve-
ny´ch a modry´ch pixelu˚ nezˇ obrazy, ktere´ majı´ prˇiblizˇneˇ stejne´ mnozˇstvı´ sveˇtle cˇerveny´ch
a tmaveˇ cˇerveny´ch pixelu˚. Na´sledujı´cı´ metody se tedy lisˇı´ ve zpu˚sobu redukce mnozˇstvı´
porovna´vany´ch barev. Detailnı´ informace o jednotlivy´ch metoda´ch lze nale´zt v kapitole
10 v knize J. R. Parkera [2].
Histogram
Histogramreprezentuje cˇetnost vy´skytuurcˇite´ barvyvkonkre´tnı´mobraze.U spojity´ch
obrazu˚ lze histogram jednodusˇe zı´skat jako sumu pozorova´nı´, z nichzˇ kazˇde´ patrˇı´ do
disjunktnı´ mnozˇiny. Celkovy´ pocˇet pozorova´nı´ oznacˇme jako n a k je celkovy´ pocˇet
disjunktnı´ch mnozˇin. Nejen u spojity´ch obrazu˚ mu˚zˇeme histogram vnı´mat take´ jako
pravdeˇpodobnost vy´skytu konkre´tnı´ barvy, tedy na´hodne´ promeˇnne´ v dane´m obraze.
Nejcˇasteˇji je histogram reprezentova´n sloupcovy´m nebo spojity´m grafem, kde na ose x je





Histogram se mu˚zˇe vyskytovat jesˇteˇ v kumulativnı´ podobeˇ, ktera´ hodnotu vy´skytu
urcˇite´ barvy prˇicˇte k hodnoteˇ pro prˇedchozı´ sousednı´ barvu. Grafem je pak neusta´le
rostoucı´ funkce.
62.1.1 Metoda strˇednı´ barvy
Tatometoda spocˇı´va´ v aproximaci obrazu do jedne´ skala´rnı´ hodnoty. Nad cely´m obrazem
tedy vypocˇı´ta´me jedinou vy´slednou barvu. Tato barva je soucˇtem hodnot vsˇech pixelu˚
pro kazˇdou slozˇku s na´sledny´m vydeˇlenı´m celkovy´m pocˇtem pixelu˚ v obra´zku. Jedna´ se
tedy o beˇzˇny´ aritmeticky´ pru˚meˇr.
Tato metoda je velmi jednoducha´ a rychla´, protozˇe porovnat jeden u´daj je velmi
snadne´. Nedosahuje vsˇak prˇı´lisˇ dobry´ch vy´sledku˚, protozˇe prˇi nı´ ztratı´me prˇı´lisˇ mnoho
informacı´ o pu˚vodnı´m obraze. Nenı´ tedy prˇı´lisˇ vhodne´ popisovat obrazy jedinou skala´rnı´
hodnotou.
2.1.2 Metoda Color Quad Tree
Metoda Color Quad Tree je zalozˇena na sestavenı´ neˇkolika u´rovnˇove´ho grafu typu strom.
Tento strom je tvorˇen postupneˇ smeˇrem od listu˚ ke korˇeni. Kazˇdy´ uzel je tvorˇen pra´veˇ
cˇtyrˇmi listy a kazˇde´ cˇtyrˇi uzly mohou tvorˇit pra´veˇ jeden dalsˇı´ uzel. Listy jsou v obraze
zvoleny jako cˇtverec nad cˇtyrˇmi prˇı´mo sousedı´cı´mi pixely. Pocˇet uzlu˚ v kazˇde´ u´rovni
odpovı´da´ vzˇdy mocnineˇ cˇtyrˇ, podle toho, o kterou u´rovenˇ se jedna´. Korˇen bude tedy
jeden, dalsˇı´ u´rovenˇ bude obsahovat 4 uzly a dalsˇı´ u´rovenˇ bude mı´t uzlu˚ jizˇ 16 a tak da´le.
Hodnota uzlu se z listu˚ mu˚zˇe spocˇı´tat neˇkolika zpu˚soby. Ten nejjednodusˇsˇı´ je opeˇt
pru˚meˇr. Zpu˚sobu˚ porovna´nı´ obrazu˚mezi seboumu˚zˇe by´t take´ vı´ce.Mu˚zˇeme si naprˇı´klad
zvolit konkre´tnı´ u´rovenˇ stromu a porovnat tyto u´rovneˇ mezi sebou.
Tato metoda bude o neˇco prˇesneˇjsˇı´ nezˇ metoda strˇednı´ barvy a jejı´ prˇesnost mu˚zˇeme
ovlivnit tı´m, v jake´ hloubce budeme stromy srovna´vat. Metoda vsˇak selzˇe naprˇı´klad
pokud bude jeden z obrazu˚ rotova´n o urcˇity´ u´hel.
2.1.3 Histogram odstı´nu a intenzity
Vzhledem k tomu, zˇe barva je tvorˇena vzˇdy trˇı´-slozˇkovy´m vektorem R, G, B, je o neˇco
slozˇiteˇjsˇı´ s nimi pracovat. Jednodusˇsˇı´ variantou je tedy skala´rnı´ hodnota, jako naprˇı´klad
odstı´n (sˇedi) nebo intenzita. Sestavit pak takovy´ histogram je velmi jednoduche´, a i le´pe
porovnatelne´ nezˇ histogramy jednotlivy´ch barevny´ch slozˇek.
Porovna´nı´ dvou histogramu˚
Dva histogramy jsou shodne´ pra´veˇ tehdy, kdyzˇ se cˇetnost slozˇky jednoho histogramu
H1[i] rovna´ cˇetnosti slozˇky druhe´ho histogramu H2[i] a to pro vsˇechny slozˇky.
Podobnost dvou histogramu˚ se vsˇak urcˇuje o neˇco komplikovaneˇji. Histogramy jsou






7Tato metrika urcˇuje vzda´lenost dvou vektoru˚ od sebe a hodı´ se pro porovna´nı´ dvou
histogramu˚. Cˇı´m je cˇı´slo veˇtsˇı´, tı´m jsou od sebe dva histogramy vzda´leneˇjsˇı´ a tedy me´neˇ
si podobne´.
Pokud vsˇak cha´peme histogram jako vektor, nasta´va´ zde od reality jeden podstatny´
rozdı´l. Tı´m je fakt, zˇe jednotlive´ slozˇky vektoru reprezentujı´ ortogona´lnı´ dimenzi, a jsou
tedy na sobeˇ neza´visle´. Naproti tomu v histogramu jsou sousednı´ barvy podobne´. Proto
pokud pouzˇijeme pouze Euklidovskou metriku, prˇipravujeme se o velmi podstatnou
souvislost.
Lepsˇı´m rˇesˇenı´m je hodnotit podobnost histogramu˚ shodny´ch a rozdı´lny´ch cˇa´stı´. Za
cˇa´sti, ktere´ se shodujı´ hodnocenı´ navy´sˇı´me a za cˇa´sti, ktere´ se neshodujı´ budeme hod-
nocenı´ snizˇovat. Sestavı´me tak pro kazˇdy´ histogram novy´, ktery´ se nazy´va´ kumulativnı´.
Barevnou hloubku nı´zˇe oznacˇı´me jako k.
c1 = a1, cn = an−1 + an;n ∈< 2, k >
Nad teˇmito histogramy pak opeˇt provedeme Euklidovskou metriku pro zjisˇteˇnı´ po-
dobnosti. K tomuto hodnocenı´ je vhodne´, aby byly oba histogramy normalizovane´, tedy
hodnoty jednotlivy´ch slozˇek na´lezˇely stejne´mu intervalu, tedy < 0, 1 >.
Dalsˇı´m zpu˚sobemporovna´nı´ dvou vektoru˚ je korelace. Tato funkce vyjadrˇuje za´vislost
mezi dveˇma histogramy. Korelacˇnı´ koeficient urcˇuje mı´ru te´to za´vislosti a mu˚zˇe naby´vat
hodnot z intervalu < −1, 1 >, prˇicˇemzˇ −1 oznacˇuje absolutnı´ neshodu, 0 vyjadrˇuje
na´hodnou za´vislost a 1 vyjadrˇuje shodu. Vy´pocˇet korelace pak probı´ha´ na´sledujı´cı´m






iH ′1(i) ·H ′2(i)
H ′k(i) = Hk(i)− (1/N)(

jHk(j))
Metoda Chi-square posuzuje shodnost opacˇneˇ nezˇ korelace, ale podobneˇ jako Eukli-
dovska´ vzda´lenost. Mensˇı´ hodnota tedy vyjadrˇuje veˇtsˇı´ shodu a 0 reprezentuje absolutnı´
shodu. Principia´lneˇ je zalozˇena na rozdeˇlenı´ pravdeˇpodobnosti, kde pomocı´ distribucˇnı´






Vı´ce o porovna´va´nı´ histogramu lze nale´zt v knize Learning OpenCV [7].
Barevne´ modely a jejich prˇevod
Sveˇtlo je fyzika´lneˇ reprezentova´no jako vlneˇnı´ o urcˇite´ vlnove´ de´lce. Prˇi ru˚zny´ch
vlnovy´ch de´lka´ch vnı´ma´ lidske´ oko sveˇtlo jako ru˚zne´ barvy. Tato sveˇtelna´ za´rˇenı´ se
mohou skla´dat a tvorˇit tak mnoho variacı´ barev. Na za´kladeˇ tohoto faktu vzniklo hned
neˇkolik zpu˚sobu˚ reprezentace barvy v diskre´tnı´m sveˇteˇ pocˇı´tacˇu˚.
8Tı´m nejzna´meˇjsˇı´m a nejpouzˇı´vaneˇjsˇı´m barevny´mmodelem je RGB. Z prvnı´ch pı´smen
anglicky´ch na´zvu˚ barev cˇervene´, zelene´ a modre´ lze snadno odvodit, jaky´m zpu˚sobem
probı´ha´ jejich skla´da´nı´. Protozˇe v tomto modelu vycha´zı´me standardneˇ z cˇerne´ barvy a
postupny´m prˇida´va´nı´m intenzity jednotlivy´ch slozˇek tvorˇı´me konkre´tnı´ barvu, rˇı´ka´me
tomuto modelu aditivnı´. Tento model vyuzˇı´va´me na veˇtsˇineˇ displeju˚.
Naopak model CMY (cyan, magenta, yellow) nazy´va´me subtraktivnı´m, protozˇe vy-
cha´zı´me z barvy bı´le´ a ubı´ra´nı´m intenzity se cı´lova´ barva postupneˇ ztmavuje. Tento
barevny´ model se vyuzˇı´va´ prˇeva´zˇneˇ k tisku, kde je za´kladem skutecˇneˇ bı´ly´ papı´r, cozˇ
prˇina´sˇı´ znacˇne´ vy´hody.
Oproti vy´sˇe zmı´neˇny´m modelu˚m se HSL (hue, stauration, lightness) snazˇı´ vı´ce napo-
dobit lidske´ vnı´ma´nı´ barev. Jeho slozˇky jsou tvorˇeny to´nem, sytostı´ a jasem barvy. Velmi
cˇasto se tato reprezentace zobrazuje ve trojrozmeˇrne´m prostoru jako kuzˇel, kdy to´n barvy
je zobrazen jako u´hel na kruhove´ podstaveˇ, sytost jako jejı´ polomeˇr a jas jako vy´sˇka.
Mu˚zˇeme jej videˇt na obra´zku ze stra´nky http://digital-intermediate.co.uk/
colour/colourbasics.htm, kde se take´ nacha´zı´ mnoho doplnˇujı´cı´ch informacı´.
Obra´zek 1: Reprezentace barevne´ho spektra HSL pomocı´ kuzˇelu
Prˇevod RGB na model HSL lze pak spocˇı´tat dle na´sledujı´cı´ch vztahu˚:
h =

nedefinova´n, jestlizˇemax = min
60◦ × g−bmax−min + 0◦, jestlizˇemax = r a g ≥ b
60◦ × g−bmax−min + 360◦, jestlizˇemax = r a g < b
60◦ × b−rmax−min + 120◦, jestlizˇemax = g



















Veˇtsˇina obrazu˚ je slozˇena z mnoha ru˚zny´ch barev. Tyto barvy jsou si cˇasto velmi po-
dobne´, a proto je vhodne´ tyto podobne´ barvy sloucˇit pod jedinou stejneˇ jako v prvnı´ch
dvou metoda´ch. Stanovı´me si vsˇak prˇesne´ barvy a rozsahy, kam kterou barvu budeme
prˇepocˇı´ta´vat:
Barva Hodnota
Red (170, 0, 0)
Orange (170, 85, 0)
Yellow (170, 0, 0)
Green (0, 170, 0)
Blue (0, 0, 170)
Purple (85, 0, 170)
Pea (85, 170, 0)
Black (25, 25, 25)
White (240, 240, 240)
Grey (128, 128, 128)
Tabulka 1: Tabulka barev
Tyto barvy majı´ mezi sebou stejne´ vzda´lenosti, a proto je velmi jednoduche´ roz-
hodnout, pod kterou bude pu˚vodnı´ barva spadat. Po prˇepocˇı´ta´nı´ tedy opeˇt sestavı´me
histogram a pouzˇijeme Euklidovskou metriku.
Tato metoda je odolna´ vu˚cˇi kontrastnı´m zmeˇna´m, a take´ nehraje roli rotace obrazu.
Zmeˇna perspektivy, ze ktere´ byl naprˇı´klad snı´mek objektu porˇı´zen, bude cˇinit te´tometodeˇ
jizˇ proble´my.
2.2 Metody vyuzˇı´vajı´cı´ tvar
Tytometody jsouzalozˇene´ na rozpozna´va´nı´ konkre´tnı´chobjektu˚ v obrazena za´kladeˇ jejich
tvaru.Oprotimetoda´mzalozˇeny´mna barveˇmajı´mnohemveˇtsˇı´ slozˇitost. Teˇmtometoda´m
se proto budu veˇnovat jen kra´tce z du˚vodu nevhodnosti pouzˇitı´ pro mou praktickou
implementaci. Cely´ proces teˇchto metod je rozdeˇlen do neˇkolika samostatny´ch bloku˚, z




V tomto kroku se vyuzˇı´vajı´ ru˚zne´ metody detekce hran k extrakci objektu a k jeho na´sled-
ne´mu odlisˇenı´ od pozadı´. Samotna´ detekce hranice vyuzˇı´va´ derivaci k nalezenı´ extre´mu˚ v
signa´lu obrazu. Tyto extre´mypak pomocı´ prahova´nı´ oznacˇı´me za hrany.Mezi nejzna´meˇjsˇı´
patrˇı´ naprˇı´klad Cannyho detektor [4].
2.2.2 Rozpozna´va´nı´ prˇı´znaku˚
Cı´lem tohoto kroku je reprezentovat objekt v obraze pomocı´ vektoru tak, aby obsahoval
vsˇechny podstatne´ informace. Nalezenı´ takove´hoto vektoru je velmi slozˇite´ a nelze tento
u´kol vyrˇesˇit obecneˇ. Vzˇdy proto volı´me specificky´ algoritmus podle toho, jaky´ typ objektu
majı´ detekovat. Jako prˇı´klad mu˚zˇeme uve´st velikost plochy objektu nebo jeho krˇivost.
2.2.3 Klasifikace
Proces klasifikace rˇesˇı´ u´lohu prˇevedenı´ vektoru na informaci, snadno zpracovatelnou
pro cˇloveˇka. V praxi to znamena´ naprˇı´klad pojmenova´nı´ objektu podstatny´m jme´nem
(v obraze se nacha´zı´ du˚m). Tento krok u´zce za´visı´ na prˇedchozı´ch dvou a jeho u´speˇsˇ-
nost se odvı´jı´ od kvality dat, ktere´ obdrzˇı´ ke zpracova´nı´. V praxi se vyuzˇı´va´ naprˇı´klad
neuronovy´ch sı´tı´ a jejich procesu ucˇenı´. Toto rˇesˇenı´ se prˇiblizˇuje tomu, jak stejnou u´lohu
zpracova´va´ lidsky´ mozek.
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3 Vlastnı´ rˇesˇenı´ a prakticka´ realizace
Pro u´cˇely sve´ho rˇesˇenı´ jsem se rozhodl vyuzˇı´t jizˇ existujı´cı´ch metod porovna´nı´ obrazu z
kapitoly 2 cˇi jejich kombinaci. Dı´ky tomu semohu vı´ce veˇnovat jejich prˇı´padne´modifikaci
na za´kladeˇ experimentu nebo optimalizace. Naopak prˇi realizaci u´lohy bych ra´d prˇinesl
rˇesˇenı´ nove´, ktere´ mi umozˇnı´ dı´ky svy´m vlastnostem sˇirsˇı´ vyuzˇitı´ v budoucnu.
3.1 Jizˇ existujı´cı´ prakticka´ rˇesˇenı´
Prˇed na´vrhem sve´ho rˇesˇenı´ jsem nejdrˇı´ve hledal, co je mozˇne´ pro tuto u´lohu vyuzˇı´t a na-
razil jsem na velkou spoustu aplikacı´ zaby´vajı´cı´ch se tı´mto te´matem. Tyto programy jsem
zarˇadil do dvou skupin, podle principu jejich fungova´nı´, a z kazˇde´ te´to skupiny uvedu









3.1.1 Offline zpracova´nı´ na loka´lnı´m PC
Tento zpu˚sob rˇesˇenı´ velmi dobrˇe demonstruje jednoducha´ aplikace Awesome Duplicate
Photo Finder, ktera´ si klade za cı´l nale´zt duplicity v loka´lnı´ sbı´rce fotek pro usˇetrˇenı´
prostoru na disku. Pracuje velmi spolehliveˇ a je velmi jednodusˇe ovladatelna´. Prakticke´
vy´sledky sice nejsou vzˇdy oslnˇujı´cı´, ale svu˚j hlavnı´ u´cˇel plnı´ docela dobrˇe.
Vy´hody:
• Fotky nenı´ trˇeba nahra´vat na vzda´leny´ server z cˇehozˇ vyply´va´ vysˇsˇı´ bezpecˇnost dat.
• Zˇa´dne´ na´roky na propustnost linky.
Nevy´hody:
• Limitace vy´konu loka´lnı´ho pocˇı´tacˇe.
• Mozˇnost pracovat pouze s fotkami, ktere´ se nacha´zı´ na loka´lnı´m disku.
• Aplikace je dostupna´ pouze pro Windows. Prˇı´padna´ portace na dalsˇı´ platformy
vyzˇaduje nemalou rezˇii.
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Obra´zek 2: Uka´zka programu Awesome Duplicate Photo Finder
3.1.2 Online rˇesˇenı´
V te´to skupineˇ je jednoznacˇny´m prˇı´kladem Google Images (https://www.google.
cz/imghp), ktery´ umozˇnˇuje hledat obra´zky nejen na za´kladeˇ vzoru naprˇı´cˇ internetem.
Vy´hody:
• Obrovska´ databa´ze obra´zku˚.
• Vysoky´ vy´pocˇetnı´ vy´kon datove´ho centra.
• Mozˇnost nava´za´nı´ na dalsˇı´ funkce (vyhleda´nı´ stra´nek, sdı´lenı´).
• Minima´lnı´ na´roky na vy´kon loka´lnı´ho pocˇı´tacˇe.
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• Aplikaci lze vyuzˇı´t na libovolne´m zarˇı´zenı´ (desktop, mobil, tablet) a operacˇnı´m
syste´mu (Linux, Windows, Android) s internetovy´m prohlı´zˇecˇem.
Nevy´hody:
• Nutnost nahra´t fotografii na vzda´leny´ server, a tedy horsˇı´ bezpecˇnost dat.
• Vysoke´ na´roky na propustnost linky vyzˇadujı´ nemalou rezˇii.
Obra´zek 3: Uka´zka Google Images
3.2 Stanovenı´ pozˇadavku˚ vlastnı´ho rˇesˇenı´
Na´ za´kladeˇ zkusˇenostı´ s jizˇ dostupny´mi rˇesˇenı´mi jsem si stanovil sve´ cı´le, ktere´ od sve´ho
rˇesˇenı´ vyzˇaduji. Tyto cı´le kombinujı´ vlastnosti obou vy´sˇe zmı´neˇny´ch skupin, a proto si
dovolı´m svu˚j teoreticky´ na´vrh rˇesˇenı´ nazvat hybridnı´m. Kombinacı´ vlastnostı´ Offline i




V dnesˇnı´ dobeˇ je internetovy´ prohlı´zˇecˇ s podporou HTML5 te´meˇrˇ v kazˇde´m zarˇı´zenı´, a
proto je volba te´to sady technologiı´ na mı´steˇ. Dalsˇı´ nespornou vy´hodou je proces ”in-
stalace”takove´ aplikace, kdy stacˇı´ jen zadat prˇı´slusˇnou adresu do webove´ho prohlı´zˇecˇe.
Na rozdı´l od beˇzˇny´ch desktopovy´ch cˇi mobilnı´ch aplikacı´ je doba trva´nı´ procesu prvnı´ho
spusˇteˇnı´ o mnoho kratsˇı´. Dlouhodoba´ udrzˇitelnost aplikace a rozsˇirˇova´nı´ funkcˇnosti v
pru˚beˇhu cˇasu je take´ velmi jednoducha´. Nemu˚zˇe totizˇ nastat situace, kdy ru˚znı´ klienti
majı´ ru˚zne´ verze, a proto nenı´ trˇeba bra´t prˇi vy´voji ohled na starsˇı´ verze sve´ vlastnı´
aplikace cˇi proces updatova´nı´.
Dı´ky cˇı´m da´l vy´konneˇjsˇı´m mobilnı´m zarˇı´zenı´m je vhodne´ cı´lit i na tuto neusta´le se
zveˇtsˇujı´cı´ skupinu uzˇivatelu˚. Rovneˇzˇ je velmi prakticke´ vyuzˇı´t CSS3 Media Queries pro
prˇizpu˚sobenı´ aplikace dane´ velikosti a rozlisˇenı´ obrazovky pro pohodlneˇjsˇı´ ovla´da´nı´. Tato
prˇenosna´ zarˇı´zenı´majı´ dnes jizˇ velmi kvalitnı´ fotoapara´t, a proto na nich lze ovla´da´nı´ zjed-
nodusˇit i tı´m, zˇe jim umozˇnı´m fotky pomocı´ vestaveˇne´ho fotoapara´tu rovnou porˇizovat.
Tı´mto se pro uzˇivatele mobilnı´ch zarˇı´zenı´ otevı´ra´ zcela rozdı´lny´ zpu˚sob vyuzˇitı´.
3.2.2 Tlusty´ klient
Tento prˇı´stup jsem si vybral jednak s rostoucı´m za´jmem o takovy´to druh aplikace, a
take´ kvu˚li rychlosti odezvy samotne´ aplikace pro uzˇivatele. Bude tedy stacˇit sta´hnout
aplikaci jednou a po celou dobu jejı´ho pouzˇı´va´nı´ bude se serverem komunikovat pouze
v podobeˇ zpra´v prˇi vy´meˇneˇ dat. Server poslouzˇı´ pouze jako databa´ze obra´zku˚ a u´lozˇisˇteˇ
pro klientskou cˇa´st aplikace.
Z tohoto du˚vodu jsem se rozhodl prova´deˇt cely´ proces analy´zy obrazu jizˇ u klienta
a server vzˇdy pozˇa´dat pouze o samotne´ porovna´nı´ obra´zku˚ mezi sebou. To znamena´, zˇe
nebude nutne´ nahra´vat na server pokazˇde´ dany´ obra´zek, ale pouze vektor s informacemi
o obra´zku, cozˇ vede k dramaticke´ u´sporˇe dat prˇi komunikaci. Dalsˇı´ nespornou vy´hodou
je bezpecˇnost. Pokud samotny´ obra´zek neopustı´ klientsky´ pocˇı´tacˇ, je velmi dobrˇe mozˇno
garantovat zabezpecˇenı´ aplikace. U obra´zku˚, ktere´ jsou naprˇı´klad citlivy´m dusˇevnı´m
majetkem, je tento parametr velmi du˚lezˇity´.
Tento prˇı´stup mi sice nedovolı´ vyuzˇı´t ke zpracova´nı´ tak velke´ho vy´konu, jako naprˇı´-
klad v prˇı´padeˇ Google, ale bude jej naopak mozˇno velmi dobrˇe pouzˇı´vat na mobilnı´ch
zarˇı´zenı´ch spomaly´mprˇipojenı´mk internetu.Da´le budemozˇne´ obslouzˇit obrovske´mnozˇ-
stvı´ uzˇivatelu˚ s relativneˇ maly´m vy´konem serveru i klienta, z cˇehozˇ v praxi plynou nı´zke´
na´klady na provoz takove´to aplikace. Za´rovenˇ vsˇak neprˇijdu o mozˇnost propojova´nı´ dat
s dalsˇı´mi informacemi, a mohu tak sve´ rˇesˇenı´ rozsˇı´rˇit o velke´ mnozˇstvı´ dalsˇı´ch funkcı´.
3.3 Na´vrh samotne´ho algoritmu analy´zy obrazu
Vzhledem ke stanoveny´m pozˇadavku˚m rˇesˇenı´ je nutne´ bra´t ohled na vy´kon potrˇebny´
ke zpracova´nı´. Nelze tedy vyuzˇı´t metod postaveny´ch na tvaru objektu a detekci hran.
Naopak je vhodne´ vyuzˇı´t barvu jako klı´cˇovy´ parametr obrazu. Algoritmy zalozˇene´ na
barevne´mhistogramumiumozˇnı´ rychly´ beˇh aplikace a za´rovenˇmi jesˇteˇ dovolı´ poskytovat
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uzˇivateli pomeˇrneˇ dobre´ vy´sledky. Je to tedy vzhledem k omezeny´mmozˇnostem vy´konu
nejoptima´lneˇjsˇı´ varianta.
Obra´zek 4: U´lohy, ktere´ zpracova´va´ klient a server.
3.3.1 Zpracova´nı´ obrazu
Prvnı´m krokem prˇed samotnou analy´zou je zpracova´nı´ obrazu. Dı´ky tomu je mozˇno
vy´razneˇ zlepsˇit vy´sledky procesu analy´zy. V me´m prˇı´padeˇ jsem se rozhodl z du˚vodu
omezene´ho vy´konu pouze orˇı´znout obraz na nejveˇtsˇı´ vnitrˇnı´ cˇtverec, abych zajistil vzˇdy
stejny´ vstup pro analyza´tor. Pro cˇtverec jsem se rozhodl z du˚vodu ru˚zne´ orientace vstup-
nı´ch fotografiı´. Pokud bych pouzˇil naprˇı´klad obde´lnı´k, ktery´ je orientova´n na sˇı´rˇku, byl
bych nucen fotografiı´m orientovany´ch na vy´sˇku orˇı´znout mnohem veˇtsˇı´ cˇa´st nezˇ teˇm ori-
entovany´mna sˇı´rˇku. Tı´mbych je samozrˇejmeˇ znevy´hodnil. Cˇtverec je tedynejoptima´lneˇjsˇı´
volba pro oba prˇı´pady orientace.
Dalsˇı´ krok, ktery´ jsem se rozhodl pouzˇı´t je sˇka´lova´nı´. Prˇepocˇı´ta´nı´m vsˇech obra´zku˚ na
jednotne´ rozlisˇenı´ analyza´toru umozˇnı´m vyhodnotit lepsˇı´ vy´sledky, cozˇ vy´razneˇ ovlivnı´
nejen rychlost samotne´ analy´zy. Dalsˇı´ pozitivnı´ dopad ma´ tento proces na mnozˇstvı´
spotrˇebovane´ RAM pameˇti, cozˇ je prˇedevsˇı´m kriticke´ pro mobilnı´ zarˇı´zenı´.
3.3.2 Analy´za obrazu
Z du˚vodu pozˇadavku na rychlost jsem se rozhodl vyuzˇı´t kombinaci vı´cemetod z kapitoly
2. Princip me´ho algoritmu je zalozˇen prima´rneˇ na vyhodnocenı´ histogramu v obraze a
na´sledne´ pru˚meˇrova´nı´ jednotlivy´ch barev z du˚vodu zprˇesneˇnı´ vy´sledku˚ a minimalizace
prˇena´sˇeny´ch dat. Prˇi pocˇı´ta´nı´ vy´skytu cˇetnosti barev vyuzˇı´va´m pouze klasicky´ histo-
gram opeˇt z du˚vodu˚ vy´konu. Samotne´mu pru˚meˇrova´nı´ se budu veˇnovat nı´zˇe, v kapitole
experimentu˚ 4.
3.3.3 Porovna´va´nı´ obrazu˚
Tato cˇa´st vy´pocˇtu se jako jedina´ prova´dı´ na serveru, a dı´ky tomu lze vy´slednou aplikaci
velmi dobrˇe sˇka´lovat. V kapitole 2 uva´dı´m neˇkolik zpu˚sobu˚ rˇesˇenı´ te´to u´lohy. Vybral
jsem si tedy vy´sˇe zmı´neˇnou Euklidovskou vzda´lenost, se kterou ma´m jizˇ drˇı´veˇjsˇı´ dobre´
prakticke´ zkusˇenosti. Z du˚vodu vy´konu nebudu pouzˇı´vat kumulativnı´ histogram.
16
3.4 Zvolene´ technologie
Protozˇe existuje obrovske´ mnozˇstvı´ ru˚zny´ch zpu˚sobu technicke´ho rˇesˇenı´ a na´vrhu archi-
tekturyme´ aplikace, spole´hal jsem se prˇi rozhodova´nı´ prˇedevsˇı´m na prakticke´ zkusˇenosti
s jednotlivy´mi technologiemi a frameworky. Snazˇil jsem se tedy jednotlive´ prˇı´stupy a
technologie vyzkousˇet na kra´tky´ch a jednoduchy´ch prˇı´kladech a sezna´mit se tak alesponˇ
ve zkratce s dany´m frameworkem.
Velmi mne prˇi tom inspiroval Addy Osmani a jeho kniha Learning JavaScript Design
Patterns [5]. Proto mi prˇi hleda´nı´ optima´lnı´ architektury aplikace vy´borneˇ poslouzˇil pro-
jekt s na´zvem TodoMVC (http://todomvc.com) od stejne´ho autora. Zde je k dispozici
jednoducha´ aplikace pro spra´vu u´kolu˚ opakovaneˇ navrzˇena´ pomocı´ obrovske´ho mnozˇ-
stvı´ ru˚zny´ch JavaScriptovy´ch frameworku˚ s mnoha ru˚zny´mi architekturami a prˇı´stupy.
Dı´ky tomu jsem se mohl velmi blı´zce sezna´mit se skutecˇny´mi vy´hodami i nevy´hodami,
ktere´ kazˇde´ rˇesˇenı´ nabı´zı´.Po dlouhe´m zvazˇova´nı´ jsem se nakonec rozhodl zvolit na´sledu-
jı´cı´ sadu technologiı´ a prˇı´stupu˚.
3.4.1 Serverova´ cˇa´st aplikace
U te´to cˇa´sti aplikace nenı´ v me´m rˇesˇenı´ na prvnı´m mı´steˇ vy´kon cˇi pouzˇita´ platforma, ale
prˇedevsˇı´m spolehlivost samotne´ infrastruktury a sˇka´lovatelnost v prˇı´padeˇ veˇtsˇı´ za´teˇzˇe.
Z tohoto du˚vodu jsem zcela upustil od klasicke´ho webhostingu nebo virtua´lnı´ho cˇi de-
dikovane´ho serveru, ale vsadil jsem na tzv. PaaS rˇesˇenı´, ktere´ mi nabı´zı´ vsˇe, co pro svou
aplikaci pozˇaduji.
Platform as a Service (PaaS)
Jedna´ se o vy´pocˇetnı´ platformu z kategorie Cloud Computing, ktera´ poskytuje pro-
strˇedı´ pro beˇh aplikace. Mezi hlavnı´ vy´hody patrˇı´ abstrakce od sı´t’ove´, hardwarove´ a
softwarove´ vrstvy zajisˇt’ujı´cı´ provoz. Nenı´ se tedy trˇeba starat o u´drzˇbu a vy´meˇnu hard-
waru nebo aktualizace operacˇnı´ho syste´mu a ostatnı´ho podpu˚rne´ho softwaru. Dalsˇı´ vy´-
hodou je sˇka´lovatelnost cele´ho rˇesˇenı´. Dı´ky virtualizaci a load balancingu je me´ aplikaci
prˇideˇleno vzˇdy tolik prostrˇedku˚, kolik pra´veˇ potrˇebuje naprˇı´cˇ fyzicky´mi servery, a proto
se nenı´ trˇeba oba´vat vy´padku prˇi zvy´sˇene´ za´teˇzˇi. Dalsˇı´ nespornou vy´hodou je replikace
mezi ru˚zny´mi datovy´mi centry rozmı´steˇny´mi na geograficky rozdı´lny´ch mı´stech sveˇta.
To umozˇnˇuje zkra´tit dobu odezvy, dı´ky vyuzˇitı´ vzˇdy nejblizˇsˇı´ho mozˇne´ho datove´ho cen-
tra k mı´stu, kde se uzˇivatel zrovna nacha´zı´. Dalsˇı´ vy´hodou je take´ za´lohova´nı´ dat, ktere´
by´va´ cˇasto opomı´jeno.
Vy´beˇr a pouzˇitı´ cloudove´ platformy
Mezi nejzna´meˇjsˇı´ poskytovatele PaaS sluzˇeb patrˇı´ naprˇı´klad Microsoft Azure, Ama-
zon Web Services nebo Google App Engine. Rozhodl jsem se pro Google App Engine
prˇedevsˇı´m z du˚vodu jednoduche´ integrace autentifikace uzˇivatelu˚ pomocı´ Google u´cˇtu.
Tento aspekt je pro mne du˚lezˇity´ prˇedevsˇı´m kvu˚li uzˇivatelu˚m, kterˇı´ prˇistupujı´ k me´ apli-
kaci z chytry´ch mobilnı´ch telefonu˚ a tabletu˚. Dle aktua´lneˇ dostupny´ch statistik podı´lu
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jednotlivy´ch mobilnı´ch operacˇnı´ch syste´mu˚ na trhu je nejrozsˇı´rˇeneˇjsˇı´ Google Android, a
to jak pro Cˇeskou Republiku, tak i celosveˇtoveˇ. Pra´veˇ dı´ky prova´zanosti sluzˇeb Googlu
je tedy autentifikace uzˇivatelu˚ na operacˇnı´m syste´mu Android mnohem jednodusˇsˇı´ a
pohodlneˇjsˇı´.
K ukla´da´nı´ dat na serveru je pro mne velmi du˚lezˇita´ databa´ze obra´zku˚ a vektoru˚,
nad ktery´mi budu potrˇebovat vyhleda´vat. Tento proble´m velmi dobrˇe rˇesˇı´ aplikacˇnı´
rozhranı´, ktera´ jsou na App Enginu k dispozici. Je to DataStore, pro ukla´da´nı´ textovy´ch
a numericky´ch dat, a BlobStore, pro ukla´da´nı´ bina´rnı´ch souboru˚. Obeˇ tyto ulozˇisˇteˇ jsou
velmi dobrˇe prova´zana´ a dovolujı´ mi naprˇı´klad velmi dobrˇe pracovat s obra´zky. Mnoho
du˚lezˇity´ch informacı´ o teˇchto rozhranı´ch jsem se docˇetl v oficia´lnı´ dokumentaci a v knize
Programming Google App Engine [8].
Jako programovacı´ jazyk jsem si zvolil Python, prˇedevsˇı´m kvu˚li sve´ jednoduchosti
a rychlosti vy´voje. My´m krite´riem zde bylo dynamicke´ typova´nı´. Velmi dobrˇe se mi
totizˇ pracuje, kdyzˇ mohu na serveru i klientu pouzˇı´vat podobny´ prˇı´stup prˇi psanı´ ko´du,
cozˇ mi dynamicka´ typovost na obou strana´ch umozˇnˇuje. Na serverove´ cˇa´sti nenı´ kromeˇ
vyhleda´va´nı´ nutna´ zˇa´dna´ slozˇita´ aplikacˇnı´ logika, a proto jsem neuvazˇoval o nasazenı´
jazyka Ruby. Na App Enginu je pro Python k dispozici jednoduchy´ webovy´ framework
webapp2, ktery´ zprˇı´stupnˇuje jednotliva´ aplikacˇnı´ rozhranı´ do me´ aplikace a ulehcˇuje
pra´ci s nimi.
3.4.2 Klientska´ cˇa´st aplikace
Jak jsem jizˇ zmı´nil, k realizaci klientske´ cˇa´sti jsem se rozhodl proHTML5 na rozdı´l od Javy
nebo Flashe. Je to take´ jediny´ zpu˚sob, jak v dnesˇnı´ dobeˇ tvorˇit multiplatformnı´ aplikaci
pokry´vajı´cı´ take´ mobilnı´ zarˇı´zenı´, bez nutnosti instalace dalsˇı´ho podpu˚rne´ho plug-inu cˇi
jine´ aplikace. Prˇi vy´beˇru JavaScriptove´ho frameworku jsem se rozhodoval prˇedevsˇı´m na
za´kladeˇ sˇablonovacı´ho syste´mu, rychlosti beˇhu vy´sledne´ aplikace a nutne´ho mnozˇstvı´
prˇeneseny´ch dat ke klientovi.
Nejprve jsem uvazˇoval nad frameworkem AngularJS, ktery´ se v soucˇasne´ dobeˇ teˇsˇı´
velke´ oblibeˇ nejen dı´ky sve´mu propracovane´mu ”twoway data binding”. Pozdeˇji jsem se
ale rozhodl vyuzˇı´t celou sadu na´stroju˚ Google Closure Tools. Tyto na´stroje jsou rozdeˇleny
do trˇı´ hlavnı´ch celku˚.
Google Closure Tools
Prvnı´m je zmı´neˇny´ sˇablonovacı´ syste´m s na´zvem Closure Templates. Ten ma´ oproti
ostatnı´m obrovskou vy´hodu prˇedevsˇı´m v rychlosti. Sˇablony lze totizˇ doprˇedu zkompi-
lovat a uzˇivateli zası´lat jizˇ jen optimalizovanou verzi. Tyto sˇablony jsou zkompilova´ny
do jednoduchy´ch metod, ktere´ stacˇı´ pouze volat, a tak velmi rychle upravovat document
object model (DOM) [5] samotne´ stra´nky. Dalsˇı´ vy´hodou teˇchto sˇablon je automaticke´
escapova´nı´. To zajisˇt’uje zabezpecˇenı´ aplikace proti u´toku˚m Cross Site Scripting.
Druhou cˇa´stı´ je Closure Library. Jedna´ se o knihovnu jizˇ hotovy´ch rˇesˇenı´ opakujı´cı´ch se
proble´mu˚ prˇi vy´voji. Vy´hodou te´to knihovny je prˇedevsˇı´m jejı´ spolehlivost a dokumenta-
cˇnı´ komenta´rˇe prˇı´mo uvnitrˇ ko´du. Dı´ky obrovske´mu pokrytı´ jednotlivy´ch cˇa´stı´ knihovny
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Unit Testy je mozˇne´ se na ni spole´hat a dı´ky dokumentacˇnı´m komenta´rˇu˚m jsem se naucˇil
mnoho nove´ho o samotne´m JavaScriptu, ale take´ o zpu˚sobu prˇemy´sˇlenı´ tvu˚rcu˚ knihovny.
Mezi nejprakticˇteˇjsˇı´ na´stroje te´to knihovny patrˇı´ naprˇı´klad syste´m spra´vy za´vislostı´.
Ten umozˇnˇuje ko´d rozdeˇlit do mnoha mensˇı´ch celku˚, ktere´ majı´ mezi sebou pomocı´
goog.require() nadefinovane´ za´vislosti, cozˇ prˇispı´va´ k lepsˇı´ organizaci ko´du. Dalsˇı´ zajı´-
mavou funkcı´ je podpora jmenny´ch prostor, i kdyzˇ je samotny´ JavaScript nepodporuje.
Jako poslednı´ bych zmı´nil jesˇteˇ pokrytı´ inkonzistence mezi jednotlivy´mi prohlı´zˇecˇi, a to i
na u´rovni rozdı´lny´ch verzı´ stejne´ho prohlı´zˇecˇe. Dı´ky tomu je zajisˇteˇna stabilita aplikace
a nemusı´m se oba´vat, zˇe by se chovala v ru˚zny´ch prohlı´zˇecˇı´ch jinak.
Poslednı´m a nejdu˚lezˇiteˇjsˇı´m je Closure Compiler. Je to aplikace, ktere´ prˇeda´me zdro-
jovy´ ko´d v JavaScriptu a vy´stupem je optimalizovana´ verze. Mezi nejzajı´maveˇjsˇı´ funkce
tohoto kompila´toru patrˇı´ kompilace sˇablon, o ktery´ch jsem se jizˇ zminˇoval vy´sˇe. Da´le se
stara´ o statickou analy´zu ko´du, cozˇ je za´lezˇitost, kterou jinak deˇla´ azˇ prohlı´zˇecˇ u uzˇivatele.
Dı´ky tomu lze odhalit spoustu chyb jesˇteˇ prˇed tı´m, nezˇ dojde k nasazenı´ (deployment)
aplikace do ostre´ho provozu. Kompila´tor se take´ stara´ o minifikaci a obfuskaci, cozˇ mu
poma´ha´ zdokonalit volitelne´ typova´nı´ pomocı´ dokumentacˇnı´ch komenta´rˇu˚. Za zmı´nku
stojı´ take´ odstranˇova´nı´ nepouzˇı´vane´ho ko´du. V praxi to tedy znamena´, zˇe mohu mı´t
naprˇı´klad trˇı´du s mnoha metodami, ale pokud vola´m jen jedinou, kompila´tor ostatnı´
metody odstranı´, a zmensˇı´ tak objem vy´sledne´ aplikace.
Transpilery
Da´le jsem se rozhodl psa´t celou aplikaci v CoffeeScriptu, cozˇ je jazyk, ktery´ lze transpi-
lovat do JavaScriptu. Transpiler na vstupu prˇecˇte zdrojovy´ ko´d jazyka CoffeeScript a na
vy´stup vygeneruje zdrojovy´ ko´d jazyka JavaScript v optima´lnı´ a zabezpecˇene´ verzi. Prˇi-
na´sˇı´ totizˇ mnoho vy´hod, mezi ktere´ patrˇı´ naprˇı´klad za´pis trˇı´d pomocı´ klı´cˇove´ho slova
class nebo zjednodusˇeny´ za´pis a pouzˇitı´ cyklu˚. Nejveˇtsˇı´ benefit vsˇak vidı´m v jeho syn-
taxi, ktera´ se mnohem vı´ce prˇiblizˇuje Pythonu, nezˇ pu˚vodnı´ JavaScript. Dı´ky tomumohu
mnohem rychleji prˇecha´zet mezi serverovou a klientskou cˇa´stı´ aplikace a prova´deˇt po-
trˇebne´ u´pravy.
Neme´neˇ podstatny´mi jsou transpilery kaska´dovy´ch stylu˚. Z nich vyuzˇı´va´m Stylus a
LESS. Dı´ky jejich rozsˇı´rˇenı´ CSS je velice snadne´ pouzˇı´vat naprˇı´klad promeˇnne´, mixiny
(opakujı´cı´ se cˇa´sti ko´du podobne´ beˇzˇny´m funkcı´m) nebo prˇehledneˇjsˇı´ zanorˇova´nı´. Ko´d
lze tedy mnohem le´pe organizovat a tvorˇit.
3.4.3 Na´stroje
Volba spra´vny´ch na´stroju˚ je velmi du˚lezˇita´ prˇi vy´voji kazˇde´ aplikace. Tyto na´strojemohou
dramaticky ovlivnit pru˚beˇh vy´voje cele´ aplikace. Na´stroje pro zautomatizova´nı´ rutinnı´
pra´ce doka´zˇı´ zvy´sˇit produktivitu a soustrˇedeˇnı´ programa´tora. Balı´cˇkovacı´ syste´my zjed-
nodusˇujı´ u´drzˇbu ko´du˚ aplikace a umozˇnˇujı´ velmi snadne´ rozsˇirˇova´nı´ funkcˇnosti.
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Spra´va externı´ch za´vislostı´
Prˇi vy´voji jsem narazil na neprˇı´jemny´ proble´m, ktery´ se ty´kal knihoven a na´stroju˚
trˇetı´ch stran. Po dobu vy´vojeme´ aplikace neˇkolikra´t vysˇla noveˇjsˇı´ verze naprˇı´klad Google
Closure Library, ktera´ opravovala neˇjakou chybu cˇi doplnˇovala novou funkcˇnost. Takovy´
proces ode mne vyzˇadoval neusta´le sledovat, zda vy´voja´rˇi nevydali novou verzi a pokud
ano, sta´hnul jsem ji a nahradil v me´ aplikaci. Tento proces mne velmi zdrzˇoval, a proto
jsem se rozhodl vyuzˇı´t balı´cˇkovacı´ syste´my NPM a Bower, aby tuto neprˇı´jemnou pra´ci
udeˇlaly za mne.
NPM je vy´chozı´ balı´cˇkovacı´ syste´mplatformyNode.JS. Prˇestozˇe na serverove´ cˇa´sti vy-
uzˇı´va´m Python a nikoli Node.JS, pouzˇı´va´m tento balı´cˇkovacı´ syste´m ke spra´veˇ za´vislostı´
samotne´ho Boweru a take´ na´stroje Grunt, o ktere´m se zmı´nı´m pozdeˇji. Prakticky to fun-
guje tak, zˇe existuje centra´lnı´ repozita´rˇ http://npmjs.org, kde se nacha´zı´ informace
o jednotlivy´ch balı´cˇcı´ch. V me´ aplikaci pak uzˇ jen vytvorˇı´m soubor ”package”ve forma´tu
JSON, kam uvedu vsˇechny za´vislosti, ktere´ ma´ aplikace vyzˇaduje. Dı´ky se´manticke´mu
verzova´nı´ je take´ zajisˇteˇna minimalizace chyb se zpeˇtnou kompatibilitou, cozˇ vy´razneˇ
usnadnˇuje a zprˇehlednˇuje pra´ci s balı´cˇky. Pomocı´ prˇı´kazu v konzoli ”npm install”pak
stacˇı´ uzˇ jen sta´hnout vsˇechny potrˇebne´ za´vislosti a lze je zacˇı´t pouzˇı´vat. Jak mu˚zˇete tusˇit,
prˇı´kaz ”npm update”vyrˇesˇı´ vy´sˇe zminˇovanou situaci zcela automaticky beˇhem neˇkolika
vterˇin.
Na rozdı´l od NPM se Bower stara´ o externı´ za´vislosti pro balı´cˇky souvisejı´cı´ s klient-
skou cˇa´stı´ aplikace. Ke konfiguraci se obdobneˇ pouzˇı´va´ soubor ”bower”take´ ve forma´tu
JSON. Bower vsˇak nevyuzˇı´va´ jeden centra´lnı´ repozita´rˇ, ale je trˇeba u kazˇde´ho balı´cˇku
uve´st cestu k samotne´mu repozita´rˇi balı´cˇku, nejcˇasteˇji tedy GIT. Opeˇt lze vyuzˇı´t se´man-
ticke´ho verzova´nı´ a samotna´ spra´va za´vislostı´ se ovla´da´ take´ obdobneˇ, tedy ”bower
install”a ”bower update”. Tento balı´cˇkovacı´ syste´m pouzˇı´va´m naprˇı´klad pro Google Clo-
sure Tools nebo pro CSS framework Bootstrap. Za zmı´nku jesˇteˇ stojı´ fakt, zˇe tento na´stroj
vznikl ve spolecˇnosti Twitter.
Automaticke´ spousˇteˇnı´ u´loh
Dı´ky automaticke´ spra´veˇ externı´ch za´vislostı´ jsem si vy´razneˇ zjednodusˇil cˇa´st pra´ce.
Dı´ky transpilaci CoffeeScriptu, LESS, Stylus a kompilaci pomocı´ Closure Compileru mi
ale prˇibylo trochu vı´ce rezˇie prˇi vy´voji a ladeˇnı´. Z tohoto du˚vodu jsem se rozhodl tyto
kompilace zautomatizovat take´. Vy´borneˇ mi k tomu poslouzˇil na´stroj Grunt.
Grunt je spousteˇcˇ automaticky´ch u´loh. Pomocı´ souboru ”Gruntfile”ve forma´tu js nebo
coffee mu lze nadefinovat jednotlive´ u´koly a vyuzˇı´t k tomu spoustu externı´ch modulu˚.
Prˇı´kazem ”grunt”tedy spustı´m sve´ u´lohy, ktere´ prˇi spusˇteˇnı´ provedou transpilaci CSS
a CoffeeScriptu, kompilaci pomocı´ Closure Compileru, spusteˇnı´ Unit testu˚ a nakonec
spusˇteˇnı´ samotne´ho testovacı´ho serveru App Enginu. Neˇktere´ moduly mohou naprˇı´klad
sledovat konkre´tnı´ adresa´rˇ a prˇi kazˇde´ zmeˇneˇ spustit transpilaci. Tı´mto zpu˚sobem jsem si
nadefinoval pomocı´ ru˚zny´ch modulu˚ svou rutinu, ktera´ se spustı´ pokazˇde´, kdyzˇ ulozˇı´m
soubor v adresa´rˇi s aplikacı´. Dı´ky tomu mohu ve vedlejsˇı´m okneˇ sledovat, zda nema´m
ve sve´m ko´du neˇjakou chybu. Pokud se neˇjaka´ chyba vyskytne, jsem na to upozorneˇn
zvukovy´m signa´lem a hla´sˇenı´m o chybeˇ zvy´razneˇny´m cˇervenou barvou. Takto mohu
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prˇijı´t na chyby nejen syntakticke´, ale dı´ky staticke´ analy´ze Closure Compileru naprˇı´klad
i neshodujı´cı´ch se datovy´ch typu˚ a podobneˇ. To vsˇe, anizˇ bych musel obnovit stra´nku v
prohlı´zˇecˇi.
Tou nejprakticˇteˇjsˇı´ veˇcı´ je vsˇak takzvany´ LiveRealod, ktery´ se v poslednı´ dobeˇ velmi
rozsˇı´rˇil v komuniteˇ webovy´ch vy´voja´rˇu˚. Prakticky spocˇı´va´ v tom, zˇe prˇi prvnı´m nacˇtenı´
stra´nky se spustı´ jednoduchy´ skript, ktery´ pomocı´WebSockets posloucha´ na portu 35 729.
PokudGruntdetekuje zmeˇnunaprˇı´klad JS souboru, odesˇle tuto informaciwebove´ stra´nce,
ktera´ se automaticky obnovı´ s upraveny´m skriptem. Pokud se vsˇak jedna´ o CSS soubor,
Grunt opeˇt odesˇle tuto informaci stra´nce, ale ta tentokra´t obnovı´ pouze CSS soubor. Dı´ky
tomu se mohu plneˇ soustrˇedit na tvorbu ko´du a pouze sledovat vy´sledek svy´ch zmeˇn v
konzoli nebo prˇı´mo v prohlı´zˇecˇi jen kra´tkou chvı´li pote´, co zmeˇny provedu. Tento postup
vy´razneˇ zrychluje pra´ci, a take´ napoma´ha´ lepsˇı´mu soustrˇedeˇnı´.
Pomocı´ Gruntu lze nastavit spousˇteˇnı´ rozdı´lny´ch u´kolu˚ pro rozdı´lne´ prostrˇedı´ apli-
kace. Pro vy´voj ma´m tedy nastavenou jinou sadu u´kolu˚ nezˇ pro nasazenı´ na produkcˇnı´
server. Na rozdı´l od vy´voje nastavuji prˇı´sneˇjsˇı´ pravidla pro kontrolu a minifikaci prˇe-
devsˇı´m Closure Compileru, ktere´mu se darˇı´ celou aplikaci vy´razneˇ zmensˇit. To zajisˇt’uje
dobry´ vy´kon a odezvy aplikace i na pomalejsˇı´ch mobilnı´ch zarˇı´zenı´ch.
3.5 Realizace
Dı´ky du˚kladne´ analy´ze cele´ho proble´mu a nastavenı´m dobre´ho pracovnı´ho procesu pro-
bı´hal vy´voj velmi rychle bez zˇa´dny´ch veˇtsˇı´ch proble´mu˚. Aplikaci jsem rozdeˇlil do dvou
hlavnı´ch cˇa´stı´. Prvnı´ cˇa´st je urcˇena pro neprˇihla´sˇene´ uzˇivatele a ma´ by´t prˇedevsˇı´m in-
formativnı´. Pro prˇechod do funkcˇnı´ cˇa´sti se musı´ uzˇivatel autentifikovat pomocı´ Google
u´cˇtu.
Oveˇrˇenı´ uzˇivatelu˚ jsem zavedl z du˚vodumozˇne´ho rozsˇı´rˇenı´. V tuto chvı´li se s uzˇivatel-
sky´m u´cˇtem spojujı´ pouze fotky, ktere´ do aplikace nahra´l a lze s nimi prˇı´padneˇ v budoucnu
da´le pracovat. Google u´cˇet jsem zvolil prˇedevsˇı´m kvu˚li jednoduchosti prˇihla´sˇenı´ na mo-
bilnı´ch zarˇı´zenı´ch s operacˇnı´m syste´mem Android, a take´ pro odstı´neˇnı´ se od citlivy´ch
uzˇivatelsky´ch dat. Ta totizˇ spravuje pouze Google a pro mne je uzˇivatel reprezentova´n
pouze unika´tnı´m identifika´torem, cozˇ mi pro tyto u´cˇely zcela postacˇuje.
3.5.1 Ovla´da´nı´ a chova´nı´ aplikace
Ovla´da´nı´ aplikace se drobneˇ lisˇı´ pro uzˇivatele klasicke´ho pocˇı´tacˇe a mobilnı´ho zarˇı´zenı´.
Mobilnı´ uzˇivatele´ jsoupozˇa´da´nı´webovy´mprohlı´zˇecˇemopovolenı´ prˇı´stupuk fotoapara´tu
v jejich zarˇı´zenı´ a ihned, jak jej potvrdı´, se veˇtsˇina obrazovky zaplnı´ zˇivy´m na´hledem toho,
kam je fotoapara´t namı´rˇen. Po kliku na na´hled nebo na prˇipravene´ tlacˇı´tko se aktua´lnı´
fotka zacˇne zpracova´vat a uzˇivateli se zobrazı´ s na´hledem te´to fotky i informace opru˚beˇhu
a stavu dane´ho dotazu. Po zpracova´nı´ se na server odesˇle zmı´neˇny´ vektor a jako odpoveˇd’
uzˇivatel obdrzˇı´ vy´sledky. Teprve azˇ po zobrazenı´ vy´sledku˚ uzˇivateli je fotka odesla´na na
server. Toto nahra´va´nı´ vsˇak nijak nezateˇzˇuje vyhleda´va´nı´ a implementoval sem jej z
du˚vodu prˇı´padne´ tvorby historie vyhleda´va´nı´, a take´ k rychle´mu rozsˇirˇova´nı´ databa´ze
obra´zku˚ pro u´cˇely testova´nı´. Z pohledu rea´lne´ho pouzˇitı´ je vsˇak tento krok zcela volitelny´.
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Pro uzˇivatele pouzˇı´vajı´cı´ klasicky´ pocˇı´tacˇ je k dispozici take´ kromeˇ pouzˇitı´ zmı´neˇne´
kamerkynavı´cmozˇnost prˇeta´hnout libovolny´ obra´zekmysˇı´ dooknaprohlı´zˇecˇe, tedyDrag
and Drop. Po uvolneˇnı´ obra´zku se automaticky spustı´ vyhleda´va´nı´ stejny´m zpu˚sobem,
jako uzˇivatelu˚m mobilnı´m. Na´hledy jsou vsˇak veˇtsˇı´ a prostor je vyuzˇit optima´lneˇji v
za´vislosti na velikosti okna prohlı´zˇecˇe.
Obra´zek 5: Pouzˇitı´ vestaveˇne´ kamery mobilnı´ho zarˇı´zenı´
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Obeˇma typu˚m uzˇivatelu˚ je vedle vy´sledku˚ zobrazen jesˇteˇ histogram a cˇı´selne´ hodnoty
vypocˇı´tany´ch vektoru˚ za u´cˇelem ladeˇnı´. Neprˇedpokla´da´m, zˇe by bylo vhodne´ tyto infor-
mace zobrazovat rea´lny´m uzˇivatelu˚m. Mı´sto nich by bylo vhodneˇjsˇı´ nabı´dnout uzˇivateli
jine´ relevantnı´ u´daje tak, jak to deˇla´ naprˇı´klad Google. Za u´cˇelem uka´zky me´ pra´ce jsem
je ale nechal schva´lneˇ viditelne´.
Obra´zek 6: Uka´zka vy´sledku˚ vyhleda´va´nı´
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3.5.2 Technicke´ provedenı´
Pro svou aplikaci jsem na serveru i klientovi pouzˇil architekturu MVC, se kterou mi
pomohly dveˇ jednoduche´ knihovny. Na serveru jsem pouzˇil Google App Engine Boiler-
plate, ktera´ rˇesˇı´ prˇedevsˇı´m oveˇrˇova´nı´ uzˇivatelu˚ a pro CoffeeScript jsem pouzˇil Este.JS
od cˇeske´ho autora Daniela Steigerwalda. Tyto knihovny mi pouze pomohly odstı´nit se
od neusta´le opakujı´cı´ch se proble´mu˚ prˇi tvorbeˇ webovy´ch aplikacı´, proto se jimi nebudu
da´le zaby´vat a popı´sˇu radeˇji rˇesˇenı´ samotne´ho algoritmu.
Klientskou cˇa´st aplikace jsem rozdeˇlil do neˇkolika logicky´ch celku˚, ktery´m odpovı´dajı´
jednotlive´ trˇı´dy ve zdrojove´m ko´du. Jsou to Camera, Image, Convolution, Analysis a
SearchDB. Kazˇda´ trˇı´da ma´ zodpoveˇdnost pouze za u´zkou skupinu u´kolu˚, a dı´ky tomu
lze aplikaci velmi pohodlneˇ udrzˇovat a prˇı´padneˇ rozsˇirˇovat.Nejzajı´maveˇjsˇı´ je samozrˇejmeˇ
trˇı´da Analysis, a proto se jı´ budu veˇnovat trochu podrobneˇji.
Trˇı´da Analysis nema´ definovane´ zˇa´dne´ za´vislosti na dalsˇı´ch trˇı´da´ch, proto dle spra´v-
ne´ho pouzˇitı´ za´sad Dependency Injection nenı´ nutne´ pouzˇı´t konstruktor. Samotna´ inicia-
lizace vy´pocˇtu˚ je vsˇak prˇeci jen nutna´. Z tohoto du˚vodu se metoda init stara´ o prˇevzetı´ a
zpracova´nı´ dat k vy´pocˇtu a konfiguraci algoritmu pru˚meˇrova´nı´ barev. Samotny´ vy´pocˇet
histogramu, jak jizˇ na´zev napovı´da´, prova´dı´ metoda solveHistogram. Tyto dveˇ metody
tvorˇı´ cele´ vneˇjsˇı´ rozhranı´ trˇı´dy, a proto je jejı´ pouzˇitı´ velmi snadne´ a intuitivnı´.
Obra´zek 7: Metoda init trˇı´dy Analysis
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Analysis obsahuje take´ neˇkolik priva´tnı´ch metod, ktere´ rˇesˇı´ neˇktere´ dı´lcˇı´ u´koly. Kon-
kre´tneˇ se jedna´ o metodu rgbToHsl, ktera´ prˇijı´ma´ trˇi parametry (R, G, B) a vracı´ pole
opeˇt trˇı´ hodnot (H, S, L). U´kol te´to metody spocˇı´va´ v prˇevodu barvy reprezentovane´
hodnotami jasu cˇervene´, zelene´ a modre´ do reprezentace HSL, tedy na to´n barvy, sytost
a hodnotu jasu. Dı´ky to´nu lze barvy serˇadit do linea´rnı´ho barevne´ho spektra a to da´le
pozdeˇji pru˚meˇrovat.
Prˇesto, zˇe tato metoda spocˇı´ta´ vsˇechny trˇi slozˇky nove´ reprezentace, vyuzˇı´va´m pouze
slozˇku to´nu (H). Tato slozˇka totizˇ obsahuje dostatek informacı´ k tomu, abych byl schopen
odlisˇit barvy od sebe. I kdyzˇ se tedy lidske´mu oku zda´, zˇe vidı´ dveˇ ru˚zne´ barvy, mohou se
od sebe lisˇit pouze sytostı´ a u´rovnı´ jasu, ale to´n majı´ sta´le stejny´. To mi umozˇnˇuje jizˇ zde
cˇa´stecˇneˇ prova´deˇt pru˚meˇrova´nı´, protozˇe prˇi vy´pocˇtu histogramu pote´ seskupı´m rovnou
barvy se stejny´m to´nem. Take´ dı´ky Closure Compileru mohu tuto metodu kvu˚li lepsˇı´
cˇitelnosti nechat pocˇı´tat vsˇechny trˇi hodnoty, ale na produkcˇnı´m serveru bude ko´d jizˇ
automaticky upraveny´ pouze pro vy´pocˇet jedine´ hodnoty to´nu. Tı´m se tento ko´d sta´va´
velmi dobrˇe znovupouzˇitelny´m a kompila´tor jej optimalizuje vzˇdy specificky pro danou
aplikaci.
Vy´pocˇet histogramu jepak jizˇ trivia´lnı´ operace, kdy cyklickyprojduobra´zekpo jednot-
livy´ch pixelech a dle hodnoty to´nu kazˇde´ barvy do prˇipravene´ho pole navy´sˇı´m hodnotu
cˇetnosti o jednicˇku. Prˇi tomto vy´pocˇtu cˇetnosti z du˚vodu lepsˇı´ho vy´konu rovnou pro-
va´dı´m pru˚meˇrova´nı´ do prˇedem zvolene´ho pocˇtu vy´sledny´ch hodnot pomocı´ prahova´nı´.
Prˇed vy´stupem jizˇ pouze histogram serˇadı´m tak, aby odpovı´dal barevne´mu spektru HSL
a tı´m je cely´ vy´pocˇet hotov.
Vy´slednou aplikaci jsem uverˇejnil pomocı´ deployovacı´ho na´stroje AppEnginu na
adresuhttp://hisim-picsearch.appspot.com. Zde jemozˇne´ si aplikaci vyzkousˇet
a prˇesveˇdcˇit se o funkcˇnosti a popisovany´ch parametrech.
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4 Experimenty
Prˇi implementaci jsem se veˇnoval prˇedevsˇı´m tomu, abych zajistil spra´vnou funkcˇnost
cele´ aplikace a dodrzˇel prˇehlednost ko´du. Cˇasto jsem uprˇednostnˇoval jasneˇjsˇı´ a obsa´hlejsˇı´
rˇesˇenı´ prˇed rychlostı´ a optima´lnostı´. Tento postupmi pomohl spolehliveˇ a rychle vyvinout
celou aplikaci a za´rovenˇ jsem zı´skal mnoho prostoru pro experimentova´nı´ a optimalizace.
Veˇtsˇinu optimalizace na u´rovni ko´du totizˇ za mne provedl Closure Compiler.
4.1 Hleda´nı´ optima´lnı´ho pocˇtu slozˇek vektoru
Popis obra´zku vektorem s co mozˇna´ nejmensˇı´m pocˇtem slozˇek tak, abych neprˇisˇel o
du˚lezˇite´ informace, zpeˇtneˇ hodnotı´m jako velmi teˇzˇkou u´lohu, kterou neumı´m jedno-
znacˇneˇ vyrˇesˇit obecneˇ. Takto usuzuji, protozˇe jsem vzˇdy narazil prˇi testova´nı´ na neˇjakou
skupinu obra´zku˚, ktery´m aktua´lneˇ nastaveny´ pocˇet slozˇek nevyhovoval. Dalsˇı´ proble´m,
na ktery´ jsem narazil, je subjektivnı´ vnı´ma´nı´ samotne´ podobnostı´ dvou obra´zku˚. Na´sle-
dujı´cı´ za´veˇr tedy podle´ha´ me´mu osobnı´mu vnı´ma´nı´ podobnosti, a proto se mu˚zˇe va´sˇ
na´zor lisˇit.
Nejprve jsem zcela na´hodneˇ zvolil hodnoty 5, 20 a 50, na ktery´ch jsem otestoval
svou sadu obra´zku˚. Dı´ky tomu jsem zjistil, zˇe hodnota 50 je prˇı´lisˇ vysoka´ a algoritmus
porovna´va´nı´ je dı´ky nı´ prˇı´lisˇ striktnı´ prˇi vyhodnocova´nı´. Naopak hodnoty 5 a 20 vracely
mnohem obecneˇjsˇı´ vy´sledky, cozˇ jsem shleda´val vhodneˇjsˇı´m. Rozhodl jsem se tedy dalsˇı´
testy prova´deˇt pouze na intervalu < 5, 20 >. Prˇi pokusu o zmeˇnu pocˇtu pouze o jednu
hodnotu jsem pozoroval velmi malou odchylku od pu˚vodnı´ch vy´sledku˚, a proto jsem se
rozhodl rovnou testovat hodnoty z intervalu s krokem 2. Da´le na mne pu˚sobily vy´sledky
prˇi testova´nı´ hodnoty 20 prˇesveˇdcˇiveˇji, a proto jsem zacˇal zkousˇet hodnoty od hornı´
hranice sestupneˇ.
K me´mu prˇekvapenı´ jsem zjistil, zˇe hodnoty 20, 18, 16 a 14 vracely velmi podobne´
vy´sledkya rozdı´lymezi jednotlivy´mi krokybylyminima´lnı´. Sadanevyhovujı´cı´ch obra´zku˚
se vsˇak postupneˇ zmensˇovala. Vy´razneˇjsˇı´ rozdı´l jsem zaznamenal azˇ u hodnot 12, 10 a
8, ktere´ vracely velmi dobre´ vy´sledky. Pro kontrolu jsem oveˇrˇil i hodnotu 6, ktera´ vsˇak
vracela jizˇ velmi obecne´ vy´sledky, podobneˇ jako hodnota 5. Ze trˇı´ nejlepsˇı´ch kandida´tu˚
jsem nakonec zvolil hodnotu 10, ktera´ dle me´ho subjektivnı´ho pocitu odpovı´dala nejle´pe
realiteˇ.
Tato hodnota by se dle me´ho na´zoru meˇla vztahovat vzˇdy k prakticke´mu pouzˇitı´
tohoto algoritmu a podobne´ testova´nı´ by meˇlo na´sledovat vzˇdy prˇi vy´razneˇjsˇı´ zmeˇneˇ
sady testovany´ch obra´zku˚. Vzhledem k obecnosti pouzˇitı´ me´ aplikace nemohu prˇesneˇji
odladit tento parametr, a proto je osobnı´ vnı´ma´nı´ v tomto prˇı´padeˇ zrˇejmeˇ nejlepsˇı´m
krite´riem.
4.2 Optimalizace rychlosti zpracova´va´nı´
Rychlost beˇhu aplikace i vy´pocˇtu nad obra´zkem ma´ velky´ vliv na dojem uzˇivatele prˇi
pouzˇı´va´nı´. Pokud musı´ uzˇivatel dlouho na vy´sledky cˇekat, s velkou pravdeˇpodobnostı´
nebude s aplikacı´ spokojen, a mozˇna´ ji prˇestane take´ pouzˇı´vat. Proto jsem stra´vil velke´
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mnozˇstvı´ cˇasu prˇemy´sˇlenı´m, jak a kde bych mohl cely´ proces urychlit. Optimalizace je
na mı´steˇ i z toho du˚vodu, zˇe samotny´ JavaScript je velmi pomaly´ a pokud aplikaci spustı´
uzˇivatel na me´neˇ vy´konne´m zarˇı´zenı´, vy´sledny´ vy´kon aplikace jde dramaticky dolu˚.
4.2.1 Optimalizace algoritmu
Normalizace vektoru
Aby vracel algoritmus spra´vne´ vy´sledky, meˇl by by´t vy´sledny´ vektor normalizovany´.
Za´meˇrneˇ jsem se vsˇak o tomto procesu doposud nezmı´nil, protozˇe jsem prˇisˇel na to, zˇe
mohu tento krok zcela vypustit. Du˚vod je zcela zrˇejmy´. Normalizacı´ transformujeme hod-
noty do jednotne´ho intervalu < 0, 1 >, dı´ky ktere´mu pak mu˚zˇeme hodnoty porovna´vat,
protozˇe jsou ve stejne´m rozsahu.
Protozˇe jsem vsˇak hned na zacˇa´tku cele´ho procesu vytvorˇil z kazˇde´ fotky cˇtverec o
stejne´m rozlisˇenı´, prˇevedl jsem tak kazˇdy´ obra´zek na jednotne´ meze. Obra´zek ma´ tedy
rozlisˇenı´ 300 pixelu˚ na sˇı´rˇku i na vy´sˇku z cˇehozˇ vyply´va´, zˇe interval ma´ v me´m prˇı´padeˇ
rozsah < 0, 90000 >, cozˇ ma´ stejny´ vy´znam a dopad na vy´sledky jako interval < 0, 1 >.
Vzhledem k tomu, zˇe vyhrazeny´ prostor v pameˇti pro celocˇı´selny´ datovy´ typ je veˇtsˇinou
stejny´ nebo mensˇı´ nezˇ datovy´ typ pro desetinna´ cˇı´sla, lze hovorˇit i o u´sporˇe pameˇti.
Vypusˇteˇnı´m tohoto kroku z cele´ho algoritmu se mi tedy povedlo usˇetrˇit nemale´ mnozˇstvı´
vy´konu, ktere´ se projevı´ zejme´na mobilnı´m uzˇivatelu˚m.
Euklidovska´ vzda´lenost
Dalsˇı´ prostor pro optimalizaci se mi naskytl prˇi vy´pocˇtu euklidovske´ vzda´lenosti
mezi jednotlivy´mi dvojicemi porovna´vany´ch vektoru˚. Tento vy´pocˇet obsahuje v po-
slednı´m kroku druhou odmocninu, ktera´ ma´ zajistit uvedenı´ hodnoty zpeˇt z prostoru
kvadra´tu. Porovna´nı´ odmocneˇny´ch hodnot nebo kvadra´tu˚ vsˇak vy´sledek nikterak neo-
vlivnı´, a proto si mohu dovolit odmocninu z vy´pocˇtu zcela odstranit. Vzhledem k tomu,
zˇe je trˇeba prove´st vy´pocˇet pro vsˇechny obra´zky v databa´zi, bude to znamenat velkou
u´sporu vy´pocˇetnı´ho vy´konu. Protozˇe se tento vy´pocˇet nacha´zı´ na serveru, bude mı´t tato
optimalizace prˇı´my´ dopad plosˇneˇ na vsˇechny uzˇivatele ve stejne´ mı´rˇe.
4.2.2 Technicka´ optimalizace
Tento typoptimalizacepocı´tı´ nejvı´ceuzˇivatele´me´neˇ vy´konny´chzarˇı´zenı´, zaktere´mu˚zˇeme
povazˇovat prˇedevsˇı´m mobilnı´ zarˇı´zenı´. U teˇchto zarˇı´zenı´ prˇedpokla´da´me napa´jenı´ z ba-
terie, a proto kazˇda´ u´spora vy´konu bude mı´t prˇı´my´ vliv i na u´sporu energie baterie
takove´ho zarˇı´zenı´. Closure Compiler v tomto hraje velkou roli, a proto jsem se snazˇil jeho
prˇı´nosu vyuzˇı´t co nejvı´ce.
Closure Compiler prova´dı´ nejen optimalizace objemu zdrojove´ho ko´du, ale take´ zle-
psˇuje i vy´kon pouzˇitı´m neˇktery´ch optimalizacı´. Tyto optimalizace mu˚zˇe nejle´pe prova´deˇt
pouze tehdy, pokud mu ke zdrojove´mu ko´du doda´m dostatek metainformacı´. Mezi tyto
informace patrˇı´ naprˇı´klad volitelna´ datova´ typovost nebo modifika´tory prˇı´stupu (public,
protected, private). Takovy´chto informacı´ mu lze prˇedat velke´ mnozˇstvı´. Vı´ce o meta-
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informacı´ch se lze docˇı´st v knize Closure: The Definitive Guide [6]. Dalsˇı´m krite´riem
pro spra´vnou funkcˇnost kompila´toru je pouzˇı´va´nı´ spra´vny´ch za´pisu˚ urcˇity´ch jazykovy´ch
konstrukcı´ JavaScriptu. Tento pozˇadavek cˇa´stecˇneˇ rˇesˇı´ samotny´ CoffeeScript, ktery´ se
snazˇı´ generovat JavaScript dle teˇchto pozˇadavku˚, avsˇak programa´tor je sta´le nucen psa´t
zdrojovy´ ko´d striktneˇ dle specifikace. To je vsˇak ve vy´sledku velmi dobrˇe, protozˇe je ko´d
pak dobrˇe cˇitelny´. Osobneˇ to povazˇuji za benefit.
Obra´zek 8: Vy´sledek optimalizace pomocı´ Google Closure Compileru
Doplnil jsem tedy tyto metainformace vsˇude tam, kde to da´valo smysl a dı´ky tomu se
kompila´toru darˇı´ zkomprimovat mou aplikaci azˇ na neuveˇrˇitelny´ch 37 KB. V porovna´nı´
naprˇı´klad s popula´rnı´ knihovnou jQuery v aktua´lnı´ verzi, ktera´ samotna´ ma´ prˇiblizˇneˇ
80 KB, se dosta´va´m na polovinu tohoto objemu s celou aplikacı´. O neˇco ma´lo lepsˇı´ je
situace s frameworkemAngularJS, ktery´ se pysˇnı´ stejny´m objemem, tedy 37 KB. Lze tedy




Rˇesˇenı´ tohoto proble´mu mne velmi bavilo a naucˇil jsem se prˇi tom mnoho zajı´mavy´ch
informacı´ nejen z oblasti analy´zy obrazu, ale take´ z oblasti vy´voje webovy´ch aplikacı´.
Osobneˇ si myslı´m, zˇe se mi podarˇilo stanoveny´ proble´m vyrˇesˇit a velmi ra´d bych se da´le
veˇnoval rozsˇirˇova´nı´ sve´ aplikace. Nabyte´ zkusˇenosti z obou oblastı´ mohu nynı´ prakticky
aplikovat i na rˇesˇenı´ spousty jiny´ch u´loh, u ktery´ch mne doposud nenapadlo je rˇesˇit
pomocı´ analy´zy obrazu. Jako podneˇty pokracˇova´nı´ v me´ pra´ci si dovolı´m uve´st neˇkolik
na´padu˚, jak by se dala ma´ aplikace jesˇteˇ zdokonalit:
• Propojenı´ vyhleda´va´nı´ s dalsˇı´mi rea´lny´mi daty podobneˇ, jako v prˇı´padeˇ Google.
• Prˇesun vy´pocˇtu na grafickou kartu pomocı´ WebGL nebo WebCL.
• Paralelizace vy´pocˇtu˚ pomocı´ WebWorkers.
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