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Abstract
The Software Security Engineering course is designed to introduce students
to a deeper understanding of how computers run programs, and how these
programs can be exploited by attackers. The course was redesigned for D19
to center around a Capture-The-Flag competition, where competitors get
points by hacking executables running on a server. The goals of the redesign
were to require students to apply theory into practice, come out of the course
with a concrete understanding of fundamentals, and to make the course adapt
to students who wanted to dive deeper into the material. This MQP con-
tinues the redesign of the course. In this report we discuss the areas we felt
needed improving, solutions and ideas we came up with, and we present our
evaluation of these ideas after implementing them in the D20 iteration of the
course.
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Chapter 1
Introduction
The Software Security Engineering course is designed to introduce students to
a deeper understanding of how computers run programs, and how an attacker
can carefully manipulate programs to gain control over them. Topics covered
include buffer overflows, memory allocation errors, format string exploits, the
respective defenses for each of these attacks, as well as how to use existing
tools designed to make binary manipulation and exploitation easier.
Last year, Prof. Walls taught the first iteration of the redesigned course,
centered around a Capture-The-Flag (CTF) style of teaching. Capture-The-
Flag competitions are computer hacking competitions that involve discov-
ering and exploiting vulnerabilities in various programs. The goal of each
exploit is to gain control over the flow of execution of a program. In this
class, students try to access a protected file that contains a ‘flag’. Once they
get the flag, they can submiut it to the CTF infrastructure to gain points.
Prof. Walls chose this style for the course due to its ability to help us ac-
complish three goals: application of theory into practice, adaptability, and
concretization of foundations.
The first of the three goals is the application of theory into practice. When
we introduce a new concept to students, we want them to show that they
understand what they have learned, not just by repeating it back to us on
a quiz or exam, but by applying it to the challenge binaries. In this course,
students demonstrate understanding by extracting theory from examples,
and reapplying it to new problems.
The second of these goals, concretization of foundations, is for students to
come out of the course with a more concrete understanding of the foundations
that are needed for software security engineering. Students coming into the
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course may understand what the stack and heap are, and what they’re used
for, but we want them to understand exactly how they work in relation to
executing programs and why they’re vulnerable to attacks.
The final goal is for the course to be adaptable to students who progress at
a faster rate. We always want there to be new material that they can explore,
or for the students to dive deeper into a topic they find interesting. Students
should never feel that they have learned all they can from this course because
software security engineering encompasses a wide range of topics. We choose
to highlight a few of these topics, but students can always learn more.
The CTF style helps us reach these goals due to its ability to provide stu-
dents with real-world examples and systems to perform the exploits on. For
example, one of the first challenges students solve is a simple buffer overflow.
To solve this challenge, students must have a concrete understanding of how
the stack works, be able to apply this theory to the real binary running on
the challenge server, and if they find binary exploits interesting, they can go
on to solve harder challenges that focus around this type of exploit.
While CTF competitions have been around for a while, and have proven
to work well at providing competitors with real-life world examples, there
are certain aspects of CTF competitions and challenge structure that were
not created with teaching in mind. Others have created different tools and
platforms such as Exploit Exercises[1], LiveOverflow[2], and even an intro-
ductory course at WPI1, that use Capture-The-Flag problems as a teaching
tool. We draw from some of the existing sources to help us achieve our goals.
This MQP focuses on continuing Prof. Walls’ initial redesign to better
improve the course to help it meet these three goals through the use of a
CTF infrastructure.
Contributions of this MQP
Throughout this project we accomplished the following
• First, to make the course more interesting to students who may not feel
strongly about software security, we created or found detailed descrip-
tions of why certain bugs and glitched appear in popular video games.2
1CS2011 Machine Organization and Assembly Language
2Our writeup of the Old-Man Glitch in Pokemon Gen. 1 was briefly featured in a
LiveOverflow video on the topic.
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These descriptions were to be used as a way of introducing certain con-
cepts in a fun and interesting way that would help get students excited
about what they would be learning in class.
• Second, we defined the skillset we wanted students to have when leav-
ing this course. This included determining reasonable expectations for
point cutoffs, as well as requiring students solve a specific challenge to
pass the course. It also included defining a baseline for what students
should know when entering the course. This course is fast paced and
designed with a certain amount of background knowledge in mind. We
identified what this knowledge is and conveyed it to the students before
the course began.
• Third, improved the adaptability of the course by creating harder chal-
lenges, as well as creating a way to gain insight to the students’ thought
process, which will help us identify where we as course designers can
improve our teaching.
• Fourth, we implemented changes that helped better align the course
with its goal of requiring application of theory into practice. We mainly
did this by altering the challenge binaries so that students could use the
original versions as examples, but then be required to extract out the
variations between the examples and the real challenges, and recreate
a valid solution from what they know. By modifying the challenges,
the concepts stay the same, but the implementation of these concepts
must be done from start to finish by the students.
• Finally, we wrote new lecture material to introduce students to different
tools they may encounter while performing binary exploitation in the
real world. These vignettes helped us add the tools into the lesson plan
as well, so students could get experience with them. These vignettes
were not complete guides, but just an intro to how the tools worked
and what they are used for. Students could investigate more on their
own if they found the tool interesting.
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Chapter 2
Identifying Areas of
Improvement
In D-Term 2019, Prof. Walls taught the first version of this course centered
around using a CTF-style learning environment. Since it was the first it-
eration of this new teaching style, there were several areas that needed im-
provement. In this chapter we summarize areas that we tried to improve in
the 2020 version of the course so that it better fits our redesign goals. The
changes that we propose in future chapters are based on what we identify in
this chapter.
We began the process of improving the course with collecting feedback
about the previous iteration. There were two main methods of collecting
feedback to help identify which areas needed the most improvement: through
the standardized WPI course report system, and lengthy discussions between
Prof. Walls and myself about our experiences both teaching and taking the
course.
At the end of each class at WPI, students are asked to fill out an evalua-
tion form. This form allows the school and professors to receive feedback on
areas such as: the educational value of the course, the intellectual challenge
presented by the course, and the amount of hours spent . . . OUTSIDE of for-
mally scheduled class time. The question that we focused on most for the
purposes of improving the course was What did you particularly DISLIKE
about the course. We wanted to focus on the dislikes since this would give
us the most information about what needs to improve. While this feedback
gave us valuable insight, using the course reports is not ideal because they
are not mandatory so the response rate was only around 50%.
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In addition to the standardized feedback, Prof. Walls and myself provided
feedback from our respective roles as lecturer and student in the course. This
feedback was mostly collected through open discussions during our weekly
meetings.
Through our feedback collection, we identified the following as areas we
can improve.
Identification and Communication of Background Knowledge
Because a big portion of this course is applying theory into practice, students
will need to come into the course with a certain set of background skills and
understanding so that when we introduce the new material, they have all they
need to begin working on the challenge binaries. These are concepts such
as endian-ness, basics of CPU calling conventions, and how to read basic
assembly. If students need a refresher, we should provide resources they can
use, but this course should not be the first time students are introduced to
these concepts.
In D19, students were not coming into the course with the necessary
background. This caused us to have to spend valuable lecture time reviewing
content. Through our discussions we realized there were two contributing
factors.
The first issue was an identification of background knowledge. Before
we’re able to communicate to the students what they need to know before
taking this class, we needed to identify that content ourselves. We needed to
determine what prerequisite knowledge we wanted students to have. Once
we had this information, we also needed a good way of conveying it to the
students.
Adapting to Students Individual Needs
Not all students are equal in their abilities. Some students struggle with the
lecture challenges, and other may solve the challenges we release quickly. We
want to make sure that the students who exceed our expectations in ability
are still able learn new things and be challenged by this course, and allow
them to dive into topics that they find interesting. For these high achievers
there should always be material for these students to explore.
In most classes, there is a negative correlation between the amount of
time put into a course and the grade received. This is usually due to the
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fact that students who know the material better and find the course easier
are able to get the work done more quickly, whereas the students who spend
the most time on the course are likely struggling. In this course we have
tended to see the opposite. Students who spend more time on the course are
the ones who receive high points. Because of this relation, we want to make
sure that students are able to spend as much time as they would like on the
course.
Above all, we want students to enjoy this course. This means the course
needs to adapt to students who are not able to quickly get through the
challenges just as much as those who can. We want those at the bottom of
the class to be able to solve the lecture challenges at a minimum, without
spending an exorbitant amount of time outside of class. If they only want
to solve the lecture challenges, that is acceptable, and the challenge solving,
while hard, should be enjoyable and provide valuable learning experiences.
It is important that students are not frustrated with the problems, since it’ll
make them less likely to want to spend time working on them.
Value in Extracurricular Materials
In the first half of the course most of the lecture focused on the C language
and machine organization. We cover details such as how the stack and heap
grow, calling conventions, and basic protection measures such as stack ca-
naries, NX, and other compiler-level protections. The second half of the
course was for students to discuss different topics that interested them, re-
lating to software security. In the D19 course Prof. Walls would ask students
to find interesting news articles that we could discuss, and had also there
were also research papers that introduced the class to some more advanced
topics. Some examples are Control-flow Integrity, Address Sanitization, and
Intel SGX. While these topics allow the students to delve deeper into soft-
ware security engineering, the knowledge learned from them doesn’t help the
students solve the binary challenges that ultimately determine their grade in
the course.
As part of the course redesign, we wanted to introduce non-challenge
materials that were not directly related to the challenge binaries, yet still
grabbed students attention.
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Group Activities Should Benefit All
Last year, due to the active-learning classroom the class was taught in, there
was the opportunity for the lectures to include group collaboration on solving
the binary challenges. Students who were at the top of the leaderboard would
be split up and assist the rest of the class. The goal of this style of learning
was to have students who had solved the challenge reinforce their knowledge
by teaching, but also to have students who hadn’t yet solved the challenge
work with each other as well to find a solution. For the first few lecture
classes, this is where many students would work on the challenges.
The collaboration that Prof. Walls expected seemed to not be apparent.
Because some students would work faster than others outside of the lectures,
they would come to class with challenges solved, and then wouldn’t need
to work with the group to solve that class’ challenge. As for the teaching,
sometimes the students who had already solved the challenge would help their
peers, but other times they would work individually on the next challenge.
What we wanted to see this term was a use of the active learning environ-
ment that allows collaboration, but was also useful for students who hadn’t
solved any new lecture challenges, as well as the students who had solved all
of them1.
Writeups Are Being Used as Answer Keys Rather Than Learning
Tools
Writeups are used in CTF competitions as a way to share knowledge with
other competitors who may not have solved the challenge, or if there are mul-
tiple ways to solve a challenge. These writeups can be really good teaching
tools when used correctly. If students take the time to read through them
in full to understand the concepts at play and how a vulnerability manifests
itself in a program, then the student will get a lot out of the writeup. In-
stead, if they simply use the writeup as a means of getting the answer, with
no concern of the theory behind the vulnerability and subsequent they they
have received points undeservedly.
In this class, we want students to be able to use writeups as a teaching
tool. If someone has created a well-documented explanation of a challenge,
then we want to showcase it in our class. However, we don’t want students
1Due to the COVID-19 outbreak, we were not able to use the active-learning environ-
ment, so we did not focus on improving this area in this project.
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simply copying the final exploit string and plugging into the shell to get the
flag.
We wanted a solution that would allow us to direct students to existing
writeups, especially for common CTF challenges such as the Protostar set,
without the worry that they would blindly copy the answer and not learn
anything.
Consistent Learning Curve
Part of the challenge of centering the course around the application of theory
into practice is introducing new theory at a rate that allows it to naturally
build off itself. If we move too fast, students may get lost with all the
information we are giving them at once. If we move too slowly, students
won’t have time to use the new concepts on the harder challenges
One factor that can prevent the class from moving forward that Prof. Walls
encountered in D19 was that students were not solving the lecture challenges
in a timely manner. Without some forcing function, like a deadline, students
were free to wait as long as they liked to do the lecture challenges. This
meant we couldn’t introduce new concepts because students wouldn’t grasp
them, and we’d have to review them in class for the next few lectures.
Thus, rather than allowing students to complete the challenges anytime
before the end of the course, it would be more useful for our lectures if the
students had finished certain challenges on a schedule, at least for the first
half of the course where the main focus is the Protostar binaries.
We could then discuss the solutions for these in class and not worry
about revealing the answers, and it would also allow us to begin on the more
advanced topics all at once, making students feel more comfortable about
the pace the class is going at.
Point Cutoffs Should Reflect Mastery of Course Concepts
One of the challenges of having a course based off of the points earned from
challenges is we need a way of limiting the amount of points that are earned
from solving introductory challenges.
Consider this example: Student A solves a challenge that is determined
to be of expert difficulty, and rated at 1000 points. Student B is only able to
solve the easier challenges, and solves ten 100 point challenges. While both
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students have the same number of points, but solving the harder challenge,
student A has shown a higher level of mastery than student B.
We wanted to come up with a way of preventing a situation like the one
above. With the new system, students that show competency with the course
materials should be able to earn a C, students that show proficiency should
earn a B, and students that show mastery should earn an A.
Because we value feedback and want to improve the course, we also want
to award students who participate in the course in ways other than solving
challenges. In D19, additional points could be earned from creating new chal-
lenges, adding writeups, or writing new lecture articles. As we determined
how the participation challenges play into the course, we knew for certain
that we didn’t want students who did not have a C level of understanding
being able to acheive a B, and likewise with students who did not have a B
level of understanding being able to acheive an A. We needed to find a way
to limit the number of points that could be earned through these non-binary
challenges.
This year, we’d like to develop a robust point system and determine
grade cutoffs that are fair, attainable, and represent competency, profiency,
and finally mastery of the course.
Direction for the TA
All of the grading is done automatically by the infrastructure, and there are
no lab sessions to teach. Thus, most if not all of the TAs time should be
dedicated to assssting students through office hours and checking the class
slack. We don’t want the TAs to be able to give out the solutions to students
though. We’d like for TA’s to help students figure out why their solution is
not working, and to give gentle nudges in the right direction. Ideally, with
the TA’s help, students will avoid spending a lot of time going down the
wrong path with the challenges. We discuss this in more detail in Chapter 6.
We decided that we needed to determine a definite plan for TAs assisting
with the course. This plan will help define what their role is in relation to
the course, as well as what they can do to best help students.
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Chapter 3
Course Design
In this chapter we discuss the course as it was presented in its D20 iteration.
As we discuss the curent design, we also discuss changes that have been
implemented from last year and how those changes help us meet the goals
outlined in Chapter 1.
Capture The Flag Infrastructure
The Capture-The-Flag infrastructure is the centerpiece of the course re-
design. In D19, after doing some research on the various open-source CTF
software, Prof. Walls and the team helping to create the first iteration of the
course decided on the PicoCTF[5] software. The CTF infrastructure has two
main parts: the web frontend, and the shell backend.
The frontend features the course website, and is where students can access
the challenge problem dashboard, the course materials, and a shell interface.
The dashboard is where students can find all the information about the CTF
problems and scores, and provides feedback about how they are doing in the
course. Each challenge comprises a name that relates to the binary in some
way, description that gives students slight background info, a point value to
let students know the expected difficulty, a challenge type category that give
more insight into what type of problem it is, and usually a few hints to help
students if they get stuck. Figure 3.1 shows an example problem. We can
see that the name is format1, hinting at a format string vulnerability. The
description contains links to download the binary and source code, as well
as the location of the challenge on the shell server. The challenge is worth
50 points, so it shouldn’t be a very difficult challenge, and 37 other students
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have solved it. While the number of solves doesn’t give much insight into the
challenge, it can help students figure out where they are in relation to their
peers. Finally, the challenge is in the ‘Lecture’ category. This means it is a
challenge designed to introduce some new, fundamental skill.
Types of Challenges
Figure 3.1: Sample challenge listing on the course dashboard
All of the challenges can be divided into two categories: Participation
Challenges and Challenge Binaries.
The participation challenges are challenges that do not require solving of
challenge binaries. Rather, points are awarded for participating in the class
in some manner. For example, attending office hours, contributing to course
notes, and creating new binary challenges are all ways of earning participation
points.
Participation challenges exist as a way for students to get a point boost,
and for us to get help with improving the course. Even if students aren’t
able to solve all of the binary challenges, we still want to award points for
showing effort in the class.
One crucial design of the participation challenges is there is no way to get
above a C by relying heavily on participation challenges. The main goal of the
redesign is forcing students to apply their knowledge to practical problems,
and if they were able to achieve a higher grade without doing this, then we
wouldn’t be meeting our goal. Student can use the participation challenges
to put their score above the threshold for the next letter grade, but they
must have solved enough challenges to get them within range. This was
intentional, as participation alone does not demonstrate skills learned. We
accomplish this by keeping the number of participation challenges low, and by
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keeping their point value low, for the most part. Some of the more advanced
participation challenges, such as implementing a hard binary challenge, can
be worth up to 500 points. Prof. Walls feels that students who are able to
solve these participation challenges are deserving of the grade that comes
with them due to the technical skill required to solve.
Challenge Binaries are challenges that involve finding vulnerabilities and
exploiting them in binary executables. Challenge Binaries can be further
broken down into Lecture Challenges and Binary Exploitation. In D19 there
was an additional Reverse Engineering challenge, but with the release of
Ghidra[3], an open source reverse engineering tool, performing the reverse
engineering of binaries has become significantly easier, so we don’t make a
point of distinguishing the two anymore, as it doesn’t add anything.
Lecture Challenges that let students explore the fundamentals introduced
in lecture. They are taken from the Protostar set of challenges, and
are the most basic challenges available to students.
Binary Exploitation All other challenges. These require students to ex-
ploit a binary using skills learned from the lecture challenges. The
difficulty of this category ranges from medium to hard in comparison
to the lecture challenges.
While the lecture challenges are designed to introduce core concepts that
will be needed during the remainder of the course, other challenges may
also introduce a concept of their own. We don’t include them with the
standard lecture binaries because they are usually one-of-a-kind, that is no
other challenges will make use of the new concepts in any significant way,
so they are not required for progressing through the course. An example of
this is ssp-buffer. This challenge introduces the concept of a custom stack-
smashing-protection buffer size. No other challenges make use of custom
stack-smashing-protection buffer sizes, so we don’t include it as a lecture
binary. Because it is not included in the lecture set, we do not directly cover
the concepts in lecture. Students instead will have to perform their own
research and use the hints provided to determine how to go about solving
the challenges.
There is currently no standard method of determining point values for
challenges. In general, we try to make harder challenges worth more points,
but this system doesn’t always work. For example, suppose you had two
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identical challenges. Both of these challenges would theoretically be given
the same score. However, once you’ve solved the first challenge, the other
obviously presents no additional challenge, so it should be worth 0 points.
To combat this we generally increase the point values for sets of problems
(such as the stackN family of Protostar challenges) by some constant. This
relays that the next challenge in the sequence is harder, and the increase of
points does not hurt the grading scale, it just inflates it.
The backend shell is where students actually solve the challenges to get
the flag. The shell is running a live version of Ubuntu. Having a real-
world environment to solve the challenge binaries is crucial to our goal of
concretizing the concepts that the students learn. By using a live system,
the students have to understand how the operating system affects how the
program runs. One example of this is how environment variables affect stack
offsets. Students will have to identify that when debugging a program using
GDB, more environment variables are set compared to when running directly
from the shell.
The Bar Challenge
In D19 there was an idea of having a single challenge that was required in or-
der to get an A in the course. Prof. Walls ended up not making this challenge
a requirement due to how late into the course the idea was introduced.
This term, after evaluating the grading scheme and what it should mean
to get an A, B, or C, we decided that there should be a challenge comprising
a few of the core concepts we introduced in this class, and that this challenge
should be required in order to receive not just an A, but any passing grade.
Introduction of Material
Every lecture, new lecture material is introduced. Some of the material is re-
quired, and some is optional. The required material teaches students about
the basics of what they need to know about that topic, and the optional
material may be a more in-depth exploration into the topic, or it may be
material that isn’t about the main lecture topic, but we think students will
find interesting anyway. An example of this optional material is an explana-
tion for a famous glitch in the original Pokemon games.
The material that we cover in lecture covers the theory of what students
will be doing with the binary challenges. In class they discuss the concepts
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with Prof. Walls, and ask any questions they may have, and then they are
able to solve the new challenges. When posting new content, we aim to have
challenges that go with it so students can start solving new challenges, and
we make sure that we don’t release any challenges that students don’t have
the foundations for. In some instances students will have the foundation, but
not all the information they need to solve the challenge, and so the students
are expected to do some independent research outside of class.
The lecture notes are always written as articles on the new topic and
posted to the course site. Students can reference these at any time if they
need to go back and look at them during the solving phase. The lecture notes
also have related challenges mentioned to give students an idea of what they
should be able to solve next.
Figure 3.2: Lecture notes on the basics of format string vulnerabilities
Where Students Can Go for Help
This course is designed to be hard. At the 4000-level we want students to be
challenged and forced to do research on their own outside of class. Students
will end up needing help, and we want to make sure they are able to get the
help they need. We offer a number of outlets students can reach out to for
help.
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The most easily accessible resource is the class Slack workspace. We have
set up a number of channels where students can receive announcements about
the course and ask questions. We encourage fellow students to help answer
these questions, since it helps reinforce learning, and students can also talk
through their work. If two students are working on a binary, then talking out
the process may help them realize what they need to do, and we encourage
this discussion.
Another method students have for getting help is the lectures. During
normal instruction there would be class time set aside for students to ask
about the challenge binaries and the class could discuss different techniques
for solving and why they may not work. Due to the COVID-19 outbreak,
the format of the lectures has changed drastically. Instead of 2-hour lectures,
Professor walls would release the lecture materials ahead of time for students
to read on their own, and students could use the 2 hours as a help session.
When students ask questions during the formal class time the conversation
can move around to different topics. This gives the course a more open-
discussion feeling, and allows the students to discuss topics that may be
interesting for them.
Students can also receive help form the course TA. Because there is no
grading or labs to be done for this course, the time spent on this course can
be used solely for office hours. TAs are asked to dedicate 15 hours/week to
the course, so students have ample time to get help outside of class. We
expect the frequent use of the TA will prevent students from spending too
much time on a solution that won’t work. The TA can help them rethink
their logic and get back on the right track.
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Chapter 4
Solutions for Areas of
Improvement
In this chapter we discuss various improvements we can make to the areas
outlined in Chapter 2 of the course. These improvements broadly fall into the
following categories: identifying and communicating day one expectations,
raising the skill ceiling of the class, creating or finding interesting lecture
material, enabling learning by example, determining a robust grading system,
and helping the course progress at a natural rate.
Identifying and Communicating Day One Expectations
To communicate the necessary background that students needed on day one
of the course, we first discussed and clarified what topics and concepts we
felt students should be fully comfortable with before attempting this course.
Using my experience as a student in the first iteration of the course and
Prof. Wall’s experience as an instructor, we identified what core concepts
that students would need to succeed in this course. Through our discussions,
we identified the following as necessary background for this course.
First, students need to be familiar with x86 64 assembly. Most WPI CS
students are introduced to assembly language as a freshman or sophomore.
This class has a heavy focus of low level debugging and reverse engineering,
so being able to read and understand assembly is a must. We recommended
that students review it before the term started since it had probably been a
while since they last dealt with assembly.
Second, students would also need to be familiar with the C language.
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While a lot of the course does involve reading assembly, all of the funda-
mentals challenges are provided with their corresponding C code. This helps
students understand how vulnerabilities might get introduced into a pro-
gram. While C code is more abstract than assembly from a challenge binary
standpoint, it is more concrete to what they would encounter outside of this
course, and providing the C code helps us meet our goals.
Third, students should have some experience navigating the Linux termi-
nal. The terminal itself is not a part of any of the binary challenges, however
students will need to know how to connect to a remote server and navigate to
directories, create files, and redirect file streams to solve the challenge bina-
ries. There are no courses at WPI that specifically cover use of the terminal,
but we directed students toward the OverTheWire “Bandit” CTF challenges.
These challenges are designed to teach the absolute basics of connecting to a
remote server via ssh and navigating a shell, so it is the perfect resource for
students who need an introduction or a refresher.
Finally, students should know how to program in Python. While not
technically required, one of the main tools we equip students with in this
class, pwntools[6], is a python library that simplifies the creation of crafted
exploit strings used to solve the challenge binaries. Students who utilize this
library will find crafting exploits for the challenge binaries easier due to the
abstraction the library provides. In some of the more advanced challenges,
including the bar, using the pwntools library is almost a must, since the chal-
lenges are randomized, so you will have to perform the exploit calculations
in real time, rather than ahead of time like the earlier challenges.
We want students to know what the recommended background is because
if they come into the course without it, the challenges will be very hard to
solve, and they won’t have a good experience with the course. There may
be enough time in the first week to review the foundations, but not enough
time to learn for the first time. We also want them to know what to expect
from the course because we recognize that this class style may not appeal
to everyone. For the people who enjoy CTF competitions, this class will be
very interesting, and they’ll be motivated to spend a lot of time digging deep
into the course material.
To distribute these recommendation to the students, we opted to use
email. We have access to the class roster ahead of time and this avoids stu-
dents entering the course on day one unprepared. Any student that decided
to add the course after the email has been sent out can discuss these recom-
mendations individually with Prof. Walls to determine if the class would be
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a good fit for them.
Another expectation we wanted to set for students on day one was how
the grading in the class would work. In D19, the number of points needed
for an A steadily increased as more students solved more challenges. For
this term we determined the point cutoffs before the first day of class so
students would know exactly how far they were from achieving a specific
grade throughout the entire term.
An important factor in determining grade cutoffs is developing a robust
system for assigning point values to problems. Currently there is not stan-
dard method of assigning point values. Instead, we assign points based on
the overall expected difficulty, and this is judged when creating new prob-
lems, or by examining solutions to problems that were created outside of the
course. The issue with this system is our judgment may not be accurate,
and challenges may be harder or easier than we expect, which would alter
are expectation of total points at the end of the course.
We began by looking at the total number of points possible in D19. There
were 6675 points available at the end of the term. Of these, 5100 were from
challenge binaries, and 1575 were from participation points.
The cutoffs for last year were 1250 for a C, 1750 for a B, and 2250 for an
A. This year, we hoped to make solving the challenges easier, so we increased
the grade cutoffs.
The base grade of a C was derived from the Protostar lecture challenge
points. Remember, the lecture challenges were the bare minimum we wanted
students to come out of this class accomplishing, so solving them corresponds
to the lowest letter grade. It shows competency in the lecture material, but
they may not yet be proficient, and certainly have not mastered it.
We summed the points for all of the Protostar challenges and used that
as the base for the grading system. For letter grades B and A, we derived the
point values based off how much more work we thought should be required
to achieve the higher grades. We used data from the D19 iteration to get
an idea of how many challenges were solvable. We also used the idea that it
should be just as hard to go from a ‘B’ to an ‘A’ as it was to go from a ‘C’ to
a ‘B’. Because the harder challenges have more points associated with them,
the difference in points between a ‘B’ and an ‘A’ needed to be larger than
between a ‘C’ and a ‘B’. The point cutoffs we decided on were the following
C 2000
B 3000
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A 45000
In addition to meeting the point requirement, there is one additional re-
quirement all students must meet to earn any passing grade in the class.
They must solve the-bar. the-bar is a challenge binary designed to com-
bine different concepts learned in the Protostar challenges into one challenge.
Solving this challenge is proof that students understand the fundamentals
and have a good foundation in software security engineering. In D19, Prof.
Walls had originally planned to add the-bar as a requirement for an ‘A’
letter grade, however the idea was introduced too late into the course for it
to be fair to students.
This year, we let students know day one what the requirements were for
each letter grade, as well as the requirement of the-bar, so there were no
sudden surprises later on in the course.
Allowing Students to Explore on Their Own
One of the main goals of this MQP is to help students ensure they will be
able to get what they want out of this course. At a bare minimum, we
want students to come out of the course with the ability to solve the lecture
challenges However, if students are motivated to do more than the minimum,
we want to have the infrastructure in place to allow students to dive as deep
as they want into topics they find interesting. Overall, we want students
to be able to choose which letter grade they want to achieve, and we will
provide them will the resources and opportunities to achieve that goal.
To help provide for all students who want to accomplish at least just
the lecture challenges, we added different resources to the course. This in-
cludes more tools they can leverage, as well as example problems. The tools
themselves are not provided by us, rather, we created vignettes to help the
students get familiar with the tools and understand how they may use them
to solve the binaries. The example problems are discussed in the next section.
We chose the Protostar challenges as the base challenges for the class
because they do a good job of introducing the fundamentals we want students
to have at the end of the course in a natural progression. The next challenge
in each family changes just enough to introduce a new concept, but not so
much that students can’t figure out how to use what they learned in the
previous binary. For example, consider the (reduced) source code for two
challenges, stack0, and stack1.
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Figure 4.1: source0 source code (reduced)
1 int main(int argc, char **argv)
2 {
3 volatile int modified = 0;
4 char buffer[{{buffsize}}];
5
6 gets(buffer);
7
8 if(modified != 0) {
9 printf("you have changed the
10 ’modified’ variable\n");
11 }
12 }
stack0 (see Figure 4.1) requires that the student perform a buffer over-
flow to change a stack variable. The value of the modified variable is not
important, as long as it has changed somehow. In stack1 (see Figure 4.2),
students are introduced to environment variables, and now must write a par-
ticular, yet still arbitrary, value to the stack variable. stack3 goes on to
have students overwrite the variable with a meaningful value; in that case
the address of a particular function.
Given the natural progression of the Protostar challenges, we can’t make
them any easier than they already are, so we are relying on the tool vignettes
and example writeups to help students solve these challenges.
For the students who are motivated to go beyond just the lecture chal-
lenges, there should be enough content for them. To help achieve this goal,
we provided students with more resources to help learn how to solve the
lecture challenges, such as adding adding additional challenge binaries that
cover new topics, and are of varying difficulty, having required lecture ma-
terial that covers the fundamentals, as well as optional lecture material that
covers topics more advanced than the required material does.
We had to consider the downsides to this solution as well. If we give
them too many resources, they may be able to abstract out the problem, and
won’t come away with a low-level understanding of how the solutions and
tools work. For example, the pwntools python library has the capability of
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Figure 4.2: source1 souce code (reduced)
1 int main(int argc, char **argv)
2 {
3 volatile int modified;
4 char buffer[{{buffsize}}];
5 char *variable;
6
7 variable = getenv("GREENIE");
8
9 modified = 0;
10 strcpy(buffer, variable);
11
12 if(modified == 0x0d0a0d0a) {
13 printf("you have correctly
14 modified the variable\n");
15 }
16 }
23
creating complex ROP-chains simply by calling the methods as if you were
adding the calls to the source code itself, but we want students to craft them
by hand first so they understand how they work, that way if there was a
situation where these automatic techniques weren’t available, the students
would not be lost.
We can combat this by only introducing the helper tools after the stu-
dents have demonstrated understanding of the tasks the tools are doing for
them., Once they understand the underlying concepts, we can introduce the
automation tools, since the pedagogical aspect of doing it manually will have
expired.
Creating or Finding Interesting Lecture Material
The lecture notes for the course fall into two categories: required and op-
tional. The required readings are meant to help students solve the lecture
challenges, while the optional readings may contain additional information
to help students solve the more advanced challenges if they so choose. In ad-
dition to challenge-related material, we also added material that would not
help students with the challenges, yet was still related to software security
and we thought they would enjoy reading or watching.
The motivation for this extra material was to help keep students engaged
and interested in the course over the seven weeks. We started by finding
interesting videos, specifically video-game exploits, since these may be relat-
able and provide insight to good software security engineering practices such
as how to discover bugs in software. Some examples are Super Mario World
world warps, a crazy challenge from a Google-sponsored CTF that requires
solvers to solve a digital circuit implemented in a Minecraft-esque game, and
a presentation on how scammers used to bypass long-distance telephone bills.
We must consider that we had found material that we found interesting,
but it’s not guaranteed that the students will have the same passion. Stu-
dents also expressed concern for material that was not related to solving the
challenges. While students may enjoy this new material we give them, they
may still wish we provided more useful materials to them. An example of
this material is an in-depth look into the MissingNo. glitch in the first gen-
eration of Pokemon games. After walking through the explaination, could
then give students a live demo of the glitch, using either an emulator or a
physical copy of Pokemon Blue.
For all readings, both required and optional, we list why it’s interesting or
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why students should read it. We do this because often when a professor assigns
reading, they don’t list why that reading is important. Usually it is assigned
simply because the professor believes the students should understand the
reading, but there isn’t any indication of why its important. In this class
we want students to know why we believe they should know about a certain
topic. This is more critical for the optional material, since it will help them
decide if they need to read it or not, but we still provide it for the lecture
material too.
Enabling Learning by Example
One of the resources that we thought would be useful for students is a guide
on how to solve the Protostar challenges. This would let the students get a
step-by-step understanding of each challenge, which would help solidify the
foundations needed to solve the harder challenges. Last year, Prof. Walls
didn’t provide these resources directly, since he didn’t want to be giving the
students the direct answers for the challenges. However, students were able
to find the solutions on their own, and rather than reading through them to
understand how they might find the solution on their own or even how the
solution works, they would simply copy the answer from the bottom of the
writeup.
To avoid this, what we wanted was a way for us to provide existing
writeups to the students as an example of the binary challenge, and then
require them to apply what they learned to the real problem. To do this,
we modified the lecture binaries slightly to make the existing writeups a
rough outline for the steps that were needed, but students would still need
to demonstrate understanding in order to actually get the flag. We solved
this using two methods.
The first was to modify the Protostar binaries to be 64-bit binaries rather
than 32-bit. All of the solutions online for the Protostar challenges are for
the 32-bit binaries. By using 64-bit binaries in this class, students are now
unable to simply copy and paste the final exploit string from the end of the
writeup. This is a really good scenario for us. We can now direct students to
the existing tutorials without worrying about students just blindly copying
the solutions without learning anything. Students can use the 32-bit writeups
as a practice problem, and only if they understand how the exploit should
work in a broad sense can they apply it to our binaries.
Compiling as 64-bit also forces students to recall the 64-bit calling con-
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ventions while doing the lecture materials. In D19 many of the non-lecture
challenges were 64-bit, while the lecture challenges were 32-bt. This made
it difficult for some students to transition to solving the harder challenges
because they had to adapt what they learned in the lecture challenges to the
new binaries halfway through the course. What we’d rather have is all the
challenges be 64-bit, since most operating systems these days are 64-bit, so
the concepts will be applicable outside of this course.
The second method to help prevent students from sharing the solutions
to their binaries with each other or using writeups from previous terms was
adding randomization to the binaries. The randomization would make each
students binary slightly different, so the same exploit string may not work
on multiple binaries. This option was easily implemented since the infras-
tructure includes this capability by default. However, if students are able
to find the randomization-dependent part of the exploit, they can still share
exploit string quite easily, so the randomization can only help us so much.
Lastly, tools like pwntools can be used to craft randomization-independent
exploits (using techniques such as finding cyclic patterns in the Coredump
to determine buffer sizes), which would bypass our efforts, so this solution is
not perfect.
The picoCTF infrastructure has a templating feature (see Figure 4.3,
which allows us to easily add randomized values to the C code. We added
randomization to all of the buffer sizes for the Protostar challenges, since it
was the easiest way of adding randomization without altering the binaries
too much.
In this example, taken from stack4, the size of the array ‘buffer’ is ran-
domized. Each student will receive a slightly different binary. Because the
exploits are determined from the size of the buffer, one student’s exploit will
not work on another student’s binary.
These two solutions allow us to use the old writeups as additional material
for students, while also being sure that they will have to learn the concepts
for themselves in order to get the flag.
Collecting Real-Time Feedback from Students
One of the common issues that makes solving these binary challenges hard
is it is very easy to start working at a solution that will not lead you to the
correct answer. Because this class emphasizes applying theory to practice
much more than other classes, we don’t provide students with a step-by-step
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Figure 4.3: stack4 source code with templating
1 #include <stdlib.h>
2 #include <unistd.h>
3 #include <stdio.h>
4 #include <string.h>
5
6 int main(int argc, char **argv) {
7 char buffer[{{buffsize}}];
8 unsigned long ret;
9
10 gets(buffer);
11
12 ret = __builtin_return_address(0);
13
14 if((ret & 0xfffffff00000 ) != 0x7ffffff00000) {
15 printf("bzzzt (%p)\n", ret);
16 _exit(1);
17 }
18 }
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example for each different binary. We provide them with the foundations, but
expect them to do the critical thinking and exploratory work to determine
how what they already know will be useful in solving new challenges.
It would be really helpful however if we were able to get a better look at
how students were approaching the problems. This would help us see where
students may be getting lost, or if they don’t think about a critical detail
that will help them, etc.
To help us gain this insight, I created the participation challenge Help Us
Help You. Students can earn points for this challenge by submitting a log of
their thought process as they go through one of the challenges. We can then
go through this log, identify where students had a misconception or missed a
key insight to solving the challenge, and then adjust our lesson plan to help
students avoid the same pitfalls in the future.
Helping the Course Progress at a Natural Rate
There were two broad ideas we had for improving our ability to keep the
course progress at a natural rate: hard deadlines for lecture challenges, and
adding checks for students to show they were understanding the content. The
class was planned to be taught in one of Foisie’s active learning classrooms
where we could use the group-style layout of the classroom to our advantage.
Because of the COVID-19 outbreak, we were unable to implement some of
the ideas we had for this term. We discuss those in Chapter 6.
The hard deadlines serve as a forcing function for students to make sure
they are solving the lecture challenges in a timely fashion. We needed this
added to the course because we wanted the class to progress onto the next
topic, but this isn’t very useful to students who haven’t solved all the re-
leased challenges. For this term, we gave the students 1 week to solve the
lecture challenges from the date they were released. This allowed new lecture
material to be released at continuous intervals and naturally build upon the
previous material. 1
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Chapter 5
Evaluation
In this chapter we discuss the results of our implemented solutions, and
whether or not we deem them to have been successful additions to the course.
Identifying and Communicating Day One Expectations
Having the grade expectations, recommended background, as well as course
structure prior to day one was definitely an improvement for the course. We
sent out a welcome email prior to the first day, so we could be confident that
students entering the course either had the background necessary, or were
willing to learn it in a very short amount of time. This increased the number
of students who had the skills for our theory-into-practice teaching structure.
Students also knew how many more points they needed to reach each
threshold, and this let students who knew they only wanted a C in the course
to stop when they reached the 2,000 point mark. This helped make the course
more adaptable for students who both wanted to get only a passing grade, as
well as students who wanted a higher grade, since they could monitor their
progress throughout the course, as opposed to last year when the cutoffs were
changing daily.
Allowing Students to Explore On Their Own
The point cutoffs divided the class they way we wanted them to. Only a
handful of students were able to achieve the 4500 point mark, which translates
to only a handful of students achieving mastery of the skills this class teaches,
and we think this accurately represents the class. Most students in the class
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were only able to get enough points to get a ‘C’, and a similar number of
students received ‘B’s as ‘A’s, and this is exactly what we wanted. This class
is designed to be challenging, and most students who leave this course have
not quite demonstrated proficiency in the skills taught.
Providing students with the resources to solve the higher level of chal-
lenges proved to work in that there were students who were more motivated
to solve the harder challenges. The students who were able to achieve the
4500 point mark reported spending thirty hours or more per week solving
the challenges. While this number is higher than we’d like, it still follows the
trend we want to see of students putting in more hours for a higher grade in
the course, which shows that the adaptability improvements did work.
Collecting Real-Time Feedback from Students
While we didn’t identify this area of improvement before the course began,
we were still able to address it while the course was running. Along with
the Help Us Help You challenge, other direct feedback from the students via
office hours questions or slack posting gave us ideas for different concepts
we want to cover. For example, numerous students expressed confusion over
using null bytes in 64-bit addresses, because they believed that the program
would ignore them.
The participation challenge has proven invaluable as part of achieving
our concretization goal. We can now identify which concepts students don’t
quite understand and help them solidify those foundations, improving their
understanding of the underlying mechanics of how programs run on comput-
ers.
Enabling Learning by Example
Overall, adjusting the binaries to be 64-bit was a clear success at improving
the course’s goal of requiring students to apply theory into practice. Because
students were unable to simply copy the solutions from previous writeups for
the challenges, any student who correctly solved the challenges had demon-
strated an understanding of the theory and how to apply it to a real world
binary. At the end of the course, most of the students in the class were able
to demonstrate their ability to do so. There were a few hiccups with the new
system 64-bit system however.
First, there were a few lecture challenges that became too difficult when
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converted to 64-bit1. In particular, the formatN challenges. Because the
64-bit binaries required stack alignment, students would have to compensate
for this in their final exploit string. Because stack alignment is not a topic
covered deeply by the time students are completing the format challenges,
we could not expect them to understand how to get past this hurdle. We
decided, for this year to, instead to use the 32-bit challenges for all except
the last format string challenge.
Second, not all students were grasping how to correctly use the 32-bit
writeups and resources we provided. Some students were still not under-
standing that there was a difference between the 32-bit writeups and the
solution for the new binaries would be different. Students would still try to
manipulate a valid 32-bit solution for the 64-bit binary, but the differences
between the two are too vast for this to be effective. There are lecture notes
detailing the differences between 32-bit and 64-bit, but the implications of
these changes seem to be lost on some students. This is evidence in support
of a clear difference in students who can separate theory from an example
and reapply it to a different problem, which is one of the main goals of this
course.
It is harder to measure the success of the randomization, however we do
believe it was a useful addition to the binaries. Just as the 64-bit challenges
proved that students had to extract the theory from existing example and
reapply it elsewhere, the randomization forces the same concept, albeit in a
less serious manner. Therefore, we consider it an improvement over the last
iteration of the course, and will continue to utilize it in future years.
Helping the Course Progress at a Natural Rate
Adding the deadlines to the lecture challenges was very important for keeping
students on pace with the course, and we can see this by comparing the point
totals for this year in comparison to last year. Even though the cutoff for a
C was 500 points more this year than last year, we saw a similar percentage
of the class achieve this threshold compared to last year. This shows that
students were solving more lecture challenges, which in turn helps better
prepare students for the harder challenges.
1There is a new set of challenges built off of the Protostar challenges called Phoenix[4].
These challenges were designed with 64-bit in mind, so Prof. Walls may end up utilizing
the challenges in future iterations.
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Chapter 6
Conclusion and Future Work
The goal of this MQP was to continue improving a redesigned software secu-
rity engineering course to help it meet three main goals: application of the-
ory into practice, concretization of foundations, and adaptability for higher
achieving students. Through lengthy discussion between myself and Prof.
Walls, and using our respective insights as a student in the course and as
the professor, we identified eight areas of improvement that we focused on
improving. We then come up with potential ways to improve the course in
each of these areas, and implemented these changes in the D20 iteration of
the course.
Throughout the course, we evaluated our ideas to determine if they helped
the course the way we expected them to. Our findings determined that our
changes were effective, and the course better met its goals this year compared
to last year.
The course still has improvements that can be made to achieve its three
goals. In this chapter we discuss ideas we’d like to implement in future
iterations of this course that we both didn’t have time to implement as well
as ideas we came up with during this iteration.
Keep Students On The Right Track
Each challenge binary is designed such that, broadly speaking, there is only
one way to solve it. For the lecture challenges, this is purposeful so students
are forced to use a certain new concept to get the flag, and for the advanced
challenges, it is a result of how the challenges are designed, with a single
vulnerability being added to each phase of the challenge. There may be
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variations on the specifics of how students exploit these vulnerabilities. For
example, students may have varying options for which Global Offset Table
entry to overwrite, or they could choose between a return2libc1 attack
versus a shellcode2 based attack, but the overall idea is the same.
This leads to a common issue for this course. Students will think they
know what the solution is to a challenge and start working, only to spend
more hours than we’d hoped it would take without being able to solve the
binary. We try to combat this currently by offering hints with the chal-
lenges, as well as offering help during office hours (and students are highly
encouraged to utilize office hours).
The hints are not always effective at helping students with the challenges
for a few reasons. Firstly, they can be convoluted, since we don’t want the
hints to be direct answers on how to approach the problem, since finding
vulnerabilities is half the battle, and requires a skill that we want students
to demonstrate. Secondly, we only provide a maximum of three or four hints
per challenge, not enough to help students with every step they may get
stuck on.
The office hours are a place for students to find additional help, but we en-
countered issues with either students not attending office hours at all, or only
resorting to asking for help after spending too much time not progressing.
What we’d like to add to this course is both a way for students to identify
on their own if they were solving the binary incorrectly and better resources
to prevent them from trying bad solutions in the first place.
This term we created the Help Us Help You challenge (see Chapter 4) to
help us identify where students struggle most with the challenges. One idea
that both submissions for this participation challenge and questions during
office hours revealed is that students have been misattributing errors in their
exploits, leading them to solve a problem that either may not exist or has a
separate cause they don’t know about.
The goal of Help Us Help You was to detect these misconceptions and
correct them, but ideally what we’d like to see is for students to have these
insights themselves and discover something new about how programs run.
This aligns with our goal of concretizing concepts in this course.
Future work on this area will involve analyzing the logs that students
1An attack that involved redirecting code execution to existing code in the C Standard
Library
2An attack that involves redirecting code execution to user inputed code placed some-
where in the executable’s memory
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submit for the participation challenge to determine what concepts are being
misunderstood, and then adapting the lectures to patch these gaps in knowl-
edge, as well as possibly finding better ways of providing hints to students,
since the classic competitive style of provided few, cryptic hints, may not be
best suited for this course.
Grade Predictability for Students
This term, the students were having a hard time figuring out if they were
on pace to achieve the letter grade they wanted. A simple prediction would
simply tell students how many lecture challenge points were available, and if
students were at that level, then they’d be on pace to earn at least a C by
the end of the course. More advanced models could be created to track the
B path and the A path.
Adding this to the course would help students have a better understanding
of where they may end up at the end of the course, and help motivate them
should they fall behind. This year we did a pretty good job of letting students
know that the lecture challenges would bring them to a C, but there were
still students who were asking about the plausibility of them getting enough
points to pass in the last week of the course.
What we’d like to see in future iterations of the course is students checking
for themselves the likelihood of receiving a particular grade, and we want
them to know if they’re falling behind before it’s too late for them to catch
back up.
Implement Changes Delayed by COVID-19
Because of the unplanned worldwide shutdowns, several of the changes we
planned to implement were unable to be tested this year. This includes the
warm-up problems, a new way of utilizing the active learning environment,
and in-class demonstrations of some of the lecture materials such as the
Old Man Glitch or one of LiveOverflow’s more crazy challenges. In future
iterations of the course, we hope to see these ideas be implemented and
evaluated to see if they improve overall satisfaction with the course.
The first of these ideas is a better way of utilizing the active-learning
environment that the course was taught in in D19 and scheduled to be taught
in in D20. We assume that the course will be taught in this classroom in
future years as well.
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This classroom is different from normal lecture halls in that students
are divided into groups of up to eight people. We can leverage this group
structure to add activities to our lecture that wouldn’t be practical in a
normal lecture hall. In D19 Prof. Walls had the groups work on lecture
challenges that had been released, but this activity didn’t go as planned
because some students had already solved the lecture challenges and some
didn’t want to work in groups.
One idea we had that would better utilize the active-learning classroom
was warm-up problems. These challenges usually consist of C code, and
students would be tasked with answering some question associated with it,
usually as a way of getting them to think critically about how they may
solve a similar challenge. The goal of these challenges is to reinforce con-
cepts presented through the lecture notes, as well as address any possible
misconceptions students may have, helping to prevent students from getting
stuck while solving the real challenges.
Because the classroom has students split up into groups already, we
thought about having the students do the warm-up problems in pairs. This
enables collaboration, but ensures one or more students don’t sit idly by
while their peers discuss and do the work.
Future work we’d like to see in later iterations of the course is implement-
ing and evaluating the warm-up problems that we created for this iteration,
but were unable to include due to the global pandemic, as well as introducing
new ways of using the classroom to our advantage with activities and lectures
that couldn’t be done in a normal lecture hall setting.
Detecting Academic Dishonesty Via the Infrastructure
All courses at all universities are susceptible to academic dishonesty, and
detecting it can be tough. In this course it can be made quite simple. By
requiring students to submit their solution scripts along with the flag, we can
then detect if students had shared solutions with others.
We encourage collaboration and for students to ask questions to each
other to get help, however we want to prevent students from copying other
students solutions. Implementing this feature will require modification to
the infrastructure. A simple solution would add a file upload alongside each
flag submission, while a more advanced implementation would detect if a
student submitted a suspicious solution script. The current infrastructure
has a suspicious flag detection system, which simply detects if a competitor
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(student, in our case) submits a flag that is valid for another competitor. We
could build upon this to detect if a solution script for one student is similar
to the solution for another.
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