The emerging work on understanding open source software has questioned what leads to effectiveness in OSS development teams in the absence of formal controls, and it has pointed to the importance of ideology. This paper develops a framework of the OSS community ideology Hypotheses are tested using survey and objective data on OSS projects. Results support the main thesis that OSS team members' adherence to the tenets of the OSS community ideology impacts OSS team effectiveness and reveal that different components impact effectiveness in different ways. Of particular interest is the finding that adherence to some ideological components was beneficial to the effectiveness of the team in terms of attracting and retaining input, but detrimental to the output of the team. Theoretical and practical implications are discussed.
INTRODUCTION
While the practices associated with Open Source Software (OSS) development have been in use for decades, recent years have seen a surge of interest in OSS across developers, businesses, governments, and researchers. Tens of thousands of projects have been registered on Sourceforge, a website devoted to supporting OSS development (http://www.sourceforge.net), and many large companies have become involved in OSS 2 . Similarly, government institutions have begun trying to create effective policy with regard to open source software and development practices 3 . As the phenomenon of OSS has grown, researchers in many fields ranging from sociology to computer science, economics, and information systems have started studying it, and a rich base of literature has begun to appear. This literature often views OSS teams as kinds of virtual teams or organizations (Crowston and Scozzi 2002; Gallivan 2001; Malone and Laubacher 1998; Markus et al. 2000) , but with some unique aspects. OSS teams are often composed of volunteers working without financial remuneration directly tied to their contributions, and their output (e.g., source code) is generally made available to any interested users with little or no charge. Further, these teams usually work without the formal a priori requirements that tend to be used to guide and evaluate commercial software development efforts (Scacchi 2002) . These unique aspects of OSS have led many to question why developers contribute (Hars and Ou 2002) and how their dispersed efforts are controlled in order to result in viable outputs (Gallivan 2001 ). 2 IBM contributed code fixes and features to Apache (Ljungberg 2000) . Dell, HP, and Oracle support versions of their products for the Linux platform (Gallivan 2001) . 3 A number of third world countries, for example, are proposing to use GNU/Linux for low cost computing platforms. (http://www.linuxjournal.com/article.php?sid=6049) Answers to these questions may lie, in part, in another unique feature of OSS development: the ideology of the OSS development community. Researchers and developers have identified ideological tenets associated with the open source development community in which OSS teams function, and several have suggested that it may be the ideology that facilitates team effectiveness in the absence of traditional organizational incentives and controls (Bergquist and Ljungberg 2001; Markus et al. 2000; Raymond 2001 ). This research investigates that proposition by identifying the key ideological tenets of the OSS community and examining means by which they may facilitate three important outcomes related to OSS team effectiveness: attraction and retention of developers to projects, devotion of effort by project developers, and the completion of recognized work tasks. The basic thesis underlying the study is that OSS team members' adherence to the tenets of the overarching OSS community ideology may have a positive effect on these outcomes because the ideology fosters trust and good communication practices by encouraging behaviors and orientations that are beneficial to the team's work.
The next section provides a brief discussion of the nature of ideology and the role it plays in OSS teams. The paper then summarizes the main tenets of the OSS ideology and discusses the relevance of the three aforementioned effectiveness outcomes in OSS teams. This discussion is used as the basis for developing hypotheses regarding the effects of a teams' adherence to these particular ideological tenets on team members' motivations and behaviors relevant to the effectiveness of the team. The methods section describes how the model was tested by combining survey and public data on OSS projects. The discussion section summarizes the results and outlines implications, limitations, and contributions of the research.
OSS IDEOLOGY AND OSS TEAM EFFECTIVENESS
"there are norms common to nearly all mature, sustained open source projects" (Bretthauer 2002: 3) "[open source movements are] loosely coupled communities kept together by strong common values" (Ljungberg 2000: 208) "contributors…are motivated by the personal benefit of using an improved software product and by social values such as altruism, reputation, and ideology" (Markus et al. 2000: 14) As the quotations demonstrate, the ideology associated with OSS development has been widely suggested as a lynchpin in enabling OSS efforts. We employ Trice & Beyer's (1993: 33) definition of ideology as "shared, relatively coherently interrelated sets of emotionally charged beliefs, values, and norms that bind some people together and help them make sense of their worlds." Beliefs refer to understandings of causal relationships, values refer to preferences for some behaviors or outcomes over others, and norms refer to behavioral expectations (Trice and Beyer 1993) .
Though ideology is by definition shared, adherence to a particular ideological tenet may vary across subgroups. Ideology is an aspect of culture (Trice and Beyer 1993) . Just as the ideology of an organizational culture is influenced by the larger national culture in which it exists (Hofstede 1980; Hofstede et al. 1990 ), organizational subunits may have their own unique subcultures, varying in their ideological content. Open source developers have often been said to constitute a community, identifiable by its common ideology (Ljungberg 2000) . At the same time, subgroups are formed around projects within that community, and such subgroups may vary in the extent to which they conform to the overarching community ideology. Ljungberg (2000: 210) suggests that commitment to the ideology varies widely across developers: "At one end of the spectrum there is great zeal…at the other end there is no big deal about the ideology."
In settings such as OSS development where behavior may be hard to observe and it is not feasible to institute formal controls, ideology may be important as the vehicle of clan control (Barker 1993) . Rather than dictating specific actions or manipulating tangible rewards, clan control occurs when shared understandings define appropriate ways to behave and respond to situations in the group (Kirsch 1997; Ouchi 1979) . In order for it to result in positive team outcomes, ideology should motivate behaviors and responses that are likely to be productive for the team, constrain opportunistic behavior, and apply in a broad variety of situations to orient team members. Below we first identify norms, beliefs, and values of the larger OSS community and then discuss how these norms, beliefs and values influence developers' motivations to produce behavior that enhances the effectiveness of an OSS project team.
Content of the OSS Ideology
We took a two-pronged approach to understanding the content of the OSS community ideology by deriving norms, beliefs, and values from both narratives of the open-source community including commentaries by icons such as Richard Stallman 4 and Eric Raymond 5 as well as prior research by academics and practitioners (Bretthauer 2002; Elliott and Scacchi 2003; Feller and Fitzgerald 2002; Gosain 2003; Lerner and Tirole 2002; Ljungberg 2000; Markus et al. 2000) . The narratives have been shaped by community members' input over time, making them representative of the overarching OSS ideology 6 . The identification of the tenets of OSS ideology draws upon socio-political ideological discourse analysis, which proposes that ideologies are both developed and expressed in language and communication and may be "uncovered" by close reading (van Dijk 1995: 135) . Table 1 summarizes the norms, beliefs, and values uncovered in the review and provides a quote to illustrate each one. Identification of norms, beliefs, and values was limited to those that are widely claimed to be held in the community, not including those that are specific only to one or a small subset of projects. Similar 4 Richard Stallman is the founder of the Gnu Project, launched in 1984 to develop the free operating system GNU. He is also founder of the Free Software Foundation and creator of the copyleft concept in software licensing. The Free Software adherents are considered especially ideologically "zealous." 5 Eric Raymond has been an influential member of many OSS projects, and he is the author of highly influential papers including "The Cathedral and the Bazaar," which influenced Netscape's decision to get involved in OSS, and "The Halloween Documents," which presents a critique of Microsoft's response to OSS. to other settings, these ideological tenets provide a "general cultural repertoire" from which teams may select those that best realize their goals and interests and use them as building blocks for team ideology (van Dijk 1995: 138 I believe that all generally useful information should be free. By 'free' I am not referring to price, but rather to the freedom to copy the information and to adapt it to one's own uses.When information is generally useful, redistributing it makes humanity wealthier no matter who is distributing and no matter who is receiving. (Stallman quoted in (Denning 1990 )) 7. Bug fixing -The more people working on the code, the more quickly bugs will be found and fixed.
Peer review is essential. Given enough co-developers, problems will be characterized quickly and the fix obvious to someone: "Given enough eyeballs, all bugs are shallow". 8. Practicality -practical work is more useful than theoretical discussion
[I]n reading things from Linus in the past, he does seem to value working code much more than complaints or rants or high-level descriptions. Show me the code, I think he said. Find a way to make it work and make it work. (Kuwabara 1999) 
Effectiveness in OSS Development Teams
As with the study of commercial software development contexts, it is important in the open source context to consider a multidimensional view of team effectiveness (Crowston et al. 2003) . We consider two aspects of OSS project effectiveness: the extent to which a project attracts input from the development community and the extent to which it produces observable 1 While the term "hacker" has a pejorative connotation in popular usage, it conveys a positive identity in the OSS community.
outputs such as the addition of new features to the software or the fixing of software bugs. While commercial projects have employees paid and directed though formalized mechanisms, a critical step in becoming effective in an OSS project is to attract developers and motivate their input to the project (Mockus et al. 2002; Sturmer 2005; . Without people donating their efforts voluntarily, an OSS project has little chance of success, thus the amount of input to a project (i.e., how many people devote how much effort) is an important aspect of effectiveness.
The number of developers that have been attracted and retained to work on the team (team size) and an estimate of the amount of effort those developers have devoted to the team are the two constructs related to an OSS team's input effectiveness used in this study.
Given that meeting budgets and requirements may not be relevant in OSS (Scacchi 2002) , more appropriate indicators of outcome success may be those related to the ongoing productivity of the team. Software development teams rely on change management systems to organize and track their development work, with actual changes to code being associated with a basic unit of work called a modification request. Studies of software development in distributed contexts (Herbsleb and Mockus 2003) and analyses of OSS projects such as Apache and Mozilla (Mockus et al. 2002) have used responses to modification requests as indicators of work accomplishment.
The extent to which the team completes identified work tasks (task completion) is the output effectiveness construct used in this research. 
THEORY DEVELOPMENT AND HYPOTHESES
There are many reasons that potential developers may be attracted to an OSS project, join and remain involved in an OSS project, and voluntarily devote their efforts to working on the project. These include their assessments of the likely usefulness of the project software, potential reputational benefits from project involvement, and the extent to which involvement in the project brings psychological or emotional benefits (Hars and Ou 2002) . All of these factors may be affected by the level of trust that exists in the OSS team.
Trust as an Antecedent to OSS Team Input Effectiveness
Trust has been viewed as "the extent to which a person is confident in, and willing to act on the basis of, the words, actions, and decisions of another" (McAllister 1995: 25) , and this definition has been generalized to the level of a team (Jarvenpaa et al. 1998 ). This view of trust is appropriate in the setting of OSS teams because the value of one member's contributions depends in part on the efforts and contributions of others (e.g., insofar as code contributed by different members must function together). Also, the overall value of the software to a developer is contingent on the contributions of others and the decisions made regarding how those contributions are combined. Similarly, the words, actions, and decisions of others may affect the emotional and psychological consequences that an individual experiences from participation.
Prior work on virtual teams has shown that low levels of trust may be associated with decreases in project participation and contribution among team members (Jarvenpaa and Leidner 1999) , and that OSS projects may have high levels of turnover .
McAllister (1995) argues that affective and cognitive components of trust are important.
Affective trust stems from emotional attachment between a trustor and a trust target and may therefore be most relevant to potential developers' psychological and emotional reasons for joining, staying with, and contributing to OSS teams. Affective trust is persistent, leading to the discounting of events that are contrary to ongoing harmony (Holmes and Rempel 1989) . For example, the following extract from developer archives of the Jakarta POI project demonstrates how an experienced member responded positively (with an offer of mentorship and encouragement to increase efforts) to a negative behavior on the part of an inexperienced member (missing a deadline). Cognitive trust relies on a rational assessment of the target by the trustor (McAllister 1995) , and such assessments may relate to the evaluation of competence of the trust target as well as the probability of opportunistic behavior by the target. Thus cognitive trust may be most important to the utility and reputation motivations for developers to join, stay with, and exert efforts on OSS projects. These motivations may be affected because the usefulness of an OSS product to one developer depends in part on the inputs of other developers. If a contributor has high cognitive trust in other team members then he will expect those inputs to be useful and the project to sustain ongoing success, thereby making it more worthwhile to devote his efforts to the project. A contributor will not want to waste effort on a project that he thinks is going to fail because such a project is not likely to be useful to him in the future nor to enhance his reputation.
[name removed], So did you meet your deadline? I hope you are still alive to read this :-) [……] I can help you meet your next deadline if you give 100% of your work time to HWPF. I don't know if this is possible because I don't know what else you're working on. I can assign you enough work to keep you busy all day, every day. I need your total commitment. Did you ever see the
Because of the public nature of OSS team interactions and outputs, cognitive trustworthiness may be assessed by both current members and potential members. In addition to increasing the estimate of the utility likely to result from contributing to an OSS team, cognitive trust also reduces the perceived need for and thus the expenditure of effort on monitoring and defensive behaviors (McAllister 1995) . Reducing behaviors that are not directly productive should free more resources to be devoted to the team's tasks. 
Impacts of OSS Norms, Beliefs, and Values on Trust in OSS Teams
Cognitive trust relies on rational assessments of competence and behavior and may develop through the prediction process when a trustor is able to forecast that a target will behave in a desirable fashion (Doney and Cannon 1997) . OSS norms, beliefs, and values support the predictability of behavior that will be beneficial to team members and the assessment of others as competent. Shared norms in general tend to result in behavior patterns that are relatively stable and expected by a team's members (Bettenhausen and Murnighan 1991) . In the case of OSS, norms are designed to protect developers' interests by assuring they get credit for their work (Named Credit norm) and maximizing the value of that work (Forking norms). The forking norm minimizes the hazard of competing versions of projects, which may reduce reputational benefits to contributors by decreasing the audience for each fork (Kogut and Metiu 2001) .
Shared beliefs provide a kind of mutual knowledge about cause-effect relationships (Hardin and Higgins 1996) , which enables rational assessment of other team members' behaviors based on an understanding of the reasoning driving these behaviors. The OSS beliefs about bug fixing, practicality, and status attainment are shared beliefs about how and why better outcomes are obtained from open source community practices. These beliefs guide the specific means by which OSS work is conducted, and in some cases may provide an explanation for behaviors enacted by team members that might otherwise be interpreted negatively. For example, when a developer submits code with defects for peer review, instead of interpreting this as an indication that the developer is not competent to fix the bugs, it may be interpreted in light of the common understanding that allowing multiple others to help fix bugs is more efficient. Sharing beliefs about OSS processes and their associated outcomes is, therefore, likely to result in developers having greater cognitive trust in the ability of others.
OSS values may also enhance cognitive trust by leading members to perform behaviors that are evaluated by others as indicative of competence and ability. When team members adhere to the values of attaining technical knowledge, learning, and enhancing their reputations, they will act in ways that will increase their knowledge and competence. When they also adhere to the values of helping, sharing, and cooperating they will provide to each other evidence of that knowledge and competence. Adhering to these values will also allow contributors to predict how others will respond to their requests. Because predictability and assessment of the ability of others are at the root of cognitive trust, subscribing to these OSS values should enhance cognitive trust in the team. While cognitive trust relies on rational assessments of others, affective trust rests on emotional attachments to others. Such emotional attachments may be created and enhanced via group identification (Bagozzi and Dholakia 2002; Tajfel 1978) , and group norms and values have been highlighted as important to forming positive group identification in virtual settings (Dholakia et al. 2004 ). Dholakia et al. (2004) argue that norms are important to identification in virtual settings because they tend to be most accessible or inferable based on the group's archived communication and understanding them will facilitate potential members' categorization of themselves as part of the group. Postmes et al. (2000) point out that in order to have a positive effect, the group's norms must be congruent with individual's motivations. As explained above, the OSS norms are consistent with reputation and utility-based motivations of OSS developers. Thus adherence to the OSS norms may be expected to enhance identification with the group and thereby the emotional attachment that underlies affective trust.
Values may drive identification with virtual groups because when a member or potential member finds that her values are congruent with those of others in the group, she is more likely to categorize herself as a member of the group (Bagozzi and Dholakia 2002) . Dholakia et al. (2004) found that values related to individual instrumental purposes such as giving and receiving information in a virtual group had a positive effect on identification with the group. In OSS, the values related to technical knowledge, learning, and reputation all focus attention on common personal instrumental goals of contributors. 
Antecedents to OSS Team Output Effectiveness
Input-process-outcome models of team work (Ilgen et al. 2005; Martins et al. 2004 ) imply that OSS team output effectiveness is likely to be influenced by the effectiveness of the team in attracting and retaining input. Prior research has indicated that OSS developers may tend to specialize by working on small parts of an overall project (Koch and Schneider 2000; . In this case, having a larger pool of developers implies a larger pool of available specializations and a greater chance that the skills and interest needed for completing a variety of tasks will be available. Likewise, the more effort that the team members devote to the project, the greater the number of tasks they will be able to complete.
Hypothesis 8: OSS project (a) team size and (b) team effort will have a positive effect on the team's level of task completion.
In addition to being a function of the input to a team, the extent to which an OSS team As this excerpt implies, it is not only the amount of communication, but its timeliness and helpfulness that are important to outcomes in OSS work. Previous work on communication in virtual teams also implies that it is not just the amount but the quality of communication that is important to outcomes. Communication is most likely to enhance team effectiveness if it is timely, helpful, and relevant to the task at hand (Jarvenpaa and Leidner 1999) , which we refer to as being of high quality. 
METHODS
Most studies of OSS to-date have focused on case studies of the largest, most well-known projects such as Linux and Apache (e.g., Gallivan 2001; Mockus et al. 2002) . While these projects are interesting and important, they may not be representative of the majority of OSS projects, which have attained much lower levels of participation and prominence (Krishnamurthy 2002) . One of the goals in this research was to collect data on a larger set of projects that may be more representative of the wider population of open source development efforts. To do this we collected data related to OSS projects hosted on Sourceforge (www.sourceforge.net).
Sourceforge's mission is to enrich the Open Source community by providing a centralized infrastructure for developers to control and manage OSS development. As of April 2005, Sourceforge hosted more than 98,000 projects and more than one million registered users. In addition to hosting a large segment of the population of OSS projects, Sourceforge provides these projects with a standard technology toolset, thereby reducing variance in team effectiveness that may be due to differences in technology used to support workflow, code distribution, versioning, etc.
The unit of analysis is an OSS development team working on a specific software application. Several approaches have been suggested to measure team-level constructsassessing individual perceptions as a representation of team beliefs (e.g., Crocker and Luhtanen 1990), aggregation of individual assessments (Guzzo et al. 1993) , and team discussion to arrive at a common assessment (Gibson et al. 2000) . Unfortunately, none of these approaches are ideal for assessing team level attributes (Bar-Tal 2000; Gibson et al. 2000) . Given the practical difficulty of accessing all members of OSS teams, we used a key informant approach (Seidler 1974 ) combined with collection of publicly available project data from the Sourceforge website.
Using key informants to collect data about larger social entities is a common practice in organizational research (see Nelson and Cooprider (1996) at the department level, Capron and Hulland (1999) at the firm level, and Sparrowe et al. (2001) at the team level). The use of key informants requires a deliberate strategy to access respondents that possess special qualifications pertinent to the research such as status, experience, or specialized knowledge (Segars 1998) .
Research on the effectiveness of software development projects typically elicits project-level data from project managers (e.g., Ethiraj et al. 2005; Gopal et al. 2003) . In the F/OSS domain project administrators represent an equivalent role that is best suited to providing details of a project.
Thus we targeted project administrators, as they are positioned to be most familiar with the teams' internal dynamics, activities, and accomplishments. Also, because founders and key leaders shape organizational ideology (Hofstede et al. 1990 ), such individuals may be better suited to report on the ideology of their teams than other individual members.
Data Collection
Data was collected using two surveys and from the Sourceforge website. The first survey included open-ended questions asking project administrators about their projects, teams, and development efforts. Administrators of 48 Sourceforge projects were contacted using email.
Eighteen administrators completed the questionnaire. The qualitative data collected on this survey was then used to develop the wording of closed-ended ideology items to be included on a second survey, which also measured trust and communication for hypothesis testing.
A different set of projects was targeted for the second survey. We selected projects from two categories on Sourceforge -communications (BBS, chat, and ICQ) and multimedia (audio, video, and graphics 3D rendering). We limited the sample to two similar domains to control for differences across projects in very different product categories. After selecting categories, we ensured that the projects had some activity in the past week in terms of contributions to the code repository; requests for bug-fixes, support, patches or features; or in terms of page views. This was done to ensure that the sample included ongoing projects that had not been abandoned by their developers. Finally, projects were required to have at least four developers to be included in the study because the model is concerned with team processes and dynamics. One hundred fifty projects met all criteria. A subset was randomly selected to pilot test the survey. For the pilot test, respondents were asked to complete all Likert scale items and answer open ended questions asking if any of the items were unclear, if they had problems understanding or answering any questions, or if there were ways the survey itself could be improved. Sixteen administrators responded, and none of them indicated any problems in the survey. Personalized invitations were sent to the remaining project administrators in the sample requesting their participation.
Participants were offered a chance to win a $100 lottery as well as an opportunity to be informed of the results. Because many individuals are involved in multiple open source projects, the survey instructed administrators involved with multiple projects to respond with reference to the software project with which they were most involved -this resulted in seven respondents reporting on projects not in the communications or multimedia categories. These seven projects focused on providing software to support other functional applications, therefore they were categorized as utility applications. Fifty-one administrators responded to the survey.
After ANOVAs confirmed that the pilot test respondents did not differ significantly on any of the outcome measures from the respondents in the second round, the two sets of responses were merged for analysis, resulting in a sample size of 67 (an overall response rate of 44.7%).
Operationalization of Constructs

Ideology, Trust, and Communication
We followed Hofstede et al. (1990) by first elaborating specific values, norms, and beliefs (listed in table 1) and then crafting Likert scale items to quantitatively measure the extent to which individuals felt each ideological tenet was adhered to in his or her team. In order to maintain a manageable survey length, and because there are no prior empirical investigations of OSS ideology to draw on, one item was created to represent each norm, belief, and value.
Exploratory factor analysis was used to assess the extent to which these items loaded onto underlying constructs representing adherence to sets of norms, beliefs, and values.
Scales from earlier studies were adapted to measure cognitive trust and affective trust (McAllister 1995) . The scales were reworded to reflect the change from the original interpersonal level to a team-level assessment (Ammeter 2000) . We drew upon the work of Jarvenpaa & Leidner (1999) to create Likert scale items measuring the administrator's perception of the quality of communication in the team. All scale items are included in the appendix.
Team Effectiveness
Team size was measured as the number of developers associated with the project. Team effort was measured as an estimate by the project administrator of the total number of work weeks devoted to the project. The Sourceforge site tracks the number of requests for bug fixes, patches, support, and new features on each project as well as the number of such requests that have an uncompleted (open) status. We calculated task completion as the percentage of tasks completed: (total requests -requests open)/total requests * 100, or zero for projects with no task requests. This operationalization is in line with other studies of software teams that use change requests as a measure of software work accomplishment (Herbsleb and Mockus 2003) . Because it includes requests for features in addition to requests for changes to existing code, the task completion measure is relevant even at relatively early stages of project development.
Control Variables
All of these measures are likely to be a function of how long the project has been in existence, therefore project age (number of months since project inception as reported by the administrator) was used as a control variable. Both input and output measures of effectiveness may be a function of the development stage of the project because, for example, projects in earlier stages may be less certain to provide utility, reducing motivations for input and projects in the later stages may have defined roles to more efficiently handle task requests. Therefore the development stage of the project (reported on Sourceforge) was used as a control variable in the model. Development stage ranges from 1 for projects in the planning stage to 6 for projects that have reached a mature state. McAllister (1995) argued and demonstrated that cognitive trust is an antecedent to affective trust, therefore a path between cognitive trust and affective trust was included in the model. Team effort may be partially a function of the number of team members, therefore a path was included to control for the effect of team size on team effort.
Analysis
Data were analyzed in two stages. Because survey items were developed or adapted for the study, they were first subjected to an exploratory factor analysis. This allowed assessment of the extent to which the OSS values, norms, and beliefs may represent deeper underlying constructs or may be effectively independent of one another. Past studies have suggested the use of factor-analytic procedures to gauge the best representation of the underlying correlational structure of measures of ideological viewpoints (cf. Tetlock 2000) . In the second stage of the analysis measurement properties were further assessed and hypotheses were tested using the Partial Least Squares (PLS) approach. PLS was used because it is more appropriate than alternatives, such as LISREL, when sample sizes are small and models are complex, the goal of the research is explaining variance, and measures are not well established (Fornell and Bookstein 1982; Gefen et al. 2000) .
RESULTS
Descriptive statistics and correlations among constructs are shown in table 2. Because data was obtained on projects in three different categories (35 multimedia, 25 communications, and 7 utilities) we conducted ANOVAs to determine whether the projects were significantly different on variables of interest across categories. Analysis of variance tests did not show a significant difference in mean values of any of the dependent variables across the categories, thus the three sets of projects were pooled for analysis (p = .065 for team size, p = .516 for team effort, p = .885 for task completion).
Factor Analyses
Harman's one factor test provided no evidence of a common method problem (the largest factor accounted for less than 25% of the overall variance). Given the constraints of the sample size relative to the number of items measured, we followed other recent work (cf. Kirsch et al. 2002) and conducted factor analyses on subsets of items to assess convergent and divergent validity. Items were grouped into analyses based on their expected loading (i.e., keeping all items for a single scale and for closely related constructs together) and following guidelines regarding an acceptable observation-to-item ratio of approximately 5 to 1 (Stevens 1996) . Two analyses were run, one including survey items related to affective trust, cognitive trust, and communication quality, a second including survey items related to norms, beliefs, and values. Principal components analysis with varimax rotation was used. Stevens (1996) recommends using items with factor loadings above 0.40 for interpretation purposes. Following this guideline, three items aimed at assessing cognitive trust, one item aimed at assessing affective trust, and one item aimed at the communication quality scale were dropped. After items were dropped, the remaining affective trust, cognitive trust, and communication quality items all loaded highly on the expected factor with acceptable cross-loadings (see table 2). (4) 5. 
Values on the diagonal are the square-root of the average variance extracted for each construct (AVE) Variables 1-10 were measured using 7 point Likert scale items. Team size is the number of developers, team effort was an estimate of work weeks devoted to the project, task completion is a percentage, development stage is on a 1-6 scale, and project age is in months.
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The factor analysis of the ideology items was exploratory in that there was no prior work to suggest an a priori grouping of the items. Instead, the analysis was used to determine whether they should be treated as representing a single coherent set or multiple constructs. The analysis including all ideology items indicated that beliefs and values tended to load together onto different factors, but no two of the items representing norms loaded on the same factor. Each norm loaded highly on a different factor seemingly indicating that they may represent relatively independent rules for behavior. This would be in keeping with van Dijk's (1995) assertion that groups may, to some extent, pick and choose tenets from the larger organizational ideology in which they function. Norms were therefore treated separately in subsequent analyses.
Having removed norms, the factor analysis was re-run to examine beliefs and values.
The item representing the value of practice over theory did not load highly on any factor and was factors. These were beliefs about better quality outcomes resulting from the processes used in OSS development (code quality, bug fixing, status attainment) and beliefs regarding the benefits of freedom to outcomes in OSS development (software freedom, information freedom). These are labeled process beliefs and freedom beliefs respectively.
In the final analyses (see table 3 ), all items loaded most highly on their respective factors and loaded less highly on other factors. In two cases where loadings were above 0.4 on alternate factors, the items loaded at least 0.6 on the expected factor and at least 0.2 higher on the main versus the cross-loaded factor. Given that the cross-loadings in the factor analysis results are in line with prior work (e.g., Agarwal and Karahanna 2000) , that the items did clearly load most highly on a single factor, and that deleting them would reduce the reliability of the scales, we retained these items. The wording of all items, including those deleted, is shown in the appendix. 
PLS Measurement Model
While the factor analysis results provide evidence of convergent and divergent validity, in the PLS methodology (cf. Agarwal and Karahanna 2000) divergent validity is typically assessed using the average variance extracted (i.e., the average variance shared between a construct and its measures, AVE). The squareroot of this measure should be greater than the variance shared between the construct and other constructs in the model (Fornell 1981) . Table 2 shows that this is the case. The table also displays the composite reliability, which is calculated as explained in (Agarwal and Karahanna 2000) . Though reliability for process beliefs was slightly low at 0.69, all other scales were well above the typical threshold of 0.7.
The results of the PLS analysis are shown in figure 2 and table 4. The path coefficients in the model were assessed using the jackknife routine. To allow for the possibility of effects other
than those hypothesized, we tested a saturated model, including paths from all independent variables to each of the measures of effectiveness. To present an uncluttered picture, control variables and insignificant paths are omitted from the figure. The coefficients for all variables and paths are displayed in table 4. Table 5 summarizes the results of all hypothesis tests. 
DISCUSSION
Results supported the main thesis of the paper that adherence to the ideological tenets of the open source community are important to the effectiveness of OSS development teams by supporting trust and communication quality in the teams. In addition to identifying how tenets of the ideology were grouped into components and which components of the ideology had a positive effect, the analysis revealed some unanticipated findings regarding negative results from adherence to some ideological components. This section synthesizes the findings and theoretical implications with regard to the content and structure of the OSS ideology, the positive effects of components of the ideology, and the negative effects of ideological components. Practical implications are then considered. The paper concludes with a summary of limitations, contributions, and implications for future research. Table 1 identified several norms, beliefs, and values associated with the OSS community.
Structure and Impact of the OSS Ideology
Exploratory factor analysis indicated that these were grouped into a smaller number of components. These were collaborative values (helping, sharing, cooperation), individual values (learning, technical knowledge, reputation), OSS process beliefs (bugs fixing, code quality, status attainment), and beliefs regarding the importance of freedom to outcomes in OSS (free information, free software). Results showed that norms (forking, named credit, and distribution) were adopted independently by OSS teams rather than forming into larger components.
With the exception of the distribution norm, each of the ideological components played a significant role in determining effectiveness in the OSS teams studied. For collaborative values, individual values, the forking norm, the named credit norm, and process beliefs, the overall pattern of results supported the arguments in the paper that these ideological components are important to effectiveness because of the positive impacts they have on trust and communication quality. However, two sets of negative effects were also revealed. First, freedom beliefs were shown to have only negative effects. Second, collaborative values and the forking norm had negative effects on task completion in addition to the positive effects they had on trust and communication quality. The next section discusses positive effects on OSS team effectiveness and the subsequent section focuses on interpreting the negative effects.
Drivers of OSS Team Effectiveness
One conclusion that can be drawn from the study is that affective trust was the main driver of the input effectiveness of OSS teams in both size and effort. There were two ways ideology supported affective trust. Collaborative values, individual values, and the forking norm had direct effects on affective trust, supporting arguments regarding the enhancing effect that these may have on identification with the team. One reason the forking norm impacted affective trust and the other norms did not may be that this norm effectively creates a barrier to exit from the team because it forbids starting a second team using the same code base. Groups that are less permeable (in this case, difficult to leave) have been shown to be perceived as stronger social units, which enhances identification (Lickel et al. 2000) . The other norms focus on behavior within the team rather than keeping the team together. Of these, the naming norm may be most directly relevant to cognitive trust because the naming norm is most directly tied to protecting individuals' interests, and assessments of trust tend to focus on expected individual outcomes from interaction. The distribution norm, by contrast, protects the interests of the project as a whole.
Results showed that cognitive trust was a significant antecedent to affective trust, providing the second path through which ideological components had a positive impact. The fact that cognitive trust acted through affective trust rather than having a direct effect on team size or effort may indicate that potential utility or reputation benefits alone are not enough to drive participation; developers may only devote their efforts to a project if affective feelings in the group are also positive.
As hypothesized, both team effort and communication quality drove the output effectiveness measure, task completion. The absence of an effect of team size on task completion failed to support the reasoning that having a greater number of developers available to complete tasks will result in greater output effectiveness on this measure. There may be at least two possible reasons that this relationship did not hold. First, it could be that teams with more members did not in fact have a wider range of expertise available but rather they included members with essentially overlapping areas of knowledge. Second, large teams may consume substantial resources to manage social interaction and enable coordination, and they may be prone to social loafing (Guzzo and Dickson 1996) .
Detractors from OSS Team Effectiveness
In addition to the positive effects of collaborative values and the forking norm discussed above, these also had direct negative effects on task completion. Both could be a result of these ideological components imposing a "consensus-building cost." If team members believe that forking is acceptable (i.e. they go against the norm), they may be less likely to care about avoiding conflict or building consensus. As a result, in situations involving conflicting ideas, these teams may be less likely to wait to build consensus before closing a request. Instead, requests can be dealt with immediately with the option for disagreeing members to potentially fork the project. This explanation is suggested by comments from a manager for a Microsoft product that has been open-sourced, wherein he suggests that forking, despite its downsides, provides a "safety valve" for developers if conflicts arise (Mensching 2004) .
Similarly, the more a team subscribes to collaborative values, the more they focus on attending to the needs of team members, which may detract from a focus on the task. Rather than closing task requests quickly, the team may spend time trying to build consensus on how requests should be handled, and they may leave requests open until agreement is reached. Our overall interpretation is that there may be a trade-off involved in fostering these ideological components:
the positive affective trust built by these components helps to make the group membership valuable to developers and encourage their input, however task completion is slowed because of the increased desire to build consensus before tasks are closed.
While most ideological components had some positive effects, freedom beliefs had only negative effects. Higher levels of adherence to these beliefs negatively impacted communication quality, cognitive trust, and team effort. One explanation for this pattern of effects may lie in the fact that the strength of such beliefs has been seen as a differentiating factor among members of the broader community. Richard Stallman notes that developers who subscribe strongly to the freedom beliefs also believe that "non-free software is a social problem and free software is the solution.
1 " These beliefs may therefore drive individuals to participate more broadly by spreading their effort across multiple projects, reducing their contribution to any one. That is, those who believe strongly in freedom as a crucial aspect of software development may be driven more by a desire to act as agents of social change than they are by the desire to further the objectives of a particular project. This could lead to reduced effort for the project. Because members' attention is spread across many projects the timing of their participation in any one may also be less predictable thereby reducing cognitive trust and communication quality.
In summary, there appear to be two ways that ideological adherence can detract from the effectiveness outcomes studied. Collaborative values and adherence to the forking norm may overemphasize the importance of acting only after the group is in agreement thereby solidifying dedication to the group but slowing progress in task completion. Adherence to the freedom beliefs may overemphasize participation in the larger OSS community rather than a particular OSS team project, leading members to spread their efforts over more projects.
Limitations and Future Research
The analyses revealed several unexpected results including negative effects of some ideological components. Above, we presented some possible explanations for these patterns of results, however the data does not allow us to test those explanations. Future research is needed to explore the mediating mechanisms between these ideological components and their outcomes.
Identification of Ideological Tenets
While Conclusions regarding the structure of the OSS ideology based on this study must be regarded with caution until they can be confirmed or refined by future work.
Data Collection and Measurement
While the theoretical development argues for the causal nature of the relationships empirically examined, the research methodology does not allow us to establish temporal precedence. For example, trust could influence team members' perceptions of the extent to which they share common ideological views. However, norm formation has been reported to take place early (Bettenhausen and Murnighan 1985) , while trust has generally been argued to develop over time (e.g., Doney and Cannon 1997) . Ideology is seen to constitute the environment in which attitudes are formed (Scarbrough 1990) . Further, since developers are drawn from the larger OSS community, they have likely been exposed to the OSS ideology before joining a team, thus reverse causality seems unlikely in this case.
The sample was limited to projects that had at least four team members because of the focus on team level constructs. This led to exclusion of projects that had very low levels of effectiveness in terms of attracting and retaining participants, and may thereby limit the generalizeability of results to such teams. Collecting measures of multiple constructs through the survey raises the possibility of common methods bias. Results showed sufficient discriminant validity, and drawing measures of effectiveness from Sourceforge helps to limit this concern. In gathering the survey data project administrators were used as key informants because they were in a position to report on how the team functions as a whole and to have the most significant impact on the teams' dynamics (thus their perceptions may be of greater interest than the perceptions of other individual team members). While these respondents were able to tell us about the teams, perceptions may vary across team members, and administrators may tend to have an upwardly biased view of desirable qualities such as trust. Factors related to difficulties in observation or assessment may also distort the judgment of key informants (Bagozzi et al. 1991 ).
Though it is not uncommon for research on software development to use project managers as key informants (Ethiraj et al. 2005; Gopal et al. 2003) , we hope future studies will be able to elicit broader participation from team members.
The measure of task completion overcomes known problems with other indicators of software project performance such as lines of code (Von Hipple and Von Krogh 2003) . However this and the other measures of team effectiveness did not take into account any specific evaluation of quality. For example, it is possible teams could report tasks as having been completed without their having been completed in an appropriate manner. Also, the timing of data collection could be important because task identification and completion may follow cycles related to new software releases. We hope that future efforts might seek more discriminating measures of OSS team effectiveness and incorporate more dynamic models to capture effects of the timing of key events in projects.
Other Antecedents to Effectiveness
This study sought to add to the literature on open source development by examining ideology and related social-psychological antecedents to effectiveness. While results indicated these are important factors, they do not provide the complete picture. Though some variance due to other factors was controlled for (by limiting the sample), the model did not include structural, technical, socio-cognitive, or economic factors that past studies have implied may be important (Crowston and Kammerer 1998; Faraj and Sproull 2000; Lerner and Tirole 2002) . For example, all of the sampled projects used the same technical toolset provided by Sourceforge. Projects that use other toolsets to conduct their work may face different challenges, and variance in outcomes due to differing technical platforms may be an interesting area for future work.
Similarly, role specialization and differentiation in teams may be helpful in dealing with task complexity and could be particularly important to understand how these factors impact effectiveness because of the potentially dynamic nature of team membership . Because members may come and go at will, clear role specification could be especially important to developing swift trust among members (Meyerson et al. 1996) . It may be interesting for future work to consider these sets of factors in concert and assess how they may interact with one another in determining OSS team outcomes.
Practical Implications
In addition to the research implications discussed above, results have several implications for organizations interested in utilizing OSS development practices or adopting OSS software and for the administrators of OSS projects. Scarbrough (1990) proposes that ideologies are analogous to maps specifying the terrain (e.g., belief systems), destinations (e.g., values), and signposts (e.g., norms) that orient actors. Identification of the main ideological components in OSS teams and the different means by which they affect outcomes provides a preliminary map for organizations wishing to leverage or understand OSS software development. This may be valuable to organizations because those interacting with the community are more likely to be successful if they are perceived as understanding and being sympathetic to the community's beliefs, values, and norms, and because it provides insight to guide specific decisions. project administrators may wish to investigate ways to mitigate these negative effects, perhaps by instituting policies to limit the amount of time spent building consensus before action is taken or by setting target deadlines for tasks to be handled.
Beyond providing guidance on what factors may enhance the effectiveness measures included in the study, the results point to the fact that organizations and project administrators may benefit from concentrating on multiple outcomes. Lots of attention had been paid to the size of OSS development teams and the importance of attracting developers to an OSS project (cf. Krishnamurthy 2002; . However the study results suggest that large team sizes may not increase other outcomes of interest in that team size did not have a significant effect on either effort or task completion. Administrators should be aware that simply attracting developers may not guarantee the project will succeed in other ways.
The measure of task completion corresponds closely to practitioners' concerns about OSS in that responsiveness to support and change requirements (e.g., security patches) are two of the most frequently cited concerns of IT professionals considering using OSS (Smith 2002) . By providing some understanding of the factors that influence the responsiveness of an OSS project team to these concerns, the results of the study may better enable organizations to evaluate a particular OSS software product. For example, organizations may wish to assess the extent to which the team developing the software they are interested in adheres to particular components of OSS ideology linked to task completion because results indicate such teams may be more responsive to requests made by the organization.
Finally, it remains to be seen whether the implications for OSS projects may be applied to closed source development contexts. However, these results should encourage researchers and managers to explore whether more traditional software development projects may benefit by, for example, instituting some form of the named credit norm or by selecting team members who subscribe to the individual values prevalent in the OSS community.
CONCLUSION
The emerging work on understanding open source software has argued for the importance of understanding what leads to effectiveness in OSS development (Crowston and Scozzi 2002; Ghosh 2002) , has pointed to ideology and communication as probable factors in impacting effectiveness (cf. Elliott and Scacchi 2003; Markus et al. 2000) , and has presented conflicting opinions about the role of trust in determining effectiveness (Gallivan 2001; Ljungberg 2000) .
For all the discussion of these issues, there has been no comprehensive elaboration of what constitutes OSS ideology, and little empirical data has been brought to bear on examining antecedents of OSS team effectiveness. This paper has added to the literature by developing a framework of the main tenets of the OSS ideology and suggesting which tenets may be grouped to form relevant sets of values and beliefs that tend to coincide in teams. The study provided initial empirical evidence that some shared ideological components have a positive impact on team effectiveness by enhancing trust and communication quality, while some have negative effects by either reducing input to the team or by reducing task completion. We hope that these findings encourage other researchers to delve more deeply into the varying roles that ideology plays in OSS projects.
