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An Object-Oriented Design of a World Model for Driverless City
Vehicles
Andrei Furda and Ljubo Vlacic
Abstract— This paper presents an object-oriented world
model for the road traffic environment of driverless city
vehicles. The developed World Model is a software component
within the driverless vehicle’s control system, which represents
the vehicle’s view of its road environment. Regardless whether
the information is a priori known, obtained through on-board
sensors, or through communication, the World Model stores and
updates information in real-time, notifies the decision making
subsystem about relevant events, and provides access to its
stored information. The design is based on software design
patterns, and its application programming interface provides
both asynchronous and synchronous access to its information.
Experimental results of both a 3D simulation and real-world
experiments show that the approach is applicable and real-time
capable.
I. INTRODUCTION
Driverless city vehicles capable of driving safely through
city traffic, sharing the roads with other traffic participants,
such as human-driven cars, pedestrians, bicycles, etc., have
been a vision for many years [1].
One of the most challenging remaining research tasks
regarding the vehicles’ control software, is the driverless
vehicles’ ability to make intelligent real-time driving deci-
sions, i.e. their ability to perform the most appropriate driving
maneuver for any traffic situation. Without a reliable real-
time decision making subsystem, computers are not able to
safely replace human drivers on public roads.
Similar to a human driver, the real-time decision mak-
ing subsystem makes driving decisions based on perceived
information using on-board sensors, knowledge about the
planned route, and any other relevant information describing
the vehicle’s surrounding traffic environment. Consequently,
the decision making subsystem requires as input, at any
given time, an accurate and up-to-date representation of the
vehicle’s traffic environment.
This paper addresses the research question regarding how
to enable driverless vehicles to store, manage, and access the
information about their surrounding road traffic environment,
including other road vehicles, static obstacles, pedestrians,
road lanes, traffic signs, intersections, etc., as well as the
relationships between these.
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A. State of Research
Although numerous solutions have been developed for
modeling the environment of autonomous robots [2] and/or
off-road driverless vehicles [3], no solution or proposal has
yet been published, which is capable of modeling all relevant
aspects of city roads, which are required for driverless city
vehicles. Such aspects are for instance perceived and clas-
sified objects, such as vehicles, static obstacles, pedestrians,
roads, intersections, traffic lanes, and traffic signs, but also
the relationships between these objects (e.g. obstacle on left
lane, intersection connecting roads, traffic sign valid for one
lane, etc.).
A closely related approach for driverless city vehicles has
been published in [4], however limiting the modeled traffic
features to static and dynamic obstacles, without including
additional perceived traffic information such as traffic lanes,
intersections, or traffic signs. The World Model presented in
this work is capable of including such an information.
The modeling solutions developed for the DARPA Urban
Challenge 2007 were focused on simplified requirements
[5], and were therefore not sufficient for enabling driverless
vehicles to operate on public city roads. For example, the
developers of the DARPA Urban Challenge winning vehicle
“Boss“ observed that their traffic representation was not
sufficient to make intelligent driving decisions compared to
human drivers [6]. Furthermore, Junior’s developers (2nd
place) noticed that their vehicle, and probably any other
vehicle competing in this race would not be able to cope
with a realistic city traffic environment [7].
The remainder of this paper is organized as follows.
Section II gives an overview of the driverless vehicle’s
control system and the role of the developed World Model,
section III presents the World Model, section IV elaborates
on the World Model integration, simulation, performance
measurement results, and real-world experimental tests. Sec-
tion V concludes this work.
II. DRIVERLESS VEHICLE CONTROL SYSTEM
The driverless vehicle control system consists of the
following four functional subsystems [8] (Figure 1):
• Perception Subsystem,
• Real-Time Decision Making & Driving Maneuver Con-
trol,
• Driving Maneuvers,
• Vehicle Interface.
The purpose of the Perception Subsystem is to collect
available information about the vehicle’s road traffic envi-
ronment, to manage and process it, and to provide it in a
Fig. 1. Simplified view of the driverless vehicle control software architec-
ture and the flow of data.
adequate form to the Real-Time Decision Making & Driving
Maneuver Control, and Driving Maneuvers. The Perception
Subsystem’s components are:
• A Priori Information: software components providing
information available before the vehicle begins its jour-
ney.
• Sensor Components: software and hardware compo-
nents providing information obtained from on-board
sensors.
• Communication: software and hardware components
providing information obtained through communication
with other vehicles or infrastructure (e.g. traffic man-
agement centre).
• World Model: software component which collects in-
formation from subsystems, maintains an up-to-date
view of the vehicle’s environment, actively notifies other
subsystems about relevant events in the traffic envi-
ronment, and provides access to all its information to
other software components through an API (Application
Programming Interface).
Based on the information provided by the Perception
Subsystem, the Real-Time Decision Making & Driving Ma-
neuver Control subsystem makes driving decisions. This
software subsystem decides about the activation and the
execution of the most appropriate driving maneuver for any
given traffic situation.
The Driving Maneuvers subsystem contains a set of
closed-loop control algorithms, each able to maneuver the
vehicle in a specific traffic situation. The driving maneuvers
direct their output to the Vehicle Interface subsystem.
The Low-Level Vehicle Control subsystem contains hard-
ware and software components, which control the vehicle’s
speed, steering angle, and other actuators (e.g. transmission).
III. THE WORLD MODEL
A. Requirements
The overall objective of the driverless vehicle control
software is to obtain a control functionality which is in line
with that of a human driver, while achieving superior safety.
For this purpose, different types of input information about
the traffic environment are required (Figure 2):
• a priori information,
• information obtained from on-board sensors in real-time
during the vehicle’s movement,
• information obtained through communication.
Fig. 2. World Model Input and Output.
The a priori information (Figures 1 and 2) includes all
of information which is available in advance, before the
driverless vehicle starts its journey. This includes for exam-
ple a planned travel path, coordinates of intersections and
roundabouts, and/or other relevant information about the road
infrastructure, such as the number of traffic lanes. This a
priori information is specified for the planned route in a
similar way as in the DARPA Urban Challenge 2007 (i.e.
Route Network Definition File RNDF) [5], [9].
In addition to the a priori information, the driverless
vehicle continuously obtains real-time information about its
traffic environment. This information is obtained either from
the vehicle’s own on-board sensors (e.g. cameras, LIDAR,
RADAR), through Vehicle-to-Vehicle (V2V) communica-
tion, or through Vehicle-to-Infrastructure (V2I) communi-
cation (e.g. a traffic management centre). Components for
sensor data fusion, processing, perception and classification
deal with sensor-related problems such as sensor noise, and
uncertainties. Therefore, it is assumed that the information
coming from these components is correct.
The purpose of the World Model is to merge this infor-
mation and to provide at any given time an accurate and
up-to-date representation of the driverless vehicle’s traffic
environment, which is used as input information for the real-
time decision making subsystem.
1) Functional Requirements: A complete list of functional
requirements would go beyond the scope of this work.
Nevertheless, the following are the World Model’s most
relevant functional requirements:
• Stores a priori information, such as roads, intersections,
and traffic signs (a priori known).
• Stores information provided by sensors, such as obsta-
cles, traffic lanes, and perceived traffic signs.
• Stores information obtained through communication
with other vehicles or a traffic management centre.
• Cyclicly merges and updates the a priori information
with the information obtained continuously from Sensor
and Communication components.
• Calculates cyclicly the relationships between the stored
entities. For example, if sufficient data is available, the
World Model determines the positions of the current
road, the current traffic lane, obstacles on the current
road, the type of obstacles on the current lane/road, and
distances to obstacles.
• Notifies other subsystems of relevant events in the traffic
environment through an asynchronous mechanism.
• Provides other subsystems complete access to all stored
information by replying to synchronous data requests
(Figure 2).
2) Non Functional Requirements: Besides the non func-
tional requirements which are relevant for the whole driver-
less vehicle control system, such as reliability and robustness,
specific non functional requirements for the World Model
are:
• Real-Time capable,
• Interoperability with various types of sensor compo-
nents or perception subsystems,
• Modular design,
• Ease of integration through a flexible interface.
B. The World Model Software Architecture
Due to the high complexity, a highly detailed model of
the city traffic environment is not adequate, as it would
exceed an autonomous vehicle’s limited real-time computing
capabilities. Therefore, the modeled entities are restricted to
a minimum set considered to be necessary for autonomous
driving, while maintaining an extendable object-oriented
design for possible future needs to include more details.
The modeled entities are those which need to be stored as
specified in the list of functional requirements (subsection
III-A.1): roads, traffic lanes (including one or two lane
boundaries), intersections, obstacles (vehicles, pedestrians,
static obstacles, obstacles of unknown type), and traffic signs.
A generic and extendable software representation of the
traffic environment is defined by decomposing the traffic
features, such as roads, traffic lanes and traffic signs, into
several entities and specifying their relationships to each
other. In the World Model data structure, each entity is
represented by a class.
Figure 3 shows a simplified1 UML (Unified Modeling
Language) class diagram of the software component “World
Model”. The main class of this software component is
called “WorldModel”. This class is associated with the class
“VehicleData”, which contains all vehicle related data, such
as the vehicle’s current position, steering angle, speed and
the current time.
The class “WorldModel” is an aggregation of roads (class
“Road”); the “WorldModel” contains at least one instance
of the class “Road”. It can be assumed that at least the
current road is always known during the vehicle’s movement,
using localization systems such as GPS and INS (Inertial
Navigation System).
Each road contains two lists of references to traffic lanes:
ongoing lanes and oncoming lanes.
A traffic lane (class “TrafficLane”) is defined by its left
and right lane boundaries (class “LaneBoundary”), a lane
number, a list of known obstacles, the future direction of the
lane and speed limits. A traffic lane is only defined as part
of a road.
Traffic signs (class “TrafficSign”) can belong to a traffic
lane, or, if they are valid for the whole road, to the road. A
traffic sign is described by a general type (e.g. road marking,
sign), the traffic sign type (e.g. stop, give way), its position
and distance of validity.
The abstract class “Obstacle” encapsulates common prop-
erties of all obstacles, such as position, speed and moving
course. Subclasses of the class “Obstacle” represent recog-
nized obstacles, such as vehicles, pedestrians, etc. Similar
to traffic signs, obstacles can belong to traffic lanes or to
roads. The class “Static” describes static obstacles (e.g. tree),
while the class “Unknown” is used for obstacles which were
detected but could not be further classified.
Intersections (class “Intersection”) are specified by their
positions, a list of roads belonging to the intersection and,
if known, the priority road. On the other hand, each road
contains references to its intersections. The referencing be-
tween the classes “Intersection” and “Road” enables both
the extraction of an intersection’s roads and the calculation
of the intersection sequence on a road.
C. The World Model Operational Dynamics
1) A Priori Information: Prior to the driverless vehicle’s
journey, the predefined a priori information is loaded from
an XML [10] file into the World Model structure.
The XML file structure reflects the World Model’s object-
oriented data structure (Figure 3). Each XML element cor-
responds to a class, and each XML attribute corresponds to
a class attribute. The part-of relationships (i.e. aggregation,
composition) between classes correspond in the XML struc-
ture to child elements.
Consequently, the a priori information can be loaded
from a structured XML file in to the World Model data
1For the sake of readability, the UML diagram is simplified. Attributes
are defined public and only a few of the required operations are specified.
WorldModel
model of the city traffic environment
+lastUpdate: Time
+vehiclePositionWorldCS: Point2D
the vehicle’s position (world coordinate
system) during the last model update
+roadList: List<Road>
+getCurrentRoad(): Road
Road
+type: {one-way, two-way}
+ongoingLanes: List<TrafficLane>
list of lanes directed into the
autonomous vehicle’s direction
+oncomingLanes: List<TrafficLane>
list of opposite directed lanes
+name: String
street name (from navigation system)
+ID: Integer
unique ID
+speedMin: Integer
minimum speed on this road
+speedMax: Integer
speed limit
+getCurrentLane(): TrafficLane
VehicleData
+positionWorldCS: Point2D
+direction: Vector2D
+speed: Float
+currentTime: Time
TrafficLane
+boundaryRight: LaneBoundary
+boundaryLeft: LaneBoundary
+laneNumber: Integer
n...1|-1....-n
1..n denote ongoing lanes
-1...-n denote oncoming lanes
0 reserved for unknown direction
+obstacles: List<Obstacle>
list of obstacles on this lane
+futureDirection: {ahead, left, right}
+speedMin: Integer
minimum speed on this lane
+speedMax: Integer
upper speed limit
Obstacle
+positionVehicleCS: point2D
+positionWorldCS: Point2D
+perceptionTime: Time
+speed: Float
+course: Vector2D
direction of movement, if any
TrafficSign
+generalType: {sign, trafficLight, marking, other}
+signType: {stop, speedLimit....}
+positionVehicleCS
requried to merge sensor data 
+positionWorldCS: Point2D
global poistion (GPS) or other source
+perceptionTime: Time
+validityDistanceMax: int
distance for which this sign is valid
+validityDistanceMin: Integer
some signs apply in the future
Vehicle
car, bus,
Pedestrian Unknown
not recognized 
LaneBoundary
+startPointVehicleCS: Point2D
+endPointVehicleCS: Point2D
+startPointWorldCS: Point2D
+endPointWorldCS: Point2D
+type: {lineDashed, lineContinuous, footpath, other}
+crossable: {yes, notAllowed, notPossible}
+perceptionTime: Time
Static
recognized static
Intersection
given by navigation system
+positionWorldCS: Point2D
center point
+listOfRoads: List<Road>
+priorityRoad: Road
not specified if the intersection is
signalized or all roads have same
priority
1 1
1..*
*
0..2
*
Fig. 3. World Model UML class diagram (simplified diagram).
structure, while in the opposite direction, the World Model
data structure can be logged as an XML file. As the XML
file is readable as text, this is relevant for analysis, testing
and debugging purposes.
2) Cyclic Updating: On its journey, the driverless vehicle
continuously senses the traffic environment, and updates the
World Model data structure with perceived information, such
as detected obstacles, detected traffic signs, detected traffic
lanes, etc. Accordingly, the World Model data structure needs
to be cyclicly updated. The World Model updating operation
can be divided into the following three steps:
1. adding newly perceived information,
2. updating existing information,
3. removing obsolete information.
In the first step, newly perceived information, which
is provided by various detection algorithms (e.g. obstacle
detection) is added to the World Model data structure. This
work assumes that such algorithms are already available and
cover the required steps to provide accurate and consistent
information (i.e. they include solutions for conflicting or
uncertain sensor data).
The second step, the updating of existing information, is
required when perceived information matches an already ex-
isting one. In this case, only the perceived objects’ positions
in the World Model need to be updated.
In order to reduce the amount of data stored in the World
Model, obsolete information, such as static obstacles which
have already been passed by the vehicle, can be removed
cyclicly (step 3). Figure 4 shows a simplified UML activity
diagram of the World Model updating process.
D. The World Model Application Programming Interface
(API)
The World Model API consists of two entities, each
implementing a different concept:
• World Model Events
• Object-oriented data structure.
1) World Model Event Interface: A World Model Event
represents a discrete event which signals the availability of
certain information, that certain conditions are suddenly met,
or the occurrence of a certain event happening in the real
world. The principle is along the line of Discrete Event
load a priori information
(from XML file or navigation system)
get current vehicle position
from navigation system, if available
sense environment,
detect lanes, signs, obstacles
update existing information insert new information remove
provide information to 
other software modules
[does new information
match existing one?]
[merge]
start
[yes] [no]
[did the vehicle pass
saved objects?]
[yes] [no]
keep
Fig. 4. World Model UML activity diagram (simplified).
Systems [11]. The state of a World Model Event is modeled
as a boolean variable.
World Model Events are used to notify other software
components (observers) about the state of certain predefined
conditions, which are relevant for the execution of driving
maneuvers.
The specification of each driving maneuver requires that,
in order to be safely performed, certain conditions have to
be met, or certain information has to be available. Such
conditions can be, for instance, related to traffic situations
(e.g. “pedestrian n meters in front of the vehicle”), but might
as well be related to the availability of sensor information
(e.g. “GPS localization available”).
The World Model Events enable a flexible way to define
what information is relevant for observers, and provide an
easy mechanism for quick information exchange between the
World Model and its observers (e.g. the Real-Time Decision
Making subsystem).
The state of all defined World Model Events is provided
as a k-tuple:
WMevents = (w1, w2, ..., wk) : wl ∈ {true, false}, (1)
where each element wl (l = 1, 2, .., k) represents an event.
The k-tuple WMevents is updated cyclicly, enabling other
software components to easily check the occurrence of
certain conditions as defined for each event. A timestamp
assigned to the event tuple may be used to ensure that
the update operation is performed within the required time
intervals.
2) Object-Oriented Data Structure Interface: Besides
World Model Events, the World Model provides other soft-
ware components full access to all its data in the following
way. The control software application contains one single
instance of the class “WorldModel”. Beginning with this
single instance of “WorldModel”, all data can be obtained
by successively retrieving contained or related classes. For
instance, the “WorldModel” operation getCurrentRoad() re-
turns the instance of the class “Road” which models the road
on which the vehicle is currently driving. The current traffic
lane can be retrieved by calling the operation getCurrent-
Lane() on the current road instance, and so on.
E. Applied Software Design Patterns
During the vehicle’s movement, the World Model up-
dates its data cyclicly and provides information in real-
time to other software components. Consequently, this re-
quires parallel or at least concurrent execution, along with
the execution of other software components, such as those
executing driving maneuvers. In the current implementation,
all World Model operations are executed in a multithreaded
programming model. However, due to a clearly defined
interface, the presented concept allows the execution of the
World Model software components in parallel on its own
dedicated CPU.
The remainder of this subsection gives a short overview
of the software design patterns [12] applied for the World
Model software component. Object-oriented software design
patterns help to architect complex software systems in a
reusable and extendable way. Furthermore, they help to
document and explain complex architectures.
1) Factory Method: The loading procedure of a priori
information from an XML file (section III-C.1) requires
the processing of information stored in certian XML nodes
and accordingly the creation and instantiation of a large
number of various class instances. Consequently, for this
task, the Factory Method (Figure 5) design pattern is most
adequate, as it enables to embed the source code for the
creation of class instances into the classes itself. Therefore,
the application of this design pattern improves the source
code readability, leads to better scalability, easier debugging
and testing.
Creator
+FactoryMethod()
ConcreteCreator
+FactoryMethod() return new ConcreteProduct
product = FactoryMethod()
Fig. 5. The Factory Method design pattern (adopted from [12]).
In order to divide and simplify the process of loading
the XML file, the XML file is divided into XML element
nodes. Each XML element is delegated as a parameter
to its corresponding World Model class. Therefore, each
class contains only the implementation required to create an
instance of itself from an XML element node.
2) Singleton: Multiple identical representations of the
traffic environment at the same time are not necessary, and
would lead to wasted computing resources. Therefore, in
order to ensure that there exists only one single instance
of the class “WorldModel”, this class is implemented as a
Singleton. The Singleton design pattern impedes the recre-
ation of a class instance if it already exists, while however
enabling the easy access to this single instance.
WorldModel
#static uniqueWM: WorldModel
-WorldModel()
+static getInstance(): WorldModel returns uniqueWM
Fig. 6. The Singleton design pattern.
Figure 6 shows the structure of this design pattern.
The class constructor is protected, and the only possibility
to create an instance is to call the public static method
getInstance(). This method creates the instance uniqueWM
only if it does not already exist, and returns a reference to it.
Otherwise, if uniqueWM already exists, getInstance() returns
a reference to it.
3) Observer: One of the non-functional requirements for
the World Model is a flexible way to exchange information
with other subsystems. The World Model actively notifies
other subsystems (e.g. Decision Making subsystem) about
events of relevance happening in the real world. The World
Model Event interface is based on the Observer design
pattern, as this pattern is best suited for implementing a
notification mechanism for multiple subsystems.
Observer is a behavioral design pattern which is ideal for
notifying many dependent objects (observers) when the state
of one object (subject) has changed.
In this context, the World Model plays the role of the
subject, while observers are any software components inter-
ested in receiving notifications from the World Model, such
as a decision making subsystem. Figure 7 shows the inter-
action diagram between the World Model and its observers.
When the World Model changes its state, it informs all the
registered observers. The observers, in turn, request more
information if needed.
IV. INTEGRATION AND EXPERIMENTAL RESULTS
The presented World Model is part of a control software
for driverless city vehicles, developed at ICSL. Besides the
presented World Model, the control software functionality
includes tools to visualize the driverless vehicle’s on-board
sensor data, to control its actuators, and to make real-
time driving decisions. As the interfaces for the actuator
commands for the real vehicle and the simulated vehicle
WorldModel
  (Subject)
DecisionMaking
     (Observer)
anotherObserver
     (Observer)
Update()
GetState()
Update()
GetState()
Fig. 7. UML interaction diagram of the Observer design pattern.
are identical, the same control software is able to maneuver
either a simulated driverless vehicle or a real one.
A. 3D Simulation
A 3D simulation environment [13] (Figure 8) has been
used to test the integration of the World Model software
component. The 3D simulation includes the simulation of a
driverless vehicle and its on-board sensors, as well as static
and dynamic obstacles (Figure 9). The vehicle interface to the
simulated vehicle is identical to the vehicle interface of a real
experimental vehicle. The simulated traffic environment is
the same as the real traffic environment at the test location for
the real experimental vehicle at Griffith University, Nathan
campus. Therefore, the simulation results reflect real road
traffic situations.
Fig. 8. The 3D simulation environment. The traffic environment is a model
of the test environment for the real driverless vehicle at our Nathan Campus
(Griffith University).
B. Real-Time Performance Measurements
In order to assess the processing time required to insert and
extract information from the World Model data structure, a
number of perceived obstacles and traffic signs was inserted
Fig. 9. The driverless vehicle in the 3D simulation.
at run time, while running the 3D simulation. As part of the
World Model updating operation which is performed in each
execution cycle, the position of each obstacle and traffic sign
is compared to the current vehicle position. Therefore, each
updating operation requires the extraction of all obstacles and
traffic signs. Consequently, measuring the processing time
for a World Model execution loop reveals a realistic estimate
about the minimum required time to insert and extract data
from the World Model data structure.
Table I shows the measured processing time in milli-
seconds (ms) for a World Model execution loop contain-
ing the specified number of simulated obstacles and traffic
signs. The shown measurements include the processing time
required to output the values on the screen. This explains the
relatively long processing time (73 ms) for a small number
(20) of obstacles and traffic signs, followed by a very slow
increase as the number of obstacles and traffic signs increases
significantly. Consequently, the World Model data structure
is able to deal with a large number of perceived objects in
real-time.
TABLE I
MEASURED PROCESSING TIME IN [ms] FOR ONE WORLD MODEL
EXECUTION CYCLE (CPU: INTEL T5450, 1.66GHZ)
#Obstacles #Traffic Signs time [ms]
20 20 73
200 200 75
1 000 1 000 80
2 000 2 000 82
5 000 5 000 85
10 000 10 000 92
20 000 20 000 114
C. Experimental Tests using CyCabs
Experimental tests have been carried out at INRIA
(France), using two CyCabs2 [14] and a conventional car
(Citroen C3). Altough these experiments were focused on
testing the real-time decision making approach developed at
ICSL, due to the fact that the decision making subsystem
fully relies on the World Model to receive its input infor-
mation, the decision making results reflect the World Model
2Electric driverless vehicles manufactured by Robosoft, France.
capabilities. Details about the decision making approach have
been published in [15].
All vehicles, including the conventional car, were equipped
with differential GPS (DGPS) and were able to commu-
nicate over a wireless communication network, exchanging
information about their position and speed. In addition to its
own GPS position, the driverless vehicle received the GPS
positions of the other two vehicles. Furthermore, the driver-
less vehicle’s World Model contained a priori information,
such as roads, the position of intersections and positions of
imaginary stop signs. All tests were conducted at low speed
(around 1m/s).
Three different traffic scenarios have been set up, all
showing a common decision situation:
• Scenario 1: passing a stopped vehicle
without oncoming traffic
• Scenario 2: passing a stopped vehicle
with oncoming traffic
• Scenario 3: waiting behind a vehicle
at an intersection
In the first traffic scenario, the driverless vehicle ap-
proached a stopped vehicle. Safe passing was possible, and
the oncoming traffic lane was free of any obstacles. In this
first scenario, the driverless vehicle immediately started the
passing maneuver when it approached the stopped vehicle.
In the second traffic scenario (Figure 10), a manually
driven vehicle was oncoming, making safe passing impos-
sible. The driverless vehicle stopped and waited behind the
stopped car, and began passing the stopped vehicle when the
oncoming lane was free.
In the third traffic scenario, a manually driven vehicle
was stopped at an intersection. The driverless vehicle waited
behind the stopped vehicle until it crossed the intersection.
Then the driverless vehicle continued driving, stopped at
the imaginary stop sign and then continued crossing the
intersection.
Fig. 10. Decision making experiment using the World Model an input. The
driverless CyCab (right) waits for the human-driven CyCab (left) to clear
the oncoming lane before it passes the stopped car (black Citroen C3).
Table II lists the number of successful and failed rep-
etitions of the conducted experiments. These results were
recorded after the software and hardware systems reached
TABLE II
RESULTS OF REAL-TIME DECISION MAKING EXPERIMENTS RECEIVING INPUT FROM THE WORLD MODEL.
Experiment # trials Decision Making Execution of Driving Maneuvers
successful failed successful failed
Scenario 1: passing stopped vehicle 17 17a 0 9 8b
Scenario 2: oncoming vehicle 13 13c 0 7 5de
Scenario 3: intersection 12 12f 0 7 5g
aThe decision to pass was made correctly and the passing maneuver was activated.
bThe driving maneuver for passing was not correctly implemented.
cThe decision to pass when possible was correctly made.
dThe execution of the passing driving maneuver failed.
eOne recorded experiment included only the decision making and no subsequent driving maneuvers.
fThe decision to stop and wait behind the stopped vehicle was correctly made.
gThe driving maneuver for continuing when the intersection was free failed.
a sufficient reliability for our test purposes. Although there
were a number of remaining problems, such as the unreliable
execution of driving maneuvers, which could not be solved in
the available time frame, the results show that in all repeated
experiments, the decision making subsystem was always able
to avoid collisions with other vehicles and make appropriate
driving decisions in real-time.
Therefore, since the real-time decision making subsystem
received its input from the World Model, these results
show that the World Model was able to provide sufficient
information in real-time, in order to enable decision making
and safe driving at the tested speed.
V. CONCLUSION
This paper has presented a world model for driverless city
vehicles. The developed solution fulfills its non-functional
requirements as follows:
• The World Model real-time performance measurements
show that the execution time for basic data management
operations (i.e. inserting and retrieving of data) fulfills
real-time requirements.
• Interoperability with various types of sensor com-
ponents and communication subsystems is achieved
through the definition of the World Model information
in a generic, sensor-independent way.
• The object-oriented design allows to model the rela-
tionships between entities in an intuitive way, reflecting
their relationship in the real traffic environment (e.g.
obstacles on a road). Consequently, the object-oriented
design simplifies the development process, while the
application of software design patterns makes the World
Model modular, thus easier to overview and understand.
• Portability to other driverless vehicle control system
architectures is achieved through a clearly defined API.
Along with its flexible World Model Event interface,
the World Model, or even the entire Perception Subsys-
tem can be easily integrated into other vehicle control
system architectures, as long as they have a modular
structure.
• Reusability of the World Model is possible in other ap-
plications, which have similar information requirements
as those of a control system for driverless city vehicles.
The main motivation of this work is to narrow the gap
between the computer science and engineering disciplines in
the research area of driverless city vehicles. Being placed at
their crossing point, the developed World Model focuses on
software engineering methods, and enables the integration of
sensor and perception technology, which is usually seen as
an engineering task.
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