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Abstract 
Service oriented architectures consist of loosely 
coupled services that can be quickly composed to 
support flexibility in business processes. The flexibility 
requires alternative service compositions to fulfill a 
customer’s business process. However, customers are 
often not aware of their options and thus cannot make 
good decisions on how to compose their services. 
Therefore, we propose to support the decision making 
of the customer by modeling the different alternatives 
explicitly in a variability model and communicating the 
alternatives to the customer. 
1. Introduction 
Business processes have to be flexible because of 
unstable business environments [5]. Therefore, IT-
infrastructures for supporting flexible business 
processes have to be easily adaptable to changing 
business processes. The Service oriented architecture 
pattern (SOA) helps achieving the desired degree of 
flexibility (cf. [2][4][5]). To adapt to new or changed 
business processes, SOA allows a flexible re-
composition of loosely coupled services [5].  
Service oriented architectures consist of different 
layers. Common layers are business process layer, 
service composition layer, service application layer and 
implementation layer [5]. The business process layer 
consists of process activities that require services to be 
executed. In order to execute a business process 
activity, not just one service is required, but a 
combination of services. A suitable combination of 
services, which fulfills the requirements of the business 
process activity, is determined in the service 
composition layer. All available services from which a 
service composition can be created reside within the 
service application layer. A service within the service 
application layer is an abstraction of an underlying 
implementation, e.g. a legacy system within the 
implementation layer. Service composition within the 
service composition layer becomes necessary, when 
the relation between services and business process 
activities is characterized as follows:  
• It is not reasonable to consider all possible service 
compositions because not all of them contribute to 
the goals of a process activity that they should 
support [7]. 
• Services are usually more fine-grained than 
business process activities, i.e. one business 
process activity is realized by several services. 
• To fulfill the goals of a business process activity, 
several service compositions might be possible to 
fulfill the goals of the process activity.   
If business process activities and services have the 
same level of granularity, then they can be mapped one 
to one and no composition is necessary. However, if 
business process activities and services have different 
levels of granularity, business process activities and 
services cannot be mapped one to one. Therefore, we 
require support to choose suitable service compositions 
to achieve the goals of the business process activity. 
Even though, service discovery can be done 
automatically [2], the optimal selection of a services 
composition might not be achieved because an 
automatic selection of services does not imply that the 
customer is aware which alternative compositions are 
available to him. If the customer is not aware of 
alternative service compositions, he might overlook 
much better ones.  
Consequently, we need to communicate alternative 
service compositions to the customer in an 
understandable way. That leads to the following 
question: How do we support the communication to the 
customer considering that in a service oriented 
architecture many business process activities can be 
fulfilled by more than one combination of services? 
Our approach is to explicitly model the alternative 
service compositions that are suitable to achieve the 
goals of a business process activity and to present them 
to the customer as a basis for decision making.  
The contribution of this paper is to show, how the 
orthogonal variability modeling language (OVM), 
which we have introduced for managing the variability 
of software product lines [6], can be utilized to 
explicitly document and communicate variability [3] in 
service composition.  
In the context of software product line engineering, 
variability is used to document and manage what varies 
between the members (applications) of a product line. 
For instance, applications in an e-shop product line can 
have many commonalities (e. g. authentication), but 
may vary in terms of the supported language, e.g. 
‘English’, ‘Spanish’, and ‘German’. Requirements 
engineering in product line engineering is on the one 
hand responsible for the definition of the variability 
and on the other hand for the selection of variants to 
define a specific product. 
2. Supporting the Communication of 
Alternative Service Compositions with 
Variability Models 
For the documentation of alternative service 
compositions we propose to use our orthogonal 
variability modeling language (OVM) we introduced in 
[1]. Figure 1 shows an example of an OVM variability 
model.  
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Figure 1 The Orthogonal Variability Model 
     A variation point (“what does vary”) is represented 
by a triangle (see fig. 1, Language). The variants (“how 
does it vary”) represent functionality and quality that 
can be chosen with regard to a specific variation point 
(see fig. 1, English, German and Spanish). The 
continuous line connecting the variation point 
‘Language’ and the variant ‘English’ defines that the 
selection is mandatory. The dotted lines connecting the 
variation point ‘Language’ and the variants ‘German’ 
and ‘Spanish’ specify that the selection is optional. The 
semicircle that connects the dotted lines defines that at 
least one of the two variants has to be selected (for 
further details on the OVM language can be found in 
[6]).  
Based on our experience with variability modelling, 
we propose to use the OVM to communicate 
alternative service compositions to the customer. This 
has the following significant benefits: 
• The model explicitly documents and visualizes 
alternative options for service composition. 
• The model allows us to show the customers 
dependencies between different variants within the 
model, i.e. they become aware of what is feasible 
and what is not. 
• The explicit documentation of alternatives makes 
the customer aware of what options he has to 
select service compositions. That helps him to 
make informed decisions. 
The relationships between variability modeling and 
service composition are shown in the meta-model in 
figure 2, which is an extension of the OVM meta 
model that is presented in [6].  
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Figure 2 Meta Model of the OVM for Service Composition 
The meta-model documents the fact that that a 
business process consists of one or many business 
process activities. A business process activity can be 
either a composition of process activities or an atomic 
process activity which is not further composed into sub 
activities.  
On the lowest abstraction level of sub-activities (i.e. 
atomic activities), one variation point is attached to 
exactly one process activity.  
Variation Points: Variation points are used to 
visualize and communicate to the customer, that there 
exist alternative service compositions to fulfil the goals 
of the business process activity. 
One or several variants are associated with a 
variation point. A variant represents a composition of 
services which can or must be selected with respect to 
a specific variation point. A variant is associated with 
one or many variation points while a variation point is 
associated to one or many variants.  
Variants: A variant is used to visualize and 
communicate to the customer one alternative to fulfil 
the goals of a business process activity. 
Variant dependencies define whether a variant 
connected to the variation point has to be selected 
(mandatory variant) or can be selected (optional 
variant). Moreover, we can define how many variants 
have to be selected (e.g. at least two and at most four) 
with regard to a specific variation point. 
Variant Dependencies: Variant dependencies are 
used to discuss with the customer whether services 
have to be selected or if the selection is optional. 
Variant to variant dependencies (V_V) can be 
documented through requires and exclude 
dependencies. Exclude dependencies define that one 
variant does not allow another variant to be selected. 
Include dependencies define that one variant requires 
another variant to be selected. 
Variant to Variant Dependencies: Variant 
dependencies are used to communicate to the customer 
what is feasible. For instance, it is not beneficial for the 
customer when he selects one variant without selecting 
another one.  
A variant is realized by one or several services 
while a service can be used by no variant (the service is 
available, but not needed) or several variants. 
Therefore, the selection of variants determines for the 
selection of services.  
In the next section we present an example where we 
use a variability model to represent alternative service 
compositions explicitly to support the communication 
of these alternatives to the customer.  
3. Example 
In our example, a customer runs a shop with the 
business activities ‘order product’, ‘bill customer’ and 
‘distribute product’. He wants to support his process 
activity ‘bill customer’ with services. Therefore, 
services have to be discovered that support payment 
activities in general (e.g. automatically or manually).  
The services application layer provides two possible 
combinations of services to support the process activity 
‘bill customer’ (see Table 1).  
Table 1 Alternative Compositions of Services 
Composition 1 
Services calculatePrice payDebitCard printReceipt 
Composition 2
Services calculatePrice payCashReg. printReceipt 
The first composition realizes the payment by debit 
card, the second composition the payment by cash.  
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Figure 3 OVM for the Activity  “Bill Customer” 
The two alternative compositions of services are 
explicitly modeled in an OVM, represented by the 
variants ‘Debit Card’ and ‘Cash’ (see figure 3). The 
explicit modeling enables the requirements engineer to 
communicate the alternative service compositions to 
the customer which fulfill the business process activity 
‘bill customer’. Thereby, the customer selects one of 
the alternative variants and he chooses the associated 
service composition. For instance, when the customer 
decides to bill the customer by debit card, he would 
achieve the desired functionality when the variant 
‘Debit Card’ and thus the associated services 
‘calculatePrice’, ‘payCreditCard’, and ‘printReceipt’ 
would be selected.  
4. Discussion 
By explicitly modelling alternative composition of 
services to fulfil a specific business process activity 
with OVM, we gain the following benefits: 
• The OVM enables the requirements engineer to 
communicate different alternatives of service 
compositions to the customer which are suitable to 
achieve the goals of an atomic business process 
activity (see e.g. bill customer in our example). 
Without making the customer aware of alternative 
options in an easy and understandable way, he 
might misunderstand alternatives or overlooks 
better ones. 
• The complexity of service composition can be 
reduced by introducing abstraction in form of 
variation points and variants.  
• The OVM allows us to model exclude and requires 
dependencies between different combinations. 
Thereby, the customer becomes aware of what is 
feasible or not feasible. For instance, one 
composition of services excludes other services 
because they do not fit together, logically or 
technologically. 
With the good understanding of the alternative 
service compositions provided by the model we 
strongly believe that the customer can make informed 
decisions and thus he is able to select a service 
composition that is suitable for his needs. The good 
understanding is further facilitated by graphical 
visualization. For instance, it is hard to recognize 
variation points in a textual description (see cf. [3] for 
further reasons). 
In order to successfully apply variability modelling 
in the SOA context, we propose a variability modelling 
process for SOA in analogy to the requirements 
engineering process of software product line 
engineering [6]. 
5. Conclusions and Further Work 
In this paper, we illustrate how variability 
modelling can be used to support the communication 
with the customer about alternative service 
compositions. We show that the model visualizes 
alternative options explicitly to the customer. Thus, it 
increases the awareness of the customer, what options 
are available. Last but not least, the customer also 
notices which combinations of alternatives are feasible. 
Open issues and further work are: 
• How can the variability model be automatically 
created to document the actual situation? 
• How to define variation points so that they map to 
business process activities? 
• How has the model to be adjusted to fit SOA? 
• How does a process for modelling variability in 
the SOA context look like? 
We plan to address these issues as follows: 
• Conduct experiments with human subjects to 
identify drawbacks within the model and adjust it 
to fit SOA 
• Implement a prototype of a tool that allows the 
automatic binding of variability and thus selection 
of appropriate service compositions. 
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