Abstract. This paper describes the foundations of a framework for constructing interoperable semantic applications that support recording of provenance information. The framework uses a client-server infrastructure to control the encoding of application. Provenance records for application components, settings, and data sources are stored as part of the final application file using the Open Provenance Model (OPM) [1] . The application can render events such as setting changes to users so that they can identify when collaborators make changes to the application. We demonstrate how the system can be used to collaborate on a project, identify errors in data sources, and extrapolate insights to other data sets by making changes to the application. Lastly, we outline some key issues related to using asymmetric key encryption for tracking changes in semantic content and how we address them (or not) within this framework.
Introduction
As open linked data continues to proliferate on the World Wide Web, better methods of building applications will need to be established to cover the wide range of issues that rise from maintaining and interacting with this complex network of data. Tracking provenance, both of the underlying data sources and the application processes and configurations, will be critical to maintaining integrity of information and knowledge exchange between individuals, and is a key issue that needs to be solved as part of the growth of the Semantic Web. This paper describes the foundations of an application programming framework that provides a possible solution to maintaining application process and configuration integrity when applications are shared across multiple users.
Since collaboration of data, processes, and users is one of the primary drivers for provenance on the Semantic Web, the Semantic Application Framework (SAF) was designed for building applications that pass data between themselves and track when users make changes to individual settings, resulting in changing application behavior.
Use case. A user should be able to instantiate one or more semantically enabled applications within the application workspace, link those applications together to form a workflow, and import one or more datasets to explore using the composite application the user generated.
Our approach aims to encode provenance data and the application structure and settings using RDF+XML. , The exported file is signed using asymmetric encryption so that other users can verify the integrity of the application when the receive it. Additional modifications by third-party users must be tracked in order to identify when individuals change the behavior of the application.
Demonstration
We will walk through an example of how the Semantic Application Framework allows different users to collaborate and build dynamic web applications together. In this example Tom and Jerry, two students in a 20th century history class, want to build a small web application to visualize the major battles in World War II. Tom starts off wanting to visualize the timeline of battles in the European theatre for World War II, so he creates a SPARQL endpoint application instance, a timeline application instance, and links them together. He then identifies a third party SPARQL endpoint where the World War II information is located for the SPARQL app. He can then visualize the data in the timeline app. He selects a particular time frame, saves the application, and emails it to Jerry.
Jerry likes the timeline but wants to see more information regarding the progress of the Allies through Europe. He believes a map displaying the location of the battles would help show this. He augments his copy of Tom's original application by creating a second SPARQL application to query for location information and a map application instance to plot the points. He combines the output of the timeline application with his copy of the SPARQL application as input for the map application. By changing the timeline's frame, he can now see how the battle points move through the map over time. He saves the application and sends it back to Tom.
Using the provenance data that SAF collects, Tom can observe the changes in the application Jerry made and track what datasets, applications, and users have been added since he emailed it. Tom thinks the modifications Jerry made results in a powerful visualization of the European theatre, and wants to use the same system to investigate the Pacific theatre. He updates the SPARQL applications to point to the appropriate endpoints and uses the visualization to identify some key conflicts. He then saves the application and sends it to Jerry.
Jerry opens the file, and can observe the changes Tom has made to the application. He notices that some of the map locations for the battles don't match up, and that the marker for the Battle of Midway seems to be too far east as compared to his textbook. He decides the data source Tom included for map locations may not be trustworthy, and identifies alternative data source to replace it.
Implementation

Architecture and Security Model
The Semantic Application Framework (SAF) uses a client-server architecture combined with X509 certificates over the secure socket layer (SSL) to enforce provenance tracking. These certificates are used for signing the application so that other users can use the server to verify the authenticity of an application description and the provenance associated with that application.
When an application is exported, the server generates an RDF file that describes the application, the provenance of the application, and a pointer to the server that generated the application. This file is then signed using the server's private key, and the signature is included as a triple. Any other SAF-capable server can reverse this process to verify that a third party has not tampered with the RDF file.
Client-side Implementation
The client-side portion of SAF is written in JavaScript, and provides a number of high-level classes that provide necessary fundamentals for engineering provenancetracking applications. Data sources are loaded into the application by way of the RDF parser used by Tabulator [2] . Applications derive from these classes, and use a provided set of function calls to establish mechanisms for both user-application interaction and application-application interaction. Lastly, the implementation is responsible for providing tools for the user to identify changes to the application, which it does by rendering a trace on the right-hand side of the browser window.
Application-application interaction. For applications to interact with one another, they must establish input and output bindings. A binding is a point where RDF data is supplied to or generated by the application. The user can then link applications together by identifying what bindings should be linked together. When data appears on an output binding, all of the applications with input bindings bound to it are sent a notification for them to respond to the presence of this new data.
User-application interaction. Applications must instantiate an instance of a SAFUserInterface object or derivative that encapsulates an HTML div element where the application can render its interface. The interface renders settings, although the mode of those settings may change from application to application. In the sample application discussed above, for example, the timeline encodes a start date-time and an end date-time through the selection boxes that the user can drag. When a user makes a change to a setting, the application should call the setSettingValue function to register the change for provenance tracking.
Summary
In this paper, a framework for the foundation of provenance-supporting semantic applications was discussed with respect to students collaborating on a research project for a class. Such methods, however, can be generalized to any source of semantic data on the World Wide Web. We will present a demonstration using our implementation that shows how applications built within a shared framework can allow users to build collaborative applications and keep attribute and track changes to applications by users.
Future Work
There are many elements to this Semantic Application Framework that need to be further developed. The use of asymmetric encryption raises the issue syntactic versus semantic equivalence. The signing mechanism only works if the files are not modified in any way. However, viewing a file then saving it could result in content reordering while maintaining exact semantics. Algorithms must be made more robust to this.
Additionally, SAF does not take advantage of OPM metadata tied to existing data sources. When a user imports a data source, the software does not utilize any existing provenance information stored in that data source. Therefore, it can be difficult to detect when a change to the data source may have occurred that could change the application behavior. Future versions will have to take care to identify OPM information, or follow rdf:seeAlso to look for metadata resources to better capture all of the available provenance information. We will also investigate using another provenance Interlingua -PML -for more completely encoding inferences.
Lastly, the current implementation works on a single client communicating with a single server. One of the planned extensions to the software involves the composition of applications running on separate servers through the use of WSDL [3] interfaces using OWL-S [4] or similar service markup languages.
