Abstract. We introduce parameterized rewrite systems for describing infinite families of finite string rewrite systems depending upon non-negative integer parameters, as well as ways to reason uniformly over these families. Unlike previous work, the vocabulary on which a rewrite system in the family is built depends itself on the integer parameters. Rewriting makes use of a toolkit for parameterized words which allows to describe a rewrite step made independently by all systems in an infinite family by a single, effective parameterized rewrite step. The main result is a confluence test for all systems in a family at once, based on a critical pair lemma classically based on computing finitely many overlaps between lefthand sides of parameterized rules and then checking for their joinability (which decidability is not garanteed).
Introduction
Consider a family of groups {S N } N ∈N with generators a 1 , . . . , a N satisfying:
This axiomatization depends upon the parameter N ∈ N in four essential ways: there is one finite set of axioms for each value of the parameter N ; and in each set, the number of equations depends on N ; the vocabulary depends on N ; words in the equations depend on N via integer variables i, j satisfying arithmetic constraints in which N occurs. The methodology for proving properties of S N for a given N by machine is wellknown: it requires the computation of a complete (confluent and terminating) string rewriting system for S N . This can be achieved for each given N ∈ N by using KnuthBendix completion or one of its variants. The study by machine of various finite groups has been carried out in the non-parameterized case, in particular by Le Chenadec [7, 8] .
Much apparatus has later been developed to describe and reason about infinite languages of terms by using tailored unification algorithms [2, 10, 5, 9] . Such languages arise for example in Knuth-Bendix completion when the process diverges.
However, all formalisms we know of, whether mentioned or not, allow one to represent terms on a given fixed vocabulary and specify and reason about a single algebraic structure, which does not fit at all our purpose here.
In this paper we show how to deal at once with the infinite family {S N } N ∈N , without instantiating the parameter N . To achieve this goal, we define an extension of the notions of (families of) words, equations and rewrite rules in case the alphabet itself depends on the parameter N . We then show how to mechanize termination proofs and reduce local confluence of such systems to the joinability of finitely many critical pairs. As a result, the above infinite family S N can be directly presented as the complete parameterized string rewriting system:
We stress that our ultimate goal is not the study of parameterized groups, which should be seen as an example illustrating techniques which we believe to be of general interest. In this respect, the framework we develop, and the methodology used to lift results from plain rewriting to parameterized rewriting is more important to us than the actual technical results, whatever difficult they indeed are. We define parameterized words in Section 3, show how to decide equality and factor out parameterized words in Section 4, and introduce parameterized rewriting in Section 5 before we investigate termination and confluence in this setting. An application to dihedral groups is carried out in Section 5 with the rewriting toolkit CiME2 [3], implemented in part by the second author for his PhD thesis, which results are generalized in the present work.
Preliminaries
We assume given an infinite alphabet of constant symbols A = {a i } i∈N called generators or letters.
Our formalism relies heavily on the existential fragment of Presburger Arithmetic (PrA) using 0, s, + as operations for defining terms, =, >, <, ≥, ≤ as predicates for defining formulas, and two disjoint sets of arithmetic variables: a set P of parameters denoted by capital letters, and a set I of dependent variables denoted by lower-case letters. Values of variables in I depend upon values of parameters via a Presburger constraint, hence their name. We call solution of ϕ an assignment which satisfies ϕ. We use ψ |= PrA ϕ for entailment in PrA, meaning that any solution of ψ is a solution of ϕ. We use , ⊥ for the logical constants true and f alse respectively, Var(e) for the set of free variables of an expression e of any kind, VarI(e) for Var(e) ∩ I and VarP(e) for Var(e) ∩ P. We refer to [4, 1, 6] for missing notations and definitions. 
