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Cap´ıtol 1
Introduccio´
El PFC Navegador de fitxers usant criteris temporals e´s un Projecte final
de carrera de la Enginyeria Te`cnica en Informa`tica de Sistemes (ETIS) del
pla 2003 comenc¸at a principis de juny de 2009 arrel d’una oferta de PFC
publicada al raco´ de l’estudiant de la FIB.
Aquest projecte te´ com a objectiu proporcionar als usuaris de sistemes ope-
ratius basats o compatibles amb UNIX una eina eficac¸ per localitzar fitxers
en el seu sistema mitjanc¸ant criteris temporals.
1.1 Motivacio´ del projecte
La finalitat u´ltima d’aquest projecte e´s la de facilitar o alleugerir la tasca de
cercar arxius a tots els possibles usuaris del programa.
Aquest projecte sorgeix de la observacio´ d’una necessitat o problema que,
en aquest cas, apareix fa`cilment en qualsevol sistema que hom hagi utilitzat
de manera extensa durant un llarg per´ıode de temps.
Al llarg de la seva vida u´til, un sistema informa`tic acumula grans quantitats
de fitxers. Per tal de que els usuaris siguin capac¸os de localitzar i tornar a
accedir a aquests fitxers en el futur, es va establir un sistema on els fitxers
so´n emplac¸ats en carpetes, i aquestes a l’hora poden contenir subcarpetes que
continguin me´s fitxers, formant aix´ı una estructura en forma d’arbre. Afegint
la possibilitat de crear enllac¸os entre carpetes, tot plegat es converteix en el
sistema de directoris que la majoria de nosaltres coneixem, i que tenim tant
interioritzat que no cal que el descrigui amb me´s extensio´.
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Utilitzant aquest me`tode, tothom pot decidir quina organitzacio´ li conve´
me´s i distribuir els seus documents d’aquesta manera.
Pero` fins i tot les persones me´s organitzades i previsores tendeixen a veure’s
desbordades en alguns moments, o empeses per la mandra, o l’oblit, acaben
acumulant fitxers, documents, imatges, etc. en llocs dispersos i desorganit-
zats del seu sistema. Fins i tot es pot donar el cas de que un mateix no
recordi per quin criteri havia creat aquella jerarquia de fitxers temps enre-
re, i t’acabis perdent en la teva pro`pia organitzacio´ com si d’un laberint es
tracte´s.
Per tant, e´s necessari disposar d’una eina que ajudi a solucionar, o com a
mı´nim alleugerir, la situacio´ anterior pels usuaris que s’hi puguin trobar (que
presumiblement so´n bastant nombrosos).
Aix´ı doncs, sorgeix la idea d’utilitzar els criteris temporals per cobrir aques-
ta necessitat. El temps i la seva percepcio´ so´n propietats inherents dels hu-
mans, i el fet d’estar avesats a classificar i ordenar les nostres accions o fites
en el temps i d’organitzar-les d’aquesta manera, fa que sigui quelcom natural
i molt familiar per les persones localitzar temporalment esdeveniments.
Per aixo`, fer servir la idea de la localitzacio´ temporal tambe´ per als fitxers
dels sistemes informa`tics resulta tant convincent.
1.2 Alternatives existents
Aquesta mateixa preocupacio´ que ha portat a plantejar la realitzacio´ d’aquest
projecte tambe´ ha estat observada per a molta altra gent, i cadascu´ que ha
pogut ha aportat la solucio´ que ha cregut me´s convenient al problema.
En aquest apartat s’han volgut mencionar les solucions que actualment
so´n me´s utilitzades en els sistemes UNIX, pero` tambe´ les alternatives me´s
similars al plantejament del projecte que s’han pogut trobar, que, tot i que no
molt nombroses i potser encara no gaire populars en el moment de realitzacio´
d’aquest projecte, so´n molt prometedores.
Per a la realitzacio´ del projecte, i amb fins informatius, s’han analitzat
algunes d’aquestes alternatives, les seves funcionalitats, i s’ha valorat el seu
plantejament.
1.2.1 Eines proporcionades pels sistemes
Tots els sistemes operatius proveeixen els usuaris d’abundants i diversos me-
canismes per navegar per la jerarquia de fitxers de la manera me´s amena i
clara que la tecnologia i els recursos de que` disposen els seus desenvolupadors
els permeten.
En aquesta seccio´ repassare´ en termes generals alguns dels me´s usuals que
es poden trobar en una instal·lacio´ ba`sica d’un a distribucio´ actual, i en
valorare´ les principals idees, avantatges i inconvenients.
Gestors de fitxers
I ha molts tipus de gestors de fitxers, pero` usualment els sistemes d’escripto-
ri incorporen un gestor de tipus “navegacional”, que mostra els fitxers com
a icones i permet desplac¸ar-se per la jerarquia de directoris del sistema de
fitxers i visualitzar el contingut dels seus directoris. De fet, actualment els
termes navegador de fitxers i gestor de fitxers so´n sino`nims per a molts usu-
aris.
En aquest apartat analitzare´ una generalitzacio´ dels navegadors de fitxers,
tot i que la generalitzacio´ i les conclusions extretes tambe´ poden ser aplicades
a molts gestors.
Els navegadors o gestors de fitxers usualment permeten realitzar moltes
operacions sobre el sistema de fitxers, i entre elles proporcionen certes eines
per buscar fitxers determinats en el sistema.
Pero` tota la versatilitat dels seus mecanismes de cerca sol estar supeditada
a la estructura de directoris del sistema de fitxers, i aquesta estructura e´s
precisament el “problema” que genera la nostre necessitat.
Aix´ı, la majoria de navegadors analitzats permeten ordenar per nom, per
tipus o per data els fitxers, pero` tan sols d’un determinat directori, i per tant
per localitzar un fitxer utilitzant aquesta eina e´s essencial cone`ixer a fons la
jerarquia de directoris creada pels usuaris del sistema.
Find, Locate, Grep i altres eines de cerca
La majoria de sistemes basats en UNIX proporcionen, tambe´, programes no
visuals pensats per a localitzar fitxers al sistema, o utilitats de cerca que so´n
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molt potents i que poden ser u´tils per aquesta finalitat.
Alguns exemples populars que es proveeixen en algunes distribucions poden
ser:
 find
La comanda find e´s una potent utilitat que recorre l’arbre de directoris
i comprova si el nom del fitxer compleix certes expressions proporcio-
nades per l’usuari, i que poden arribar a ser molt complexes.
Per tant e´s capac¸ d’obviar la estructura de directoris, pero` les eines
que proporciona per a delimitar les seves cerques usant criteris tempo-
rals so´n limitades. Ja que permet buscar fitxers modificats o accedits
a un cert nombre de minuts o dies anteriors a l’actual, pero` no per-
met delimitar intervals de temps (la data actual e´s fixa) i per a espais
temporals molt antics, la precisio´ que representa un sol dia pot no
ser suficient. Una altre manera de filtrar temporalment els fitxers que
proporciona el programa find e´s buscar fitxers accedits, o creats me´s
recentment que un fitxer concret donat.
 locate
Locate e´s una eina que, igual que find, permet localitzar fitxers a un
sistema donats uns certs patrons de nom de fitxer a buscar.
Pero`, segons la seva pa`gina de manual, no sembla tenir cap opcio´ per
llistar les dates dels fitxers, o per localitzar fitxers especificant criteris
temporals.
 grep
La polivalent comanda de filtrat Grep, combinada amb la resta de co-
mandes esta`ndard dels sistemes basats en UNIX pot resultar molt u´til
per a localitzar fitxers tambe´. I tambe´ per a localitzar-los temporal-
ment, en combinacio´ amb la comanda ls, per exemple, si s’especifica
que aquesta comanda llisti tambe´ les dates dels fitxers, o, com hem vist
abans, combinada amb la comanda find.
Pero` aquest me`tode tindra` la limitacio´ d’especificar nome´s una so-
la data (no determinar intervals) i sobretot, de requerir que l’usuari
composi comandes complexes per tal d’obtenir els resultats desitjats.
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 catfish
El catfish e´s una eina de cerca que proporciona una interf´ıcie gra`fica a
una varietat de motors de cerca (normalment amb interf´ıcie textual),
e´s a dir un anomenat “front-end”.
Accepta una gran quantitat de motors de cerca, com ara locate, slocate,
tracker, beagle, strigi, pinoti, o find.
I al ser una interf´ıcie gra`fica, permet una operacio´ me´s senzilla i amiga-
ble d’aquestes utilitats (els seus “back ends”). Pero` sembla restar-los
versatilitat i pote`ncia, ja que, almenys en la versio´ que es proporciona
per defecte, amb el motor find i locate, aquesta interf´ıcie no permet cap
interaccio´ amb les dates (excepte ordenar els resultats d’una consulta
ascendent o descendentment per data de darrera modificacio´).
Aix´ı que, a priori, no es pot utilitzar per a cercar fitxers en intervals
temporals.
Com es pot veure, e´s possible obtenir resultats satisfactoris amb aques-
tes eines, pero`, sovint, degut a la seva alta versatilitat, es necessita certa
experie`ncia, o si me´s no, temps d’aprenentatge, per a poder-les utilitzar de
manera productiva, i aquesta experie`ncia no esta` a l’abast de tots els usuaris.
1.2.2 Codename nemo
El projecte anomenat Codename nemo, e´s una proposta interessant per a
administrar els fitxers, que esta` ı´ntimament relacionada amb el concepte de
navegacio´ temporal que es mostra en aquest PFC.
Segons els seus desenvolupadors, nemo, e´s una nova manera d’organitzar
fitxers, o me´s ben dit de no organitzar-los. Ve a ser una simbiosis de calendari
i navegador de fitxers amb sistema d’etiquetes.
La idea e´s mostrar els fitxers del sistema a dintre la casella del calendari que
els correspon segons la seva data de modificacio´. I a sobre d’aixo`, habilitar la
capacitat de filtrar pel tipus de document, o per les etiquetes que pots afegir
a cada fitxer. Per tal d’il·lustrar aquesta idea es pot observar la figura 1.1
que mostra una captura de pantalla del programa.
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Figura 1.1: Captura de pantalla del programa nemo.
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La interf´ıcie e´s bastant senzilla i amigable, i permet fer “zoom” i canviar
l’abast de temps de la vista, aix´ı per defecte es mostra a la vista un mes,
pero` es pot mostrar tot un any, o focalitzar-se en un sol dia. Pero` tot i la
seva aparent simplicitat, pot arribar a resultar confusa o no gaire funcional,
sobretot en les vistes de mes i any, perque` no permet mostrar gaires fitxers
alhora.
Per tal de cercar i organitzar els fitxers es basa en mantenir un dimoni
resident al sistema (en aquest cas aquesta tasca la proporciona l’anomenat
“tracker”) que notifiqui dels canvis ocorreguts al sistema de fitxers per tal de
registrar-los i quan s’engega la interf´ıcie gra`fica poder mostrar la informacio´.
Per a me´s informacio´ podeu trobar el lloc web del programa a la Biblio-
grafia [15].
1.2.3 GNOME Zeitgeist
L’eina de GNOME, Zeitgeist (que a partir de principis l’any 2010 i per causes
merament cosme`tiques s’anomena GNOME Activity Journal) e´s un ambicio´s
projecte iniciat fa relativament poc, i durant la realitzacio´ d’aquest projecte
ha evolucionat molt d’un estat de desenvolupament a una versio´ usable i
aviat a release. De fet el GNOME Activity Journal (antigament anomenat
GNOME Zeitgeist) e´s la interf´ıcie Gtk+ que utilitza el motor Zeitgeist, que
e´s capac¸ d’enregistrar les accions que tenen lloc en un sistema, com ara fitxers
oberts, llocs web visitats, converses, i un llarg etc.
GNOME Activity Journal proporciona una interf´ıcie perque` els usuaris
puguin utilitzar aquest motor. En paraules dels mateixos desenvolupadors
del GNOME Activity Journal,
Es tracta d’una eina per explorar i trobar arxius de manera
senzilla en el teu ordinador. Utilitza el Zeitgeist per obtenir in-
formacio´ d’amb quins fitxers/webs/contactes/etc. has treballat i
el Tracker per obtenir informacio´ de l’estat actual dels fitxers i
tambe´ de tot tipus de meta-informacio´ (incloent etiquetes). Zeit-
geist e´s un servei que registra les activitats i esdeveniments dels
usuaris (fitxers oberts, llocs web visitats, conversacions mantin-
gudes amb altres persones, etc.) i fa disponible la informacio´
rellevant per a altres aplicacions. Tambe´ es capac¸ de relacionar
elements analitzats automa`ticament basant-se en patrons d’us si-
milars.
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Com es pot veure, el projecte e´s me´s ambicio´s que el present PFC en el
sentit que emmagatzema i cerca moltes altres dades a part de les dates, i
altres medis que no so´n fitxers pro`piament dits (com ara les webs visitades
o els contactes personals). Pero` tambe´ requereix, per tant, me´s recursos, i,
sobretot, requereix la utilitzacio´ d’un model de programa tipus “daemon”,
on un programa esta essent executat durant tota la sessio´ per monitoritzar
l’estat dels fitxers i les seves variacions i a me´s mante´ una histo`ria (journal)
del que s’ha estat fent en aquell ordinador; cosa que e´s possible que alguns
usuaris no desitgin en absolut, o que com a mı´nim per a molts d’ells faci
sorgir la preocupacio´ o el neguit de mantenir la seguretat d’aquestes dades
perque` no siguin utilitzades per fins perniciosos per a ells.
I tot i que e´s cert que, en determinades ocasions, disposar de me´s dades
sobre els fitxers a cercar en facilita la localitzacio´, tambe´ ho e´s que moltes
vegades el factor temporal e´s suficient per a acomplir aquesta tasca, ja que
e´s el factor me´s determinant per a localitzar la majoria de documents (pels
motius que he deixat entreveure en la introduccio´).
1.3 Objectius
El projecte a que` la present memo`ria fa refere`ncia, al que a partir d’ara
em referire´ com a Nimitz, persegueix unes fites similars a algunes de les
alternatives proposades anteriorment.
Pero` crec que la filosofia del Nimitz e´s lleugerament diferent a les alterna-
tives mencionades, ja que tot i perseguint objectius finals similars, es procura
buscar una manera de fer diferent.
El Nimitz procura evitar carregar el sistema amb les seves operacions ex-
cepte, quan l’usuari ho requereix expl´ıcitament.
I tambe´ intenta proporcionar la facilitat d’us d’una eina com aquesta als
sistemes que no disposin de recursos gra`fics elevats per a tenir un gestor
d’escriptori modern, o tinguin un sistema obsolet o desactualitzat, pero` tot i
aix´ı tinguin la necessitat de localitzar fitxers basant-se en criteris temporals.
Tambe´ prete´n orientar-se majorita`riament en aprofitar la capacitat hu-
mana d’organitzacio´ temporal per a localitzar els fitxers, aix´ı que se centra
exclusivament en criteris temporals.
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Aix´ı es vol donar una alternativa me´s als usuaris, perque` puguin ser real-
ment ells els qui escolleixin l’eina que me´s s’ajusti a les necessitats de cadascu´.
En un apunt purament anecdo`tic, si algu´ es preguntava el motiu de l’eleccio´
del nom de Nimitz per al programa, es tracta d’una refere`ncia a la pel·l´ıcula
“The Final Countdown” de l’any 1980 en la que un vaixell (un portaavions)
anomenat aix´ı viatja enrere en el temps. Alhora el vaixell, que e´s una nau real
de la marina dels Estats Units d’Ame`rica, esta` batejat en honor de l’almirall
Chester W. Nimitz (1885-1966), pero` el nom del programa no va ser triat
per aquest motiu, sino´ per la idone¨ıtat que era trobar el nom d’una nau que
“navega pel temps” per a un navegador de fitxers temporal.
1.4 Objectius Generals
L’objectiu final del projecte, tal i com s’ha dit a la introduccio´, era proveir als
usuaris de sistemes operatius basats en UNIX (o que seguissin els esta`ndards
POSIX) d’una eina capac¸ d’ajudar en la navegacio´ de fitxers mitjanc¸ant
criteris temporals.
Per tant, calia dissenyar i implementar un programa capac¸ d’obviar la es-
tructura de directoris establerta en el sistema, obtenir les dates importants
relacionades amb cada fitxer (i emmagatzemades pel mateix sistema) i or-
denar o seleccionar un subconjunt d’aquests fitxers per tal de mostrar-los
a l’usuari segons les consultes o requestes que pogue´s fer mitjanc¸ant una
interf´ıcie, que tambe´ caldria dissenyar i implementar.
Per assolir l’objectiu final i d’alguna manera formalitzar les necessitats
expressades en el para`graf anterior, es van marcar una serie de requisits, que
han esdevingut els objectius concrets a realitzar, i que eren els segu¨ents:
1. El programa ha de permetre obtenir informacio´ dels fitxers continguts
en un “subarbre” complert de la estructura de directoris, e´s a dir, do-
nada una carpeta en concret, ha de poder accedir a tots els fitxers
d’aquella carpeta i a tots els que estiguin continguts en les subcarpetes
d’aquesta (el que es podria anomenar “aplanar” un directori).
2. El programa ha de permetre visualitzar els fitxers filtrats i/o ordenats
per criteris temporals. A me´s, haura` de permetre realitzar les operaci-
ons que qualsevol navegador proporciona sobre els fitxers.
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3. El programa ha de permetre a l’usuari seleccionar una data i un interval
de dates de manera clara i intu¨ıtiva.
Sense la realitzacio´ de tots aquests objectius no es podria considerar el pro-
jecte finalitzat.
1.5 Objectius secundaris o derivats
De la enumeracio´ d’objectius pre`via se’n deriven les segu¨ents fites o objectius
complementaris:
1. L’usuari tambe´ ha de poder aplicar certs filtres d’exclusio´ de tipus de
fitxers o de carpetes que no han de ser analitzades ni mostrades. (un
clar exemple seria obviar les carpetes que comencen per ’.’ o nome´s
visualitzar els fitxers de text o de imatge, etc.)
2. El programa ha de ser visualment coherent amb l’escriptori. Aixo` s’a-
conseguira` seguint els esta`ndards d’icones i aspecte que utilitzen GNO-
ME o xfce4, entre d’altres, i que so´n especificats per Freedesktop.org.
3. El programa ha de ser executable en el nombre ma`xim de maquines
amb Linux/UNIX, incloent-hi quantes me´s ma`quines antigues millor,
ja que en els ordinadors “vells” i, per tant amb me´s histo`ria i “recorre-
gut”, e´s on te me´s sentit poder seleccionar i discernir entre els fitxers i
documents temporalment.
Aquest objectiu s’assolira` reduint al ma`xim les depende`ncies
del programa, procurant sempre i en tot cas que la “universalitat”
no suposi mai perdre “usabilitat”, i/o proporcionant alternatives a les
possibles interf´ıcies gra`fiques de manera que sigui possible utilitzar el
programa en maquines antigues, pero`, alhora permetent que els usuaris
que requereixin un aspecte gra`fic me´s treballat no es vegin forc¸ats a usar
una sola versio´ que tindria un aspecte “antic”.
Aixo` implica crear una interf´ıcie per a consola a me´s de la interf´ıcie
gra`fica.
D’aquesta manera, no nome´s es proporciona una eina usable en un
ventall me´s ampli de sistemes, sino´ que tambe´ es te´ en compte als
usuaris que prefereixin utilitzar la consola del terminal.
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Cap´ıtol 2
Especificacio´
2.1 Disseny
El disseny de classes i el programa busquen principalment senzillesa, pero`
alhora estan pensades per proporcionar certa flexibilitat per a futures millores
i tambe´ per al manteniment del programa.
Cal tenir present que moltes de les decisions de disseny preses al principi
del projecte van ser lleugerament modificades en fases subsegu¨ents, o se’n van
afegir de completament noves. En aquest apartat es veura` el disseny de la
aplicacio´ i de les seves classes i interf´ıcies tal i com van quedar al considerar
finalitzat el programa.
Conceptualment el disseny del Nimitz es pot dividir en tres grans blocs:
 El disseny del motor de la aplicacio´ (la lo`gica del programa).
 El disseny de les classes i tipus ba`sics que el motor requereix.
 I el disseny de les dues interf´ıcies d’usuari.
2.1.1 Mo`duls
El motor de la aplicacio´ havia de proporcionar ba`sicament dues “operacions”
diferenciades per a realitzar sobre els conjunts de fitxers del sistema. En
primer lloc, crear un conjunt de fitxers ignorant la estructura de directoris, i
en segon lloc classificar-los basant-se en criteris temporals.
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Aix´ı que, pensant en futures reutilitzacions del codi, vaig decidir implemen-
tar dos mo`duls separats per a realitzar aquestes tasques, i un tercer mo`dul
que combines les funcionalitats d’ambdo´s.
Els mo`duls so´n els segu¨ents:
Walze
La classe Walze proporciona me`todes per reco´rrer la estructura de directoris
del sistema i obtenir la informacio´ de tots els fitxers. Tambe´ proporciona
maneres de llegir les prefere`ncies de l’usuari i obviar determinats fitxers (uti-
litzant la classe rcParser per llegir un fitxer de configuracio´).
La classe ha estat batejada aix´ı fent refere`ncia a la paraula alemanya per
denominar una piconadora, ja que el propo`sit del mo`dul e´s el de servir per
“aplanar” els directoris, i la paraula anglesa “road roller” no em va semblar
apropiada.
Flux
La classe Flux ha de permetre crear subconjunts de fitxers segons criteris
temporals donat un determinat conjunt de fitxers, en altres paraules, filtrar
els fitxers d’un conjunt discriminant per la informacio´ temporal d’aquests.
Amb aquesta finalitat es requereix que es determinin els criteris temporals
mitjanc¸ant un interval de dates, i tambe´ que se li especifiqui un conjunt de
fitxers amb el que treballar. Un cop complerts aquests requisits, el Flux ha de
ser capac¸ de seleccionar els fitxers que compleixen les restriccions temporals
explicitades.
El nom de Flux e´s una refere`ncia al “Flux Capacitor”, el dispositiu de la
famosa pel·l´ıcula de 1985 “Back to the future” que fa possible els viatges en
el temps en aquesta obra de ficcio´.
Nimitz
Nimitz e´s el mo`dul principal. Combina les funcionalitats del Walze i el Flux.
I per tant, s’encarrega d’adquirir els fitxers del sistema, i tambe´ de permetre
filtrar-los per criteris temporals.
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Naturalment, tambe´ permet especificar l’interval temporal i el directori
base d’operacio´ del programa.
En la figura 2.1 es pot observar un esquema conceptual del funcionament
del Nimitz en cooperacio´ amb el Walze i el Flux.
Figura 2.1: Esquema conceptual de la interaccio´ entre mo`duls.
2.1.2 Classes
Les necessitats me´s ba`siques del projecte so´n obtenir, classificar i organitzar
per dates, i finalment mostrar fitxers del sistema. Per aixo` resultava impe-
ratiu disposar d’una representacio´ o modelitzacio´ dels segu¨ents elements o
conceptes:
 dates o unitats de temps.
 fitxers del sistema.
 conjunts de mu´ltiples fitxers i/o dates.
Aix´ı que la majoria de classes del Nimitz estan encarades a respondre a
aquestes necessitats.
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A me´s a me´s, una de les altres caracter´ıstiques que vaig considerar necessari
representar van ser les URI dels fitxers (el que jo he anomenat path).
Tenint en ment possibles futures expansions, i el fet que podr´ıem arribar
a treballar amb diversos tipus de dates o de fitxers al mateix temps i que
caldria un mode de classificar-los, vaig crear una classe que representa el
tipus o la categoritzacio´ dels objectes.
La Classe genericType
Aquesta e´s una classe abstracta (que cal e´sser heretada per una altra classe
abans de poder-se instanciar) i que implementa els me`todes imprescindibles
per accedir als dos membres ba`sics de la classe tipus. Aquests dos membres
so´n els que a priori vaig pensar que requeriria qualsevol tipificacio´ possible.
O sigui, un nom o text descriptiu, i un numero u´nic o identificador d’aquell
tipus.
La Classe date, dateType i dateList
Aquestes classes so´n les dissenyades per representar les dates, els tipus de
dates i els grups de dates (en aquest cas expl´ıcitament anomenat llista de
dates) que utilitzara` el programa.
Figura 2.2: La classe date i les relacions entre dateList, dateType i gene-
ricType.
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Per a aquest projecte, tenir una bona representacio´ de les dates era gairebe´
vital, ja que no havien de ser utilitzades nome´s a nivell informatiu (per a
mostrar les dates als usuaris) sino´ que, donada la naturalesa del projecte,
tambe´ havien de ser utilitzades extensament a nivell de funcionalitat del
motor.
Per aixo`, proporcionar operacions clares i un bon nombre de me`todes u´tils
en la classe data era molt important.
La Classe path i pathList
La representacio´ dels fitxers d’un sistema informa`tic convencional requereix
emmagatzemar la seva localitzacio´ en l’esmentat sistema. Aixo` usualment
ve a tenir la forma d’una simple cadena de text que representa aquesta URI
del fitxer (pot estar representat per una llista de cara`cters o un string) i per
tant seria factible representar-la amb algun dels tipus ba`sics de C++.
Pero` com que tenia pensat de proporcionar i utilitzar diverses operacions
sobre aquest concepte de URI, i per tal de desvincular-les de la classe fileInfo,
vaig decidir que seria lo`gic, i sobretot u´til, crear una classe que representes
un camı´ (path) en el sistema i que proporcione´s aquestes operacions.
La classe pathList e´s una classe que proporciona me`todes per emmagatze-
mar i accedir a un conjunt de paths. Actualment s’usa com a tipus de retorn
d’algunes funcions i prou.
Figura 2.3: La classe path i pathList.
La Classe fileInfo i fileType
Aquesta e´s la representacio´ dels fitxers que he triat utilitzar. Conte´ un
“path”, una llista de dates i un tipus de fitxer associat. En el futur es
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podria ampliar la informacio´ continguda en la classe, pero` actualment nome´s
hi ha la que he trobat essencial, i, ja que el “path” representa una URI u´nica,
es poden obtenir la resta de para`metres que es necessitin en el futur a trave´s
de crides a sistema qua utilitzin aquest para`metre.
Figura 2.4: La classe fileInfo i les seves relacions.
La Classe bst i bNode
La classe bst representa un arbre binari de cerca (binary search tree) i bNode
un dels seus nodes.
La necessitat d’aquesta classe va apare`ixer en la fase de proves del fileSet,
al veure que utilitzant una estructura de dades simple, el rendiment de la
aplicacio´ esdevenia extremadament baix, sobretot en temps d’insercio´.
Per aixo` es va fer necessari buscar una estructura me´s adient per a emma-
gatzemar aquestes dades. Es van analitzar diverses possibilitats d’estructures
de dades que milloressin substancialment el temps d’insercio´ i de cerca.
Els arbres binaris de cerca em van semblar una estructura molt adient
per aquesta situacio´, ja que permeten accedir ra`pidament als nodes que ha-
gue´ssim ordenat per dates.
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I despre´s d’analitzar diversos arbres de cerca, com per exemple el BST (bi-
nary search tree tambe´ anomenat arbre binari ordenat), B-tree o l’anomenat
red-black tree, vaig decidir-me per comenc¸ar a cercar una implementacio´ de
BST que fos fa`cil d’integrar al projecte. Vaig triar el BST ja que era la es-
tructura de les analitzades que m’era me´s familiar i era teo`ricament suficient
per a complir els objectius.
La implementacio´ triada finalment, e´s la d’un arbre de cerca binari no auto
equilibrat (non-balancing binary search tree) modificat lleugerament. A l’a-
partat d’implementacio´ comentare´ me´s aspectes sobre la implementacio´ triada.
Es tracta d’una classe plantilla (template) que permet la seva utilitzacio´
amb qualsevol tipus de dades que implementi un operador de comparacio´,
tot i que en el cas d’aquest programa nome´s s’utilitza amb tipus fileInfo.
Figura 2.5: La classe BST i bNode.
La Classe fileTree i timeNode
Aquestes classes no existien en el disseny original, pero` van ser necessa`ries
per representar les dates en forma d’arbre (com si fossin directoris) i tambe´
van resultar molt u´tils per indexar els fileInfos i permetre organitzar-los tem-
poralment de manera ra`pida. fileTree representa un arbre de cinc nivells amb
un node arrel (nivell u) fixe, i un nombre indeterminat de nodes de nivell dos,
tres i quatre i cinc.
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D’aquesta manera, el primer nivell despre´s de la arrel representaria els
anys, el segu¨ent mesos, l’altre dies, i finalment tindr´ıem un nivell de fulles.
Per il·lustrar aquesta estructura a continuacio´ es pot veure la figura 2.6 que
mostra una representacio´ conceptual de l’arbre fileTree.
Figura 2.6: representacio´ del fileTree.
Cada nivell de l’arbre esta` ordenat segons les claus dels seus nodes, de
manera que sempre es compleixi que el node fill amb index [n] sigui superior
o igual al node fill [n-1]. S’ha tingut cura de dissenyar la classe de manera que
en el futur sigui viable, senzill, i no gens trauma`tic ampliar la precisio´ de les
dates representades augmentant el nombre de nivells intermedis (per exemple
afegint un nivell d’hores). Els nodes d’aquest arbre contenen una clau, que
serveix per organitzar els nodes, un punter cap a seu progenitor, dos punters
cap als seus germans laterals (el dret i l’esquerra respectivament), un punter
cap a un fileInfo (que hauria de ser nul a no ser que es tracti d’un node fulla)
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i un nombre indeterminat de punters a fills, a me´s d’un para`metre enter que
ens diu el nombre de fills que el node te´.
El temps d’insercio´ d’un node fulla e´s relativament baix tot i que, com e´s
evident, no arriba a ser logar´ıtmic.
Figura 2.7: La classe fileTree i timeNode.
La Classe fileSet
El fileSet e´s un dels objectes me´s importants del programa, ja que tracta amb
els conjunts de fitxers. Essencialment, havia de ser un grup d’informacions
de fitxers i certs me`todes per poder accedir a ells, i crear-ne subconjunts a
partir dels seus valors (especialment les seves dates).
Era important que el temps d’insercio´ fos bo, i que es pogue´s accedir
ra`pidament als fitxers utilitzant criteris temporals. Per aixo` s’han utilit-
zat les estructures bst per emmagatzemar els fileInfos, i tres fileTrees que
proporcionen una representacio´ d’una estructura de directoris dels fitxers ca-
tegoritzats per dates (cosa que sera` utilitzada per la interf´ıcie textual com es
veura` me´s endavant) i a me´s, permeten indexar-los segons els tres tipus de
dates esta`ndard del sistema.
A me´s, es guarda la suma de la mida en Bytes de tots els fitxers que conte´,
per tenir la dada precalculada en cas de que es necessiti, i un enter que
especifica el nombre total d’elements del conjunt de fitxers.
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Figura 2.8: La classe fileSet.
La Classe rcParser i environment
Un dels objectius del projecte e´s poder permetre a l’usuari seleccionar certes
prefere`ncies sobre quins fitxers o directoris s’han d’excloure de la cerca.
Aixo` ha de ser configurable de manera intu¨ıtiva i senzilla.
Aquests filtres es configuren editant un fitxer de configuracio´. I la classe
auxiliar rcParser s’encarrega de proporcionar les eines per a llegir i modificar
aquest fitxer.
De manera similar, la classe environment proporciona me`todes a la in-
terf´ıcie de terminal per ajudar a accedir a dades emmagatzemades a disc.
Aquesta classe auxiliar va ser dissenyada quan es va plantejar el canvi d’in-
terf´ıcie textual d’una sola comanda a tres comandes emulant el comportament
de les comandes ls, cd i pwd. I te´ l’objectiu de facilitar la comunicacio´ entre
aquests programes.
Al ser classes auxiliars que no necessitaven cap membre, i de fet simplement
so´n una serie de me`todes, el disseny d’aquestes classes no s’especificara` amb
me´s detall.
2.1.3 Interf´ıcies d’usuari
Originalment, el programa nome´s havia de tenir una interf´ıcie gra`fica. Pero`
a l’hora de dissenyar-la i escollir quines biblioteques utilitzar per a ella (tenia
en ment realitzar-la en Gtk+), va sorgir la qu¨estio´ segu¨ent:
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L’escenari me´s probable d’utilitzacio´ d’aquest projecte sera` per cercar fit-
xers en ordinadors amb una llarga vida operativa, on el volum d’arxius e´s
suficientment gran, i el lapse on la classificacio´ temporal et pot ajudar real-
ment e´s bastant gran i permet discernir fa`cilment quins arxius busquem.
Aquests sistemes, e´s molt probable que estiguin desactualitzats o obsolets,
i que no tinguin les u´ltimes biblioteques requerides per una interf´ıcie gra`fica.
Aix´ı que, al plantejar-me si, per exemple, utilitzar una versio´ de biblioteca
prudencialment antiga, vaig decidir que no, que la interf´ıcie gra`fica la faria
utilitzant el GLADE (que requereix d’una versio´ bastant actual del Gtk), ja
que era pra`cticament impossible fer la GUI accessible a tothom per aquest
mitja`.
Pero` a canvi, donat que vaig veure molt important fer el programa ac-
cessible a la majoria d’usuaris amb equips relativament antics, i donat que
el motor de la aplicacio´ realment e´s capac¸ de ser compilat en un rang me´s
ampli de sistemes, sense unes depende`ncies gaire exigents en aquest sentit (el
sentit d’actualitat) vaig decidir dissenyar tambe´ una interf´ıcie per a consola
tipus POSIX que permete´s utilitzar el programa sense haver de compilar la
interf´ıcie gra`fica en Gtk.
Interf´ıcie per terminal
La creacio´ de la interf´ıcie de terminal, tal i com he dit anteriorment, esta
justificada per ampliar el rang de maquines que poden utilitzar el progra-
ma, proporcionant una alternativa a la interf´ıcie gra`fica que demana me´s de-
pende`ncies (i tambe´ me´s requeriments de hardware, evidentment). El disseny
d’aquesta interf´ıcie i de com l’usuari interactua amb ella ha variat notable-
ment al llarg del desenvolupament de projecte. En concret hi ha hagut un
canvi substancial despre´s del plantejament d’una idea per part del tutor del
projecte que ha implicat un canvi important. Per a fer just´ıcia i per a que
es puguin entendre certes decisions preses cal que expliqui el plantejament
anterior a la decisio´ i tambe´ el nou plantejament.
Inicialment, la idea era crear una interf´ıcie textual per a cada un dels
mo`duls del Nimitz, de manera que tindr´ıem un programa anomenat Walze,
un anomenat Flux, i un altre anomenat Nimitz (que en realitat seria una
mena d’interf´ıcie conjunta dels dos mo`duls anteriors), i la manera com l’u-
suari donaria la informacio´ a aquests mo`duls per tal d’operar, seria com a
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para`metre de l´ınia de comandes, i tambe´ impl´ıcitament amb el directori des
d’on es fes la invocacio´ del programa es podria obtenir la dada del directori
a operar que l’usuari desitja.
Aix´ı, per exemple, per tal de invocar el Nimitz i demanar-li que lliste´s els
fitxers a partir del directori “home” de l’usuari que estaven dintre l’interval
de temps contingut entre el 27 de marc¸ de 1997 i el 12 de setembre del 2010
s’hauria d’escriure a la l´ınia d’ordres quelcom similar a aixo`:
nimitz -d1 1997-3-12 -d2 2010-9-12
Aquest plantejament semblava el me´s obvi, tot i que l’usuari podia tenir
problemes per la seva, diguem-ne, poca naturalitat, perque` la veritat e´s que
no es tracta d’un me`tode d’operacio´ gaire intu¨ıtiu, tot i que jo el considero
bastant lo`gic. Pero` confiava que aquesta manca de intuitivitat fos pal·liada
amb la pa`gina de manual i la resta de la documentacio´ que es proporciona
amb el programa.
Ara be´, quan el tutor del projecte, va proposar de canviar aquesta interf´ıcie
i crear tres comandes, de manera que el rang o les dates es poguessin selec-
cionar interactivament com si estigue´ssim navegant per una estructura de
directoris amb la comanda cd o ls, tal i com es fa normalment en el terminal,
vaig decidir que era una bona proposta i que es portaria a terme.
La idea era aprofitar el concepte de navegacio´ de directoris que els usuaris
de l´ınia de comandes tenen interioritzat, per fer menys confusa la seleccio´
de dates i, ba`sicament, per simular que l’usurari havia guardat els seus fit-
xers en uns directoris creats seguint criteris temporals, e´s a dir, un nivell
amb carpetes que tenen nom d’any, que a l’hora contenen subcarpetes amb
els corresponents mesos, i aquestes en contenen amb els dies, que, final-
ment, contenen els fitxers amb aquesta data. Aixo` e´s el que he anomenat la
“SIMDIR feature”, ja que d’alguna manera “simula” una nova estructura de
directoris.
Aquest plantejament incrementava la usabilitat del programa, ja que l’u-
suari no necessitava saber a priori quina data buscar, sino´ que el programa
li pot plantejar les opcions que te´, i ell pot decidir d’entre aquestes opcions
quina e´s la que li conve´ me´s. E´s a dir, ajuda a “refrescar” la memo`ria a
l’usuari i al mateix temps presenta una interf´ıcie me´s familiar que no pas la
seva alternativa i evita haver d’aprendre a usar des de zero una nova eina.
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Pero` per implementar aquest disseny va caldre afegir nous requeriments.
En particular la classe fileTree, que no estava ni dissenyada ni implementada
en aquell moment.
Altres necessitats que calia cobrir per a aquesta interf´ıcie eren la de triar el
tipus de dates que havien de ser considerades per la cerca, la possibilitat de
mostrar el camı´ (“path”) complert dels fitxers llistats per tal de poder-los lo-
calitzar posteriorment en la estructura de directoris existent, o la possibilitat
de seleccionar un “rang” de dates en comptes d’una data concreta.
Totes aquestes funcionalitats han estat proporcionades mitjanc¸ant argu-
ments de l´ınia de comandes. Per a me´s informacio´ podeu adrec¸ar-vos al
manual de la interf´ıcie textual (Annex A1.3).
Tot seguit presento un exemple de com s’utilitza la interf´ıcie de l´ınia de
comandes perque` quedi clara la seva funcionalitat i el seu disseny:
art@tshbtecra:~$ cd Documents/
art@tshbtecra:~/Documents$ nzls
2004
2005
2006
2007
2008
2009
2010
art@tshbtecra:~/Documents$ nzcd 2004
art@tshbtecra:~/Documents$ nzls
4
art@tshbtecra:~/Documents$ nzcd 4
art@tshbtecra:~/Documents$ nzls
7
art@tshbtecra:~/Documents$ nzcd 7
art@tshbtecra:~/Documents$ nzpwd
/home/art/Documents/2004/4/7
art@tshbtecra:~/Documents$ nzls -l
/home/art/Documents/Dictionaries/hyph.txt
/home/art/Documents/Dictionaries/thes.txt
/home/art/Documents/Dictionaries/spell.txt
***** Files Found: 3 *****
art@tshbtecra:~/Documents$
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Malgrat aquest canvi de plantejament, en la versio´ final del programa
que es distribueixi, a me´s de les tres comandes nzls, nzcd i nzpwd tambe´ es
proporcionara` la interf´ıcie textual antiga (els programes nimitz, walze i flux)
que ja estaven finalitzats, i que tambe´ poden resultar pra`ctics per als usuaris.
GUI
E´s necessari que la interf´ıcie gra`fica d’usuari (GUI) permeti realitzar les ma-
teixes accions que la de terminal. Pero` al fer-ho visualment i de manera
interactiva, aquestes accions poden ser dutes a terme d’una manera me´s in-
tu¨ıtiva i “user friendly”. Les dades que es necessitaven obtenir de l’usuari
eren les mateixes que en la interf´ıcie textual, o sigui, un directori arrel i un
interval de dates, i, a me´s a me´s, tambe´ era necessari mostrar els fitxers
desitjats a l’usuari.
El disseny havia de ser simple intu¨ıtiu i ra`pid d’aprendre, de manera que
experimentant una mica qualsevol usuari fos capac¸ de deduir-ne el funcio-
nament. Sens dubte, els elements me´s importants d’aquesta interf´ıcie, i on
l’usuari ha de tenir una interaccio´ me´s important, han de ser la seleccio´ de
l’interval de dates i la visualitzacio´ dels resultats.
Per aixo` vaig decidir disposar d’un espai a la esquerra de la finestra per a
situar els widgets 1 de calendari (Gtk Calendar) per a seleccionar les dates, i
deixar una gran part de la finestra per a mostrar els resultat obtinguts com
si es tracte´s d’un navegador de fitxers corrent. (vegeu la figura 2.9)
Aix´ı, el me´s probable e´s que el primer que detecti l’usuari a l’obrir la
aplicacio´ i veure la interf´ıcie siguin els calendaris (si tenim en compte que el
sentit de lectura occidental e´s d’esquerra a dreta), i amb ells pot experimentar
i canviar les dates, i veure el resultat que aixo` provoca al panell dels fitxers,
i deduir ra`pidament el funcionament de la aplicacio´.
A me´s a me´s, vaig creure que la millor manera (fa`cil, ra`pida i intu¨ıtiva) de
permetre als usuaris operar amb els fitxers era de permetre obrir-los directa-
ment amb la aplicacio´ predeterminada del sistema per a cada fitxer, i tambe´
donar la possibilitat d’obrir la carpeta on es troba el fitxer en el navegador
de fitxers del sistema.
1En la informa`tica gra`fica Widget e´s un terme que s’utilitza per a denominar els ele-
ments d’una GUI que disposen informacio´ modificable per l’usuari. El terme prove´ de la
contraccio´ dels termes anglesos “window” i “gadget”.
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Figura 2.9: Disposicio´ final dels widgets de la interf´ıcie.
En quant al directori arrel de treball del Nimitz, aquest es “selecciona”
quan es crida el programa, i e´s el mateix directori de treball des d’on s’ha
invocat la aplicacio´, igual que passa amb la comanda per terminal. Pero` la
interf´ıcie gra`fica d’usuari, a difere`ncia de la textual, ha de permetre man-
tenir el programa executant-se continuadament durant un per´ıode de temps
relativament llarg, durant el qual l’usuari pot desitjar canviar el directori de
treball del Nimitz.
Per aixo` tambe´ resulta necessari que la GUI proporcioni un mecanisme per
canviar el directori arrel de treball durant la execucio´ del programa. Pero`
com que no e´s una accio´ que s’hagi de realitzar molt sovint, vaig decidir que
no feia falta que aquesta informacio´ estigues present a la finestra principal
de la interf´ıcie, cosa que, a me´s a me´s, hauria pogut provocar certa confusio´
als usuaris, ja que la aplicacio´ “prescindeix” de la jerarquia de directoris, i si
hi hague´s una URI d’un directori visible a la finestra principal de la aplicacio´
(en forma de barra de direccions, per exemple) podria fer creure a l’usuari
que els continguts que esta visualitzant so´n els d’aquella carpeta, i no els de
tot un subarbre filtrat per criteris temporals.
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Per aquests motius, el mecanisme de modificar el directori arrel vaig decidir
que fos un menu´ desplegable de la barra de menu´s (similar a l’usual Fitxer-
>Obrir), que al seleccionar-lo obris la finestra de seleccio´ de directoris tan
habitual en totes les interf´ıcies gra`fiques, i que ens permete´s navegar de la
forma habitual per la estructura de carpetes i seleccionar-ne una.
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Cap´ıtol 3
Implementacio´
3.1 Introduccio´
La implementacio´ de la aplicacio´ ha estat la etapa que ha ocupat me´s temps
del projecte, i durant aquesta etapa, el disseny ha canviat en ocasions molt
notablement respecte al inicial per tal d’adaptar-se als problemes que han
sorgit o a nous requeriments.
En aquest cap´ıtol explicare´ els fets me´s notables que he anat trobant, aix´ı
com alguns detalls d’implementacio´ del programa que ajudaran a comprendre
el seu comportament i la seva rao´ de ser.
3.2 Entorn de desenvolupament i tecnologies
triades
En aquest apartat enumerare´ els components que s’han utilitzat en el desen-
volupament global d’aquest projecte, e´s a dir, en tots i cadascun dels seus
aspectes, des del “debugger” utilitzat, fins al programa triat per representar
els diagrames de Gantt, i justificare´ la eleccio´ de cada eina. Tambe´ enu-
merare´ el codi extern que he “reutilitzat” per crear aquest software, que e´s
relativament poc si tenim en compte que he procurat utilitzar el mı´nim de
biblioteques externes possibles.
Aquesta “contencio´” a l’hora d’utilitzar biblioteques de tercers ha estat,
principalment, per dos motius. En primer lloc, per reduir al mı´nim possi-
ble les depende`ncies del programa (me´s estrictament en la versio´ textual),
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ja que el problema de les depende`ncies e´s molt molest en sistemes desactu-
alitzats on obtenir versions determinades de certes biblioteques pot resultar
una veritable odissea, i volia que el programa tingues almenys una opcio´ de
funcionament per a una majoria raonable de sistemes.
I en segon lloc, i donada la vessant pedago`gica i no comercial del projecte,
vaig creure que seria interessant intentar implementar classes i estructures
pro`pies a nivells me´s ba`sics, per aix´ı a aprendre millor aquests aspectes de la
programacio´, i observar els problemes que pot portar, i, en definitiva, guanyar
experie`ncia a nivell personal.
3.2.1 Plataformes
Una de les primeres coses que vaig decidir respecte el projecte, va ser realitzar-
lo en el llenguatge de programacio´ C++.
Aquesta decisio´ va ser bastant immediata si tenim en compte que C++
e´s el llenguatge de programacio´ que me´s havia utilitzat durant la carrera i
amb el qual em sentia me´s co`mode. A me´s a me´s era perfectament conscient
que encara hi havia moltes coses d’aquest llenguatge que no dominava, i que
el fet de treballar en un projecte com aquest em donaria una experie`ncia
bastant valuosa amb el llenguatge de programacio´ que trie´s per realitzar-ne
la implementacio´, fos quin fos aquest.
I vaig pensar que en aquest cas seria millor intentar guanyar experie`ncia
en un llenguatge amb el qual ja tenia certa pra`ctica .
Tot i que en alguns moments, durant el disseny, vaig dubtar de canviar
a C per facilitats de compatibilitat amb algunes biblioteques (sobretot en
l’apartat Gra`fic). Pero` al final no va ser necessari.
3.2.2 Eines
Aqu´ı enumerare´ aquelles eines que he seleccionat per realitzar cada tasca
de disseny, implementacio´, “testing”, documentacio´, etc. d’aquest projecte.
M’ha semblat que pot ser interessant explicar breument aquestes eines per
formar una imatge apropiada del desenvolupament del projecte.
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1. XUBUNTU
El sistema operatiu on s’han desenvolupat la major part de les acti-
vitats relacionades amb el projecte ha estat la distribucio´ de Linux
XUBUNTU.
Aquesta distribucio´ e´s essencialment la distribucio´ Ubuntu pero` amb
un gestor de finestres diferent, en comptes d’usar el GNOME, aquesta
distribucio´ utilitza l’xfce4.
Es tracta d’un entorn d’escriptori me´s lleuger que el GNOME, amb
una filosofia de preservacio´ de recursos bastant lloable i alhora un as-
pecte gra`fic bonic i una usabilitat molt confortable. Pero` al mateix
temps proporciona les facilitats de configuracio´ i instal·lacio´ que han
fet tan popular a Ubuntu entre els usuaris agno`stics a Linux. Val a dir
que tambe´ he utilitzat maquines antigues amb Debian (3.1) i Slackware
(13) sobretot per a proves de compatibilitat i rendiment.
2. EMACS
L’eina que he utilitzat per editar textos durant la realitzacio´ d’aquest
projecte ha estat EMACS (amb petites excepcions de vi i nano), tant
per “picar” el codi com per debugar-lo (amb la integracio´ del gdb que
proporciona) i tambe´ per redactar la documentacio´.
3. GNU compiler
El compilador triat per a compilar el codi del programa i generar-ne
els executables ha estat, com e´s bastant obvi, el compilador de c++
del projecte GNU, que en la distribucio´ xubuntu es troba en el paquet
build-essentials.
4. GNU make
La tasca d’invocar el compilador amb les para`metres correctes s’ha
realitzat gracies al programa make. Per a projectes complexos que
incorporin un gran nombre de fitxers aquesta eina resulta molt u´til, ja
que no tan sols permet especificar variables de control per a totes les
crides al compilador sino´ que tambe´ permet nome´s compilar les parts
del codi del programa que hagin estat modificades.
El projecte Nimitz consta de nome´s uns quaranta-cinc fitxers de codi
font, pero` tot i aix´ı aquesta eina ha estat inestimable per a la realitzacio´
del programa. A me´s de la compilacio´, la instal·lacio´ i desinstal·lacio´
del programa es realitzen tambe´ amb l’ajuda d’aquesta eina.
39
5. GDB
El “debugger” de GNU ha perme`s corregir la majoria de bugs que he
anat detectant (o generant) al programa de manera precisa i bastant
amigable.
A me´s gra`cies a la integracio´ amb l’EMACS s’ha simplificat me´s la
utilitzacio´ del programa, i, per exemple, la feina de posar els “break-
points” i observar el comportament del programa ha estat molt me´s
senzilla.
6. SVN
Subversion (o SVN) e´s un programa que proporciona control de versions
sobre fitxers. Com que la Facultat d’Informa`tica de Barcelona proveeix
als seus estudiants amb un compte al servidor svn de la facultat he
decidit aprofitar aquest servei i fer servir l’SVN en comptes d’alguna
de les alternatives en control de versions que existeixen (com ara GIT
o CVS per citar uns exemples).
Com a client vaig trobar suficient el client per a terminal esta`ndard
que existeix als repositoris d’Ubuntu. No cal dir que el valor de les
capacitats que proporciona el subversion e´s del tot inestimable per a
qualsevol programador.
7. VALGRIND
El VALGRIND e´s un programa desenvolupat per a ajudar en al tasca
de deteccio´ d’errors d’execucio´ de programes. Particularment jo l’he
utilitzat per a detectar i corregir pe`rdues de memo`ria (“memory leaks”)
del programa, causats per les me´s diverses causes.
8. GLADE
Glade e´s una eina per facilitar el disseny i la creacio´ d’interf´ıcies gra`fiques
d’usuari per a Gtk. Les interf´ıcies d’usuari creades amb Glade so´n guar-
dades en un arxiu xml que representa els “widtgets” i la seva disposicio´
i para`metres. Aquest arxiu xml pot ser llegit llavors dina`micament
des del codi utilitzant l’objecte de Gtk+ GtkBuilder (present des de la
versio´ 2.12 de Gtk+).
Aquest me`tode de crear les GUI’s aporta un gran nombre d’avantat-
ges, com ara permetre modificar les interf´ıcies sense haver de recompilar
la aplicacio´, permetre que diversos programes escrits en llenguatges de
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programacio´ diferents puguin fer servir la mateixa interf´ıcie. Pero` so-
bretot el vaig escollir perque` facilitava enormement la feina de dissenyar
la interf´ıcie i modificar-la (gracies a l’editor visual que proporciona).
A me´s a me´s, l’inconvenient me´s gran que tenia aquest me`tode, se-
gons el meu punt de vista, era el fet de requerir un sistema relativament
actualitzat; com ja he dit la versio´ del Gtk que es necessita per poder
utilitzar el GtkBuilder e´s la 2.12, per a versions me´s antigues existien
alternatives similars, com la opcio´ de “convertir” un arxiu xml generat
per glade a el codi en C que resultaria de crear la mateix interf´ıcie Gtk+
“hard coded”, o utilitzant la biblioteca libglade, que era la manera de
procedir abans que libglade fos integrada dintre la mateixa llibreria
Gtk+ i es convert´ıs en el GtkBuilder que he acabat utilitzant.
Pero`, precisament, un dels motius principals pels quals vaig decidir
implementar una interf´ıcie de l´ınia de comandes va ser per prevenir que
aquestes exige`ncies de depende`ncies no siguessin excloents d’una part
del pu´blic potencial de la aplicacio´, i no haver de treballar amb biblio-
teques obsoletes o prescindir dels avantatges que Glade proporcionava
per tal de mantenir compatibilitat amb sistemes antics.
9. TEX
Tota la memo`ria ha estat escrita en TEX (LaTex de fet) per un motiu
purament d’aprenentatge. Al comenc¸ar el projecte no havia treballat
mai amb aquest sistema d’edicio´ de documents, tot i que n’havia sentit
parlar molt sovint, i que tots els comentaris al respecte eren del tot
favorables. I quan el vaig iniciar el tutor del projecte em va comentar
que aquest era un moment particularment escaient per aprendre aquest
llenguatge, ja que podria contar amb el seu assessorament respecte
aquest tema i poder aprofitar-ne tots els avantatges.
10. GanttProject
El programa d’edicio´ de diagrames de Gantt GanttProject ha estat el
que he utilitzat per a realitzar els diagrames de planificacio´.
11. DIA
L’editor de diagrames DIA ha estat utilitzat per a crear alguns esque-
mes conceptuals introdu¨ıts a la memo`ria.
12. BOUML
Aquesta eina s’ha fet servir per a ajudar en la realitzacio´ dels diagrames
UML de les classes.
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13. GNU plot
Per a realitzar gra`fiques per la memo`ria s’ha utilitzat GNU plot i la
seva habilitat de formatar els gra`fics produ¨ıts en tex.
3.2.3 Biblioteques
Com he dit anteriorment, he procurat reduir a un nivell mı´nim les de-
pende`ncies del meu projecte, si me´s no en el motor i la interf´ıcie textual.
Pero` tot i aix´ı, resulta impossible prescindir completament de crides a sis-
tema o biblioteques per interactuar amb el sistema o l’usuari (estic pensant
sobretot en la GUI, pero` tambe´ e´s evident que reescriure les operacions d’en-
trada sortida hague´s estat completament inviable i estu´pid, perque` tampoc
no hague´s augmentat la amplitud de distribucio´ del programa).
Aix´ı que, a continuacio´ esmento les biblioteques que s’han usat, la majoria
de les quals he procurat que fossin esta`ndards de C++.
1. STDLIB
Biblioteca de propo`sit general esta`ndard de C (en C++ e´s anomenada
cstdlib).
2. IOSTREAM
Biblioteca “ba`sica” d’entrada i sortida de C++.
3. SSTREAM
Biblioteca “String Stream”. Proporciona les operacions d’entrada i
sortida t´ıpiques dels “streams” per als objectes de tipus “string”. E´s
utilitzada nome´s per la lectura i tractament dels fitxers de configuracio´
(en les classes rcParser i environment).
4. FSTREAM
Biblioteca “File Stream” de C++. Proporciona acce´s de lectura/es-
criptura als fitxers del sistema. E´s utilitzada nome´s per la lectura i
tractament dels fitxers de configuracio´ (en les classes rcParser i envi-
ronment).
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5. SYS/STAT
Proporciona l’acce´s a les propietats dels fitxers del sistema. E´s primor-
dial per a poder obtenir-ne les dates associades, entre d’altres coses.
6. FTW
Aquesta e´s la biblioteca que utilitza el mo`dul Walze per tal de reco´rrer
el sistema de fitxers.
Es tracta d’una biblioteca del sistema que forma part de les especifi-
cacions POSIX, i que, per tant, e´s un esta`ndard i hauria de ser present
en tots els sistemes que compleixen amb aquestes especificacions.
7. TIME
La biblioteca esta`ndard de C per a funcions de temps. E´s utilitzada,
entre d’altres coses, pera obtenir la data actual, o per a proporcionar les
estructures necessa`ries per manipular les dates obtingudes pel sistema.
8. GTKMM
La interf´ıcie gra`fica utilitza el GIMP Tool Kit (gtk) . Gtk normal-
ment esta` escrit en C, pero` per sort la gent de GNOME proporciona
“bindings” per a molts altres llenguatges de programacio´, entre ells
el C++. Aixo` ha implicat que utilitzes al llibreria gtkmm per a la
interf´ıcie gra`fica.
3.2.4 Notes sobre les estructures de dades externes
Aquest subapartat tracta primordialment dels problemes trobats durant la
fase de proves en la classe fileSet i de com els vaig intentar solucionar buscant
una implementacio´ me´s eficient de la estructura.
Per aquest motiu resulta essencial haver compre`s com esta` dissenyada ac-
tualment la classe (tal i com s’explica a l’apartat de disseny), pero` tambe´
com origina`riament s’havia ideat, e´s a dir, sense els tres fileTrees que inde-
xen els elements del fileSet segons les tres dates que el sistema proporciona
per a cada fitxer (ultima modificacio´, u´ltim acce´s i u´ltim canvi d’estat).
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Vaig comenc¸ar la implementacio´ pensant d’implementar totes les classes
esmentades en la fase de disseny amb estructures de dades simples, tenint
en ment que si es requeria una millora d’aquestes per temes de rendiment es
podria fer me´s endavant, com a futura millora.
Pero` mentre provava la classe “fileSet” vaig notar que, de la manera com
estava implementada, esdevenia un coll d’ampolla per a tot el programa, i
era completament imprescindible per la usabilitat del motor incrementar la
eficie`ncia de la classe de manera notable. (cal tenir en compte que la classe
fileTree encara no estava creada, ja que la idea de fer la interf´ıcie textual
similar a les operacions “ls” i “cd” encara no s’havia plantejat i, per tant, la
representacio´ de les dates en forma d’arbre no era requerida).
E´s per aixo` que vaig decidir buscar una estructura de dades me´s adequada,
pero` a l’hora senzilla i ra`pidament implementable per als fileSets.
Al final vaig trobar una implementacio´ de bTree que em va semblar esca-
ient.
Cal tenir en compte que buscava una estructura on el temps d’insercio´ fos
notablement me´s redu¨ıt que la que tenia aleshores, i innegablement aquesta
el tenia.
La millora del rendiment del fileSet va ser substancial i molt perceptible
en la utilitzacio´ del programa. Pero` tot i aix´ı, sobretot en les operacions per
reco´rrer la estructura sencera que vag implementar, encara va ser possible
incrementar-ne me´s el rendiment gra`cies a la implementacio´ del fileTree.
Quan la classe fileTree, que havia estat creada des de zero per a representar
les dates com a un arbre (o estructura de directoris), va ser implementada, el
motiu principal era satisfer la idea de poder utilitzar la interf´ıcie textual de
manera similar a com es llisten els contingut d’un directori, i l’usuari es mou
a trave´s de la seva estructura amb les comandes “ls” i “cd”, i habilitar aix´ı
la simulacio´ de directoris (el e´s el que vaig anomenar SIMDIR feature). Pero`
al mateix temps, proporcionava un sistema de recorregut de la estructura
me´s ra`pid que el que tenia el bst, aix´ı que un cop implementada aquesta
estructura es va decidir d’utilitzar-la tambe´ per als me`todes de cerca del
fileSet.
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Aix´ı, la estructura del bst continua implementada i essent usada interna-
ment, pero` nome´s gairebe´ com a una reminisce`ncia, ja que, tot i que e´s cert
que s’aprofita el seu temps d’insercio´, tant els accessos aleatoris com els re-
correguts sequ¨encials de la estructura intenten utilitzar un dels tres fileTrees
de la estructura fileSet (dic intenten, ja que en cas que es demani per a una
data de tipus diferent al dels fileTrees calculats es fa una cerca exhaustiva de
la estructura principal, e´s a dir, utilitzant actualment el bst intern.)
Amb la utilitzacio´ de, primer el bst, i me´s tard el fileTree el fileSet va
guanyar bastanta rapidesa, la suficient com per poder operar amb normalitat
el programa en directoris notablement grans (vegeu figura 3.1 a l’apartat
d’implementacio´).
3.3 Implementacio´ de les classes (me`todes)
A continuacio´ explicare´ els detalls que he trobat me´s interessants de la imple-
mentacio´ de les classes ba`siques del programa. Aquesta seccio´ no prete´n ser-
vir de documentacio´ exhaustiva del codi del programa, sino´ nome´s remarcar-
ne els conceptes o problemes me´s rellevants i com han estat solucionats.
3.3.1 path
Com s’ha dit a l’apartat de disseny, el path representa una localitzacio´ u´nica
d’un fitxer al sistema.
Les operacions me´s rellevants que es proporcionen so´n les segu¨ents:
 Operadors de comparacio´
E´s interessant mencionar en aquest cas que, a banda dels operadors
que podrien semblar tradicionals per a la representacio´ d’un fitxer,
com so´n els de igualtat o desigualtat per indicar si dos insta`ncies d’un
camı´ o path fan refere`ncia al mateix fitxer, la meva implementacio´ te
la peculiaritat de proporcionar operadors de comparacio´ major o igual,
menor o igual, menor i major.
Aquest operadors van ser implementats degut a la necessitat de l’ob-
jecte fileInfo de ser ordenat de manera inequ´ıvoca i garantir el seu bon
funcionament en estructures com el fileSet. Ja que en cas que totes
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les dates associades als fileInfos fossin iguals, o de tipus excloents la
comparacio´ de les dues insta`ncies recau en l’operador de comparacio´
del path.
En aquest cas, i de manera arbitra`ria, es va decidir que un path (a)
seria major que un altre path (b) si no eren iguals i a me´s a me´s (a)
tenia una longitud en cara`cters superior a (b) o en cas de ser igual el
primer cara`cter d’(a) diferent a un de (b) posicio´ per posicio´ tenia un
valor nume`ric superior al de (b).
 Me`tode isLike
Aquest me`tode proporciona una comparacio´ parcial de paths que a
me´s accepta el “wildcard” asterisc i permet definir si un path segueix
determinat patro´.
Va ser implementat exclusivament poder acceptar “expressions regu-
lars” en les restriccions.
 Me`todes get
A part d’obtenir el path sencer es va veure convenient proporcionar
me`todes per accedir a informacio´ exclusiva del nom del fitxer o directori
que representa el path, i del directori on esta contingut.
E´s per aixo` que es van crear els me`todes getFileName, getDirectory-
Name i getDirectoryPath.
Aquests me`todes so´n especialment u´tils per a les interf´ıcies d’usua-
ri del programa a la hora de mostrar informacio´ a l’usuari de forma
redu¨ıda, i, per exemple, nome´s expandir-la en cas que ho sol·liciti.
3.3.2 fileInfo
La classe fileInfo te certs me`todes que val la pena comentar me´s per la seva
peculiaritat que no pas per a les dificultats d’implementacio´ que van suposar.
 Operadors de comparacio´
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Aquest operadors van ser implementats degut a la necessitat de poder
ordenar els fileInfos en estructures com el fileSet, i per tal d’implementar-
los es va establir la convencio´ segu¨ent:
Un fileInfo (A) sera` considerat major que un altre (B) si i nome´s si
(A) no e´s igual a (B) (els seus pahts difereixen) i (A) te´ una date de
modificacio´ me´s gran que B.
En cas que les dates de modificacio´ no exist´ıs en algun dels fileInfos, o
que fossin iguals es passaria a observar les dates d’acce´s per determinar
quin e´s major.
Si es done´s el cas que aquestes dates tambe´ fossin iguals, o la com-
paracio´ no es pogue´s realitzar perque` algun dels fileInfos no contingue´s
una data del tipus adequat, es cridaria a l’operador de desigualtat de
la classe path per determinar-ne el major, i (A) seria major que B si i
nome´s si el path d’(A) fos major que el path de (B).
Aquest operador resulta essencial pel bon funcionament del fileSet,
i per tant per a tot el programa, ja que fileSet confia en poder ordenar
de manera inequ´ıvoca els fileInfos continguts en ell per tal de facilitar
la recuperacio´ ordenada dels fileInfos en el pitjor dels casos.
En el cas que es volgue´s forc¸ar la comparacio´ d’igualtat entre dates
de fileInfos sense tenir en compte el seu path (que e´s el principal discri-
minador de la comparacio´ d’igualtat) e´s possible fer servir un fileInfo
especial que tingui com a path “*”, en aquest cas no es compara el
path.
3.3.3 timeNode
El timeNode e´s la representacio´ d’un node de l’arbre fileTree. Mante´ apun-
tadors al seu pare i als seus nodes germans i tambe´ una llista de nodes fills, a
me´s d’un apuntador a les dades (fileInfo) que nome´s pot ser va`lid en cas que
el node sigui una fulla (e´s a dir, el nivell me´s baix). Proporciona me`todes
per consultar el nivell del node (quants nodes ascendents te´), el nombre de
fills que te´, si te germans i si e´s una fulla. A me´s proporciona me`todes per
inserir un node fill i tambe´ per eliminar tot el subarbre del qual e´s arrel.
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El me`tode me´s important i complex de la classe e´s el d’insercio´, ja que es
tracta d’una insercio´ ordenada a l’arbre.
 Me`tode insertNode
La funcio´ inserir node espera rebre com a para`metre el node a ser
inserit.
Despre´s de comprovar que el node no te´ un valor clau inva`lid se li
assigna el que sera` el seu nou pare (el node actual this) i s’amplia
dina`micament la llista de fills del node present. Despre´s es copien
ordenadament tots els apuntadors a fills segons la seva clau, afegint
quan sigui necessari el nou node i reassignant els apuntadors a germans
d’ell i els seus ve¨ıns.
3.3.4 fileTree
El fileTree e´s la implementacio´ de l’arbre de timeNodes que representa un
arbre de cinc nivells fixos el camı´ des de la arrel fins a un node fulla dels
quals representa una data en forma d’any, mes i dia.
A me´s dels habituals constructor i destructor, la classe proporciona me`todes
per cercar nodes, retornar llistes de nodes continguts entre un interval de dos
dates claus, afegir i eliminar nodes fulla, determinar si la estructura esta
buida, reco´rrer la estructura mitjanc¸ant un iterador i obtenir un llistat dels
valors nodes d’un cert nivell de l’arbre.
A continuacio´ explicare´ breument la funcio´ dels me`todes me´s rellevants de
la classe:
 Me`tode add
La funcio´ add espera rebre com a para`metres un apuntador a fileInfo i
una data, que servira` de clau (o camı´ cap al node fulla).
En cas de no existir el camı´ que representi la data en qu¨estio´ aquest
sera` creat, afegint els nodes intermedis que calgui a l’arbre. Per exem-
ple, si es vol afegir un fileInfo amb data 25 d’octubre de 1917 i l’arbre
nome´s conte´ el node any, pero` no el del mes d’octubre la funcio´ add
creara` un node fill amb valor 11 del node de nivell any amb clau 1917,
i tambe´ un node de nivell dia amb valor 25 fill d’aquest darrer, i llavors
creara` un node fulla que apunti al fileInfo proporcionat.
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En cas que no es pugui afegir el node per el motiu que sigui, la funcio´
retornara` “fals”. En qualsevol altre cas retornara` “veritat” i s’assumira`
que la informacio´ ha estat afegida correctament.
Cal destacar que la classe no ha estat pensada per contenir informacio´
de fitxers en s´ı, sino´ nome´s indexar-la, aix´ı que no es creara` cap copia
del fileInfo que s’afegeixi a la estructura, i per tant e´s important que
aquest fileInfo estigui contingut en alguna altre estructura i que no sigui
eliminat ni perdut.
 Me`tode remove
Busca el fileInfo que es proporciona com a para`metre de la funcio´ i
n’elimina la refere`ncia de l’arbre (per descomptat, no elimina el fileInfo
al que apunta aquesta refere`ncia).
En cas que aixo` provoqui que la branca de la data d’aquest fileInfo
es quedi buida (sense cap fill) s’eliminara` tambe´ els nodes de data que
siguin necessaris per tal de no deixar la incongrue`ncia que es podria
donar si es consulta la llista de valors d’un nivell i aquest conte´ nodes
sense fulles.
 Me`tode retrieveFirstFileInfo
Retorna un apuntador a la primera aparicio´ d’un fileInfo que estigui
localitzat seguint el camı´ delimitat per la clau que es passa com a
para`metre.
En cas que aquesta clau no sigui especificada o s’especifiqui com a
apuntador nul es retornara` el primer apuntador de tot l’arbre (el que
te la data me´s antiga, o nul en cas que l’arbre sigui buit).
A me´s a me´s, tambe´ assigna l’iterador intern de la classe a el valor del
node fulla que conte´ l’apuntador retornat per tal que es pugui comenc¸ar
un recorregut de l’arbre a partir d’aquest valor.
 Me`tode retrieveNextFileInfo
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Gra`cies a la naturalesa dels nodes (amb apuntadors a germans) es pot
proporcionar un me`tode de recorregut sequ¨encial de l’arbre gairebe´ com
si es tracte´s d’una llista.
Aquest me`tode avanc¸a l’apuntador a timeNode intern de la classe
(iterador) al segu¨ent valor. En cas que no existeixi cap valor segu¨ent
(estiguem al ma`xim) la funcio´ retorna un apuntador a nul.
La complicacio´ me´s gran d’aquest me`tode e´s al canviar de “pare”, ja
que la estructura no connecta els “cosins” (fills de dos nodes germans)
i cal “pujar” el nivell de l’arbre fins a trobar un germa` dret al que es
pugui avanc¸ar i tot seguit tornar a “baixar” fins al nivell fulla (l’iterador
nome´s pot reco´rrer nodes fulla).
 Me`tode retrieveFileInfoList(date, fileInfo**)
Aquest me`tode retorna una llista de tots els fileInfos de la estructura
que concorden amb la clau.
 Me`tode retrieveFileInfoList(date, date, fileInfo **)
Aquesta funcio´ e´s similar a la anterior, pero` accepta un rang de temps
compre`s entre les dues dates especificades. Aix´ı la funcio´ retornara` una
llista de tots els fileInfos que tenen na data superior o igual a la data
d’inici, pero` no sobrepassen la data de termini.
Internament crida a una funcio´ recursiva privada que recorre els no-
des descartant ra`pidament les branques que excedeixen el valor de la
data de termini.
A me´s a difere`ncia de la funcio´ anterior, accepta “comodins” en el
valor de les dates claus. En cas de que algun dels valors de la data sigui
zero la funcio´ interpretara` que tot node d’aquell nivell e´s va`lid i afegira`
a la llista tots els apuntadors a fileInfo del subarbre a partir d’aquell
node.
 Me`tode isEmpty
50
Aquesta funcio´ serveix per detectar si un node no te cap fill. Per a fer-
ho accepta una data que indica el camı´ cap al node desitjat, i un enter
que representa el nivell que desitgem observar (per defecte el nivell
inferior, que en el cas dels arbres d’informa`tica, paradoxalment e´s la
fulla).
Aix´ı, per saber si el node “setembre” de 1714 esta` buit es podria
especificar com a data 11 de setembre de 1714 i com a nivell 2 (o
MONTH LVL) i la funcio´ ens diria si el node que representa el mes
esta buit o no (ignorant en aquest cas la informacio´ de la data).
 Me`tode getLevelList
Aquest me`tode e´s important per a la simulacio´ de directoris, ja que
permet obtenir tots els valors de les claus dels fills d’un determinat
node.
Aixo` ve a ser el mateix que llistar els subdirectoris d’una carpeta,
que e´s precisament el que fa la comanda nzls per als directoris simulats.
El valor enter que retorna la accio´ e´s el nombre d’elements que la
llista de valors que es passa per refere`ncia conte´.
3.3.5 bst
La classe plantilla bst no va ser implementada per mi, ja que vaig decidir
buscar una implementacio´ en c++ ja existent.
Pero` degut a que no vaig trobar una implementacio´ que satisfe´s les meves
expectatives i que a me´s de l’acce´s aleatori als nodes de l’arbre, tambe´ pro-
porcione´s un acce´s sequ¨encial i que no requer´ıs una modificacio´ molt gran de
la resta de codi del programa ja implementat, o una insercio´ massa gran de
biblioteques externes. Al final vaig optar per modificar una implementacio´
existent per proporcionar aquesta capacitat que, tot i que resulta ineficient e´s
molt important per tal d’obtenir subconjunts ordenats d’objectes de l’arbre
(e´s a dir intervals ordenats per temps de fileInfos).
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Aix´ı que vaig afegir els segu¨ents me`todes a la classe que no existien (a
me´s d’un operador d’igualtat, un d’assignacio´ i el constructor per co`pia que
tampoc estaven implementats):
 Me`tode searchNext
Me`tode que donat un valor a cercar, un millor candidat, i un node de
l’arbre es crida recursivament fins a trobar un node nul. Tot i tenir en
compte les capacitats dels arbres binaris de cerca, que garanteixen que
els fills drets d’un node sempre seran me´s grans que aquest, i els fills
esquerra sempre seran menors, per a realitzar un recorregut una mica
“intel·ligent” de l’arbre, el fet que aquest no estigui balancejat provoca
que aquest algorisme de cerca sigui costo´s.
 Me`tode next
Aquest e´s el me`tode que crida al me`tode serachNext per a la arrel del
bst. Donat un valor clau busca en l’arbre bst el valor immediatament
segu¨ent i en retorna un apuntador.
 Me`tode previous
Me`tode similar als anteriors pero` que permet cercar el valor immedia-
tament inferior a l’actual.
So´n uns me`todes me´s costosos que l’acce´s aleatori ja que la estructura no
esta dissenyada per a suportar-los i han de procurar ser evitats en cas que
sigui possible, pero` resultaven indispensables per a mantenir la compatibilitat
amb el codi programa i com a u´nic me`tode possible per a seleccionar intervals
de dates (que so´n un requeriment ba`sic del programa).
Malgrat l’esforc¸ d’interpretar la estructura i modificar-la per a adaptar-
se a les necessitats del programa, amb la incorporacio´ dels fileTrees aquests
me`todes han quedat obsolets i ja no s’utilitzen.
3.3.6 fileSet
La implementacio´ del fileSet e´s la que ha variat me´s al llarg del desenvolu-
pament del programa.
Va comenc¸ar sent una classe que contenia una llista simplement enllac¸ada
de fileInfos, i els me`todes per accedir-hi i crear-ne subconjunts (ja amb la idea
de que s’hauria de millorar la estructura de dades interna que utilitzava).
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En un segon estadi es va incorporar la estructura bst a la classe per gesti-
onar els fileSets internament, pero` els me`todes no van canviar. Es va acon-
seguir una notable millora del rendiment del motor, tot i que degut a la
implementacio´ poc eficient del recorregut sequ¨encial de la estructura (vegeu
l’apartat d’implementacio´ del bst) el rendiment encara va poder ser me´s op-
timitzat (tot i que, ja en aquest estadi, no era un problema molt greu per la
usabilitat del programa en la majoria de casos).
En un tercer estat, i a fi de poder implementar la interf´ıcie textual “ls-
like”, es van afegir els tres fileTrees (un per a cada tipus de data del sistema)
i me`todes per a poder accedir a la informacio´ que representen (la simulacio´
d’una estructura de directori basada en dates). Tambe´ es va aprofitar la
millora del recorregut sequ¨encial de la estructura que els fileTrees aportaven,
per modificar algunes funcions com ara print o next.
Aquests so´n els principals me`todes de la classe:
 Me`tode add
Afegeix un fileInfo al fileSet. Retorna un boolea` indicant si la operacio´
ha estat un e`xit o un fraca`s. No accepta elements repetits.
 Me`tode remove
Busca un fileInfo igual al especificat per para`metre i l’elimina del fileSet
en cas que hi sigui.
 Me`tode contains
Retorna un boolea` que determina si un determinat fileInfo existeix a la
estructura o no.
 Me`tode getElementsByPath
Retorna un subconjunt dels fitxers del fileSet que compleixen amb cert
patro´ de path especificat (pot ser un path que especifiqui un directori
del sistema, o un patro´ de nom de fitxer). Accepta el “wildcard” *.
 Me`tode getElementsByDate
Retorna un subconjunt dels fitxers del fileSet que compleixen amb una
restriccio´ de data. Nome´s retorna aquells fileInfos que tenen la data
exactament igual al para`metre indicat.
 Me`tode getElementsByDateInterval
Retorna un subconjunt dels fitxers del fileSet que compleixen amb una
restriccio´ d’interval de dates.
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Si la data inicial de l’interval te´ un tipus “conegut” de data (un dels
tres pels quals fileSet guarda fileTrees indexant els fileInfos) es crida al
me`tode corresponent del fileTree adient.
En cas contrari es crida al me`tode del bst per a crear el subconjunt.
Si la data inicial te´ com a tipus de data el tipus per defecte (undefined)
es busca coincide`ncia amb qualsevol tipus de data dels fileInfos.
Aixo` pot donar lloc a que un mateix fileInfo sigui present en el sub-
conjunt resultant per a dos intervals de dates excloents que tinguin el
mateix tipus de data (undefined), pero` e´s el comportament esperat, ja
que s’analitzen totes les dates contingudes a cada fileInfo per comprovar
si pertany al subconjunt o no.
 Me`tode getElementsByType
Retorna un subconjunt dels fitxers del fileSet que compleixen amb una
restriccio´ de tipus de fitxer.
 Me`tode begin
Assigna l’iterador intern de la estructura al primer element d’aquesta
(ordenat per data d’u´ltima modificacio´) i en retorna un apuntador.
 Me`tode next
Assigna l’iterador intern de la estructura al segu¨ent element d’aquesta
(ordenat per data d’u´ltima modificacio´) i en retorna un apuntador.
Aquest me`tode utilitza el fileTree de data de modificacio´ (ft mtime)
ja que usar un dels fileTrees e´s la manera me´s ra`pida de reco´rrer la
estructura completa, i aquests me`todes tenen aquesta intencio´.
 Me`tode print
Recorre tota la estructura i en pinta els fileInfos per la sortida esta`ndard.
Accepte un para`metre d’estil que permet especificar quina informacio´
dels fileInfos mostrar per a cada entrada i com mostrar-la.
 Me`tode getLevelList
Aquest e´s un me`tode afegit exclusivament per a proporcionar acce´s a
la funcio´ getLevelList dels fileTrees.
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Espera rebre com a para`metre els mateixos valors que el me`tode que
crida (getLevelList) es a dir, una data i un enter que representa el nivell
a obtenir.
Aquesta estructura d’arbre que vaig dissenyar i implementar expl´ıcitament
per aquest fi esta` prove¨ıda d’un sistema d’acce´s sequ¨encial me´s ra`pid que el
bst utilitzat, gra`cies als apuntadors a germans que cada node posseeix, que
fan que el cost sigui el mateix que reco´rrer una llista d’elements. I vaig notar
que utilitzant-la per a la implementacio´ del me`tode “next” de la classe es va
millorar bastant el rendiment de la classe. Sobretot dels me`todes d’obtencio´
d’elements basats en dates (veure figura 3.1).
Figura 3.1:
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Aix´ı que en la versio´ actual del programa sempre que e´s possible s’utilitzen
els fileTrees per a accedir a les fileInfos. Pero` a vegades aixo` no pot ser, perque`
la data que s’ha especificat, o les que delimiten l’interval tenen un tipus de
data diferent als predefinits del sistema (com ja s’ha vist els fileInfos s’han
dissenyat per a proporcionar versatilitat per incloure tipus de dates diversos,
que podrien ser fins i tot definits per l’usuari).
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En aquest cas no es pot utilitzar cap dels tres fileTrees per indexar els
elements i es procedeix a categoritzar els elements amb un algorisme me´s
lent que analitza tots els elements del fileSet, ja que aquesta e´s actualment
l’u´nica manera de garantir el resultat desitjat.
En un futur es podria estudiar la possibilitat de fer que els fileTrees as-
sociats poguessin ser creats dina`micament segons els tipus de dates que
conte´ el fileSet i tenir un arbre per a cada tipus de data (vegeu l’apartat
de futures millores per a me´s informacio´).
3.3.7 rcParser
La classe rcParser proporciona una serie de me`todes senzills per interactuar
amb els fitxers de configuracio´ del Nimitz. (per a llegir i modificar opcions
de configuracio´ del Nimitz de la manera correcta i mantenir el format del
fitxer).
Concretament accedeix al fitxer de configuracio´ amb la ajuda de les fun-
cions proporcionades a les biblioteques esta`ndard de C++ fstream, iostream
i sstream.
Les funcions me´s rellevants de la classe so´n:
 Me`tode rcParse
rcParse rep com a para`metres una cadena de cara`cters que representi
un nom de fitxer, una que representa un nom de seccio´ i un apuntador
a string per a guardar-hi el valor trobat.
Al finalitzar la funcio´ rcParse haura` escrit a l’string passat per re-
fere`ncia la informacio´ de la seccio´ especificada del fitxer, i retornara` un
boolea` amb valor veritable.
En cas que hi hagi hagut algun error retornara` fals i l’string que es
passa per refere`ncia no sera` modificat.
Si tot ha anat be´, l’string contindra` tots els elements de la seccio´ espe-
cificada amb el segu¨ent format:
ı¨temName1:value1;itemName2:value2;[..]ietmNameN:valueN;”
 Me`tode fillPathListWithConfig
La funcio´ fillPathListWithConfig crida a rcParse i rep gairebe´ els ma-
teixos para`metres que aquest me`tode, pero` en comptes de rebre un
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string per refere`ncia espera que se li passi un pathList. Tambe´ espera
rebre un para`metre cadena de cara`cters addicional que representa un
nom de element (itemName).
I en comptes de crear un string formatat tal i com fa rcParser posa tots
els valors de la seccio´ especificada i que tinguin el nom itemName a la
estructura pathList donada.
El valor de retorn indica si el pathList ha estat modificat, o no s’ha
tocat degut a algun problema.
 Me`tode getSingleConfigValue
Aquest me`tode espera rebre un nom de fitxer, un nom de seccio´, un
nom d’element i un string per refere`ncia que sera` on es guardara` el
valor.
Internament crida a rcParse pero` en comptes de formatar l’string per
a emplac¸ar tots els valors de la seccio´ nome´s hi posa el valor del primer
element trobat que concordi en nom de seccio´ i element.
El boolea` retornat indica si s’ha trobat algun element concordant o no
(en aquest cas l’string passat per refere`ncia no haura` estat modificat)
 Me`tode setConfigValue
Aquest me`tode espera rebre quatre cadenes de cara`cters: un nom de
fitxer, un nom de seccio´ , un nom d’element i un valor per l’element.
I un boolea` (“append”) indicant si el valor s’ha d’afegir al fitxer, o si
s’ha de substituir el valor del primer element concordant amb seccio´ i
nom pel nou valor proporcionat.
En cas que el boolea` “append” sigui veritable es creara` un nou element
al fitxer i seccio´ especificat amb el nom i el valor proporcionats.
En cas contrari es buscara` la primera aparicio´ (si existeix) de l’element
i se’n substituira` el valor.
Retorna si hi ha hagut e`xit al realitzar la accio´, o s’ha produ¨ıt algun
problema i no s’ha pogut portar a terme la insercio´.
3.3.8 environment
La classe environment va donar lloc a alguna sorpresa a l’hora d’implementar-
la que crec convenient explicar.
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Aquesta classe, com s’ha dit a l’apartat de disseny, tenia el propo`sit de
facilitar la comunicacio´ entre les comandes textuals nzls, nzcd i npwd, per
permetre, per exemple, que el programa nzls sabe´s a quin directori virtual
(simulat) estava actualment situat l’usuari, o per saber a quins directoris ens
podem moure des de l’actual i evitar ca`lculs redundants com ara quan es
crida la mateixa comanda ls dos vegades consecutives.
Com que el que es pretenia era emular les comandes ls, cd i pwd es van
prendre com a exemple, i la idea era guardar aquest valor i els deme´s que
es poguessin necessitar en variables d’entorn (environment) emulant la vari-
able PWD1 que s’actualitza cada vegada que es canvia de directori amb la
comanda cd.
La obtencio´ d’aquests valors me´s endavant era senzilla utilitzant la funcio´
“getenv” que proporciona la biblioteca esta`ndard de C++.
Pero` un cop implementada d’aquesta manera la classe em vaig adonar que
no funcionava. Llavors vaig descobrir que era degut al disseny mateix de les
variables d’entorn als sistemes UNIX (i de fet a molts d’altres sistemes).
Una variable d’entorn pot ser creada, accedida i modificada per un proce´s,
i les variables d’aquest proce´s so´n visibles per als processos fills que crei.
Pero` la modificacio´ a una variable d’entorn que pugui fer un fill nome´s e´s
visible per a aquell proce´s (i per als processos fills que aquest pugui generar,
evidentment), i al acabar la vida d’aquest programa la variable d’entorn,
segons la o`ptica del proce´s pare, no ha estat modificada.
Aixo` provocava que la variable, al acabar el proce´s nzcd i retornar al proce´s
del terminal s’hague´s mantingut inalterada, a l’estat que tenia anteriorment
a la execucio´ del canvi de directori, i per tant aquest me`tode resulta inu´til.
En el cas de la comanda cd e´s diferent, ja que cd (aix´ı com tambe´ la pwd)
e´s una comanda constru¨ıda dintre del bash (o sh o el terminal que s’utilitzi),
i per tant pertany al mateix proce´s.
Per a solucionar aquest inconvenient es va buscar un me`tode alternatiu
per a comunicar els processos en el nostre cas.
1PWD significa Print Working Directory (imprimeix el directori de treball)
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Apunts de comunicacio´ entre processos
Hi ha moltes maneres de comunicar dades entre processos pensades per a
moltes varietats de situacions diferents.
En el nostre cas, al tractar-se d’una comunicacio´ entre dos execucions
de programes en una mateixa ma`quina i clarament delimitades en el temps
podem utilitzar els me`todes me´s senzills de comunicacio´ de processos sense
risc de provocar anomalies en el funcionament del programa, (com ara race
conditions) o sense la necessitat d’utilitzar sistemes complexos pensats per a
comunicacio´ entre fils d’execucio´ o en ordinadors diferents.
Es van valorar principalment dues alternatives per passar aquestes dades
necessa`ries entre les execucions del programa, que van ser les named Pipes i
la comunicacio´ mitjanc¸ant un fitxer de disc.
Degut a la validesa i a la simplicitat de la opcio´ del fitxer, i al fet que
cap de les caracter´ıstiques de les named Pipes en aquest context no fossin
especialment u´tils va fer que al final s’acabe´s optant per a utilitzar un fitxer
per a guardar la informacio´ a comunicar.
Aix´ı que malgrat el nom de la classe, environment no te actualment res a
veure amb les variables d’entorn.
3.4 Implementacio´ del motor de la aplicacio´
La implementacio´ del que he anomenat “motor de la aplicacio´” que en l’a-
partat de disseny correspon als “mo`duls” Walze, Flux i Nimitz ha estat una
part important del projecte, i finalment he aconseguit realitzar una motor re-
lativament so`lid i que realitza el seu propo`sit, tot i que e´s possible millorar-lo
en diversos aspectes.
3.4.1 Walze
Com he dit abans, Walze e´s una classe que proporciona me`todes per “apla-
nar” un arbre de directoris. E´s a dir reco´rrer la estructura de directoris del
sistema i obtenir informacio´ de tots els fitxers continguts en un sub-arbre
sencer d’aquesta a partir d’un determinat punt.
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A me´s, tambe´ proporciona me`todes per especificar certes restriccions a
aquesta cerca i excloure del conjunt de fileInfo’s resultant determinats fitxers.
Per tal de realitzar aquestes operacions, el “mo`dul” ha de ser capac¸ d’em-
magatzemar el “path” arrel des d’on realitzar “l’aplanament”, pero` a me´s a
me´s, conte´ informacio´ addicional, com ara la informacio´ de les restriccions
llegides del fitxer de configuracio´ especificat o el fileSet que emmagatzema
temporalment el resultat de la seva execucio´.
En la figura 3.2 es poden observar tots els me`todes de la classe.
A continuacio´ explicare´ breument la funcio´ dels me´s destacats:
 Me`tode nftw funct
Aquesta funcio´ privada e´s una de les me´s importants del Walze. Tal i
com he explicat anteriorment s’utilitza la funcio´ nftw (file tree walk) per
a reco´rrer els directoris i emplenar la estructura fileSet. Aquesta Fun-
cio´ que proporciona la biblioteca ftw.h espera rebre com a para`metre
un apuntador a una funcio´ pro`pia que alhora accepti uns determinats
para`metres i que sera` cridada per a cada fitxer/directori trobat per la
ftw. nftw funct e´s aquesta funcio´ que es passa com a para`metre. Cada
vegada que es troba un fitxer es crida, i aquesta comprova si es tracta
d’un Fitxer o una carpeta, i en cas que sigui un fitxer mira si es tracta
d’un fitxer que compleixi les restriccions imposades i l’afegeix o no al
fileSet del Walze depenent del resultat d’aquesta avaluacio´.
Els para`metres que rep venen determinats per la nftw (que e´s gairebe´
igual que la ftw nome´s amb la difere`ncia que permet me´s control sobre
les cerques.). Aquests para`metres so´n:
1. fpath
El nom del fitxer localitzat en forma de sequ¨e`ncia de cara`cters.
2. sb
Un apuntador a la estructura stat que e´s el resultat de fer una
crida a la funcio´ de sistema stat() per al nom de fitxer actual.
(la estructura conte la informacio´ del fitxer, com ara les dates de
modificacio´ o acce´s o la mida en bytes.)
3. typeflag
Aquest enter e´s un flag que pot tenir un dels segu¨ents valors:
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Figura 3.2: La classe Walze i els seus me`todes i les seves relacions amb altres
classes.
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FTW F, FTW D, FTW DNR, FTW NS. Que ens indiquen si
fpath e´s un fitxer ordinari, un directori, un directori que no hem
pogut llegir (probablement degut a un problema de permisos) o
un fitxer del que no tenim informacio´ perque` la crida a stat() ha
fallat respectivament.
4. ftwbuf
Un para`metre de tipus FTW que conte informacio´ sobre el recor-
regut i el “nivell” actual d’aquest.
La nftw recorre tots els fitxers que troba fins que no en queden me´s o
fins que la funcio´ cridada (en aquest cas la funcio´ actual, nftw funct)
retorna un valor diferent de zero. En aquest cas la cerca s’atura imme-
diatament.
Per tal d’implementar les restriccions de directori cal aturar aquesta
cerca, pero` nome´s per a la present “branca” i continuar la cerca en el
directori pare.
A partir de la versio´ 2.3.3 de la biblioteca glibc es proporciona un sis-
tema per a poder realitzar aquestes accions, s’ha habilitat un “flag”
anomenat FTW ACTIONRETVAL que modifica el comportament de
la funcio´ nftw perque` sigui capac¸ de retornar mu´ltiples valors en comp-
tes de nome´s zero o no zero.
Els valors de retorn que la funcio´ del Nimitz utilitza so´n:
1. FTW CONTINUE
Dona instruccions per a continuar normalment amb el recorregut
de l’arbre.
2. FTW SKIP SIBLINGS
Si la funcio´ ftw funct retorna aquest valor no s’analitzaran els
“germans” (nodes fill del mateix pare) que encara no hagin estat
visitats per la funcio´ i el recorregut continuara` en el pare. Aquest
para`metre e´s interessant per quan es detecta que estem visitant
un directori restringit, aturar la cerca d’aquest directori i els seus
possibles subdirectoris, pero` no aturar tota la cerca.
Pero` en cas que la versio´ de ftw no sigui prou actual per a permetre
aquest comportament, no hi ha cap manera viable de deturar la cerca
de nome´s una branca, i l’u´nic que es pot fer e´s no incloure els fitxers
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que compleixin una restriccio´ de directori al conjunt de fitxers que es
mostrara` (pero` seran analitzats igualment per la nftw).
Aix´ı que en el cas de compilar el Nimitz en un ordinador que no disposi
de la glibc 2.3.3 o superior, la aplicacio´ de les restriccions de directoris
no comportara` cap millora de rendiment substancial.
Com es pot llegir al manual del fitxer de configuracio´ nimitzrc, hi ha un
altre tipus de restriccions que s’apliquen durant la execucio´ d’aquesta
funcio´. Es tracta de les restriccions de fitxer. En aquest cas, pero`, no
e´s possible fer cap mena de “poda” ja que la existe`ncia d’un fitxer res-
tringit no implica parar d’observar els directoris. Aquesta restriccio´ de
fitxers s’aplica despre`s d’haver comprovat les restriccions de directori.
 Me`tode initWalze
Inicialitza tots els para`metres del Walze i el prepara perque` pugui ser
executat. El path per defecte al qual s’inicialitza el Walze e´s el directori
de treball actual (“./”) i les restriccions so´n llegides del fitxer de confi-
guracio´ per defecte situat a la carpeta de configuracio´ del “HOME” de
l’usuari.
 Me`tode executeWalze
E´s el me`tode que criada a la execucio´ del Walze. En concret crida a la
funcio´ privada getFilesFromPath() que amb les para`metres configurats
en el moment de la execucio´ crida a la nftw i omple el fileSet amb les
dades corresponents i en retorna un apuntador.
 Me`tode updateWalze
L’objectiu del me`tode “update” e´s el d’actualitzar el fileSet actual per
permetre garantir la cohere`ncia entre el model guardat en el Walze
i el sistema de fitxers. Si s’executa perio`dicament aquest me`tode es
pot minimitzar el perill de trobar inconsiste`ncies entre la aplicacio´ i el
sistema real en cas que es produeixi algun canvi en el sistema f´ısic que
representa el fileSet del Wlaze.
3.4.2 Flux
El Flux proporciona me`todes per a organitzar temporalment els fileSets i
obtenir subconjunts d’aquests en base a dates concretes o intervals temporals.
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En esse`ncia, el que fa el Flux e´s proporcionar acce´s a les operacions que
implementen els fileSets per ordenar temporalment, o sigui que podr´ıem dir
que e´s una mena d’interf´ıcie.
La classe guarda les dues ultimes dates que s’han fet servir per a delimitar
un interval temporal (o l’interval que va des de les 00:00 hores del dia actual
fins a les 23:59 en cas que no s’hagin canviat des de la seva inicialitzacio´) aix´ı
com un fileSet que es fa servir per a guardar el resultat a proporcionar.
En la figura 3.3 es poden observar tots els me`todes de la classe.
Els me`todes pu´blics me´s importants d’aquesta classe so´n:
 Me`tode getFileSet
Retorna l’apuntador al fileSet que s’esta` utilitzant per a guardar les
dades.
 Me`tode getDateInterval
Retorna l’interval de temps actual en forma de dues dates passades per
refere`ncia a la funcio´.
 Me`tode setFileSet
Permet especificar amb quin conjunt de fitxers treballara` el Flux. Nor-
malment, en una execucio´ ordina`ria del Nimitz, aquest conjunt sera` el
que retorni el Walze despre´s d’analitzar el directori de treball desitjat.
El fileSet que es determini aqu´ı no ha de ser modificat per res per
al Flux, ja que el que retorna la “execucio´” del Flux e´s una co`pia d’un
subconjunt.
 Me`tode setDateInterval
Especifica l’interval de dates que sera` utilitzat per a crear el subconjunt
del fileSet.
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Figura 3.3: La classe Flux.
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 Me`tode initFlux
Inicialitza els para`metres del Flux assignant un nou fileSet buit i el dia
actual com a interval de dates (des de els 00:00 hores fins a les 23:59).
 Me`tode executeFlux
Crida a flux :: getElementsByDateInterval(date, date ) amb l’interval
de dates assignat, que al seu temps invoca el me`tode getElementsBy-
DateInterval del fileSet especificat i en retorna el subconjunt de fitxers
que estan continguts en l’espai temporal que va entre les dues dates
assignades.
 Me`tode updateFlux
Actualment aquest me`tode no realitza cap accio´. Pero` tot i aix´ı forma
part de la interf´ıcie d’utilitzacio´ que es va idear per als mo`duls.
L’objectiu del me`tode “update” e´s el d’actualitzar el fileSet present
per si s’hague´s produ¨ıt algun canvi en el sistema f´ısic que representa
(com per exemple si s’hague´s eliminat algun fitxer durant la execucio´
del programa. Aixo` te me´s sentit en el mo`dul Walze, i sobretot quan el
programa es mante´ obert durant molt de temps, com no e´s el cas de la
interf´ıcie textual, pero` si podria arribar a ser-ho de la interf´ıcie gra`fica.
3.4.3 Nimitz
Un cop implementat el Walze i el Flux, la implementacio´ del Nimitz resulta
trivial, ja que nome´s cal que cridi els me`todes de les classes del motor, i pro-
porcioni me`todes per inicialitzar-se i per a obtenir i determinar els para`metres
que les dues classes necessiten.
En la figura 3.4 es poden observar tots els me`todes del Nimitz.
Els me`todes me´s importants a mencionar so´n:
 Me`tode init
Aquest me`tode inicialitza els membres de la classe Nimitz i crida als
me`todes d’inicialitzacio´ del Wlaze i del Flux.
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Figura 3.4: El Nimitz.
67
Posteriorment executa un primer cop el Walze i canvia el fileSet del
Flux per al resultat obtingut d’aquesta primera execucio´.
 Me`tode execute
Aquest me`tode executa el Walze i el Flux, pero` abans de fer-ho compro-
va si els para`metres del Nimitz han estat modificats des de la darrera
execucio´ (o inicialitzacio´).
En cas que el directori de treball del Walze sigui el mateix que el
que esta especificat al Nimitz no s’executa el Mo`dul Walze, ja que
s’assumeix que els continguts del directori no ha canviat des de la ultima
execucio´. Si el directori de treball hague´s canviat, es forc¸a una execucio´
tant del Walze com del Flux.
Si a me´s a me´s de no haver canviat el directori de treball, l’interval
de dates tampoc no ha canviat tampoc es crida al Flux i es retorna
directament el fileSet guardat.
 Me`tode update
El me`tode update forc¸a una execucio´ del Walze i posteriorment del
Flux sense comprovar la consiste`ncia dels valors del Nimitz i els dels
altres mo`duls.
3.5 Implementacio´ Interf´ıcie Textual
La interf´ıcie per a terminal del Nimitz intenta actuar de forma similar a les
comandes cd, ls i pwd tal i com s’ha explicat en el cap´ıtol d’especificacio´.
Pero` per aixo` e´s indispensable la comunicacio´ entre les execucions dels
tres programes. A difere`ncia de les comandes cd i pwd els executables del
meu projecte no estan constru¨ıts directament sobre l’interpret de comandes
(bash, sh, etc.) i per tant no poden fer servir els mateixos mecanismes
que aquestes comandes per comunicar-se, que aparentment e´s a trave´s de
variables d’entorn (vegeu les notes de la seccio´ environment me´s amunt ).
A me´s a me´s, al tractar-se de mostrar informacio´ “simulada” que no
existeix realment al sistema hi han me´s dades a comunicar per tal de no
haver de recalcular cont´ınuament la informacio´.
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En esse`ncia el que es comunica e´s el directori de treball, el directori si-
mulat de treball i les opcions de canvi de directori calculades (per evitar
recalcular-les a cada execucio´).
La classe environment e´s la encarregada de proporcionar aquestes dades.
A banda d’aquests detalls d’implementacio´ un altre aspecte interessant
ha estat la utilitzacio´ de la funcio´ getopt long proporcionada en el fitxer de
capc¸alera getopt.h per a adquirir i tractar els para`metres o opcions de l´ınia
de comandes de forma “estandarditzada”.
Resulta interessant perque` va ser despre´s d’observar el codi font de la
comanda ls que vaig veure com es tractava la entrada d’opcions i vaig poder
obtenir la documentacio´ per a implementar-la de la mateixa manera.
I el resultat e´s que la gestio´ d’errors d’opcions d’entrada es realitza seguint
els esta`ndards POSIX i es donen missatges d’interaccio´ amb l’usuari com ara
al posar un para`metre inexistent, o al no proporcionar un argument requerit
per a una funcio´.
A banda d’aixo` la interf´ıcie simplement crida els me`todes de la classe
environment per obtenir informacio´ de l’estat del sistema, i si s’escau, amb
aquesta informacio´ invoca els me`todes necessaris del mo`dul Nimitz.
3.6 Implementacio´ Interf´ıcie Gtk
La implementacio´ i el disseny de la interf´ıcie Gtk va ser realitzada amb la
ajuda de l’editor d’interf´ıcies Glade.
Aixo` va simplificar molt el codi de la interf´ıcie, ja que la construccio´
dels nombrosos widgets que la conformen no estan escrits en els fitxers font
directament sino´ que so´n creats en temps d’execucio´ a partir del fitxer xml
d’interf´ıcie.
Aix´ı la interf´ıcie e´s, en gran mesura, independent del programa en si, i
mentre es mantinguin certes convencions de noms e´s possible modificar-la
sense haver de recompilar la aplicacio´.
Aix´ı que una part important del codi font de la interf´ıcie Gtk consisteix
en obtenir els widgets del fitxer xml, connectar els seus senyals a les funcions
actuadores, i implementar aquestes funcions que no crec necessari comentar.
Pero`, en canvi, hi ha altres aspectes que s´ı que m’agradaria comentar de
la interf´ıcie gra`fica.
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Per comenc¸ar, la interaccio´ entre el mo`dul Nimitz i el widget de Gtk que
mostra icones, l’anomenat GTK::IconView.
3.6.1 Vinculacio´ amb el TreeModel
Els widgets de les vistes associades a icones (Gtk::IconView), o la vista d’ar-
bre (Gtk::TreeView) de Gtk estan vinculats a un Gtk::TreeModel que conte´
les dades a mostrar pel widget.
El TreeModel e´s una classe derivada de Glib::Interface i que defineix una
interf´ıcie gene`rica per a representar un model de dades. Aix´ı que qualsevol
model que implementi aquesta interf´ıcie pot ser utilitzat per a emplenar els
widgets.
Pero` no e´s estrictament necessari modificar el meu propi fileSet perque`
la implementi, ja que Gtk ja proveeix de classes que ho fan i que estan
precisament pensades per aixo`, i en la majoria dels casos (en el meu inclo`s)
so´n suficients.
Aix´ı que el que es fa en realitat e´s “bolcar” les dades del fileSet obtingut
despre´s de la execucio´ del Nimitz a una d’aquestes classes que ens proporciona
el Gtk (concretament la Gtk::ListStore) per tal de poder-la mostrar en el
widget.
Tot i que en aquest proce´s es perd cert temps fent el bolcat, que ha
de reco´rrer tota la estructura fileSet, d’aquesta manera es mante´ la inde-
pende`ncia del motor de la aplicacio´ de la biblioteca Gtk i Glib, i aquest fet
e´s primordial.
3.6.2 Calendaris
Tambe´ comentare´ alguns aspectes dels widgets de calendari.
Els dos widgets de calendari que es fan servir per determinar l’interval de
dates del Nimitz so´n widgets esta`ndards de Gtk Gtk::calendar.
Les funcionalitats d’aquests widgets so´n simples i concises, i tot i que
permeten marcar me´s d’una data en el calendari, utilitzar nome´s un sol
widget hague´s limitat l’abast de l’interval per seleccionar, i fet confusa la
seva modificacio´. Per aixo` es va creure convenient disposar dos dels widgets
per a determinar les dues dates de l’interval.
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Pero`, tenir dos calendaris va crear la necessitat de controlar algunes situ-
acions que es podien esdevenir i resultar en errors (s’havia de restringir, per
exemple, que la data d’inici de l’interval no exced´ıs la data de termini).
Aquestes funcions de control van ser implementades tambe´ en el codi de
la interf´ıcie gra`fica i cridades pels controladors de senyals corresponents (les
funcions actuadores que controlen els senyals del calendari).
3.6.3 Compliment de les convencions de Freedesktop.org
Un dels objectius era integrar visualment el programa amb l’escriptori (la
interf´ıcie gra`fica se sobreente´n), i per fer que el programa sigui realment
pra`ctic per als usuaris, cal fer que puguin interactuar amb els fitxers que
han localitzat temporalment en el seu sistema, e´s a dir, que puguin obrir-los
amb el seu programa preferit o obrir el navegador de fitxers per defecte de
l’entorn d’escriptori per tal que puguin veure la seva localitzacio´ f´ısica real,
o realitzar qualsevol altre accio´ amb el fitxer localitzat (eliminar-lo, moure’l,
etc.).
Per poder assolir aquest objectiu de la millor manera possible, es va de-
cidir utilitzar les eines que proposa Freedesktop.org i que asseguren que el
programa sigui compatible amb tots els entorns d’escriptori que compleixin
aquests “esta`ndards”2.
Icones
L’aspecte gra`fic de les finestres i els widgets de la aplicacio´ ja compleix aques-
tes especificacions d’integracio´ ja que Gtk s’encarrega d’aixo`, pero` en el cas
de les icones mostrades en l’IconView per a representar els fitxers la solucio´
al problema no e´s immediata.
Per tal de mostrar les icones de cada fitxer de manera coherent amb l’es-
criptori, tenint en compte el tema d’escriptori actual triat per a l’usuari i les
possibles aplicacions instal·lades s’ha confiat en les eines que Gtk proporciona
a tal efecte. En aquest cas la funcio´ lookup icon de la classe Gtk::IconTheme,
que val a dir que esta molt mal documentada en el cas dels “bindings” per a
c++.
2Freedesktop.org no proporciona realment esta`ndards en el sentit estricte de la paraula,
sino´ me´s aviat convencions.
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En teoria aix´ı es garanteix que per a cada fitxer es mostri la icona de
l’aspecte visual per defecte del sistema (el que l’usuari hagi triat) complint
amb els esta`ndards de Freedesktop.org.
En cas que aquesta crida falle´s o hi hague´s algun error es mostrara` una
icona predeterminada que es proporciona amb el programa i que s’instal·lara`
tambe´ seguint els esta`ndards de Freedesktop.org (per a me´s informacio´ vegeu
seccio´ d’instal·lacio´)
Crida a programes externs
Per tal de proporcionar la funcionalitat d’obrir els fitxers des de la interf´ıcie
gra`fica directament o de visualitzar-los amb el navegador de fitxers indepen-
dentment de quin fos aquest, o de quin fos el programa que cada usuari te´
instal·lat per a reproduir fitxers de mu´sica, o llegir documents de text, es
va confiar en les eines xdg (Xdg-utils ) de Portland (una col·laboracio´ entre
OSDL i Freedesktop.org).
Aquestes utilitats so´n una serie de comandes encarades a proporcionar
ajuda a les aplicacions que es vulguin integrar en un sistema d’escriptori en
diversos a`mbits, sobretot en la instal·lacio´ de la aplicacio´, pero` tambe´ durant
la execucio´ (per exemple accedir a la base de dades MIME del sistema, crear
entrades als menu´s d’escriptori o icones del programa instal·lat a l’escriptori).
En aquest cas s’ha aprofitat la eina “xdg-open” que s’encarrega d’obrir el
fitxer o URL que se li especifica com a para`metre amb la aplicacio´ preferida de
l’usuari (la que te´ seleccionada com a aplicacio´ per defecte en el seu sistema).
Aquestes eines han facilitat molt la tasca d’integracio´ amb l’escriptori i es
garanteix que seran presents en tots els sistemes que compleixin les especifi-
cacions de Freedesktop.org.
A la figura 3.5 es pot contemplar l’aspecte final de la interf´ıcie Gtk del
Nimitz.
3.7 Proves realitzades
Per tal de provar les classes, vaig preparar-me un entorn de proves que consis-
tia en un codi de programa principal anomenat dummy test, que inicialitzava
totes les classes i en cridava els me`todes i comparava el resultat de les crides
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Figura 3.5: Captura de pantalla de la aplicacio´ on es pot observar el disseny
final.
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amb els valors esperats. Despre´s llistava per la sortida esta`ndard si havien
fallat o no.
Per a realitzar petites proves de rendiment s’ha utilitzat la comanda time i
ps, que tot i que no permeten fer observacions 100% precises so´n suficientment
orientatives.
Aquest senzill me`tode combinat amb el debugger GDB i amb el programa
VALGRIND van ser l’entorn de proves utilitzat.
La majoria de proves es van realitzar en el mateix entorn de desenvolupa-
ment on es va crear la majoria del codi, pero` tambe´ es van realitzar proves
de compilacio´ i execucio´ en altres sistemes:
1. Ordinador porta`til Toshiba Tecra A5 (2006)
Amb processador Intel(R) Pentium(R) M processor 1.73GHz, 1001,4
Mb de memo`ria ram i el sistema operatiu Xubuntu 9.10 (karmic koala)
amb el Kernel de Linux 2.6.31-16.
2. Ordinador porta`til HP (2010)
Amb processador Intel(R) Core(R) i3 M330 2.13GHz, 4096 Mb de
memo`ria ram i el sistema operatiu Xubuntu 10.04 (lucid lynx) amb
el Kernel de Linux 2.6.32-22.
3. Ordinador de sobretaula HP pavillion (1999)
Amb processador Pentium(R) III celeron 677MHz, 256 Mb de memo`ria
ram i un sistema operatiu Debian 3.1 (sarge) amb kernel de Linux
2.4.27-2-686.
4. Ordinador de sobretaula clo`nic (1995)
Amb processador Pentium (R) 166MHz, 32Mb de ram i un sistema
operatiu Slackware 13.
5. Ordinador de sobretaula
Amb processador Pentium4(R) 2.66GHz, 2048 Mb de memo`ria ram i
un sistema operatiu Ubuntu 10.04 (lucid lynx) amb kernel de Linux
2.6.32-22.
6. Ordinador de sobretaula de les aules informa`tiques de la Facultat(HP)
Am processador Intel (R) Core (TM) 2 Duo 3.00GHz, 1.96 Gb de
memo`ria ram i un sistema operatiu OpenSuse 11.1 (i586) amb kernel
de Linux 2.6.27.42-0.1-pae i686.
En tots els casos va ser possible compilar i fer co´rrer la aplicacio´ de
terminal, pero` no la interf´ıcie gra`fica, que degut a requeriments de Hardware
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no va poder ser instal·lada en el Pentium (R) (ja que no s’hi podia instal·lar
cap gestor de finestres que suporte´s aplicacions de GNOME) ni al celeron,
que no tenia un sistema prou actualitzat com per baixar dels repositoris les
versions que es requerien de les biblioteques de desenvolupament necessa`ries
per a compilar-la.
3.8 Instal·lacio´ de la aplicacio´
Per tal de poder distribuir la aplicacio´, s’ha proporcionat un fitxer de makefile
capac¸ d’instal·lar el programa, la seva documentacio´ (pa`gines de manual) i
els seus recursos gra`fics (icones) aix´ı com crear els directoris de configuracio´
i emplac¸ar-hi els fitxers de configuracio´ que el programa necessita.
Fer servir la comanda “make” per realitzar aquestes operacions e´s un
me`tode molt utilitzat per a distribuir aplicacions en sistemes UNIX, i hauria
de ser familiar per als usuaris que desitgin instal·lar la aplicacio´, a me´s a
me´s, el proce´s d’instal·lacio´ esta` documentat i explicat en un arxiu de text
que s’incloura` amb el programa.
La instal·lacio´ tambe´ s’ha fet seguint els “guidelines” que proposa Free-
desktop.org. Aix´ı per exemple els fitxers d’icones so´n instal·lats al sistema
utilitzant la comanda xdg-icon-resource (que forma part de la suite d’aplica-
cions Xdg-utils ) i que emplac¸a els fitxers d’icones al seu lloc corresponent
segons el tema, la resolucio´ o el prove¨ıdor.
A me´s, es dona la possibilitat a l’usuari de nome´s compilar i/o instal·lar
els executables de la interf´ıcie de terminal.
Naturalment, tambe´ s’ha proporcionat un me`tode de desinstal·lacio´ que
elimina tots els fitxers del programa Nimitz emplac¸ats al sistema si aix´ı ho
sol·licita l’usuari.
Per a me´s informacio´ podeu consultar els manuals de l’usuari que he ad-
juntat com a annex.
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Cap´ıtol 4
Millores i possibles ampliacions
(Further development)
4.1 Introduccio´
Naturalment, com a tota empresa, sempre existeix la possibilitat d’ampliacio´
i millora futura si algu´ esta disposat a portar-la a terme. He procurat crear
el programa de manera que aquestes millores o ampliacions siguin possibles
i relativament senzilles, dissenyant de la manera me´s lo`gica i coherent que
he pogut el programa i amb nombrosos comentaris explicatius i descriptius
en angle`s tant en el codi com en cada revisio´ pujada del svn que ajudaran a
entendre el funcionament i la evolucio´ del codi, que tambe´ he intentat escriure
de manera clara i neta.
Per tal de deixar consta`ncia d’algunes de les possibles millores que se’m
han anat acudint a l’hora que realitzava el projecte o alguns elements que
no he sigut a temps de refinar suficientment, a continuacio´ n’esmento uns
exemples:
4.2 Millora del motor de la aplicacio´
El motor de la aplicacio´ e´s un apartat on hi ha moltes possibilitats de millora,
no tant en quant a funcionalitat sino´ sobretot en quant a eficie`ncia.
El projecte buscava proporcionar certes funcionalitats que s’han aconse-
guit, pero` no plantejava en cap moment realitzar-les de la manera me´s eficient
possible, i malgrat que en ordinadors antics certes operacions poden consu-
mir me´s temps del desitjat, un cop assolit un determinat nivell d’usabilitat
del programa es van considerar satisfets els objectius.
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A fi de facilitar la feina de futures millores tot seguit apuntare´ els as-
pectes del motor que crec que podrien donar un resultat me´s immediat en
incrementar el rendiment (sobretot en quant a temps, me´s que no pas en
quantitat de memo`ria consumida).
4.2.1 Implantacio´ d’un sistema de “cache”
Com s’ha descrit anteriorment la filosofia del programa e´s la d’obtenir les
dades quan l’usuari les necessita i no mantenir-lo executant-se i/o utilitzar
algun servei extern que cont´ınuament observi i registri els canvis realitzats
en el sistema.
Aixo` fa que el volum de ca`lculs i d’acce´s al disc per a cada execucio´ del
programa resulti considerable i el temps de ca`lcul creixi de forma gairebe´
exponencial junt amb el nombre de fitxers continguts en els directoris que
s’esta` analitzant.
Per tal de reduir aquest volum de ca`lculs seria factible implementar un
sistema de cache que aprofiti la localitat temporal i espacial de les dades amb
que estem treballant.
Per exemple, una primera aproximacio´ a aquest sistema seria afegir la
capacitat de que el motor registri (a disc segurament) el fileSet obtingut de la
execucio´ del walze en el directori per tal que, si en el futur es torna a demanar
executar sobre el mateix directori no sigui necessari tornar a processar-ne els
fitxers.
O que fins i tot es registri tambe´ el fileSet generat pel filtratge temporal
(flux) ja que aixo` ajudaria, per exemple, a no haver de calcular per cada
crida de la interf´ıcie temporal el filtre a un conjunt tant gran de fitxers, en
una primera crida se seleccionaria un fileSet amb un any i es guardaria, de
manera que el filtratge per mesos s’efectuaria nome´s sobre el conjunt redu¨ıt
de l’any preseleccionat i no de tots els fitxers del directori “aplanat”.
Naturalment, implementar un sistema aix´ı no nome´s comportaria haver
d’implementar un me`tode d’emmagatzemar els fileSets entre crides del pro-
grama (emmagatzemar-lo en un fitxer a disc segurament) sino´ que tambe´
caldria proveir d’un me`tode per invalidar aquests fileSets per evitar incon-
siste`ncies entre el programa i el sistema de fitxers real, ja sigui senzillament
posant una data de caducitat raonable als fitxers i forc¸ant el ca`lcul un cop
sobrepassada aquesta o idear un sistema me´s complex que obtingue´s dades
concretes del sistema per fer una valoracio´ me´s acurada de la situacio´.
Aquesta millora comportaria una dedicacio´ extra al projecte relativament
alta considerant els guanys que es podrien obtenir amb ella, pero` e´s cert que,
sobretot en sistemes antics, o en directoris grans podria millorar notablement
la usabilitat del programa.
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4.2.2 Ampliacio´ de les dates de cerca
Com a ampliacio´ “conceptual” vaig pensar que una bona millora que s’hi po-
dria introduir seria la capacitat d’ampliar les dates a cercar, de manera que
no es limite´s a les dates recollides pel sistema (data de darrera modificacio´,
darrer acce´s i darrer canvi d’estat) i que, per exemple, el programa lleg´ıs els
“tags” id3v dels fitxers mp3 per obtenir la data de publicacio´ d’una canc¸o´,
o acced´ıs a la informacio´ de les imatges jpg que guarda la data en que una
fotografia va ser feta, o fins i tot proporcionar mecanismes per afegir infor-
macio´ addicional als fitxers des del programa Nimitz mateix i despre´s poder
filtrar per a ells.
Algunes de les classes del programa van ser dissenyades amb aquest
propo`sit d’ampliacio´ en ment, i, de fet, aquesta e´s ba`sicament la rao´ de ser
de la classe dateType, del fet que la classe fileInfo tingui una dateList com
a membre i no pas tres dates determinades i tambe´ el motiu pel qual alguns
me`todes de cerca de la classe fileSet van ser dissenyats i implementats.
Aix´ı que a priori seria relativament senzill, o si me´s no possible, realitzar
aquesta ampliacio´.
Evidentment, caldria definir una manera d’emmagatzemar aquesta infor-
macio´ extra als fitxers (ja sigui amb una base de dades del programa o afegint
la informacio´ en el fitxer de manera me´s o menys similar als tags id3v, que
so´n afegits a la capc¸alera o al final dels fitxers).
Un cop definit aquest “protocol”, l’u´nic que faria falta perque` el Nimitz
fos capac¸ de treballar amb aquesta informacio´ addicional, seria modificar
lleugerament el motor de la aplicacio´. Concretament la funcio´ “ ntfw func”
del mo`dul Walze perque` fos capac¸ d’obtenir les dates extres dels fitxers sigui
quina sigui la manera d’obtenir-les que s’hagi triat. I llavors simplement
afegir aquestes dates obtingudes a la dateList de cada fileInfo.
Ni la creacio´ dels fileInfos, ni del fileSet, aix´ı com els me`todes de cerca, o
ordenacio´ ni res en cap altre mo`dul caldria ser modificat.
Naturalment, tambe´ caldria proporcionar a l’usuari eines per poder selec-
cionar el “filtratge” dels nous tipus de dades, aixo` s’aconseguiria modificant
les interf´ıcies, en cas de la interf´ıcie textual potser proporcionant una opcio´
que llisti els tipus de dates coneguts per la aplicacio´ i un altre per a poder
crear-ne de nous, i potser una quarta comanda que permeti afegir o modificar
aquest tipus d’informacio´ a un determinat fitxer.
Tambe´ es podria modificar la classe fileSet perque` genere´s de manera
dina`mica els fileTrees actuals basant-se en els tipus de dates que contingui el
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fileSet, ja que, tot i que aixo` no e´s estrictament necessari, incrementaria de
manera molt positiva les cerques de dates “no esta`ndards”.
4.2.3 Addicio´ d’etiquetes subministrades per l’usuari
Cal remarcar que tot i que en l’apartat anterior en tot moment estic parlant
de dates, aquestes podrien ser simplement dates “de palla” que nome´s tin-
guessin la funcio´ d’emular una etiqueta i en teoria podr´ıem obtenir aix´ı un
sistema de tags bastant decent.
Aix´ı, per exemple, podr´ıem fer que l’usuari defin´ıs una etiqueta anomena-
da “fotos de la Maria” per a marcar els arxius d’imatges que ha fet la Maria,
i aixo` internament seria crear un tipus de data (“dateType”) anomenat, per
exemple “userTag”, llavors per a cada fitxer que es marque´s com a foto de
la Maria una data de tipus “userTag” amb el mateix valor sempre (un valor
de mentida, per exemple la data me´s propera a la EPOCH no reservada per
cap altre userTag) seria afegida a la informacio´ d’aquell fitxer, de manera
que quan l’usuari demane´s filtrar per la etiqueta “fotos de la Maria” el que
estaria succeint en realitat seria una cerca de la data concreta associada i de
tipus “userTag”.
Aix´ı aprofitar´ıem els me`todes de cerca de dates per a implementar un
sistema d’etiquetes, i tot i que no seria molt eficient, crec que podria arribar
a resultar una millora bastant funcional i sobretot u´til per als usuaris.
4.2.4 Vinculacio´ amb un sistema de control de versions
Un aspecte que estaria molt be´ vincular a aquest sistema pero` que per motius
de temps m’e´s impossible realitzar actualment e´s la vinculacio´ del Nimitz amb
un sistema de control de versions com ara el subversion (svn) o el cvs o el
git.
Aixo` permetria no tan sols accedir a un fitxer modificat en un cert moment
temporal, sino´ veure l’estat en que es trobava el document en aquell moment.
La idea e´s que per a cada fitxer mostrat en el Nimitz, es comprove´s si
esta` sotme`s a control de versio´. En cas afirmatiu caldria obtenir la revisio´
del fitxer amb la data de revisio´ estrictament inferior a la data de cerca
del Nimitz me´s avanc¸ada (la me´s propera en el temps a la data consultada,
pero` sense sobrepassar-la) i obtenir del servidor de versions aquesta revisio´ i
guardar-la temporalment en algun lloc del sistema de manera que el Nimitz
mostre´s aquesta revisio´ en comptes del fitxer actual localitzat al sistema.
Par a realitzar aquesta ampliacio´ que a priori sembla tan pra`ctica cal-
dria sobretot modificar les interf´ıcies i fer que realitzessin les operacions de
comunicacio´ amb el servidor de versions, o potser afegir un nou mo`dul al
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motor que es dediques exclusivament a aquest propo`sit i que actue´s un cop
la execucio´ “normal” del Nimitz s’hague´s dut a terme.
Aquesta e´s una millora que podria resultar atractiva per a realitzar histo`rics
del desenvolupament d’algun projecte, o per ajudar a la utilitzacio´ del con-
trol de versions, ja que facilitaria una mica la obtencio´ de versions concretes
de documents sense haver de saber per forc¸a el numero de revisio´ necessari
ni haver de consultar els registres, cosa que a vegades pot resultar tedio´s.
4.3 Millora de les interf´ıcies
Les interf´ıcies segurament so´n un dels aspectes que poden comportar me´s
necessitat de millora, sobretot perque` el principal usuari que les ha utilitzat
e´s el mateix que les ha dissenyat, i aixo` sol ser objecte de problemes en les
interf´ıcies d’usuari.
Es necessitara` una mica de “feedback” dels usuaris i de les seves expecta-
tives per a millorar-les. Pero` malgrat aixo` hi ha certs aspectes evidentment
millorables que plantejo a continuacio´.
No voldria que se’m mal interprete´s, actualment les interf´ıcies d’usuari
proporcionades permeten realitzar totes les operacions del programa, i per
tant so´n funcionals estrictament parlant, pero` en alguns aspectes no estan
del tot polides i a continuacio´ remarco els punts a on es podria comenc¸ar la
millora d’aquestes.
4.3.1 Millora de les opcions de configuracio´
Actualment el sistema de configurar la aplicacio´ e´s mitjanc¸ant un fitxer de
configuracio´ rc “old fashioned”.
Tot i que he afegit una pa`gina del manual explicant aquest fitxer, les
opcions que accepta i la seva localitzacio´, i a me´s a mes´ d’estar perfectament
documentat segueix una mena d’esta`ndard de fitxer de configuracio´ (el vaig
dissenyar basant-me en el fitxer de configuracio´ de l’Xorg) i que per tant
e´s possible operar-lo amb normalitat, molts usuaris “average” d’interf´ıcies
gra`fiques no estan acostumats a tractar amb aquest tipus de fitxers, o esperen
d’una interf´ıcie gra`fica poder modificar el seu funcionament a trave´s de menu´s
localitzats en la mateixa aplicacio´.
E´s per aixo` que estaria be´ poder permetre a l’usuari definir les restriccions
de directoris, fitxers i les excepcions a aquestes restriccions des de la mateixa
aplicacio´.
80
4.3.2 Ampliacio´ de les operacions sobre fitxers
Actualment, des de la interf´ıcie gra`fica es permet obrir els fitxers mostrats
amb la aplicacio´ que l’usuari tingui com a predefinida en el seu sistema (si
e´s que compleix amb els esta`ndards de freedesktop.org tal i com he explicat
en l’apartat d’interf´ıcie gra`fica ) i tambe´ obrir el navegador per defecte per
a poder localitzar el fitxer en el seu context original en el sistema.
Tot i que aquestes operacions so´n suficients per a complir la tasca del
Nimitz, si es pogue´s incrementar el nombre d’operacions seria desitjable,
sobretot per a la comoditat dels usuaris me´s exigents.
Per exemple potser estaria be´ filtrar o localitzar per nom els fitxers a
mesura que es tecleja el seu nom, ser capac¸ de reorganitzar-los o de mostrar
me´s informacio´ dels fitxers des del mateix Nimitz o fins i tot eliminar-los des
d’ell o arrossegar-los cap a altres finestres del navegador o altres aplicacions
que permetin el “drag’n’drop” com a me`tode “d’input”. (Les operacions de
copia, retalla o crear nou no tenen gaire sentit en aquesta aplicacio´, ja que
no es pot especificar la direccio´ real a on crear o moure els fitxers).
4.3.3 Integracio´ profunda amb un navegador existent
Una possible manera d’acomplir la ampliacio´ anterior seria integrar les fun-
cionalitats del Nimitz directament en un navegador de fitxers existent actu-
alment, com ara Nautilus, Thunar, Dolphin, Konqueror o xfm. De manera
que el Nimitz servis de filtre per a la visualitzacio´ d’aquest navegador.
Aquesta opcio´ va ser estudiada al comenc¸ar la realitzacio´ del projecte.
Concretament es va estudiar integrar-lo amb el navegador de fitxers per de-
fecte del gestor d’escriptori xfce4, el Thunar. Pero` va ser descartada veient
la dificultat que aixo` semblava aportar. Ja que pel que es va observar el
sistema de Plug-ins del Thunar no era prou potent ni actuava anivell prou
baix com per a proporcionar eines per a forc¸ar la visualitzacio´ de fitxers en el
navegador que no depenguessin d’un directori concret, i el navegador havia
de ser modificat massa extensament, ja que obtenir el model de dades que
conte´ els fitxers d’un directori era una operacio´ ba`sica que proporcionava
Gtk directament i alterar aquest model sense alterar la funcionalitat del na-
vegador requeria un coneixement massa ampli del navegador per a poder ser
correctament modificat.
Pero` segurament algu´ amb un coneixement me´s ampli del navegador o
que desitges investigar-lo a fons amb la ajuda dels membres de la comunitat
de desenvolupadors d’aquest seria capac¸ de realitzar-ho i proporcionar aix´ı
totes les funcionalitats d’un navegador de fitxers en produccio´ amb les del
Nimitz i sens dubte aquesta seria una millora interessant.
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Cap´ıtol 5
Conclusions
5.1 Planificacio´
La intencio´ inicial era poder presentar el projecte durant el primer quadri-
mestre del curs 2009-2010 (tal i com es pot observar a la figura 5.1). Pero`
degut a diversos factors externs al projecte, durant les fases inicials la seva
realitzacio´ es va alentir i aixo` va provocar la decisio´ d’allargar el termini i la
matriculacio´ del projecte un quadrimestre sencer per a poder repartir millor
les tasques.
Figura 5.1: Planificacio´ inicial
En la figura 5.2 es pot observar un diagrama de Gantt amb la distribucio´
de les tasques del projecte al llarg del temps.
A la figura 5.3 tambe´ es pot veure la planificacio´ de la darrera fase del
projecte que va ser presentada a l’informe previ del projecte, a fi que es pugui
comparar amb la mateixa fase de la distribucio´ final.
Aix´ı que la planificacio´ inicial del projecte dista molt de la realitzacio´
final que s’ha dut a terme i s’ha demostrat extremadament optimista i poc
acurada.
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Figura 5.2: Distribucio´ estimada de les tasques del projecte en el temps
Figura 5.3: Planificacio´ presentada en l’informe de la memo`ria.
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Hi ha diversos motius que expliquen aquesta difere`ncia entre la previsio´
i la execucio´ final. Un dels principals, sens dubte, e´s la inexperie`ncia en la
mesura dels temps destinats als diferents estadis d’un projecte i tambe´ la
falta de pra`ctica en el desenvolupament d’aquestes tasques.
A me´s a me´s tambe´ cal tenir en compte que la planificacio´ inicial no comp-
tava amb imprevistos com ara el disseny i posterior redisseny de la interf´ıcie
textual ni tampoc amb la necessitat de reimplementacio´ del motor a causa
de la poca efica`cia de les estructures inicials (cosa que explica el llarg per´ıode
de temps que la implementacio´ del motor va consumir).
5.1.1 Estimacio´ de costos econo`mics
En quant a costos de desenvolupament del projecte, totes les eines i llibreries
utilitzades estan sota llice`ncies de codi lliure i s’ha pogut obtenir gratu¨ıta-
ment, per tant en aquest aspecte els costos han estat nuls.
Pel que fa als recursos materials de hardware el projecte s’ha dut a terme
en un ordinador porta`til Toshiba Tecra de l’any 2006 que va costar aproxima-
dament 1.000¿, pero` degut a la ra`pida devaluacio´ dels sistemes informa`tics,
i al fet que aquest ordinador no va ser adquirit amb l’objectiu u´nic de realit-
zar el projecte, crec que no seria correcte valorar els costos de hardware amb
aquest cost.
Per tant, i considerant que el projecte es podria haver realitzat ı´ntegrament
en un sol ordinador de gamma baixa, ja que no necessita altes prestacions,
he valorat aquest costos sobre uns 380¿.
Com a refere`ncia per a fer aquesta estimacio´ s’ha consultat els preus a la
pa`gina “pccomponentes”1, en concret un ordinador de sobretaula Asus Pc
Dual Core E5300/2GB/500GB (270¿)i s’ha afegit el cost aproximat d’un
monitor ba`sic (100¿) i d’un teclat+ratol´ı simples (10¿). Pero` els costos
podrien ser molt menors si tenim en compte que es podrien adquirir els
components de l’ordinador per peces, i/o que alguns components podrien ser
reutilitzats o de segona ma, per exemple (Vegeu Taula 5.4).
Els costos humans, pero` resulten molt significatius tenint en compte la ex-
tensio´ temporal del projecte. Assumint el sou d’un programador a 40¿l’hora,
1veure bibliografia per la data concreta de consulta [18]
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Figura 5.4: Taula de costos de hardware.
Recurs Cost aprox.
PC de gamma baixa 270¿
Monitor ba`sic 100¿
Perife`rics d’entrada ba`sics 10¿
Total: 380¿
i el del dissenyador a 60¿l’hora, i contant que el temps mostrat als diagrames
conta mitja jornada (com podria correspondre a un projecte de l’enginyeria
te`cnica) obtenim la segu¨ent taula (Taula 5.5).
Figura 5.5: Taula de costos humans.
Personal Jornades (8hores) Cost aprox.
Dissenyador 35 16.800¿
Programador 77.5 24,800¿
Total: 41.600¿
A continuacio´ es mostra el cost global estimat del projecte en cas que
hague´s estat realitzat en un entorn empresarial (Taula 5.6).
Figura 5.6: Taula de costos totals.
Tipus Recurs Cost aprox.
Recursos humans personal 41.600¿
Recursos materials software -
hardware 380¿
Total: 41.980¿
5.2 Conclusions finals
En aquest apartat explicare´ les conclusions a les que he arribat gra`cies a la
realitzacio´ d’aquest projecte.
Durant la realitzacio´ d’aquest projecte he tingut ocasio´ de treballar d’una
manera a la que no estava acostumat a treballar en molts aspectes.
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Naturalment, un d’aquests aspectes al que no estava acostumat, e´s el fet
d’autogestio´ del temps i els recursos, pero` parlo tambe´ de l’entorn de desen-
volupament.
Aquest entorn, per algu´ com jo (i malgrat la tende`ncia de la facultat a
recomanar aquestes eines*) 2, a priori em semblava una mica arcaic en vers
a altres opcions aparentment me´s sofisticades o visuals (IDE’s com eclipse, o
anjuta).
Si el vaig triar inicialment va ser nome´s pel “control” sobre els aspectes
de la generacio´ de codi que es guanya i per poder aprendre el funcionament
intern d’alguns d’aquests aspectes que no havia pogut experimentar en pro-
funditat (per posar nome´s un exemple estic pensant sobretot en la creacio´ de
makefiles, que no havia realitzat mai per a projectes complexos).
Pero` la veritat e´s que aquesta impressio´ que tenia d’aquestes eines era to-
talment erro`nia i m’alegra poder haver-me’n adonat, perque` aquestes eines
han resultat ser no tan sols tant o me´s potents que qualsevol IDE visual sino´
igualment co`modes d’usar i en ocasions fins i tot me´s ra`pides un cop acostu-
mat al seu funcionament. De fet, EMACS podria ser considerat perfectament
un IDE, ja que proporciona totes les capacitats d’aquest (i me´s) gra`cies a la
seva integracio´ amb el gdb o el subversion.
Aix´ı que estic molt satisfet d’haver apre`s a utilitzar totes aquestes eines tan
formidables que d’altre manera potser no hague´s utilitzat mai me´s per res, i
un cop les saps fer funcionar me´s o menys be´, estalvien moltes mole`sties i no
requereixen de la instal·lacio´ d’un programa pesat com solen ser els IDE’s i
que canvien constantment i realitzen moltes de les seves accions de manera
transparent a l’usuari (el que jo en dic ma`gicament) cosa que pot arribar a fer
perdre la nocio´ del que realment esta` succeint i que, paradoxalment, en oca-
sions pot comportar dificultar la comprensio´ d’errors, bugs o procediments.
I e´s que esta` molt be´ poder configurar certs para`metres en un “wizard” i que
et generin el codi o les opcions de compilacio´ automa`ticament, pero` nome´s
esta` molt be´ si abans has hagut de fer-ho “manualment” i ente`s realment el
que s’estava fent.
2Al principi de la carrera, a les pra`ctiques de programacio´ 1, se’ns va recomanar fer
servir l’EMACS, pero` no se’ns va instruir en el seu us, i crec que no vaig ser l’u´nic en
ra`pidament abandonar-lo a favor d’editors de text me´s “notepad-like” com el Kate, i tot i
que el vi era la eina usada en les pra`ctiques de Sistemes Operatius no recordo haver arribat
mai a utilitzar-ne totes les possibilitats
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Tambe´ em sembla haver fet un pas me´s en la comprensio´ i el domini del
llenguatge de programacio´ C++ i reforc¸at molts conceptes que tenia poc
determinats respecte a la programacio´.
I de la mateixa manera estic satisfet d’haver pogut aplicar amb e`xit les
bases de disseny d’interf´ıcies gra`fiques que havia “tastat” a la assignatura de
Visualitzacio´ i Interaccio´ Gra`fica (VIG) en un “toolkit” desconegut per a mi
(tot i que disto molt de ser un expert en Gtk).
A me´s a me´s, la utilitzacio´ del LaTex per a composar la documentacio´
m’ha aportat nous recursos que segur que podre´ utilitzar molt en el futur i
em seran d’allo` me´s profitosos.
Pero`, sobretot, barallar-me amb els esta`ndards de Freedesktop.org m’ha
perme`s cone`ixer una mica millor el sistema operatiu amb el que treballo i
poder apreciar-ne millor la grandesa.
I a un nivell me´s personal aquest projecte tambe´ m’ha ajudat a adquirir
coneixements.
En concret crec que m’ha servit molt per a mesurar i cone`ixer la meva
capacitat d’organitzacio´ i d’autodisciplina. M’ha fet adonar-me da la im-
porta`ncia de planificar les tasques, de tenir una agenda i de complir-la, de
documentar la feina feta i tambe´ de que no tenir en compte aquests aspectes
pot resultar en consequ¨e`ncies forc¸a desagradables.
Tambe´ m’ha fet valorar molt me´s el temps i esforc¸ que costa realitzar un
producte de software i apreciar de manera diferent els programes que faig
servir i els seus desenvolupadors. I valorar molt me´s les iniciatives “open-
source”.
Al cap de vall, i vist en perspectiva, estic satisfet dels coneixements que crec
haver adquirit i d’haver estat capac¸ de resoldre la majoria de problemes que
han sorgit durant la realitzacio´ del projecte i obtenir un resultat tangible.
Segurament si el torne´s a realitzar faria algunes coses diferents, i algunes
altres no, pero` en aixo` consisteix aprendre.
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Ape`ndix A
Annexos
A.1 Manuals d’us del programa
A continuacio´ s’adjunten els manuals d’us que es proveeixen amb el paquet
del programa.
A.1.1 Manual d’instal·lacio´ i us
gNimitZ
Gtk Time Navigation Interface User’s
Guide
By: Adria` Ribatallada Torello´
23 de juny de 2010
Overview
The gNimitz is a program to help the users locate files in their system igno-
ring the established directory structure and only considering time criteria.
gNimitz is a GTK+ Graphical User Interface for the Nimitz file time naviga-
tion. This program searches all the files from the current working directory
from which is called in order to ignore the given directory structure and dis-
play the files regarding only the time criteria.
It’s intended to help the users locate files in their system given the not-very
unlikely scenario of a system with a rather huge number of confusing and
cryptic directories maybe created by other persons or so much time ago than
the user may even forget it’s purpose.
Installing
To compile and install the Nimitz on your system you will need, at least, the
following dependencies:
 − the make and the GNU c++ compiler (build-essentials)
 − glibc (>= 2.3.3 is recommended but not strictly needed)
However if you wish to make the graphical user interface as well you may
need to install the following dependencies too:
 − GTK+ : Because the gNimitz uses the GtkBuilder to generate the
interface, you will need at least the GTK+ 2.12 version.
 − gtkmm: The headers for the gtk c++ binding, gtkmm (libgtkmm-
dev >= 2.4 recommended)
Install only terminal interface
If you don’t want to create the graphical user interface (gNimitz) use the
following commands
make term; sudo make install_term
this will install the command-line tools for the nimitz, nzls, nzcd, nzpwd,
nimitz, walze and flux
89
Install all
If you have the suitable dependencies and the desire to install the gNimitz it
should be enough to do:
make; sudo make install
Uninstalling
If you have installed the gNimitz or the Nimitz terminal utilities, and you
wish to remove it form your system you can perform the following commands
on the folder where you have unpacked/compiled the program:
sudo make uninstall
Usage
The controls of the interface are quite simple, the upper calendar to the left
(1) is the one used to set the first date of the interval of time to search,
and the bottom calendar (2) displays and allows to set the final date of the
interval. (see A.1).
Figura A.1: Screenshot 1.
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The right panel (3) displays the files found in the time interval specified
that does not match any restriction configured in the nimitzrc file.
And with a right mouse button click to any item a little menu is displayed to
allow the user to open the file itself with the default application configured
in the system to perform such action, or to open the file real location in the
default file manager. (see A.2).
Figura A.2: Screenshot 2.
The Menus are simple too, in the ‘’File->Open” menu you can select to
change the current root directory the Nimitz is working on (a folder selection
window will pop-up) or to ‘’File->Quit” the program execution. In the Help
Menu you can view information regarding the software.
The main window bottom Bar is a Status bar that displays useful informa-
tion of the execution of th Nimitz, such as the operation performed
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License
This program is under GPL license.
Contact
Adria` Ribatallada Torello´ adria.ribatallada@est.fib.upc.edu
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A.1.2 Pa`gina del Manual de la comanda nzls
Name
nzls - Textual ls-like command for file time navigation.
Synopsis
nzls [ OPTION ]... [ SIMDIR PATH ]
Description
nzls Simulates a new date-based folder hierarchy over the working directory
in order to help locate files in time. (Needles to say that no real modification
or permanent change is done to the real hierarchy bleed by the user).
If no date is chosen by the user the command lists a sort of simulated
directories that represents the date range of the files inside the working di-
rectory and all it’s sub-folders (disregarding the established directory struc-
ture). The values shown by the command are the possible options that the
user might choose in each level (YEAR/MONTH/DAY).
When a full date/SIMDIR path is given or has been set by the nzcd ,
the command lists all the files matching the selected date.
Options
 -t, –time DATE TYPE
The type of date used in the organization. Currently the fol
lowing options are being accepted:
ctime Time of last status change.
atime Last access time.
mtime Last modification time. This is the default type, if none is set
that’s the one that is being used to search and create the simulated
directories and to sort/select the files by date.
 -h, –help Displays a help message for the correct usage of the command
 -l, –long-path Prints the full path (starting form the working directory)
of each file found in order to help the users locate what they search in
his system.
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 -f, –force Force the display of the files even when the SIMDIR is not
set or not completely chosen. This means that a partial date may be
used in order to display the files in a wider range.
Examples
The easiest way to use the nzls and “navigate” through time and directories
is using the SIMDIR feature. In order to do so just execute the command
without any command-line argument given (except the desiredOPTIONS of
course). Then you’ll be presented with a simulated time organized directory
structure with the corresponding files within.
For instance, supposing that we have in our Current Working Directory
the following files and folder structure:
 foo.bin -> Not touched since 2007-01-30
 snorl/ho.txt -> Not touched since 1994-08-24
 snorl/smunch/hop.txt -> Not touched since 2007-07-01
Now we will reproduce the nzls behavior using the SIMDIR feature:
> nzls -t=”mtime”
> 1994
> 2007
> nzls -t=”mtime” 2007/
> 1
> 7
> nzls -t=”mtime” 2007/01/
> 30
> nzls -t=”mtime” 2007/01/30/
> foo.bin
If the concrete date is known, you can avoid the process of selecting it
with the SIMDIR feature and provide it. For example, to list all the files
modified the 17th of July 1997 in the current path (and all it’s sub-folders)
just do:
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> nzls 1997/7/17
To see all the files accessed the same date:
> nzls −−time=”atime” 1997/7/17
In order to display the files in a wider time interval than a single day,
the user can use the –force option. So to list all the files within the working
directory (and all it’s sub-folders) that has been modified in the whole year
2007 do:
> nzls −−force 2007
Bugs
It’s known that if the user kills the program (Ctr-c) maybe because the
query is taking too much time, an inconsistency may be generated and further
queries in the same directory may behave unexpectedly. To solve that, please
re-execute the nzls in a folder different than the current and let it finish.
Please report any other bug to the author’s mail address.
Author
Written by Adria` Ribatallada Torello´ mail: <nohopensonillegir@hot
mail.com>
See Also
nzcd(1) nzpwd(1) nimitzrc(5)
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A.1.3 Pa`gina del Manual del fitxer de configuracio´
Name
nimitzrc - Configuration files for the Nimitz.
Description
Nimitz programs (gNimitz, nimitz, walze, flux, nzls, nzcd and nzpwd) must
provide a mechanism for supplying/storing the user preferences regarding the
file crawling restrictions.
This manual page tries to document this configuration file.
The nimitzrc contains default settings for all the Nimitz applications, and
also contains information to reflect the status of the terminal commands
(nzls, nzcd, nzpwd) thus making the file vital for the use of these commands.
Options
The file is divided in sections. The sections may be empty, but the application
requires that at least the Environment section is present.
Each section should be defined with:
Section ‘’SomeSectionName”
and ended with
EndSection
(ATTENTION! these tags are case sensitive!).
A normal configuration file should contain these sections:
Paths
The directory names prototypes that should not be searched by the Nimitz
programs (i.e. when the program detects that is inside a directory whose
name matches the prototype of any entry of the Paths section the search will
be stopped on that branch).
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The syntax of the paths is relative to the calling directory, and accepts wild-
cards.
NOTE: that for this feature to properly work a version of glibc greater than
2.3.3 is required. Other ways the “crawl” will not be stopped when a path
restriction is meet. If your version is older you can still rely on the Files
restriction.
Files
The pattern of the files that should be ignored (accepts wildcard). Any file
matching the pattern of this entries won’t be considered by any of the Nimitz
programs.
The pattern can be a file extension, or even a directory name.
Exceptions
The full paths of the files that should not be ignored even if they meet some
of the previous restrictions.
Environment
This section contains information of the previous execution of the term com-
mands so some redundant calculation may be avoided. This section is auto-
matically filled by the term commands, but the header should be present to
allow this. So never remove this section!
Files
/.config/nimitz/nimitzrc
The file is located in the hidden directory .config/nimitz in the home of the
user. Attention! this means that for each new user the administrator should
create this file!
Author
Written by Adria` Ribatallada Torello´ mail: <nohopensonillegir@hotmail.com>
See Also
nzls(1) nzcd(1) nzpwd(1) nimitz(1) walze(1) flux(1) gNimitz(1)
97
A.2 Llice`ncia GPL
Copyright © 2007 Free Software Foundation, Inc. http://fsf.org/
Everyone is permitted to copy and distribute verbatim copies of this
license document, but changing it is not allowed.
The GNU General Public License is a free, copyleft license for software and other kinds of
works.
The licenses for most software and other practical works are designed to take away your
freedom to share and change the works. By contrast, the GNU General Public License
is intended to guarantee your freedom to share and change all versions of a program–to
make sure it remains free software for all its users. We, the Free Software Foundation,
use the GNU General Public License for most of our software; it applies also to any other
work released this way by its authors. You can apply it to your programs, too.
When we speak of free software, we are referring to freedom, not price. Our General Public
Licenses are designed to make sure that you have the freedom to distribute copies of free
software (and charge for them if you wish), that you receive source code or can get it if
you want it, that you can change the software or use pieces of it in new free programs,
and that you know you can do these things.
To protect your rights, we need to prevent others from denying you these rights or asking
you to surrender the rights. Therefore, you have certain responsibilities if you distribute
copies of the software, or if you modify it: responsibilities to respect the freedom of others.
For example, if you distribute copies of such a program, whether gratis or for a fee, you
must pass on to the recipients the same freedoms that you received. You must make sure
that they, too, receive or can get the source code. And you must show them these terms
so they know their rights.
Developers that use the GNU GPL protect your rights with two steps: (1) assert copy-
right on the software, and (2) offer you this License giving you legal permission to copy,
distribute and/or modify it.
For the developers’ and authors’ protection, the GPL clearly explains that there is no
warranty for this free software. For both users’ and authors’ sake, the GPL requires that
modified versions be marked as changed, so that their problems will not be attributed
erroneously to authors of previous versions.
Some devices are designed to deny users access to install or run modified versions of
the software inside them, although the manufacturer can do so. This is fundamentally
incompatible with the aim of protecting users’ freedom to change the software. The
systematic pattern of such abuse occurs in the area of products for individuals to use,
which is precisely where it is most unacceptable. Therefore, we have designed this version
of the GPL to prohibit the practice for those products. If such problems arise substantially
in other domains, we stand ready to extend this provision to those domains in future
versions of the GPL, as needed to protect the freedom of users.
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Finally, every program is threatened constantly by software patents. States should not
allow patents to restrict development and use of software on general-purpose computers,
but in those that do, we wish to avoid the special danger that patents applied to a free
program could make it effectively proprietary. To prevent this, the GPL assures that
patents cannot be used to render the program non-free.
The precise terms and conditions for copying, distribution and modification follow.
Terms and Conditions
0. Definitions.
“This License” refers to version 3 of the GNU General Public License.
“Copyright” also means copyright-like laws that apply to other kinds of works, such
as semiconductor masks.
“The Program” refers to any copyrightable work licensed under this License. Each
licensee is addressed as “you”. “Licensees” and “recipients” may be individuals or
organizations.
To “modify” a work means to copy from or adapt all or part of the work in a
fashion requiring copyright permission, other than the making of an exact copy.
The resulting work is called a “modified version” of the earlier work or a work
“based on” the earlier work.
A “covered work” means either the unmodified Program or a work based on the
Program.
To “propagate” a work means to do anything with it that, without permission,
would make you directly or secondarily liable for infringement under applicable
copyright law, except executing it on a computer or modifying a private copy.
Propagation includes copying, distribution (with or without modification), making
available to the public, and in some countries other activities as well.
To “convey” a work means any kind of propagation that enables other parties to
make or receive copies. Mere interaction with a user through a computer network,
with no transfer of a copy, is not conveying.
An interactive user interface displays “Appropriate Legal Notices” to the extent
that it includes a convenient and prominently visible feature that (1) displays an
appropriate copyright notice, and (2) tells the user that there is no warranty for
the work (except to the extent that warranties are provided), that licensees may
convey the work under this License, and how to view a copy of this License. If the
interface presents a list of user commands or options, such as a menu, a prominent
item in the list meets this criterion.
1. Source Code.
The “source code” for a work means the preferred form of the work for making
modifications to it. “Object code” means any non-source form of a work.
A “Standard Interface” means an interface that either is an official standard defined
by a recognized standards body, or, in the case of interfaces specified for a particular
programming language, one that is widely used among developers working in that
language.
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The “System Libraries” of an executable work include anything, other than the
work as a whole, that (a) is included in the normal form of packaging a Major
Component, but which is not part of that Major Component, and (b) serves only
to enable use of the work with that Major Component, or to implement a Standard
Interface for which an implementation is available to the public in source code form.
A “Major Component”, in this context, means a major essential component (kernel,
window system, and so on) of the specific operating system (if any) on which the
executable work runs, or a compiler used to produce the work, or an object code
interpreter used to run it.
The “Corresponding Source” for a work in object code form means all the source
code needed to generate, install, and (for an executable work) run the object code
and to modify the work, including scripts to control those activities. However, it
does not include the work’s System Libraries, or general-purpose tools or generally
available free programs which are used unmodified in performing those activities
but which are not part of the work. For example, Corresponding Source includes
interface definition files associated with source files for the work, and the source
code for shared libraries and dynamically linked subprograms that the work is
specifically designed to require, such as by intimate data communication or control
flow between those subprograms and other parts of the work.
The Corresponding Source need not include anything that users can regenerate
automatically from other parts of the Corresponding Source.
The Corresponding Source for a work in source code form is that same work.
2. Basic Permissions.
All rights granted under this License are granted for the term of copyright on the
Program, and are irrevocable provided the stated conditions are met. This License
explicitly affirms your unlimited permission to run the unmodified Program. The
output from running a covered work is covered by this License only if the output,
given its content, constitutes a covered work. This License acknowledges your rights
of fair use or other equivalent, as provided by copyright law.
You may make, run and propagate covered works that you do not convey, without
conditions so long as your license otherwise remains in force. You may convey
covered works to others for the sole purpose of having them make modifications
exclusively for you, or provide you with facilities for running those works, provided
that you comply with the terms of this License in conveying all material for which
you do not control copyright. Those thus making or running the covered works
for you must do so exclusively on your behalf, under your direction and control,
on terms that prohibit them from making any copies of your copyrighted material
outside their relationship with you.
Conveying under any other circumstances is permitted solely under the conditions
stated below. Sublicensing is not allowed; section 10 makes it unnecessary.
3. Protecting Users’ Legal Rights From Anti-Circumvention Law.
No covered work shall be deemed part of an effective technological measure under
any applicable law fulfilling obligations under article 11 of the WIPO copyright
treaty adopted on 20 December 1996, or similar laws prohibiting or restricting
circumvention of such measures.
When you convey a covered work, you waive any legal power to forbid circumvention
of technological measures to the extent such circumvention is effected by exercising
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rights under this License with respect to the covered work, and you disclaim any
intention to limit operation or modification of the work as a means of enforcing,
against the work’s users, your or third parties’ legal rights to forbid circumvention
of technological measures.
4. Conveying Verbatim Copies.
You may convey verbatim copies of the Program’s source code as you receive it, in
any medium, provided that you conspicuously and appropriately publish on each
copy an appropriate copyright notice; keep intact all notices stating that this License
and any non-permissive terms added in accord with section 7 apply to the code;
keep intact all notices of the absence of any warranty; and give all recipients a copy
of this License along with the Program.
You may charge any price or no price for each copy that you convey, and you may
offer support or warranty protection for a fee.
5. Conveying Modified Source Versions.
You may convey a work based on the Program, or the modifications to produce it
from the Program, in the form of source code under the terms of section 4, provided
that you also meet all of these conditions:
(a) The work must carry prominent notices stating that you modified it, and
giving a relevant date.
(b) The work must carry prominent notices stating that it is released under this
License and any conditions added under section 7. This requirement modifies
the requirement in section 4 to “keep intact all notices”.
(c) You must license the entire work, as a whole, under this License to anyone
who comes into possession of a copy. This License will therefore apply, along
with any applicable section 7 additional terms, to the whole of the work,
and all its parts, regardless of how they are packaged. This License gives no
permission to license the work in any other way, but it does not invalidate
such permission if you have separately received it.
(d) If the work has interactive user interfaces, each must display Appropriate
Legal Notices; however, if the Program has interactive interfaces that do not
display Appropriate Legal Notices, your work need not make them do so.
A compilation of a covered work with other separate and independent works, which
are not by their nature extensions of the covered work, and which are not combined
with it such as to form a larger program, in or on a volume of a storage or distribu-
tion medium, is called an “aggregate” if the compilation and its resulting copyright
are not used to limit the access or legal rights of the compilation’s users beyond
what the individual works permit. Inclusion of a covered work in an aggregate does
not cause this License to apply to the other parts of the aggregate.
6. Conveying Non-Source Forms.
You may convey a covered work in object code form under the terms of sections 4
and 5, provided that you also convey the machine-readable Corresponding Source
under the terms of this License, in one of these ways:
(a) Convey the object code in, or embodied in, a physical product (including
a physical distribution medium), accompanied by the Corresponding Source
fixed on a durable physical medium customarily used for software interchange.
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(b) Convey the object code in, or embodied in, a physical product (including a
physical distribution medium), accompanied by a written offer, valid for at
least three years and valid for as long as you offer spare parts or customer
support for that product model, to give anyone who possesses the object
code either (1) a copy of the Corresponding Source for all the software in
the product that is covered by this License, on a durable physical medium
customarily used for software interchange, for a price no more than your
reasonable cost of physically performing this conveying of source, or (2) access
to copy the Corresponding Source from a network server at no charge.
(c) Convey individual copies of the object code with a copy of the written offer
to provide the Corresponding Source. This alternative is allowed only occa-
sionally and noncommercially, and only if you received the object code with
such an offer, in accord with subsection 6b.
(d) Convey the object code by offering access from a designated place (gratis or
for a charge), and offer equivalent access to the Corresponding Source in the
same way through the same place at no further charge. You need not require
recipients to copy the Corresponding Source along with the object code. If the
place to copy the object code is a network server, the Corresponding Source
may be on a different server (operated by you or a third party) that supports
equivalent copying facilities, provided you maintain clear directions next to
the object code saying where to find the Corresponding Source. Regardless of
what server hosts the Corresponding Source, you remain obligated to ensure
that it is available for as long as needed to satisfy these requirements.
(e) Convey the object code using peer-to-peer transmission, provided you inform
other peers where the object code and Corresponding Source of the work are
being offered to the general public at no charge under subsection 6d.
A separable portion of the object code, whose source code is excluded from the
Corresponding Source as a System Library, need not be included in conveying the
object code work.
A “User Product” is either (1) a “consumer product”, which means any tangible per-
sonal property which is normally used for personal, family, or household purposes,
or (2) anything designed or sold for incorporation into a dwelling. In determining
whether a product is a consumer product, doubtful cases shall be resolved in favor
of coverage. For a particular product received by a particular user, “normally used”
refers to a typical or common use of that class of product, regardless of the status
of the particular user or of the way in which the particular user actually uses, or
expects or is expected to use, the product. A product is a consumer product regard-
less of whether the product has substantial commercial, industrial or non-consumer
uses, unless such uses represent the only significant mode of use of the product.
“Installation Information” for a User Product means any methods, procedures,
authorization keys, or other information required to install and execute modified
versions of a covered work in that User Product from a modified version of its
Corresponding Source. The information must suffice to ensure that the continued
functioning of the modified object code is in no case prevented or interfered with
solely because modification has been made.
If you convey an object code work under this section in, or with, or specifically for
use in, a User Product, and the conveying occurs as part of a transaction in which
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the right of possession and use of the User Product is transferred to the recipient in
perpetuity or for a fixed term (regardless of how the transaction is characterized),
the Corresponding Source conveyed under this section must be accompanied by
the Installation Information. But this requirement does not apply if neither you
nor any third party retains the ability to install modified object code on the User
Product (for example, the work has been installed in ROM).
The requirement to provide Installation Information does not include a requirement
to continue to provide support service, warranty, or updates for a work that has been
modified or installed by the recipient, or for the User Product in which it has been
modified or installed. Access to a network may be denied when the modification
itself materially and adversely affects the operation of the network or violates the
rules and protocols for communication across the network.
Corresponding Source conveyed, and Installation Information provided, in accord
with this section must be in a format that is publicly documented (and with an
implementation available to the public in source code form), and must require no
special password or key for unpacking, reading or copying.
7. Additional Terms.
“Additional permissions” are terms that supplement the terms of this License by
making exceptions from one or more of its conditions. Additional permissions that
are applicable to the entire Program shall be treated as though they were included
in this License, to the extent that they are valid under applicable law. If additional
permissions apply only to part of the Program, that part may be used separately
under those permissions, but the entire Program remains governed by this License
without regard to the additional permissions.
When you convey a copy of a covered work, you may at your option remove any
additional permissions from that copy, or from any part of it. (Additional permissi-
ons may be written to require their own removal in certain cases when you modify
the work.) You may place additional permissions on material, added by you to a
covered work, for which you have or can give appropriate copyright permission.
Notwithstanding any other provision of this License, for material you add to a
covered work, you may (if authorized by the copyright holders of that material)
supplement the terms of this License with terms:
(a) Disclaiming warranty or limiting liability differently from the terms of sections
15 and 16 of this License; or
(b) Requiring preservation of specified reasonable legal notices or author attribu-
tions in that material or in the Appropriate Legal Notices displayed by works
containing it; or
(c) Prohibiting misrepresentation of the origin of that material, or requiring that
modified versions of such material be marked in reasonable ways as different
from the original version; or
(d) Limiting the use for publicity purposes of names of licensors or authors of the
material; or
(e) Declining to grant rights under trademark law for use of some trade names,
trademarks, or service marks; or
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(f) Requiring indemnification of licensors and authors of that material by anyo-
ne who conveys the material (or modified versions of it) with contractual
assumptions of liability to the recipient, for any liability that these contrac-
tual assumptions directly impose on those licensors and authors.
All other non-permissive additional terms are considered “further restrictions” wit-
hin the meaning of section 10. If the Program as you received it, or any part of it,
contains a notice stating that it is governed by this License along with a term that
is a further restriction, you may remove that term. If a license document contains a
further restriction but permits relicensing or conveying under this License, you may
add to a covered work material governed by the terms of that license document,
provided that the further restriction does not survive such relicensing or conveying.
If you add terms to a covered work in accord with this section, you must place, in
the relevant source files, a statement of the additional terms that apply to those
files, or a notice indicating where to find the applicable terms.
Additional terms, permissive or non-permissive, may be stated in the form of a
separately written license, or stated as exceptions; the above requirements apply
either way.
8. Termination.
You may not propagate or modify a covered work except as expressly provided
under this License. Any attempt otherwise to propagate or modify it is void, and
will automatically terminate your rights under this License (including any patent
licenses granted under the third paragraph of section 11).
However, if you cease all violation of this License, then your license from a particular
copyright holder is reinstated (a) provisionally, unless and until the copyright holder
explicitly and finally terminates your license, and (b) permanently, if the copyright
holder fails to notify you of the violation by some reasonable means prior to 60 days
after the cessation.
Moreover, your license from a particular copyright holder is reinstated permanently
if the copyright holder notifies you of the violation by some reasonable means, this
is the first time you have received notice of violation of this License (for any work)
from that copyright holder, and you cure the violation prior to 30 days after your
receipt of the notice.
Termination of your rights under this section does not terminate the licenses of
parties who have received copies or rights from you under this License. If your
rights have been terminated and not permanently reinstated, you do not qualify to
receive new licenses for the same material under section 10.
9. Acceptance Not Required for Having Copies.
You are not required to accept this License in order to receive or run a copy of the
Program. Ancillary propagation of a covered work occurring solely as a consequen-
ce of using peer-to-peer transmission to receive a copy likewise does not require
acceptance. However, nothing other than this License grants you permission to
propagate or modify any covered work. These actions infringe copyright if you do
not accept this License. Therefore, by modifying or propagating a covered work,
you indicate your acceptance of this License to do so.
10. Automatic Licensing of Downstream Recipients.
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Each time you convey a covered work, the recipient automatically receives a license
from the original licensors, to run, modify and propagate that work, subject to this
License. You are not responsible for enforcing compliance by third parties with this
License.
An “entity transaction” is a transaction transferring control of an organization, or
substantially all assets of one, or subdividing an organization, or merging organi-
zations. If propagation of a covered work results from an entity transaction, each
party to that transaction who receives a copy of the work also receives whatever
licenses to the work the party’s predecessor in interest had or could give under the
previous paragraph, plus a right to possession of the Corresponding Source of the
work from the predecessor in interest, if the predecessor has it or can get it with
reasonable efforts.
You may not impose any further restrictions on the exercise of the rights granted
or affirmed under this License. For example, you may not impose a license fee,
royalty, or other charge for exercise of rights granted under this License, and you
may not initiate litigation (including a cross-claim or counterclaim in a lawsuit)
alleging that any patent claim is infringed by making, using, selling, offering for
sale, or importing the Program or any portion of it.
11. Patents.
A “contributor” is a copyright holder who authorizes use under this License of the
Program or a work on which the Program is based. The work thus licensed is called
the contributor’s “contributor version”.
A contributor’s “essential patent claims” are all patent claims owned or controlled
by the contributor, whether already acquired or hereafter acquired, that would be
infringed by some manner, permitted by this License, of making, using, or selling
its contributor version, but do not include claims that would be infringed only as
a consequence of further modification of the contributor version. For purposes of
this definition, “control” includes the right to grant patent sublicenses in a manner
consistent with the requirements of this License.
Each contributor grants you a non-exclusive, worldwide, royalty-free patent license
under the contributor’s essential patent claims, to make, use, sell, offer for sale,
import and otherwise run, modify and propagate the contents of its contributor
version.
In the following three paragraphs, a “patent license” is any express agreement or
commitment, however denominated, not to enforce a patent (such as an express
permission to practice a patent or covenant not to sue for patent infringement).
To “grant” such a patent license to a party means to make such an agreement or
commitment not to enforce a patent against the party.
If you convey a covered work, knowingly relying on a patent license, and the Cor-
responding Source of the work is not available for anyone to copy, free of charge
and under the terms of this License, through a publicly available network server
or other readily accessible means, then you must either (1) cause the Correspon-
ding Source to be so available, or (2) arrange to deprive yourself of the benefit of
the patent license for this particular work, or (3) arrange, in a manner consistent
with the requirements of this License, to extend the patent license to downstream
recipients. “Knowingly relying” means you have actual knowledge that, but for the
patent license, your conveying the covered work in a country, or your recipient’s use
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of the covered work in a country, would infringe one or more identifiable patents in
that country that you have reason to believe are valid.
If, pursuant to or in connection with a single transaction or arrangement, you
convey, or propagate by procuring conveyance of, a covered work, and grant a
patent license to some of the parties receiving the covered work authorizing them
to use, propagate, modify or convey a specific copy of the covered work, then the
patent license you grant is automatically extended to all recipients of the covered
work and works based on it.
A patent license is “discriminatory” if it does not include within the scope of its
coverage, prohibits the exercise of, or is conditioned on the non-exercise of one or
more of the rights that are specifically granted under this License. You may not
convey a covered work if you are a party to an arrangement with a third party that
is in the business of distributing software, under which you make payment to the
third party based on the extent of your activity of conveying the work, and under
which the third party grants, to any of the parties who would receive the covered
work from you, a discriminatory patent license (a) in connection with copies of the
covered work conveyed by you (or copies made from those copies), or (b) primarily
for and in connection with specific products or compilations that contain the covered
work, unless you entered into that arrangement, or that patent license was granted,
prior to 28 March 2007.
Nothing in this License shall be construed as excluding or limiting any implied
license or other defenses to infringement that may otherwise be available to you
under applicable patent law.
12. No Surrender of Others’ Freedom.
If conditions are imposed on you (whether by court order, agreement or otherwise)
that contradict the conditions of this License, they do not excuse you from the
conditions of this License. If you cannot convey a covered work so as to satisfy
simultaneously your obligations under this License and any other pertinent obliga-
tions, then as a consequence you may not convey it at all. For example, if you agree
to terms that obligate you to collect a royalty for further conveying from those to
whom you convey the Program, the only way you could satisfy both those terms
and this License would be to refrain entirely from conveying the Program.
13. Use with the GNU Affero General Public License.
Notwithstanding any other provision of this License, you have permission to link
or combine any covered work with a work licensed under version 3 of the GNU
Affero General Public License into a single combined work, and to convey the
resulting work. The terms of this License will continue to apply to the part which
is the covered work, but the special requirements of the GNU Affero General Public
License, section 13, concerning interaction through a network will apply to the
combination as such.
14. Revised Versions of this License.
The Free Software Foundation may publish revised and/or new versions of the GNU
General Public License from time to time. Such new versions will be similar in spirit
to the present version, but may differ in detail to address new problems or concerns.
Each version is given a distinguishing version number. If the Program specifies that
a certain numbered version of the GNU General Public License “or any later versi-
on” applies to it, you have the option of following the terms and conditions either
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of that numbered version or of any later version published by the Free Software
Foundation. If the Program does not specify a version number of the GNU General
Public License, you may choose any version ever published by the Free Software
Foundation.
If the Program specifies that a proxy can decide which future versions of the GNU
General Public License can be used, that proxy’s public statement of acceptance of
a version permanently authorizes you to choose that version for the Program.
Later license versions may give you additional or different permissions. However,
no additional obligations are imposed on any author or copyright holder as a result
of your choosing to follow a later version.
15. Disclaimer of Warranty.
THERE IS NO WARRANTY FOR THE PROGRAM, TO THE EXTENT PER-
MITTED BY APPLICABLE LAW. EXCEPT WHEN OTHERWISE STATED IN
WRITING THE COPYRIGHT HOLDERS AND/OR OTHER PARTIES PROVI-
DE THE PROGRAM “AS IS” WITHOUT WARRANTY OF ANY KIND, EIT-
HER EXPRESSED OR IMPLIED, INCLUDING, BUT NOT LIMITED TO, THE
IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A
PARTICULAR PURPOSE. THE ENTIRE RISK AS TO THE QUALITY AND
PERFORMANCE OF THE PROGRAM IS WITH YOU. SHOULD THE PRO-
GRAM PROVE DEFECTIVE, YOU ASSUME THE COST OF ALL NECESSARY
SERVICING, REPAIR OR CORRECTION.
16. Limitation of Liability.
IN NO EVENT UNLESS REQUIRED BY APPLICABLE LAW OR AGREED TO
IN WRITING WILL ANY COPYRIGHT HOLDER, OR ANY OTHER PARTY
WHOMODIFIES AND/OR CONVEYS THE PROGRAMAS PERMITTED ABO-
VE, BE LIABLE TO YOU FOR DAMAGES, INCLUDING ANY GENERAL,
SPECIAL, INCIDENTAL OR CONSEQUENTIAL DAMAGES ARISING OUT
OF THE USE OR INABILITY TO USE THE PROGRAM (INCLUDING BUT
NOT LIMITED TO LOSS OF DATA OR DATA BEING RENDERED INACCU-
RATE OR LOSSES SUSTAINED BY YOU OR THIRD PARTIES OR A FAILU-
RE OF THE PROGRAM TO OPERATE WITH ANY OTHER PROGRAMS),
EVEN IF SUCH HOLDER OR OTHER PARTY HAS BEEN ADVISED OF THE
POSSIBILITY OF SUCH DAMAGES.
17. Interpretation of Sections 15 and 16.
If the disclaimer of warranty and limitation of liability provided above cannot be
given local legal effect according to their terms, reviewing courts shall apply local
law that most closely approximates an absolute waiver of all civil liability in con-
nection with the Program, unless a warranty or assumption of liability accompanies
a copy of the Program in return for a fee.
End of Terms and Conditions
How to Apply These Terms to Your New Programs
If you develop a new program, and you want it to be of the greatest possible use to
the public, the best way to achieve this is to make it free software which everyone
can redistribute and change under these terms.
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To do so, attach the following notices to the program. It is safest to attach them
to the start of each source file to most effectively state the exclusion of warranty;
and each file should have at least the “copyright” line and a pointer to where the
full notice is found.
<one line to give the program’s name and a brief idea of what it does.>
Copyright (C) <textyear> <name of author>
This program is free software: you can redistribute it and/or modify
it under the terms of the GNU General Public License as published by
the Free Software Foundation, either version 3 of the License, or
(at your option) any later version.
This program is distributed in the hope that it will be useful,
but WITHOUT ANY WARRANTY; without even the implied warranty of
MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
GNU General Public License for more details.
You should have received a copy of the GNU General Public License
along with this program. If not, see <http://www.gnu.org/licenses/>.
Also add information on how to contact you by electronic and paper mail.
If the program does terminal interaction, make it output a short notice like this
when it starts in an interactive mode:
<program> Copyright (C) <year> <name of author>
This program comes with ABSOLUTELY NO WARRANTY; for details type ‘show w’.
This is free software, and you are welcome to redistribute it
under certain conditions; type ‘show c’ for details.
The hypothetical commands show w and show c should show the appropriate parts
of the General Public License. Of course, your program’s commands might be
different; for a GUI interface, you would use an “about box”.
You should also get your employer (if you work as a programmer) or school, if any, to
sign a “copyright disclaimer” for the program, if necessary. For more information on
this, and how to apply and follow the GNUGPL, see http://www.gnu.org/licenses/.
The GNU General Public License does not permit incorporating your program into
proprietary programs. If your program is a subroutine library, you may consider it
more useful to permit linking proprietary applications with the library. If this is
what you want to do, use the GNU Lesser General Public License instead of this Li-
cense. But first, please read http://www.gnu.org/philosophy/why-not-lgpl.html.
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