We provide an efficient algorithm for determining how a road network has evolved over time, given two snapshot instances from different dates. To allow for such determinations across different databases and even against hand-drawn maps, we take a strictly topological approach in this paper, so that we compare road networks based strictly on graph-theoretic properties. Given two road networks of same region from two different dates, our approach allows one to match road network portions that remain intact and also point out added or removed portions. We analyze our algorithm both theoretically, showing that it runs in polynomial time for nondegenerate road networks even though a related problem is NP-complete, and experimentally, using dated road networks from the TIGER/Line archive of the U.S. Census Bureau.
INTRODUCTION
Road network algorithms are an important topic of study in Geographic Information Systems (GIS), in that road networks facilitate transportation and are the products of social, geographic, economic, and political forces. In addition, road networks are interesting data types, in that they combine both geometric information and graph-theoretic information. (E.g., see [4] .) Formally, we view a road networks as a graph, where we create a vertex for every road intersection or major jog, and we create an edge for every pair of such vertices that have a road segment that joins them. In addition, some road networks are annotated with geometric/geographic information, such as the GPS coordinates of some vertices or labels identifying road names. Nevertheless, because road Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than the author(s) must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. networks may contain many vertices and edges without such geometric/geographic information, we are interested in this paper in studying road networks from strictly a topological viewpoint, that is, as embedded graphs. Specifically, we are interested in the problem of determining how road networks evolve over time, e.g., highlighting places where new roads and bridges are added and where old roads and bridges are removed. (See Figure 1 .)
Problem Definition
Viewed topologically in terms of their graph properties, road networks are embedded graphs, that is, the edges incident on each vertex are given in a particular order (i.e., clockwise or counterclockwise), which defines a topological structure for the graph known as a rotation system (e.g., see [15] ). Road networks are not typically planar graphs (e.g., see [4] ), however, since there are edge crossings, for example, at overpasses. Thus, we cannot in general apply algorithms for planar graphs to road networks. Nevertheless, the vertices in road networks have bounded degrees (since the number of roads that meet at a single junction cannot be arbitrarily large); hence, a road network with n vertices has O(n) edges.
Given two undirected graphs, G1 and G2, an isomorphism of G1 and G2 is a bijection, f , from the vertices of G1 to the vertices of G2 such that (u, v) is an edge in G1 if and only if (f (u), f (w)) is an edge in G2 (e.g., see [10] ). In the subgraph isomorphism problem, we are given two graphs, G1 and G2, and asked to determine whether there is a subgraph of G1 isomorphic to G2. This problem is NP-complete, even if G1 is an embedded planar graph, by a reduction from the planar Hamiltonian circuit problem [6] . Thus, defining the best matching between two road networks simply in terms of a maximum common subgraph is unlikely to lead to a polynomial-time algorithm. So let us restrict the types of matchings we consider.
Suppose we are given a subgraph, G 1 , of a graph, G1, and a subgraph, G 2 of a graph, G2, such that G1 and G2 are embedded graphs, i.e., having specified rotation systems.
Suppose further that f is an isomorphism from G 1 to G 2 . We say that f is conformal if it satisfies the following conditions:
1. For every vertex v in G 1 , v has the same degree in G1 as f (v) has in G2. That is, we only match vertices having the same degree.
2. For every pair of incident edges, (v, u) and (v, w), in G 1 , (v, u) precedes (v, w) in the clockwise order of edges around v in G1 if and only if (f (v), f (u)) precedes (f (v), f (w)) in the clockwise order of edges around f (v) in G2. That is, we match vertices consistently with the edge orderings around each vertex.
Since road evolution tends to involve adding or removing whole roads or neighborhoods, we restrict our notion of road network evolution in this paper to be defined in terms conformal matchings. There is still one more restriction that we need to add, however, which deals with degeneracies that are unlikely to occur in real-world road networks. Suppose we are given two road networks, G1 and G2, and a maximum-cardinality subgraph, G 1 , having a conformal matching, f , to a subgraph of G2 (which is how we determine the parts of G1 that are the same in G2). We say that G1 and G2 are degenerate if, for any vertex v in G 1 and edge (v, w) in G1, we can change the assignment, f (w), for w and still have f be a conformal matching (even allowing for f (w) to be undefined). Since our intended applications involve the second road network being a newer copy of the first, a maximum-cardinality subgraph with a conformal matching identifies the portions of the road network that have not changed over time; hence, the portions outside of this maximum-cardinality subgraph identify the portions that have changed. Thus, we argue that such applications involve non-degenerate graphs, since it is unlikely, for example, for us to encounter an 8 × 16 grid that evolves into a grid-like annulus of 64 nodes with radius 8, which would be degenerate. Given that such configurations are likely to be rare in the real world, we are interested in this paper only in finding maximum conformal matchings in non-degenerate pairs of road networks, which is a problem we refer to as the map evolution problem.
Incidentally, the map evolution problem should not be confused with the map matching problem (e.g., see [8, 9] ), which is the unrelated problem of matching a trajectory of (possibly noisy) GPS coordinates, as might be produced by a moving vehicle, to the geometry of the road network in which the trajectory is traveling.
Prior Related Work
As noted above, the map evolution problem is related to the graph isomorphism problem, which has a rich history (e.g., see [7, 10] ), due to the fact that it is not known to be NPcomplete, and the best known worst-case algorithm runs in quasipolynomial time [2] , but the problem tends to be feasible in practice (e.g., see [10] ). For the generalized approximate graph isomorphism problem, which is NP-hard, Arvind et al. [1] give a quasipolynomial approximation algorithm. Such algorithms are necessarily not taking advantage of any efficiencies, however, that could come from topological considerations like our restrictions to embedded graphs and conformal matchings.
The map evolution problem is also related to the map alignment problem, which is also known as GIS conflation (e.g., see [11, 12] ). In this problem, one is given two road networks, including both topological information (such as vertex-edge-face relationships) and geometric information (such as vertex coordinates and edge directions and lengths), and one is interested in computing a "most likely" matching between the two networks. Rosen and Saalfeld [11, 12] develop an iterative process involving a human operator based on matchings that use topology/geometry classifications of the vertices, edges, and faces of the maps. Xiong [19] extends these topological/geometric approaches using more sophisticated classifications. Savary and Zeitouni [13] and Zhang [20] extends these approaches further by including additional properties, such as geographic data, including road names and shapes. Their use of geometry, however, implies that all of these conflation methods are not strictly topological algorithms and their performance degrades when roads or vertices lack geometric or geographic information.
Detecting changes in road networks and geographic regions has also been studied from the perspective of image processing, e.g., using satellite images (e.g., see [18] ). For example, Zhang and Couloigner [21] use image analysis to extract polylines defining roads and match them between two images of the same geographic region taken at different times. Such image-analysis approaches are inherently geometric, however; hence these are also not strictly topological algorithms and do not apply when image data is not available.
Our topological approach is more closely aligned with the work of Eppstein et al. [5] , which uses a topological approach for approximately matching for quadrilateral meshes used in computer-generated animations. Our approach differs from their methods, however, in that we do not consider faces in our matching algorithm (since road network faces can be large and complex), whereas their method crucially depends on matching faces (which in their application are always quadrilaterals or triangles).
Our Results
In this paper, we study the map evolution problem, for matching two road network graph of same area but from different time, by using only topological properties. The primary motivation for this approach is to show that the map evolution problem problem can be solved effectively using only topological information. Thus, this gives GIS practitioners a tool that can be applied for solving the map evolution problem even for problem instances where geometric and geographic information is missing, such as in older hand-drawn maps, pairs of maps where only one of them is derived from an image, pairs of maps annotated in different languages, or maps missing geographic and geometric annotations due to scaling resolution.
We develop an algorithm for the map evolution problem that runs in polynomial time for finding conformal matchings between non-degenerate embedded graphs, such as realworld road networks. Our algorithm uses a breadth-first flooding technique that begins each flooding phase by finding potentially-matching "seed" vertices using a labeling technique similar to that used in the the Weisfeiler-Leman (WL) graph isomorphism algorithm (e.g., see [7] ). So as to limit the amount of flooding done in subgraphs that ultimately are determined not to match, our algorithm is probabilistic in nature-when we don't have any pair of unique starting nodes, we take the pair which minimizes an estimate of the probability of a wrong match. We provide verification of our algorithm in experiments and case studies that show empirically that our algorithm produces good matches in practice.
OUR ALGORITHM
In this section, we describe our topological algorithm for finding a best conformal matching between two nondegenerate road networks, G1 and G2:
Create quasi-unique labels for each vertex, v, in G1
and G2 based on the degrees of the nodes at distance at most k from v, for an input parameter, k. (We show in our experimental section that choosing k between 5 and 8 tends to give the best results.)
2. Choose a good pair of starting nodes, s1 ∈ G1 and s2 ∈ G2, with the same quasi-unique label, L, and, for each such pair having label L, perform the following:
(a) Perform a breadth-first search (BFS) matching of the corresponding portions in G1 and G2 that are respectively reachable from s1 and s2 according to a greedy conformal matching that emanates out from these starting nodes. (b) Save this conformal matching that starts from s1 and s2 if it is the best (highest cardinality) such matching found so far for this quasi-unique label.
3. Commit the conformal matching that began with s1 and s2, removing all matched nodes as candidates for starting nodes.
4. Repeat the above process for another good pair of starting nodes, if such a pair of nodes still remains.
We describe these steps in more detail below.
Labeling Vertices
The first step of our algorithm is to give each vertex, v, in G1 and G2 a quasi-unique label, based on the degrees of the nodes at distance at most k from v, for a given parameter, k. This approach is similar to a labeling method used in the (exact) graph isomorphism algorithm by Weisfeiler and Leman (WL) [7] . Specifically, we begin by determining the degree, deg(v), of each vertex, v. Then we create a list for each vertex, v, which contains its degree, followed by the degrees of nodes at distance 1 from v, nodes at distance 2 from v, and so on, up to a distance k, where k is an input parameter for this step. So as to make sure that these labels are quasi-unique, we add the degrees of these nodes at distance at most k from v according to a canonical ordering, which in our case is a lexicographically minimum breadthfirst search (BFS) ordering. This BFS ordering sorts the immediate neighbors of v according to a lexicographically minimum cyclic ordering of v's neighbors based on their degrees, and then it performs a BFS from this queue, adding nodes to the queue based on the cyclic ordering of edges around each vertex so long as they are at distance at most k from v.
We return a dictionary for Gi (for i = 1, 2), which we call masterTable(Gi), such that each entry in this dictionary is a list of vertices having the same quasi-unique label. That is, the keys we use to index the (list) entries in masterTable(Gi) are the label[v] lists produced by our quasi-labeling method.
The pseudocode for this step is given in Algorithm 1.
Algorithm 1: Algorithm for labeling each vertex with a quasi-unique label. The method, lexicographicBFS(v, k), returns an ordered list of nodes as would be visited a breadth-first search (BFS) from v, starting with the neighbors of v enqueued according to a lexicographically minimum cyclic ordering of v's neighbors based on their degrees. This BFS explores all nodes at distance at most k from v.
With respect to the efficiency for performing this step, note that the time needed for this step is dominated by our doing a BFS from each node, v, to explore those other nodes at distance k from v. Since the vertices of a road network have degree bounded by some parameter, d, this step takes worst-case time O(d k n), for a road network of n nodes. In practice, k is a constant, d is usually 3 or 4, and the graph is rather sparse; hence, this step runs in O(n) time in practice.
Choosing Pairs of Starting Nodes
After we have labeled each vertex of G1 and G2 with quasiunique labels, we need to choose a pair of starting nodes in G1 and G2 with the same label to start the matching process. If we are able to find a unique pair of nodes having the same label, then we can take them as starting nodes and start our matching. But it may happen that we don't have any such unique pair of nodes; that is, it might be the case that there are at least 3 nodes from G1 ∪ G2 for each quasi-unique label of vertices in the master table.
For each distinct label, L, let n1(L) denote the number of vertices in G1 with label L and let n2(L) denote the number of vertices in G2 with label L. As mentioned above, if we have a label, L, such that n1(L) = n2(L) = 1, then we choose the unique pair of vertices, s1 ∈ G1 and s2 ∈ G2, with label L as a good pair of starting vertices.
Otherwise, we would like to choose a pair, s1 ∈ G1 and s2 ∈ G2, that maximizes the probability that there is a large conformal matching of the connected components of G1 and G2 respectively containing s1 and s2, such that s1 and s2 have the same quasi-unique label, L. For any such label, L, the number of such candidate pairs is n1(L) · n2(L); hence, to maximize the probability of finding a good pair of starting nodes, we choose a pair, s1 and s2, that minimizes the product, n1(L) · n2(L), since the probability such a pair actually correspond to corresponding nodes in G1 and G2, conditioned on their having the same label, L, is at least 1/(n1(L) · n2(L)).
We then perform a flooding-based search from each such s1 and s2 with label L, committing to the pairing that results in the largest matched components in G1 and G2. Then, we remove all the matched vertices in G1 and G2 from consideration (since they are now matched), and we repeat our search for another good pair of starting seed vertices.
In order to perform such searches and updates quickly, we use an auxiliary priority queue data structure that stores each quasi-unique label, L, according to its priority, n1(L) · n2(L). Such products can be found by taking the product of lengths of both lists for each label used as a key in masterTable. As we are performing our greedy matching processes, we also need to update these lists by removing each matched pair of nodes. Of course, this will also change the product for each label, so we have to update labels in our priority queue to now have new priorities. Since these products are always integers in the range [1, C] , for some parameter, C ≤ n 2 , let us use a van Emde Boas tree [16, 17] (vebTree) for storing non-zero products, n1(L) · n2(L), for each label, L, as well as a hash table, productTable, that gives us the product for any existing label, L. This allows us to perform searches, updates, and finding of labels with minimal product values in O(log log C) time.
Every time the algorithm needs a pair of starting nodes, it finds a label, L, with minimum product, n1(L) · n2(L), from vebTree. If there are multiple labels having that product, we randomly choose any one of them. After finding the required label, we take a pair of nodes having the same label from the masterTable. After finding the starting pair of nodes, we update these data structures, and the productTable, so that we don't consider this pair of nodes again. Note this approach works even when we have unique pair of nodes having the same label. In that scenario, the product will be 1 and that will be minimum product in vebTree.
With respect to efficiency, we can do all the setup for this step in O(n log log C) time. Moreover, we can determine already at this point what is the maximum product, n1(L) · n2(L), over all labels, L, for a given value of k. Since k is a constant for real-world road networks and there is an inverse relationship between k and the size of these products, we can perform a (binary) search to choose k so that the maximum product size is bounded by some constant, C. The running time of this search would be O(n) for constants k and C.
There is a tradeoff, however, between using a large value for k and getting good matches, since two starting nodes are paired only if their quasi-unique labels are the same, that is, if the respective portions of the road network at distance k from these nodes is the same. Since we are considering road networks that are evolving, we therefore don't want to set too high a value for k. Thus, we would like to choose k as small as possible so that the products, n1(L) · n2(L), are bounded by a constant, C. (Say, C ≤ 24.) As we note in the experimental section of this paper, choosing k between 5 and 8 seems to work well in practice for this purpose.
Flood-based Conformal Matching
After finding a starting pair of nodes, we start our greedy BFS matching process. We begin by marking the starting nodes as matched and we add them to our current tentative matching. As we perform our BFS matching process, we will tentatively be matching up additional pairs of nodes from G1 and G2, updating our supporting data structures as we go, e.g., to tentatively remove each such pair from consideration in vebTree. Moreover, if a starting node has more than one lexicographically minimum ordering of the degrees of its neighbors, then we also consider each such ordering of the edges, performing our BFS matching process for each. Tentative matchings are compared on the basis of number of matched nodes and the matching with maximum number of matched nodes is taken as best matching.
This raises an important implementation detail, which we should probably discuss before going on to other details. Our matching algorithm considers different pairs of starting vertices (and even possibly different starting orientations of their incident edges), looking for the pair that produces the largest portions of matching subgraphs. Thus, we may have tentative matches that need to be undone so that other tentative matches can be considered.
There are at least two possible ways to deal with this branch-and-bound element in our conformal matching algorithm. One way is to checkpoint our supporting data structures, like vebTree, masterTable, and productTable, saving the version that produced the best tentative match so far. This is the method we use, for example, in the version of our algorithm that we implemented for our experiments, since it is easy to implement. Another way is to perform a two-phase commit, where we perform updates to global copies of these data structures, but keep a history of the updates we have performed during a tentative matching, so that we can then roll back these updates if we do not commit to that tentative matching (because there is another one that gave a larger number of matched vertices). This is the version of our algorithm that we analyze for our theoretical analysis.
Given that there is some method that allows us to roll back to an earlier state of our supporting data structures, vebTree, masterTable, and productTable, let us discuss in more detail how our conformal BFS proceeds.
Once we map the neighbors around a pair of starting nodes, as discussed above, we flood-search both graphs using a conformal-matching BFS. When we reach any other node except a starting node in the flooding, we know the edge we are coming from and as we are following clocking ordering around any node, there will be exactly one ordering around that node in which we can traverse and map the neighbors with another graph, so as to be forming a conformal matching. Figure 2 shows an example. Figure 2 : Neighbor ordering around a degree-4 node, v1, and its matching node, v2. In this example, node 1 in G1 matches with node 1 in G2, and we know that the we reached the matched nodes v1 and v2 through the respective nodes, 1, so now their clockwise ordering is fixed and the mapping of neighbors will be (4, 7), (3, 6) , (2, 5) .
For matching any two nodes, v1 ∈ G1 and v2 ∈ G2, that are not starting nodes, they should satisfy following properties:
• both v1 and v2 should be unmatched.
• degree of v1 should be same as v2.
If any of these two conditions fail, we don't match v1 and v2 and we terminate that branch of the BFS. If both the conditions are satisfied, then we mark v1 and v2 as matched, add them to current matching and the queue for the BFS. Then we remove them from masterTable, vebTree and productTable, so that they are not considered again in the matching process. The pseudocode for this step in our algorithm is given as Algorithm 2.
Algorithm 2: Algorithm to process nodes in BFS.
function processNodes(u1, u2); add (u1, u2) to matching; mark u1 and u2 as matched; add corresponding neighbors of u1 and u2 to bfsQueue; update masterTable, vebTree and productTable to remove u1 and u2;
When there is no further branch that can be matched, our BFS search terminates. If this is the best tentative matching for the given quasi-unique label, L, then we tentatively save the matching corresponding to this BFS to the total matching. Then we check if there is still any remaining pair of seed nodes having this same label. If so, then we perform another conformal BFS for this next pair of seed vertices. Once we have completed performing a tentative matching for each pair of seed nodes having the same quasi-unique label, L, we commit to the matching for this label that produced the largest match.
Then we check if vebTree is empty or not. If vebTree is empty, we terminate the algorithm and return the total matching. If not, we repeat our search for a quasi-unique label, L, having the smallest product, n1(L) · n2(L), and repeat the above conformal BFS for that label.
The pseudocode for this step in our algorithm is given as Algorithm 3. Each time we explore subgraphs of G1 and G2 for a particular starting pair, s1 and s2, that are in the starting label set of pairs for some quasi-unique label, L, and one of the deg(s1) possible orientations of edges, we traverse subgraphs of some size at most, n(L) ≤ n, where n(L) is the size of the largest match for the label L. Thus, the running time of this part of our algorithm is at most O(n(L) log log C), where C is the maximum value of a product, n1(L ) · n2(L ), for some label, L . If d is the maximum degree in a road network (e.g., d ≤ 8), then the total worst-case running time of our BFS matching algorithm is therefore O dC L n(L) log log C = O(dCn log log C), since L n(L) ≤ n, because the maximum amount of nodes we can ultimately match in a pair of non-degenerate road networks is n. Combining this with the theoretical analysis of the other steps in our matching algorithm implies that the total running time of our entire algorithm is O(d k n + dCn log log C), where d is the maximum degree of a road network, k is the distance we choose for producing quasiunique labels, and C is the maximum value of a product, n1(L) · n2(L), for any label, L. Thus, in the practical case when d, k, and C are constants, our matching algorithm runs in O(n) time. 
EXPERIMENTS
In this section, we provide an empirical evaluation of our topological flood-based matching. All of our experiments were ran on data from the U.S. TIGER/Line road network database [3] .
Preprocessing the Data
The TIGER/Line database provides the road networks in two different file formats: shapefile and TIGER/Line ASCII format. The data the shapefile format provides allows a graph to be created that not only has a node for every intersection of two roads, but also nodes to indicate the curvature of a road. That is, the format allows for curved roads to be represented as a sequence of many two-degree vertices. Therefore, for the preprocessing of files in the shapefile format, we simply take the first and the last vertex for each road to avoid introducing unnecessary two-degree vertices. With this approach to processing files in the shapefile format and fact that the TIGER/Line ASCII format lends itself to easy conversion to the definition of a road network given in the introduction, our algorithm performs well on both file formats.
Tuning the Seed-labeling Parameter
Let us consider the choice of the value for k, the parameter that is input to Algorithm 1 that defines distance to which to perform a lexicographic BFS so as to improve the uniqueness of vertex labels. To characterize this uniqueness factor, let us define the approximation ratio of a labeling as a/b, where a is the number of pairs of nodes with the same label and b is the minimum of the number of nodes in the two graphs. Intuitively, if k is small, there will likely be many pairs of nodes (u, v) with u in G1 and v in G2 that both have label L where n1(L) · n2(L) is large. For example, labels like "44444", which indicates a four-way intersection that leads to four other four-way intersections, are likely to be common, and many other examples like this are likely from real-world. As many of these products are expected to be large, we would expect the approximation ratio to be larger for smaller value for k, because we could be possibly finding many pairs of vertices with the same label that should not actually be matched. For instance, we might find two vertices labeled "44444" even though they are not similar beyond their immediate neighbors. We expect to run into this situation only when the product is large since our algorithm matches the pair of vertices for a given label that maximizes the number of nodes matched.
As we increase the value of k, we would expect that the approximation ratio to decrease. That is, if k is large, we expect there to be more labels L such that n1(L ) · n2(L ) is small or even 1, as the labels should become more distinct as k increases. Because the labels are expected to be more distinct in this case, it should be less likely to find pairs of vertices with those labels, causing the approximation ratio to decrease.
The histograms in Figures 3 and 4 exemplify the preceding interpretation of the parameter k. The x-axis indicates the physical distance between every node and its pair partner(s) with the same quasi-unique label, L, using the longitude and latitude values given from the database. The distance is determined using the haversine formula, which yields the shortest distance between two points on a sphere [14] . (Although our algorithm doesn't use geometric information to determine matching pairs, we used geometric information in this experiment to empirically validate our approach.) Ideally, all pairs should be at distance 0 from each other.
As we expected, larger k values minimize the physical distances between pairs of nodes with the same label, which gives us a more accurate matching; hence, it reduces the number of false pairs that our algorithm needs to consider. A histogram that is highly skewed is desirable, as that implies that the number of incorrect nodes being falsely matched is small. Note that the Amador County data from 2000 and 2006 in Figure 3 Figure 4 included 52,566 and 51,054 nodes, respectively. Figure 5 shows the change of the approximation ratio with respect to the change in k for Amador County. The decrease in the approximation ratio with the increase in k again matched our intuition. The plot with the same x-axis and y-axis values for Alameda County started at a similar approximation ratio and decreased at a similar rate, so it was omitted. We also plot the change in the maximum product with respect to k in Figure 6 . As described in Section 2, the maximum product is the value max{n1(L) · n2(L) : L is a label generated by Algorithm 1}. As expected, the maximum product decreases as k increases. Note that only for San Francisco County does the maximum product reach 1. This is due to the fact that for the other counties, there are labels that do not change as k increases as the nodes the labels correspond to are in small connected components e.g. "121" is the cause of this in San Mateo County.
Example Output of Our Algorithm
In this subsection, we provide a visualization of the matching our algorithm created for Del Norte County, CA. We performed the matching with k = 3 and then took four snapshots of the matching to enlarge the details. For Figures 7, 8, 9 , and 10, a node is colored blue if it was matched and red otherwise. Furthermore, a node with a white box above it from the first image containing number i matches the node with a white box above it containing the number i from the second image.
First, consider Figure 7 . Solely based off of geographic location, it is clear that the nodes are being matched to the correct area. After further inspection, it can be seen that the graph has remained nearly the same around the white boxes containing "1", "3", "7", and "8". Near each of these white boxes, our matching algorithm has matched the correct nodes, indicated by all of the blue nodes surrounding Figure 7 also demonstrates the issue of using a small value for k. The yellow boxes in Figure 7b indicate nodes that have been matched to other nodes in the graph from Figure 7a that are not included in the image. This incorrect matching is due to the fact that when k is small, as mentioned earlier, it is likely that many nodes will end up with the same label, yielding a higher likelihood of incorrectly matching two nodes that should not be matched.
Second, consider Figure 8 . The white boxes in these figures are here to indicate that the matching algorithm is performing properly in many parts of the graph. As we are just using topological features, we also get some unexpected matching as shown in Figure 8 . The two yellow boxes in Figure 8a are matched to the two yellows boxes in Figure 8b . A new vertex was added in the 2006 graph that caused the matching of the vertices under the yellow boxes to occur in the wrong place. Because we are only using topological features, our matching algorithm cannot distinguish between the new vertex and the old one that it should be matching to.
Last, consider Figures 9 and 10 . Many more white boxes were included to show the success of our matching algorithm in these portions of the graph.
Detailed Analysis
We ran our algorithm on 40 different counties in California ranging from small counties to big counties. The results for our experiments are shown in Table 1 . Each row gives analysis about one particular county where G1 is obtained from TIGER/Line ASCII format from the year 2000 and G2 is obtained from TIGER/Line ASCII format from the year 2006. The column titled "seed time" indicates the time taken to find the seed vertices for the given value of k and the column titled "match time" indicates the amount of time taken for the topological flood-based matching algorithm. We ran the experiments on a machine with 3.1 GHz Intel Core i7 CPU and 16 GB of RAM and report the timings in seconds. The last column titled "thresh. ratio" is the ratio of number of pairs of matched vertices within 5 miles of each other to the total number of pairs of matched vertices which gives up the quality of matching. We can see from the table that thresh. ratio is always greater than 0.9 which tells us that our algorithm performs well on all kinds of inputs. Running times for our algorithm on the graphs given in Table 1 Figure 11 plots the experiments in Table 1 with the total running time (seed time plus match time) as the y-axis and the size of the smaller graph as the x-axis. The red line represents the function 0.003n log log n. Therefore, it seems that the variable C defined in Section 2 is much less than n, which is good for the running time of our algorithm.
CONCLUSION
We have given a purely topological algorithm for determining the changes that occur between two road networks, and we have provided both theoretical and experimental analysis to show that our algorithm is effective and efficient. We therefore feel that this algorithm provides a good tool for solving the map evolution problem when geometric or geographic features are missing from one or both of the road networks being considered.
