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Abstract
Communicating has ever since been a necessity for human kind. As
a result of technological progress we are facing an incredible variety of
possibilities to communicate regardless of the distance. SmartPhones
provide a great choice of features that facilitate the life for the users as
well they make it more comfortable.
In this context, Android presents the best option for developers to
create complex applications easily. The aim of Find Friend Location is
to create a distributed system that embraces many features of Smart-
Phones such as GPS, Camera, Maps, etc. This transforms into a mobile
application for sharing users information like notes, photos and location
in real time using the latest technologies. Find Friend Location has also
a web site application, which gives the user the possibility to manage the
application in an easy way.

Preface
This report is connected to a Computer Science project at Roskilde
University. We chose this topic since we had the desire to broaden our
knowledge about the latest technologies in Computer Science and Infor-
matics. Find Friend Location combines the latest technologies in Smart-
Phones and Internet, like the Android application in Java, and the Web
site in PHP. These applications consume the Web services they have in
common, which connect to MySQL database.
The goal of the project team was to make a real world project that
joins these technologies in the same distributed software system. Work-
ing in a group requires particular methods in order to find a solution
that all members would agree with. To deal with that problem differ-
ent methodological strategies were found. This paper should present an
introduction on how to deal with certain problems, which occur during
the software development. For example: How could the Android users
share all their information? How could they update their location? How
can a user know about a friend’s location in real time? How can a user
take and set photos in a specific location?
After four months of hard work, we would like to thank the As-
sociate Professor Keld Helsgaun, who was supervising the project, for
his constructive feedback, which helped us improving the software and
documentation.
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Chapter 1
Introduction
This report explains all the details of development process for the Find Friend
Location software system.
The main feature of Find Friend Location is to provide the users the ability
to share their location using a mobile phone. To supply an intuitive interface
for the users, this application displays a map where the user can find easily
where his friends are in real time. Also the Find Friend Location gives the
capability to share other kind of information with friends like notes and photos.
Find Friend Location has also a Web site application which supplies a better
way of managing user accounts.
After eliciting the requirements of the project, we divided the system in
three main parts. This is due to the fact that our first goal was the Android
application and we realised that we need a better way to manage user accounts
as it was difficult to handle them in a mobile. In order to accomplish this issue
we decided to create a Web site application. Finally we noticed that both
applications need to store and access the information that the users share,
so we decided to make a server using web services to communicate with the
applications.
The Web service application provides an API to allow clients to access the
web services that interacts with the database.
The Android application gives the opportunity to share information with
other users in an intuitive way. In order to do that, the application displays a
friendly interface that gives the abilities to register new users in the system,
make and accept friend requests, share user’s locations automatically, show
the user’s friends locations, notes and photos.
2 FFLocation
The Web site application discern two kind of users, common users and
administrators. Common users can make almost the same actions that they
do in android’s application, but using a web browser is more friendly because
it has no limitations that the mobile may have. Our main concern was to have
some users that can manage other user accounts. This is why we created a
new kind of users who are Administrators. To these kind of users are given
more permissions like deleting users and watching their history of previous
positions.
1.1 Motivation
As a result of technological progress we are facing an incredible variety of
possibilities to communicate regardless of the distance. SmartPhones provide
a great choice of features that facilitate the life for the users as well they make
it more comfortable.
Every day the features and capabilities of Mobiles are increasing surpris-
ingly. For this reason we want to create an Android application which gives us
the opportunity to improve our knowledge of Mobile developing, and test all
these features provides by Mobiles, due to they are turning into a vital part
of human life.
We find this project a great opportunity to combine a lot of technologies
and languages in the same software system, and learn how to work in big
projects as a team member.
An important motivation for us is the challenge to solve all the problems
that will arise while the project is developed. In addition, we will try to make
the program portable, reliable, secure, stable, intuitive, etc.
Chapter 2
Eliciting requirements
2.1 Introduction
The Software Requirement Specification document itself states in precise and
explicit language those functions and capabilities a software system (i.e., a
software application, an e-Commerce Web site, etc) must provide, as well as
states any required constraints by which the system must abide. The SRS also
functions as a blueprint for completing a project with as little cost growth as
possible. The SRS is often referred to as the ”parent” document because
all subsequent project management documents, such as design specifications,
statements of work, software architecture specifications, testing and validation
plans, and documentation plans, are related to it. This definition was taken
from [1].
The SRS contains functional and non functional requirements:
• Functional requirements may be calculations, technical details, data ma-
nipulation and processing and other specific functionality that define
what a system is supposed to accomplish. Behavioural requirements de-
scribing all the cases where the system uses the functional requirements
are captured in use cases.
• Functional requirements are supported by non-functional requirements
(also known as quality requirements), which impose constraints on the
design or implementation (such as performance requirements, security,
or reliability).
4 FFLocation
Generally, functional requirements are expressed in the form ”system shall do
requirement”, while non-functional requirements are ”system shall be require-
ment”. But in this report we focus on functional requirements of the first
iteration which has been described on the planning report. This definition
was taken from [2].
2.2 Functional requirements
2.2.1 Android application
The functional requirements of the Android Application are defined below.
The system must:
1. Be able to recognise a user.
2. Be able to register new users.
3. Allow the users to change their own information.
4. Have authentication data like nick and password for a user.
5. Not allow two or more users with the same nick.
6. Have a process to identify users.
7. Be able to store information like name, surname, email, phone, country
and address.
8. Be able to display a world map and the interface to navigate it.
9. Allow users to search for other users by nick, name, surname and/or
country.
10. Allow a user to make a friend request.
11. Allow the user to see friend requests he has.
12. Allow the user to accept or reject friend requests.
13. Be able to detect location changes of a logged in user.
14. Be able to send periodically the GPS position in order to update the
user’s location.
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15. Allow the user to see his friends, if they have already a position associ-
ated.
16. Be able to draw the user’s friends in a map using their last known
position.
17. Allow the user to create new notes.
18. Allow the notes to have a text and/or a photo.
19. Allow the user to see a friend’s comments.
20. Display the comments in a map using the location of the comment.
2.2.2 Web site application
The functional requirements of the Web site application are defined below.
The system must:
1. Be able to recognise a user or an administrator.
2. Be able to register new users.
3. Allow the users and administrators to change their own information.
4. Have authentication data like nick and password.
5. Not allow two or more users with the same nick.
6. Have a process to identify users and administrators.
7. Be able to store the users and administrators information like name,
surname, email, phone, country, address.
8. Be able to display a world map and the interface to navigate it.
9. Allow administrators to search for other users by nick, name, surname
and/or country.
10. Allow users to see their friends, or administrators to see all the users
that use the system.
11. Be able to draw the user’s friends in a map if there is a last known
position.
12. Allow the user to see a friend’s account information.
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13. Be able to draw a friend’s history of previous positions in a map.
14. Allow an administrator to see all users drawn in the map if there is a
last known position.
15. Allow an administrator to see a user’s information.
16. Allow an administrator to see a user’s history of previous positions in a
map.
17. Allow an administrator to delete a user.
18. Not allow an administrator to delete another administrator.
19. Not allow an administrator to see other administrators history of previ-
ous positions.
20. Allow an administrator to create another administrator account.
2.3 Non-functional requirements
This report refers to the non-functional requirements of the application. To
develop the application, we must consider the following non-functional re-
quirements:
2.3.1 Functionality
• Measures shall be taken to prevent intruder access to the server and
ensure the proper identification and verification of system’s users.
• The user’s authentication information will not be transported in plain
text.
2.3.2 Performance
• The system will respond to user requests in less than 3 seconds.
• The application will be running in a mobile which has low hardware
resources like memory or hard disk space, so the application must be
lightweight.
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2.3.3 Environment
• The client must have a mobile with Android SDK 2.2 OS. Furthermore
the mobile must have Java support.
• The Android application must be written in Java.
2.3.4 Usability
• Because the system users do not need to have high knowledge on mobiles
or computers, the application has to present an intuitive and friendly
graphic interface. Therefore, users only need to have basic knowledge
on mobiles or computers.
2.3.5 Supportability
• The storage system must be portable.
2.3.6 Reliability
• The server must not crash due to malformed packages.
2.3.7 Other constraints
• The client must have a mobile with a GPS and a Internet connection.
• The project must be delivered on 20th of December 2010.
• The project team had to attend to courses at Roskilde University until
22nd of November 2010.
2.4 Requirements analysis
After application’s requirements analysis is obvious that we have two appli-
cations (Web site and Android) with a lot of similarities, also both of them
have to access the same data. This is why we found necessary to have an
independent part of our application which provides access to the shared data
in a transparent way. This part will be a server, which is going to deal with
the database and provide an API for client’s applications. After ponder some
options, we decided use Web services to provide this API for many reasons:
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• Web services use XML to code and decode data, and SOAP to transport
it. These are open protocols.
• They improve the information flow between applications.
• Has a service based architecture (Figure 2.1).
Figure 2.1: Service based architecture
So our application is divided into three distinct parts defined along this
document:
• The server which deals with the database and provides an API to the
clients.
• The client Android’s application.
• The client Web site’s application.
Chapter 3
Planning
This section is focused on explaining the resources that were needed so as
to implement the Find Friend Location project and the constraints that the
project team had. The resources are divided in human resources, hardware
resources and software resources.
3.1 Resources
3.1.1 Human resources
The human resources for the Find Friend Location project were consisted of
3 Bachelor students and an Associate Professor.
• Chantriolnt-Andreas Kapourani, student from Harokopio University (Greece).
• Juan Javier Garc´ıa Cervera, student from University of Granada (Spain).
• Aitor Martin Marin, student from University of Basque Country (Spain).
• Keld Helsgaun, Associate Professor from Roskilde University (Denmark).
3.1.2 Hardware resources
The project team does not have any PCs but if it is necessary we can use the
PCs from Roskilde University.
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Laptops:
• HP Pavilion dv6-3164 15,6”, 2,4 GHz Intel core i3-370M 3072 MB, 500
GB, ATI Radeon HD 5470.
• Sony Vaio F Series VPC-F12E1E, CORE I5 520M, 2.4 GHZ, RAM 4
GB, 500 GB HDD.
• Aspire One 521 AO521-12BD, 1 GB RAM, 160 GB HDD.
3.1.3 Software resources
This section refers to the software resources that are used so as to implement
the project.
• Operative System → Debian Linux with kernel 2.6.32.
• Eclipse with Android SDK → Development tool for Android’s applica-
tion.
• Kile → LATEX editor, necessary for the documentation generation.
• Dia → Dia is a gtk+ based diagram creation program released under
the GPL license. Used for some diagrams and storyboard’s images.
• Quick Sequence Diagram Editor→ A tool for generating sequence dia-
grams.
• ArgoUML → A tool for drawing the use case diagrams.
• Gimp → Image editing program used to manipulate graphics.
• GanttProject → Is a cross-platform desktop tool for project scheduling
and management.
• PhpMyAdmin → Handles the administration of the MySQL server over
the web.
• Apache with PHP5 → A public-domain open source Web server used
for the web site.
• Tomcat → An open source software implementation of the Java Servlet
and JavaServer Pages technologies used for the web services.
• MySQL → The world’s most popular open source database.
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• SoapUI → Is the world leading Open Source Functional Testing tool for
Web Service Testing.
• RabbitVCS → RabbitVCS is a set of graphical tools written to provide
simple and straightforward access to the version control systems. Cur-
rently, it is integrated into the Nautilus file manager and only supports
Subversion.
• Google Project Hosting → It provides a fast, reliable, and easy open
source hosting service. We allow our project here in the URL
http://fflocation.googlecode.com, you can download all the code
and data of the application through this command
svn checkout http://fflocation.googlecode.com/svn/trunk/ fflocation-read-
only
All the software used in this project has free licence.
3.2 Time estimation and schedule
The Gantt diagram is used so as to show graphically the time estimation and
the schedule of the project work.
As you can see in the Figure 3.1, we decided to work from Monday to
Saturday every day. As we have classes until 17th of November, we decided to
use Monday and Tuesday to work on course-related activities.
The remaining days we are going to work six hours per day.
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Figure 3.1: Gantt diagram
Chapter 4
Web service application
4.1 Introduction
After analysing the system’s requirements we decided to implement the main
server using a web service.
This web service is the system’s main service, which means that will pro-
vide an Application Programming Interface (API ) or Web API for the rest
of the applications in this system, such as Android application and Web site.
This API has to implement all the functions the Android program and the
Web site requires that have to do with the database.
It is decided to use a web service because it will be called from different
environments. The web services provide a high compatibility with any system.
The reason for this is that these remote calls are serialized in XML, transferred
over HTTP using SOAP protocol.
The client accesses a Web Services Description Language (WSLD) file that
specifies where is the web service, the web service’s available functions, the
parameters of this functions and the return types. Using this information
the client creates an XML file (SOAP message) where function’s name and
parameters are serialized following the SOAP protocol. This message is sent
via HTTP to the server, which is going to deserialize it, run the right method
and answer the client, using the same system. In our case these methods are
going to work on the database.
14 FFLocation
4.2 Requirements
In this section the system’s functional requirements are going to be analysed
to establish the Web service’s requirements.
The Web service must:
1. Be able to handle user’s login from the android using nick and password.
2. Be able to handle user’s and administrator’s login from the web site
using nick and password.
3. Allow more than one logins for the same user at the same time.
4. Be able to recognise user sessions after the login.
5. Allow to check if a nick is already being used.
6. Allow the creation of new users.
7. Allow the creation of new administrators by other administrators.
8. Allow the clients to get the logged in user’s information.
9. Allow the clients to change their own information.
10. Allow the users to get their own or their friends last positions.
11. Allow an administrator to get any user’s positions.
12. Allow the user to send his own position.
13. Allow the clients to search for other users in the system.
14. Allow the users to get their own friends list with their information.
15. Allow the users to make friend requests.
16. Allow the users to get their own list of friend requests.
17. Allow the administrator to get all the users in the system with their
information.
18. Allow the user to send a new note, which can be with or without photo.
19. Allow the user to request his own or his friend’s notes.
20. Allow an administrator to delete a user.
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4.3 Analysis
Now is time to analyse the Web service’s requirements in order to satisfy them.
We need to notice that this part of the system needs to store a large
amount of information. There are two kind of information kept in the Web
service, user information and session information.
For user information, the application memory is considered enough to hold
this data. Furthermore, the sessions can be easily restored if the client logs in
again so it is not necessary to store this information permanently. For session
information, we use a database able to store information like strings, integers,
dates, float and byte arrays. This byte array is needed so as to store photos
that users attach to the notes. Based in the Web service’s requirements we
found the following use cases:
Figure 4.1: Use case diagram
Both users and administrators can check if a nick has been used and reg-
ister new accounts in the system. Users can be created by everybody and an
administrator from another administrator. Both users and administrators can
login, request their information and change them. They can also search for
other users using fields like nick, name, surname and/or country. The admin-
istrator is able to see other administrators but users cannot. They are allowed
to see other users information, positions or even delete them. Users can make
friend requests or see their requests and accept or reject them. Furthermore
he can see his friends positions. These positions are sent by users in certain
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conditions.
Users can also send new notes, that can contain photos inside. This way
other users can ask for a friend’s notes. At this point is mentioned that a
user can have a lot of positions or notes. This means that something must
be done about the client requests in order to reduce network traffic. This
problem affects also the administrator request like the method to get system’s
users. During the design methods to get a specific amount or range of data
parameters are defined. Anyone can call to a web service method at any time.
It may be not so important in methods like the one that returns whether a
nick exists or not, because everyone has rights to call it. But in method that
for example returns friends, the server needs to know who is asking for it, and
somehow ensure authentication.
4.4 Design
4.4.1 Main model
As you can see the following diagram shows the system’s main model. This is
between what is stored in the database and what is serialized for clients. The
Web service is going to work using these classes to handle the client’s requests
concerning the user, location and note.
Figure 4.2: Model classes
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The UserInfo class is the class that holds a user’s or administrator’s in-
formation, which includes the id, nick, name, surname, email, phone, country,
address, whether it is or is not an administrator and the last known position.
The User class is used for authentication methods where the password of the
user is also necessary. This is why this class extends the UserInfo class adding
a field for the password. This class is never serialized and sent through the
network.
The Note class creates objects to hold information about a note, this means
that it contains an id, text, owner’s id, position, and photo. The photo field
can be null if there was no photo attached by the owner. The Position class is
used to keep information about a GPS position and the date and time when
it was uploaded. This means that for the Web service a position always has
a date and time associated. The Photo class is a simple tool that holds a
byte array that represents the picture like it would be stored in the hard disk.
The byte array could have different format of picture like jpg, what is actually
what the android application sends.
The SUserInfo, SNote, SPosition, SPhoto classes are just an extension of
the previous classes that ensure a correct serialization when returned by the
Web service. In this section will be explained the interesting options, before
the serialization, that these classes offer.
4.4.2 Session management
The Web service needs some strategy to recognise users between different
requests. First strategy would be to ask the user for his authentication infor-
mation, nick and password, each time he calls a method. This has the only
advantage of making the solution easier, but has the following disadvantages:
1. Sending always the authentication information implies more network
traffic.
2. Sending always the authentication information makes easier to sniff and
steal this information.
3. Each time the server gets the information has to check if it is correct in
the database.
4. The server can not tell the difference between two different clients using
the same user account.
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Because of this reasons is decided to implement a session based authenti-
cation system. The basic idea is to create an authentication object for each
login. This authentication object will be sent to the client so he can keep it
and send it for each method he calls. The server keeps the list of authen-
tications in the system. Now another problem appears, clients will log into
the system lot of times, what means lot of authentication objects. The web
service has to decide which authentications are not longer in use and delete
them from the list. The server is going to check which authentication object
has not been used in for a specific time. If this happens the server is going
to expire the session, removing the authentication object from the list and
making it not longer useful for the client. In the diagram the classes used for
this part of the system are shown:
Figure 4.3: Authentication system classes
The Auth class is the authentication object. This object is able to identify
a user, and even a session. A user gets a different Auth object each time he
logs in the system. If same user has logged in from two different places is going
to have two different authentication object, one in each place. In order to get
different objects for the same user a session variable is added, that is set to a
random number when the object is created. The SAuth class is the class that
extends and ensures the correct serialization of the Auth class objects.
The Auths class checks if the authentication objects are valid. This class
extends also Thread (could be done implementing Runnable) because it is
going to check periodically whether an authentication object has expired. This
class keeps the list of authentications in a Map so as to be easily found and
associated to their age. The login process in the web service is shown in the
following sequence diagram (Figure4.4):
When the login API is called, it tries to load the user by nick. So the
API calls loadUser in the database API with the nick as a parameter. Then
this FFLocationDBIface returns a User object with the user’s info, or null
if something went wrong, for example if it does not exist. Now the Auths
class is going to be called with user’s object and password that the client
sent. This class checks user’s password object with the one that was sent
by the client. If these two passwords match the authentication class creates
an authentication object that is registered and returned. When the main
process gets the authentication objects, it uses them to create a SAuth that
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Figure 4.4: login sequence diagram
is serializable to send it to the client. This way, from now on the server will
recognise this authentication until it expires.
Let see what happens now that a client tries to create a new administrator
account in the next diagram (Figure4.5):
This method is called with the client’s authentication object, the new ad-
ministrator’s UserInfo and his new password. The first one is very important
in this case because it should be associated to an administrator, otherwise it
should break. First thing is asking for the authentication class which is the
owner of the authentication object that was sent. This class checks whether
the object is valid, then it returns the owner’s identification or null if is not
valid. After database’s interface is asked for the user object that contains the
user’s data of the one with this identification number. If the loaded user is not
administrator then it will break because some regular user is trying to create
an administrator account. Finally the administrator account is created. This
is done by creating a User class that extends the UserInfo class and contains
the password field. Once this User class is filled up with the information that
the client sent the method newUser of the database is going to be called. This
method returns whether the creation of the account succeeded, what is later
sent to the client. This way the client knows if the process succeed.
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Figure 4.5: newAdmin sequence diagram
4.4.3 Reducing network traffic
As we could realise in the analysing section the Web service’s answer can be
really big and most of it not necessary for the client.
4.4.3.1 User list request
Lets say the administrator wants to have a look at the list of users in the
system. At some point this list becomes huge and makes it inefficient(or
impossible) to have a function like getting all users. One way to avoid this is
asking a parameter that determines what page does the client want, lets say
that he has pages of five users. Firstly, the user will ask for the first page,
which means the first five users, and in the second request the next five, and
so on. This functionality is a great asset for the user.
But if the client needs to show fifty users each time, he would need ten
queries to the web service. This would overload the network too. And if you
set the pages to fifty, the client that wants less, like the android. It would
need to ask too much, to cache them and then display them page by page.
The solution we have used is based on the SQL query’s limit parameter. The
client will send two parameters, first the amount of users that he wantes in
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each page, and the second one the number of page.
4.4.3.2 User’s notes request
After a user has been using the system for a while he probably owns a lot of
notes. This number of notes can be too high to be sent to the client so it is
decided to use a parameter that defines how many notes does the client want.
The user’s notes are going to be sorted by time, and the user will get the
most recent n notes. Now that we have limited the number of notes that are
returned we consider the fact that these notes can be requested just to show
them in a map. These notes could be shown without displaying the photo
attached, what by the way, is the heaviest field in the object.
Finally the method takes as parameters the authentication object, the
notes owner’s identification number, number notes are requested and if you
want the photos attached. This last choice is done by the SNote class that
even if it does not keep the photo it keeps in a field if the note has a photo
associated, so the client can choose to ask for it later.
4.4.4 Getting a note with photo
In the following sequence diagram is shown how a note is requested to the
Web service using the note’s identification number (Figure4.6):
Just as it was shown in the previous session management4.4.2 section the
user’s identification number is obtained by using the authentication object
that was sent by the client. Then database is asked for the note with the
identification number of the note. The database interface returns the note
object or null if something went wrong. Now is time to check if the client has
rights to get that note. When we ask the database if the user with the client’s
identification number (from the authentication object) and the user who owns
the note are friends, we should get that they are. This should be the common
situation, what makes the following process to be skipped.
If not, the client’s user information is loaded from the database. If this
client is an administrator then the process continues like they where friends,
otherwise null is return because the client is not either a friend or an admin-
istrator.
At the end of this call to the Web service the note is copied to the SNote
class with the option that specifies that the photo must be copied, because in
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Figure 4.6: getNote sequence diagram
this method the full note is returned. This means that if the note has a photo
associated, it will be attached.
4.4.5 Database
It has already been decided to use a independent database system to store the
data. In this section we have separated the database’s analysis, design and
implementation.
4.4.5.1 Analysis
In this section the website’s functional requirements are going to be analyzed
to establish the database’s requirements. Figure 4.7
1. The database must be able to store a user with the authentication infor-
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mation, nick and password. This user is going to have name, surname,
email, phone, country and address. Due to the need of administrators in
the web site, there is going to be another field that determines whether
the user is an administrator or is not.
2. Each mobile user is going to have his own positions, although the android
application needs just the last position the web site needs all of them to
show the user’s history in time.
3. The user has to be able to make friend requests and see the request that
he has. Then this can be rejected, so deleted, or accepted. If a request is
accepted it should be deleted from request and create a new friendship
between the users. There has to be a direct relation that specifies that
two users are friends.
4. Last thing to store is the notes that the users create. These notes always
have a text and a position so as to be displayed in the right location of
the map. These notes can also have photos.
Figure 4.7: Database Entity Relation Diagram
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4.4.5.2 Design
In this section the database tables and fields are going to be chosen. Figure
4.8
1. The is going to be a user entity with a primary key ID that identifies
a single user with the attributes nick and password for authentication,
name, surname, email, phone, country, address and administrator to
know whether it is or is not an administrator.
2. Another entity is going to store all users position in time, this means the
users IDs, the time and the position. The position in GPS is composed
of two float numbers, one for the latitude and the other for the longitude.
3. Two relationship between friends are going to store friend requests and
friendships. In the request the first field is going to tell who make the
request and the second field who receives it. In the friendship table due
to efficiency is decided to set the lower ID in the first field and the higher
in the second. This is going to make faster checking if a two users are
friends. For example, to check if 5 and 3 are friends just sort them and
look for (3,5) row instead of looking for (3,5) or (5,3).
4. The note entity has it’s own ID to identify a single one, as a primary key.
Other fields are, the text associated, the owner’s ID, the position, when
was created and the photo, if attached. Due to the fact that the photo
is optional and this field’s size is not constant and is pretty big(binary
longblob) this field is stored in another table. This table is going to
have the note’s ID and the note’s photo. Despite that is still necessary
to look in the photo table to check if the note has a photo is to assume
that now the chance to have the note table into the database cache is
much bigger, improving the performance.
For future improvements is considered adding a field to the note table
that determines whether the note has a photo attached.
5. The identification fields, unsigned 10 bit integers are used, for password
field 40 byte string because the SHA hash function result is that length
and for the photo longblob based on photos that the android’s camera
produces.
The interface ffLocationDBIface is specified in order to accomplish the
requirement that asks for an easily extensible storage system.
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Figure 4.8: Database Table Design
4.4.5.3 Choosing software
We have decided to use MySQL database due to the following reasons:
1. MySQL open source software is provided under the GPL License, what
means it is for free.
2. The whole team has previous experience with this software.
3. It has the innoDB engine which supports foreign keys constraints.
4. It is the world’s most popular open source database.
a) Is supposed to be reliable.
b) A large amount of information can be found on the Internet.
c) Offers standard database driver connectivity with applications and
tools that are compatible with industry standards ODBC and JDBC.
4.4.5.4 Implementation
4.4.5.4.1 Decisions depending on software As the database design
has relations between tables we found strongly beneficial to implement using
foreign keys. Due to this fact we decided to use the innoDB engine, as it is the
only one that supports this feature natively. This foreign key constraint in the
tables working under the innoDB engine provides the following advantages:
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1. Assuming the proper design of the relationships, foreign key constraints
made it more difficult for us to introduce an inconsistency into the
database. This means that the database is going to throw an excep-
tion each time there is an attempt to break this constraints.
2. Is easier check these constraints in the database than in the program.
Even more if someone decides to continue with this project and write
another program that accesses the database directly. In this case these
constraints have to be checked again in the new program, and if there
are changes, changing the whole system required.
3. Using cascading updates and deletions can simplify the application code
a lot. Let say a users wants to be removed from the system. If the
constraints referencing this user are set in cascade mode, all the data in
the database about this user is going to be deleted when the user row is
deleted.
4.4.5.4.2 Setting up the database system At this time we decide to
use phpmyadmin to handle the administration of MySQL. The main reason
is that we already have installed an Apache Server with PHP5 used for the
website and we have previous experience with this software. Then we make
the following steps:
1. Using this software we access the database as root and we create a
new administration account called ”fflocation” with full access to a new
database called also ”fflocation”. This user has permission to create,
change or delete the table content and the table structure, create users
and grant rights to other users. once we finish with the root account,
this means no risk for the database system. From now on we are going to
use the ”fflocation” account for developing and administration purpose.
2. First thing is creating the database using the phpmyadmin interface. We
create each table with all fields and set the primary keys, index fields
and we use the innoDB engine. Ones this is done we create all the
constraints using the foreign key references between tables.
3. Now that the database is ready to be used we can add the Web service
client. Using the ”fflocation” we create another user with a random
password that is going to be given to the Web service to connect. We
grant this account data rights as select, insert, update and delete. By
now the Web service account is ready to be used.
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Note that this could be done using mysql client instead of using phpmyad-
min, for example to create the ”user” table the following SQL statement could
be used:
CREATE TABLE EXISTS ‘ user ‘ (
‘ ID ‘ int (10) unsigned NOT NULL AUTO INCREMENT
COMMENT ’ User ID ’ ,
‘ Nick ‘ varchar (32) NOT NULL
COMMENT ’ Login nickname ’ ,
‘ Password ‘ varchar (40) NOT NULL
COMMENT ’SHA( Password ) ’ ,
‘Name‘ varchar (32) NOT NULL
COMMENT ’ User r e a l name ’ ,
‘ Surname ‘ varchar (64) DEFAULT NULL
COMMENT ’ User r e a l surname ’ ,
‘ Email ‘ varchar (64) NOT NULL
COMMENT ’ User ’ ’ s emai l ’ ,
‘ Phone ‘ int (10) unsigned DEFAULT NULL
COMMENT ’ User ’ ’ s phone number ’ ,
‘ Country ‘ varchar (32) NOT NULL
COMMENT ’ User ’ ’ s country ’ ,
‘ Address ‘ varchar (128) DEFAULT NULL
COMMENT ’ User ’ ’ s address ’ ,
‘ Administrator ‘ t i n y i n t (1 ) NOT NULL DEFAULT ’ 0 ’
COMMENT ’ I s user admin i s t ra to r ? ’ ,
PRIMARY KEY ( ‘ ID ‘ ) ,
UNIQUE KEY ‘ Nick ‘ ( ‘ Nick ‘ )
) ENGINE=InnoDB DEFAULT CHARSET=ut f8 AUTO INCREMENT=1 ;
Listing 4.1: DBIface MySQL constructor
In this SQL statement all the user’s table fields are defined. For example
the ”ID” is an integer field that can not be null, that auto increments and
that is the primary key. Nick is a unique string and administrator is 0 or 1, a
boolean type, that by default is 0, false.
4.4.5.4.3 Java As a result of this section a main interface is implemented
for Java that accesses the mysql database. First of all we get the MySQL
Connection/J which is a native Java driver to convert JDBC calls into the
MySQL databases protocol over the network. The following implementa-
tion of the database interface requires this package that can be found in
http://dev.mysql.com/usingmysql/java/. This is the constructor of the class
that implements the database interface. We can see in the URL how it is
set to connect to to local host’s ”fflocation” database. Later in the driver
manager we enter the username an password that grants access to the pointed
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database in local host. Even though, by default we did not use auto commit,
we changed it to be true because the service needs too few transactions.
private ffLocationMySQL (){
try
{
St r ing u r l = ” jdbc : mysql : // l o c a l h o s t / f f l o c a t i o n ” ;
connect ion = DriverManager . getConnect ion ( ur l ,
” f f l o c a t i o n ” , ” f f l o c a t i o n ” ) ;
connect ion . setAutoCommit ( true ) ;
}catch ( SQLException anException ){
while ( anException != null ){
System . out . p r i n t l n ( ”SQL Exception : ” +
anException . getMessage ( ) ) ;
anException = anException . getNextException ( ) ;
}
}catch ( java . lang . Exception anException ){
anException . pr intStackTrace ( ) ;
}
}
Listing 4.2: DBIface MySQL constructor
In this code we can see how an insert is performed to register a new position
for a user. First we prepare the insert statement and fill it with the owner’s
identification number and the positions fields, which are two float numbers for
latitude and longitude.
@Override
public boolean newPosit ion ( int userID , f loat l a t , f loat l on ) {
PreparedStatement i n s e r t S e n t e n c e = null ;
try{
i n s e r t S e n t e n c e = connect ion . prepareStatement (
”INSERT INTO ‘ f f l o c a t i o n ‘ . ‘ h i s to ry ‘ ( ‘ ID ‘ ,
‘When‘ , ‘ Latitude ‘ , ‘ Longitude ‘ ) VALUES ( ” +
” ? , NOW( ) , ? , ? ) ; ” ) ;
i n s e r t S e n t e n c e . s e t I n t (1 , userID ) ;
i n s e r t S e n t e n c e . s e t F l o a t (2 , l a t ) ;
i n s e r t S e n t e n c e . s e t F l o a t (3 , lon ) ;
i n s e r t S e n t e n c e . executeUpdate ( ) ;
}catch ( Exception e ){
e . pr intStackTrace ( ) ;
return fa l se ;
}
return true ;
}
Listing 4.3: DBIface MySQL constructor
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This is the method that adds a relationship between two friends. We
can see here just like in the areFriends function, which checks whether a
relationship exists, that the user’s identification numbers are sorted in order
to improve the performance, like it was mentioned in the design section.
@Override
public boolean addFriends ( int t id1 , int t i d2 ) {
int id1 , id2 ;
i f ( t i d1==t id2 ) return true ;
i f ( t id1<t i d2 ){
id1=t id1 ;
id2=t id2 ;
} else {
id1=t id2 ;
id2=t id1 ;
}
PreparedStatement i n s e r t S e n t e n c e = null ;
try{
i n s e r t S e n t e n c e = connect ion . prepareStatement (
”INSERT INTO
‘ f f l o c a t i o n ‘ . ‘ f r i end ‘ ( ‘ IDUser1 ‘ , ‘ IDUser2 ‘ ) ” +
”VALUES ( ? , ? ) ; ” ) ;
i n s e r t S e n t e n c e . s e t I n t (1 , id1 ) ;
i n s e r t S e n t e n c e . s e t I n t (2 , id2 ) ;
i n s e r t S e n t e n c e . executeUpdate ( ) ;
}catch ( Exception e ){
e . pr intStackTrace ( ) ;
return fa l se ;
}
return true ;
}
Listing 4.4: DBIface MySQL constructor
4.4.5.5 API for java
To sum up with the database we define the FFLocationIFace interface that is
implemented by the FFLocationMySQL class: The exists function returns true
if the nick that was given as a parameter is alredy been used, false otherwise. In
order to create a new user in the system, a new account, newUser can be used,
which takes as a parameter a User class object with the user’s information. It
return whether it succeed. To load a user by identification number or by nick
overloaded function loadUser can be used. To change a user the API offers
the saveUser function that takes a User object as a parameter and tries to
change it, then it returns true if succeed or otherwise false. The delUser takes
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as a parameter the id of the user that is going to be deleted and returns true
if it was deleted, otherwise false.
To get all the users in the system by pages getUsers is used, which takes
as a parameter the count of users per page and the page number requested. In
order to register a user’s new position the newPosition method is used, which
takes the user’s identification number and the position, that consists in two
float numbers, as parameters. The getPositions returns the last n positions
of a user that matches the given id, where n is a given parameter. Null is
returned if something goes wrong. The addFriends takes as parameters two
user identifications and creates a relationship between them. Then returns
whether it succeed or not. The areFriends takes as parameters two user
identifications and returns whether they are or they are not friends.
To create a new relationship request from one user to another one the
newRequest method must be used. The first parameter is the identification
of the user that makes the request and the second is who receives it. The
getRequests returns the friendship requests that a user has. The method takes
the user’s identification number as a parameter and returns null if something
is not correct. The delRequest takes as parameters two user identifications
and tries to delete the friendship request from the first user to the second
one. The function returns whether it succeed. The getFriends returns a list
of friends of the given user identification or null if something fails.
In order to create a new note the setNote method can be used, which takes
a Note object and tries to store it in the database. It returns whether the note
was stored. The getNotes returns the last n notes of the user that matches
the given id, where n is a given parameter. Null is returned if something goes
wrong. The getNote returns a Note object with the filled fields with the note
information from the database with the identification number that was given.
It returns null if something goes wrong. To remove a note the API offers
the method removeNote which takes as a parameter the note’s identification
number and returns whether it was deleted. Finally, in order to look for a
user the searchFriend function can be used, which returns the list of users that
match the fields that this methods takes as parameters such us nick, name,
surname and country.
4.4.6 Application Programming Interface specification (API)
Finally the Web service’s public methods are shown in the next class diagram,
directly connected to the database’s interface.
The exists function returns true if the nick taken as a parameter is been
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Figure 4.9: Service’s class diagram
used, otherwise false. The login and loginWP functions allows clients to login
in the system. The only difference between them is that the first one does not
allow administrators to log in. Both of them need the nick and password so
as to match user and get a new valid authentication object, otherwise null is
going to be returned. There is a newUser that allows the creation of regular
users to anyone. This function takes as parameters the new user’s information
object and the new password. The response is the attempt to log in with this
new account, this way it gets logged in just after creating the new account.
If a user wants to get his own information he should call myUser function
that if it takes the right authentication object it will return his user informa-
tion object, otherwise null. To change a user’s information the changeUser
is implemented, that returns whether it succeed. It takes as parameters the
authentication object that grants rights to do this, the new user information
object and the new password. The delUser function is used to delete a user,
it has as parameters the authentication object that grants rights and the user
to delete an identification number. It will return whether it succeeded or not.
When a client makes a friend request he has to use the askFriend function
and send as parameters the authentication object that identifies the user and
the request receivers identification number. It returns true if the request
was stored, otherwise false. If a user wants to know the list of users that
had requested him for friendship he must use the getRequests function. This
function requires just a valid authentication object that identifies the user. If
something fails, null is returned. The getFriends and getFriendsPage functions
allow the client to get his friend list using his authentication object. In the
second function the client has to send also the count of users he wants and
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what page he wants. It something goes wrong null is returned.
To send a new client’s position, for the history, logPosition must be invoked
with his authentication object and his position at that time. The function will
return whether everything worked or not. The getPositions methods allow the
client to get a user’s last n positions in an array. The client must send a correct
authentication object, the target user’s identification number and the number
of positions he wants at most. If something is not correct null is returned.
When a client wants to create a note in the system he should call setNote
with the following parameters. The authentication object to be recognized
by the web service, the position so the note can be located, the note text
and the photo if he wants to attach it to the note. Notice that the photo
is a string because it has to be serialized in a SOAP message, but later the
serialization issues are explained. If the client wants to get some other user’s
notes using getNotes he must send the authentication object, the note owner’s
identification number, the maximum amount he wants and whether he wants
the photos to be attached. If something goes wrong null is returned, otherwise
the client gets the user’s latest notes in an array. To get a note by identification
number the client must send also an authentication object with rights to see
it and call getNote. If the authentication object does not have rights to do so
null is returned.
If an administrator wants to see the users of the system he should use the
getUsers function. This function given a valid administrator’s authentication
object, the count of users per page and the number of page returns the right
list of users, otherwise it returns null. If an administrator wants to creates
another account he can use the newAdmin function. This function takes the
authentication object of the administrator, the new users information object
and new password. The response will be if the account was created or not.
Any client with a correct authentication object can search for other users
sending also the nick, name, surname and country the results should match.
Note that the administrators and the users that are friends of the client are
removed from the response when a regular user calls the method. If something
fails this function returns a null value.
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4.5 Implementation
4.5.1 Creating the service
We used eclipse for the web service development so here are some important
steps we followed. We decided to use Tomcat because is the most known
web service server, from apache. This is supposed to be reliable, well docu-
mented and easy to look for help in Internet. We chose the latest version,
Tomcat 7, because it was needed to Axis 2.2 version we already had, pre-
vious version would not work at all. After downloading the Tomcat server
from http://tomcat.apache.org/ and uncompressing it in a folder, but also the
eclipse should know that server is available. In order to do this we had to
go to Preferences - Servers - Runtime Environments and add the Tomcat 7
server indicating the eclipse where the server folder is.
Later we created a new ”Dynamic Web Service” project where we created
the packages model, database and controller. We located the classes mentioned
in the model in the ”model” folder. Those which have to do with the database
fit into the database package, like the interface and the implementation for
MySQL. Finally the classes that have to do with the web service are located in
the controller package. Of course we have also a testing main function where
we can use it for testing while developing. Finally, this is the structure we
have in the project:
Now that everything is ready we can take as an example a simple func-
tion like exists that checks whether a user nick has already been used and
returns the result to the client. This is how it looks like the function in the
FFLocationAPI class, the public service class.
public boolean e x i s t s ( S t r ing n ick ) {
return dbc . e x i s t s ( n ick ) ;
}
Listing 4.5: The ”exists” function’s source code
The Web service function takes one parameter, the nick string that goes
directly to the database to check if it exists, and it returns the result as a
boolean.
If we run the Web service by selecting this FFLocationAPI and choosing
”Run on a Server” we will get a set up menu. The most interesting parts are
choosing the server and which methods do you want to publish in the web
service. The server choice is quiet easy at this point, we choose to create a
Tomcat7 server to run this web service, and we can check all the methods
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Figure 4.10: fflServer project
in the class to be published. Then eclipse creates a WSDL with the web
service’s specifications. Later on every specification, description or message
is going to follow the SOAP protocol, so everything is going to be in XML
format. An important fact is to know where the methods are published, in
which workspace, because the client should match this, that is why the WSDL
start like this:
<w s d l : d e f i n i t i o n s targetNamespace=” h t t p : // c o n t r o l l e r ”>
Listing 4.6: WSDL file header
Later we can see how each method is described, let say the exists function.
This method is called ”exists” and the only parameter it takes is one called
”nick” and that is a string type.
<element name=” e x i s t s ”>
<complexType>
<sequence>
<element name=” nick ” type=” x s d : s t r i n g ”/>
</ sequence>
</complexType>
</ element>
Listing 4.7: Exists method’s invocation
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As you can see this information in the WSDL is enough to build a SOAP
message with a request. If we continue reading the WSDL we find the infor-
mation about the functions response.
<element name=” ex i s t sResponse ”>
<complexType>
<sequence>
<element name=” ex i s t sReturn ” type=” xsd :boo l ean ”/>
</ sequence>
</complexType>
</ element>
Listing 4.8: Exists method’s response
So the client knows that when this method is called a boolean type is
returned.
Finally, at the end of the WSDL file the address of the web service can be
found. This means that the WSDL does not necessarily has to be in the same
server as the web service. When the client takes the Web service’s description
file he knows where the real service is, the address location field.
<w s d l : s e r v i c e name=” FFLocationAPIService ”>
<wsd l :po r t b inding=” impl:FFLocationAPISoapBinding ”
name=”FFLocationAPI”>
<wsd l soap :addre s s l o c a t i o n=” h t t p : // l o c a l h o s t : 8 0 8 0 /
f f l S e r v e r / s e r v i c e s /FFLocationAPI”/>
</ wsd l :po r t>
</ w s d l : s e r v i c e>
Listing 4.9: Web Service Location
4.5.2 Serialization/Deserialization
In this section we are going to see how method calls, their parameters and their
returned values are serialized and deserialized. We will use soapUI Pro 3.6 to
invoke methods in the web service. After loading this program we create a
new project. We are asked to input the WSDL file’s url. When press ”OK ”
the application is going to get the WSDL file that contains the information
of everything the web service has to offer and create empty SOAP messages,
like XML templates, in in order to be filled by the user.
The application knows from the WSDL file where to call the methods,
in which workspace, with which parameters and which is going to be the
response. This way the application offers transforms SOAP messages in XML
format for each method.
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For example we are going to test the web service’s login method. Let’s say
we already have a registered account, the nick is ”nick” and the password is
”password”. We fill the ”nick” and ”pw” in order to get an authentication
object. We know that the web service asks for the password hashed with
the SHA algorithm so we introduce the SHA hash function of our password
”password”.
<soapenv:Envelope xmlns:soapenv=” h t t p : // schemas . xmlsoap . org /
soap / enve lope /” xmlns:con=” h t t p : // c o n t r o l l e r ”>
<soapenv:Header />
<soapenv:Body>
<c o n : l o g i n>
<con :n i ck>nick</ con :n i ck>
<con:pw>5 baa61e4c9b93f3 f0682250b6cf8331b7ee68fd8</con:pw>
</ c o n : l o g i n>
</ soapenv:Body>
</ soapenv:Envelope>
Listing 4.10: SOAP Login request
When we press the play button the soapUI application is going to send
this SOAP message in XML over HTTP to the URL that was specified in the
WSDL file. In that url the Tomcat server is supposed to be listening to new
requests, when this message arrives is going to deserialize it. This means that
real Java objects, in this case two strings(nick and password) are created and
the method login called in the server. This method is going to create a new
authentication object Auth that will be returned.
<soapenv:Envelope xmlns:soapenv=” h t t p : // schemas . xmlsoap . org /
soap / enve lope /” xmlns:xsd=” h t tp : //www. w3 . org /2001/XMLSchema”
xmlns :x s i=” h t t p : //www. w3 . org /2001/XMLSchema−i n s t anc e ”>
<soapenv:Body>
<l og inResponse xmlns=” h t t p : // c o n t r o l l e r ”>
<l og inReturn x s i : t y p e=” ns1:Auth ”
xmlns:ns1=” h t t p : // c o n t r o l l e r ”>
<n s 1 : s e s s i o n x s i : t y p e=” x s d : i n t ”>618357913</ n s 1 : s e s s i o n>
<ns1 :user ID x s i : t y p e=” x s d : i n t ”>5</ ns1 :user ID>
</ log inReturn>
</ log inResponse>
</ soapenv:Body>
</ soapenv:Envelope>
Listing 4.11: SOAP Login response
Now the Tomcat server has the Auth object, so as to be returned it should
serialize it and send it back by using the same SOAP message protocol through
the same socket. So now the client that did the request, the soapUI applica-
tion, receives this message. In this message we can see how the Auth authen-
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tication object has been serialized into the SOAP message. The auth object
has two fields, the session variable and the userID. Now on the client has
a valid authentication object that can send to invoke other methods in the
web server. Using this authentication object we call the myUser method in
order to get our own user information. Our own now means the logged user’s
information, the one that logged in and got the authentication object that is
associated now to him.
So using soapUI we invoke the myUser method with the authentication
object serialized.
<soapenv:Envelope xmlns:soapenv=” h t t p : // schemas . xmlsoap . org /
soap / enve lope /” xmlns:con=” ht t p : // c o n t r o l l e r ”>
<soapenv:Header />
<soapenv:Body>
<con:myUser>
<con :a>
<c o n : s e s s i o n>618357913</ c o n : s e s s i o n>
<con :user ID>5</ con:user ID>
</ con :a>
</con:myUser>
</ soapenv:Body>
</ soapenv:Envelope>
Listing 4.12: SOAP myUser request
As we can see in the returned SOAP message a UserInfo object is re-
turned. The server has deserialized the authentication object, got the owner’s
identification and returned his user information object.
<soapenv:Envelope xmlns:soapenv=” h t t p : // schemas . xmlsoap . org /
soap / enve lope /” xmlns:xsd=” h t tp : //www. w3 . org /2001/XMLSchema”
xmlns :x s i=” h t t p : //www. w3 . org /2001/XMLSchema−i n s t anc e ”>
<soapenv:Body>
<myUserResponse xmlns=” h t t p : // c o n t r o l l e r ”>
<myUserReturn x s i : t y p e=” ns1 :Use r In f o ”
xmlns:ns1=” h t t p : //model”>
<address x s i : t y p e=” x s d : s t r i n g ”>address</ address>
<admin i s t ra to r x s i : t y p e=” xsd :boo l ean ”> f a l s e
</ admin i s t ra to r>
<country x s i : t y p e=” x s d : s t r i n g ”>country</ country>
<emai l x s i : t y p e=” x s d : s t r i n g ”>email@email . com</ emai l>
<id x s i : t y p e=” x s d : i n t ”>5</ id>
<name x s i : t y p e=” x s d : s t r i n g ”>name</name>
<nick x s i : t y p e=” x s d : s t r i n g ”>nick</ nick>
<phone x s i : t y p e=” x s d : i n t ”>123456732</phone>
<p o s i t i o n x s i : t y p e=” n s 1 : P o s i t i o n ”>
<date x s i : t y p e=” x s d : s t r i n g ”>2010−12−13 13 : 0 2 : 2 3 . 0
</ date>
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< l a t i t u d e x s i : t y p e=” x s d : s t r i n g ”>66.3777
</ l a t i t u d e>
<l ong i tude x s i : t y p e=” x s d : s t r i n g ”>−23.1038
</ l ong i tude>
</ p o s i t i o n>
<surname x s i : t y p e=” x s d : s t r i n g ”>surname</surname>
</myUserReturn>
</myUserResponse>
</ soapenv:Body>
</ soapenv:Envelope>
Listing 4.13: SOAP MyUser response
Something worth mentioning is, that in the client side this serialized object
can be also be mapped into objects, deserialized. Like it will be done in the
android and in the web site, using the appropriate Soap libraries.
Finally, we have to think about the photos, and how to serialize them
into the XML messages. Photos are binary arrays, this means that can not
be serialized that easily in the SOAP message. The standard says that the
binary arrays has to be encoded in Base64 in order to be serializable into this
messages. Due to different reasons, like having control of the encoding system
in the web service, it’s decided to do it manually. This means that the web
service is going to encode the byte array into a string, instead of being the
Tomcat server that has to implement this. The Photo class is going to take
care of this, making it transparent to the user.
Chapter 5
Android application
5.1 Analysis
5.1.1 Use case diagrams
The actor, association and use case definitions, are explained in Appendix D,
so they are not going to be explained in this section. In Android we have one
actor:
• Mobile user. This actor will use the mobile application.
5.1.1.1 Use cases description
Here we quote the different use cases that have been identified for the Android
Application:
• Login: The user logs in the system.
• Register: A new user wants to use our system, he enters his personal
data in the application and the system stores it.
• View personal data: The user can view his personal data.
• Modify personal data: The user modifies his personal data.
• View position: The system displays the user’s position on a map.
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• View notes and photos: The user chooses a group of photos and photos
and goes to a gallery so as to watch them.
• View friends position: The system displays a map with the position of
the user’s friends.
• Update position: The system updates the user’s position.
• Create a note: The user creates a note and the system stores the note
with his position.
• Take a photo: The user takes a photo.
• Search a friend: The user searches a user in the database by name,
surname, country or nick.
• Request for friend: A user sends a request for friend to another user.
• View friend requests: The system displays a list of friend requests that
the user has.
• Accept a friend: The user selects a user from a list and the system stores
the friendship between them.
• Reject a friend: The user rejects the request for friend.
The user can find an extended guide of these use cases in Appendix B.
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5.1.1.2 Use case diagram
The use case diagrams allow us to show graphically the actors, use cases and
the association between them.
Figure 5.1: Use case diagram
5.2 Design
5.2.1 Class Diagram
The Android application needs to contact with the Find Friend Location main
server in order to access the Web service’s public methods. This is going
to be done by using the SOAP message protocol in XML over the HTTP
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protocol. The Android application also needs to send request messages with
the serialized parameteres and the web server is going to return the response
messages with serialized values.
A main problem the android’s SDK has, is that does not provide classes to
work with Web services. So, it needs to work manually with Web services by
using SOAP. But a library called kSOAP2 helps a lot with the implementation.
This library is able to create, send, receive and parse soap messages. Another
important point is that this library is able to serialize and deserialize objects.
This is called mapping, so object classes are mapped. In order to make the
classes serializable they all must implement the KVMSerializable interface in
order to be serializable by the KSoap2 library.
Another problem was the number of requests to consume the web service
has to be low. The solution to reduce the amount of information that needed to
be transmitted across the network is a cache system. So it is decided to use an
adapter class to access the consumption of the web service and store a simple
or small cache of some response methods. It is also taken into consideration
to join notes if they are too close, so they will be displayed on the map like a
group. The clustering algorithm is chosen so as to solve this issue.
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Figure 5.2: Class Diagram
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As is shown in the designed class diagram 5.2 for Android’s application,
five classes are used for the model, two for note clustering and one as an
adapter to the web service.
The web server developer has made the model classes public, so it was
decided to extend and use them in this application. More information about
these classes are in the Web Service chapter. All classes that are extended
from the server start with the K letter, like KAuth, KUserInfo, KPosition,
KNote or KPhoto and they implement KvmSerializable so as to be serializable
using the KSoap2 library for android.
Some classes like KPosition or KPhoto add some methods that can be
useful when developing the application in Android, the most of them are
related to the GPS positions or map drawing. The Group class stores notes
that have been added by the Groups class which holds more than one groups.
When a new note is added to Groups, this class decides whether this note
should be in a new group or added to an existing one, depending on the
distance. One thing worth mentioning is that when a new note is added to a
group, the groups position is calculated again based on all notes positions in
the group.
Finally there is the ToServer class, that contains all the static methods
that the rest of the classes will call so as to access the Web server. This
happens because the class works like an adapter to the main web service.
It provides access to all web service methods that are used in the Android
application and caches some of the responses for a specific time in order to
avoid unnecessary calls through the network.
Classes that have position, like KUserInfo and KNote, have the getPosition
method overwritten so as to return a KPosition object which includes the
methods that Position class does not. This is a simple casting because these
classes will always have the KPosition extension of the Position class. The
KPosition class has also methods to calculate the distance between two of
these objects, so as to get a GeoPoint, used by the operating system, and
methods to get the latitude and longitude as floats.
The Group class has Note objects and a position, which is deduced from
the notes positions, in the updatePosition method. It has a method that adds
a note and a function that returns an iterator with the notes that contains. It
also offers functions that are used when drawing the group, like getMessage,
getName, hasPhoto or isGroup. This last one returns if there is more than
one notes in the group. You can see the sequence diagram that will specify
this method in Figure 5.3
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Figure 5.3: Creating note groups
So as to create groups the Groups class must be used. This class contains
the list of Group objects and the minimun distance they must have. The class
has methods to add notes, which are organized in groups automatically by
using the custering algorithm. From this class can be requested the number
of groups and the groups list in an iterator.
As it was mentioned earlier the ToServer class accesses the web service.
This class has three main strings with the parameters to access the web server
URL, NAMESPACE and SOAP ACTION. The URL IP address can be set
by using the setIP method. The user must know, before creating the account,
if the nick name is available. So as to check this the exists function can be
used, which takes as a parameter the nick and returns whether it exists or not.
When a user makes a new registration the method newUser is called, which
takes as parameters the new user’s information and password and finally tries
to create that account in the web service. It returns whether it succeeded or
not.
The login method takes as parameters the nick and password of a user
and tries to log into the web service, if everything is correct an authentication
object will be sent for the user in order to identify him, as a session in the Web
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service. If it does not succeed null is returned. Also the authentication object
can be checked using the logged function. There is also a logout function that
allows the user to log out, deleting the authentication object. The getAuth
private function returns the current authentication object if it did not expired,
based on the sessionLive. If it expires, the method will try to login again and
get a new Auth object. The setAuth method is used so as to this this private
authentication object
Ones the user has correctly logged in, he can request his own information,
by calling the myUser function. This will return a KUserInfo containing the
user’s account information. If the user wants to change his account information
he should call the changeUser with the new user account information and
password. This returns true if succeeds, otherwise false. When a logged in
user searches for other users in order to add them as friends, a new user list is
returned from function searchFriend. This function takes as parameters the
fields nick, name, surname and country.
When a new note will be registered, the setNote method is called which
takes a parameter the two float numbers that correspond to the location,
latitude and longitude, the note’s text and the photo. The photo parameter
can be null. This function returns true if the note was registered otherwise
false. To make a friendship request, or to accept a user’s request the askFriend
function must be called with the user’s identification number. So as to take the
friend requests for a user the getRequests function is called, and it is returned
the list of KUserInfo objects that correspond to the users. Furthermore,in
order to get the friend’s user information the function getFriends should be
used, which returns the list of UserInfo objects containing friends.
The application can send the user’s position by using the logPosition
method. This method sends the location passed as arguments to the web
service and the authenticated user’s position will be updated and registered
in his history. If is it needed to get a user’s history of positions, the getPosi-
tions method is called with the user’s identification number and the number of
positions we want as parameters. If the authenticated user has rights we will
get the list of KPosition objects. To get the last notes of a user the getNotes
function has to be called with the owner’s identification number, the number
of notes wanted and whether the user wants the photos to be attached. Fur-
thermore, if the user wants to get a note by identification number the getNote
function is called which returns the note with the photo.
Finally, there is a private function that returns the SHA1 hash code of
a given string to be send as password to the web service, because the server
asks this encoding for security reasons. There are also several fields necessary
to implement the cache system, all of them are private in the class.
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5.2.2 Storyboards
In this section we will design how the application must communicate with the
user, we must also take into account all the requirements that have to be met
by the application and we will try to design the interface as intuitive and easy
to learn as possible, since the users of our system are not required to have a
great knowledge of computers or mobile phones.
5.2.2.1 Login
The first use case our application has to satisfy is the Login system. In order
a user to log in the system, he should be asked for his nick and password.
Since our application has to provide a method of registration for new users,
we found correct to create a button so as to provide access to the register use
case. We should keep in mind that the password cannot be shown, asterisks
will appear in its place.
As you can see in Figure 5.4 if the user clicks the Login button, it will
start the screen represented by Figure 5.6. Otherwise if the user clicks the
Register button, it will start the screen represented by Figure 5.5.
Figure 5.4: Login Storyboard.
5.2.2.2 Register a user
The Figure 5.5 represents the Register a user user case. On this screen the
user must fill the required fields in order to be registered in the system. If
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the user clicks the Save button the system will store the new user’s account
indicating that the account was created successfully, if the required fields are
correct, otherwise it will display a message indicating the failure. If the user
presses the Cancel button, it will appear the screen Figure 5.4, which will
appear also after the creation of the new user’s account.
Figure 5.5: Register Storyboard
5.2.2.3 See Friends
This is the application’s main screen (Figure 5.6). It is decided to represent
the user’s friends on a map because it is the best way to represent positions.
In order to access to a friend’s notes, the user has to click in the friend’s
icon where starts the Storyboard See friend’s notes (Section 5.2.2.4). This
complicates the implementation because it is not easy to click on the screen
and recognise when a user has been selected but it was decided to be done this
way because it’s very intuitive.Otherwise the application would be or hard to.
When the user clicks in a friend the screen in Figure 5.7 will be displayed.
It is also decided to put a menu on the screen also to facilitate access to
different sections of the program. The buttons which appear in the menu are:
1. Find a friend: This button provides access to Search friends (Section
5.2.2.4).
2. New comment: This button starts the Section 5.2.2.9.
3. Friend requests: This button displays the Section 5.2.2.8.
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4. Modify: This button provides access to Modify personal data (Section
5.2.2.4).
5. Photo: When the user clicks this button starts the Take a photo use
case (Section 5.2.2.5).
6. Logout: The users returns to the login screen (Section 5.2.2.1).
Figure 5.6: Friends Storyboard
5.2.2.4 See friend’s notes
This screen (figure 5.7) is very similar to See friends Figure 5.6. But in
this case, in the screen a user’s notes are displayed distributed on a map. A
problem occurred when lot of notes were close, the note was impossible to see,
so it was decided to merge the notes that are close into groups, depending on
the zoom the map. Thus, if the user selects a small zoom, it might be possible
that all the notes of Denmark of his friend appears in a single group, but if
the user extends the zoom in Denmark the group will break into more notes
or groups. So when the user selects a note or a group of notes it will display
a photo gallery with the note or group of notes selected (section 5.2.2.6).
5.2.2.5 Take a photo
This screen (figure 5.8) allows the user to take a photo and make a comment
about it. This screen shows the image taken from the phone’s camera, when
the user clicks the button photo, which takes a photo. Also the user can add
a comment to the photo. Once the photo is taken, the button ”Photo” has to
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Figure 5.7: Friend’s notes Storyboard
change to Try again to allow the user to take another photo from the camera,
if he wants. When the user presses the button Save the photo will be saved.
Then the system displays the previous screen. (Figure 5.6 or Figure 5.7).
Figure 5.8: Take a photo Storyboard
5.2.2.6 Notes gallery
To show the notes we decided to create a gallery (Figure 5.9). All the note
are loaded on the top of the screen. When the user selects a note on the
menu, if the note contains a photo, the photo will be displayed underneath
the comment, otherwise only the note will be displayed. If the user presses
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the button Back in the mobile, he will return to the previous screen (Figure
5.6 or Figure 5.7).
Figure 5.9: Notes gallery Storyboard
5.2.2.7 Search friends
This interface allows the user to search friends. The user can search a friend
by name, surname, country or nick. We tried to make an intuitive interface so
as to allow quick and easy search as shown in (Figure 5.10). When the user
presses the button Search it starts the section 5.2.2.8.
Figure 5.10: Search friends Storyboard
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5.2.2.8 Make and accept friend’s requests
This is a common interface to accept or reject friend requests and make new
friend requests (Figure 5.11). In the first case, the interface displays a list of
users who made a friend request to the user. When he selects a user from the
list and clicks the Update button, the system will store the friend acceptance
and will reject the unselected users. In the second case, the interface displays
a list of search results. Then he can select all users he wants on the list and
if he clicks the Update button the system will create a friend request to the
selected user. Finally if the user press the Cancel or Back button on the
mobile, he returns to the previous screen (Figure 5.6, Figure 5.7 or Figure
5.10).
Figure 5.11: Accept friends Storyboard
5.2.2.9 Create a comment
This interface is used to create a comment (Figure 5.12). When the user clicks
in Save button, the comment is stored in the system. Finally if the user press
the Cancel or Back button on the mobile, he returns to the previous screen
(Figure 5.6 or Figure 5.7).
5.2.2.10 Modify personal data
The Figure 5.13 represents the Modify personal data user case. On this screen
the user must fill the fields in order to modify his account. First of all, the fields
must be filled with the current user’s account. If he clicks the Save button the
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Figure 5.12: Create a comment Storyboard
system will check all fields and it will store the information inserted if all fields
are correct and it will indicate that the update was successful, otherwise the
system will display a message indicating the failure. If everything is correct or
the user pressed the Cancel button, it will appear the previous screen (Figure
5.6 or Figure 5.7).
Figure 5.13: Modify personal data Storyboard
5.3 Implementation
This section tries to explain how to develop code for the application in order
to facilitate the learning of the application to new developers. We will focus
especially on the most interesting parts of the Android application like maps,
GPS and camera.
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5.3.1 Code structure
To develop this application we follow the view-controller model. This structure
is clearly visible in the code:
1. Model: The model’s class is located in com.model.
2. View: All the interfaces in Android are programmed in XML and they
are located in /res/layout.
3. Controller: In this project we have one file for each Android’s Activ-
ity. They are located in the package com.fflandroid. Also the packages
fflocation.maps, fflocation.camera and fflocation.gps contain class to use
mobile phone’s camera, map and GPS.
To establish the communication with the server we use the class ToServer
which is to the package com.web services. We have also the package com.events
to allow all the application’s events.
5.3.2 Android’s activities
Android activities have control over the interfaces XML. Each screen in the
program has an Activity. In the application are found 10 different Activities
which are located in the package com.fflandroid :
1. Login: This Activity allows users to login. It takes the name and pass-
word from the user and sends them to the server.
2. Register: This Activity allows users to register. It takes the information
from the user and sends them to the server.
3. Map: This is the application’s main Activity. It will be explained deeply
in Section 5.3.3
4. FindFriend: Is responsible for reading friend search form and make a
request to the server.
5. ListFriends: The results of the last activity are shown in this Activity.
6. FriendRequest: Shows all the friend requests.
7. ModifyUser: It is the responsible for making an update with the new
information about the user.
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8. PhotoGallery: This Activity controls the notes gallery. It will be ex-
plained in Section 5.3.5.
9. CreateComment: It is responsible for sending the comment to the server.
10. CameraAndroid: This Activity controls the action of taking a photo,
writing a comment and sending it to the server.
First of all, in order to add a new Activity to the program it is necessary to
modify the AndroidManifest.xml file, you can find a complete reference about
how to program Activities in the bibliography [7].
<a c t i v i t y android:name=” . Login ”
a n d r o i d : l a b e l=” @str ing /app name”>
<in tent− f i l t e r>
<ac t i on android:name=” android . i n t e n t . a c t i on .MAIN” />
<category android:name=” android . i n t e n t . category .LAUNCHER” />
</ intent− f i l t e r>
</ a c t i v i t y>
Listing 5.1: Activity in AndroidManifest.xml
For the main activity you have to fill at least the next items as it can be
seen in Listing 5.1:
1. android:name: The name of the class that implements the activity, this
class has to be located in package=”com.fflandroid” as we have to indi-
cate it in the AndroidManifest.xml.
2. android:label: The label is displayed on screen when the activity must be
represented to the user. These labels are defined in the file strings.xml,
but instead of using this file, you can define the label directly as an-
droid:label=”Login”.
3. intent-filter: Specifies the types of intents that an activity receiver can
respond. Here is specified that he should start as a Main entry point and
be into category Launcher. This is necessary only in the main activity.
You can get read information about intent-filter in the reference [8].
Once the activity has been added in the AndroidManifest.xml file, the Java
class, that implements Activity, can be created.
To change Activities you have to write the code below in Listing 5.2.
// F i n a l i z e the curren t A c t i v i t y .
this . f i n i s h ( ) ;
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// Create the new i n t e n t .
In tent newIntent = new In tent ( this , CameraAndroid . class ) ;
// S t a r t the new A c t i v i t y .
this . s t a r t A c t i v i t y F o r R e s u l t ( newIntent , 0 ) ;
Listing 5.2: Launch an Activity
All Activities have to launch this interface. The interfaces will be ex-
plained in Section 5.3.7. To do this task the Activities have to call setCon-
tentView(layout).
In Listing 5.3 you can see an example of an Activity code. This example
implements OnClickListener which is very common in the application Activ-
ities. The method onCreate is called when the activity is created, here you
can fix the interface elements to local variables, as seen in the example with
buttonExample. In the example is also shown how to recognize when the user
clicks in buttonExample.
public class ExampleAc extends Act iv i ty
implements OnCl ickListener {
/∗∗ Ca l l ed when the a c t i v i t y i s f i r s t c r e a t e d . ∗/
@Override
public void onCreate ( Bundle savedIns tanceState ) {
super . onCreate ( savedIns tanceState ) ;
//Launch the i n t e r f a c e
setContentView (R. layout . ExampleActivity ) ;
// Set the but ton to a l o c a l v a r i a b l e
buttonExample = ( Button ) findViewById (R. id . butEx ) ;
buttonExample . s e tOnCl i ckL i s t ene r ( this ) ;
}
@Override
public void onCl ick ( View v ) {
//Know what i s the pre s sed but ton
Button sourceButton=(Button ) v ;
// I f the user p r e s s the but ton
i f ( sourceButton==this . buttonExample ) { . . . }
else . . .
}
}
Listing 5.3: Example of an Activity.
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5.3.3 Maps
This section explains how the maps are implemented in the application. So
as to allow the application to access the map, the AndroidManifest.xml has
to be modified with this line <uses-permission android:name=
”android.permission.INTERNET”/> so as to give Internet access permission
to the application and<uses-library android:name=”com.google.android.maps”
/> so as to provide access to maps.
5.3.3.1 Map activity
Map Activity is the main Activity in the application. It is responsible for:
1. Painting all the users on a map.
2. Recognising when a user selects a friend.
3. Displaying the selected user’s notes on the map.
4. Recognising when the user selects a note of a groups of notes.
5. Starting the GPS.
6. Creating the menu.
So the Map Activity has an object MapViewer which deals with the map
and listens for NoteSelectedEvent events that are released when the user se-
lects a group of notes. When the Activity receives an event NoteSelectedE-
vent, it inflates the NotesGallery Activity to display the notes. So as the Map
Activity to create the menu it is necessary to override the method onCre-
ateOptionsMenu() and onOptionsItemSelected(), in first method we inflate the
menu and in second we get the user’s selection. The menu provides access to
the Activities FindFriend, CreateComment, FriendRequest, CameraAndroid,
ModifyUser and also to logout.
5.3.3.2 MapViewer
This class is responsible for initializing the MapView from Google Maps and
is located in the package com.maps. In this class we set the parameters of
the map like zoom, key, level of zoom and so on. This class has control
over the Overlay that has to be painted on the map. This class has two
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object Overlay which are overlay users (MapUsersOverlay) and overlay notes
(MapNotesOverlay) which are responsible to paint the users and notes on the
map. The MapViewer listens when the user selects a friend and changes this
MapUsersOverlay for the MapNotesOverlay appropriately.
5.3.3.3 MapUsersOverlay
This class has to paint the users in their correct locations. There are 2 different
kind of icons. The first one is a green bubble which represents the logged in
user and the other is a red bubble which represents his friends. All icons have
also a shadow. This class has three main methods:
1. drawMapLocations: This method translates the positions of all friends
and the user to map coordinates and paints them on the map by call
drawNickWindow for each user.
2. drawNickWindow: This method paints the nick of the users on the map,
for this aim, the system paints a grey rectangle on the map, with the
user name, right up the user icon.
3. getClickLocation: This method calculates the area occupied by the users
icons on the screen and compares them with the location of the click. If
they match, then a user has been selected.
This class extends Overlay,so the method draw has to be overridden, which
will be called whenever the user interacts with the map, so we have to ensure
that this method calls drawMapLocations with updated positions. Also the
method onTap has to be overridden, which will be called whenever the user
clicks on the screen. This method calls getClickLocation to check if the user
has selected a friend and sends an event to inform about it.
5.3.3.4 MapNotesOverlay
This class has to paint the user’s notes in the correct locations. There are 3
different kind of icons. The first, is for representing one single note without
photo, the second for representing a single note with photo, and the last one
for representing groups of notes. This class has four main methods:
1. drawMapLocations: This method translates the positions of all notes to
screen coordinates, paints them on the map and calls drawMessageWin-
dow for each note.
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2. drawMessageWindow: This method paints the message of the notes on
the map, for this aim, the system paints a grey rectangle on the map,
with the text, right up the note icon.
3. getClickLocation: This method calculates the area occupied by the notes
icons on the screen considering that the icons may have different size and
compares them with the location of the click. If they match, a note or
a group of notes is selected.
4. clasifyNotes: This method is called by draw each time that the user
interacts with the map, depending on the screens’s zoom, we classify
existing groups into new groups.
This class extends Overlay, so the draw method has to be overridden,
which will be called whenever the user interacts with the map, so we have
to ensure that this method calls drawMapLocations with updated positions.
Also the onTap method has to be overridden, which will be called whenever
the user clicks on the screen. So this method calls getClickLocation to check
if the user has selected a note or a group of notes, in this case this method
sends an event to inform about it.
5.3.4 GPS
The GPS is used to update the user’s position and to store the position of
the created notes and photos. As before, permissions have to be given to
the application in order to access the phone’s GPS. For this reason it is nec-
essary to modify AndroidManifest.xml with the next line <uses-permission
android:name=”android.permission.GPS”/>. To use GPS two main classes
must be known:
1. LocationManager: This class provides access to the system location ser-
vices.
2. LocationListener: Used for receiving notifications from the Location-
Manager when the location has changed. It was decided to create the
class GPSListener that implements this class to allow the application
to update its position in the server automatically when the user changes
his position (using the method onLocationChanged). You can find this
class in package com.gps.
The GPS is activated for two different actions in the application. The first
is to update the user’s position, which must be every 200 meters in order
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to not overload the server. The second is when the user takes a photo, this
photo has to be placed in the current position without this 200 meters mar-
gin. Here is an example how to activate GPS in Listing 5.4. To activate
updates the method requestLocationUpdates(provider,minTime, minDistance,
LocationListener) must be called.
// A c t i v a t e the GPS
LocationManager locManag =(LocationManager )
getSystemServ ice ( Context .LOCATION SERVICE) ;
GPSListener l o c a t i o n L i s t e n e r = new GPSListener ( this ) ;
locManag . requestLocat ionUpdates ( LocationManager .GPS PROVIDER,
0 , 200 , l o c a t i o n L i s t e n e r ) ;
Listing 5.4: Activate GPS
5.3.5 Notes gallery
To show the notes we use the class Gallery which is a View, and is commonly
used to display items in a horizontally scrolling list that locks the current
selection at the center. An interface was created so as to display the photos
and comments in the same screen. Notes are loaded from the selected group
in the gallery through the class ImageAdapter, and if a note does not have
photo, an icon which represents a note is put in the gallery.
5.3.6 Camera
To use the Camera, you must give to application a special permission in the
manifiest file which is <uses-permission android:name=
”android.permission.CAMERA”/>. The Activity which controls the action
of taking a photo from the camera and sending it to the server is called Cam-
eraAndroid. This Class has an object from the class CameraPreview which
provides a drawing surface with the video taken from camera and controls
the initialization and releases the camera. When the user presses the button
Take photo the image is stored in a local variable. When the user presses the
Save button, the position is taken from the GPS as it was explained before
in Listing 5.4, with the difference that this time the parameter minDistance
of the function requestLocationUpdates has value ”0” to ensure that current
coordinates are taken with high precision.
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5.3.7 Interfaces
As we said before all the interfaces of the program are implemented using
XML. Most of the layouts of our application have RelativeLayout to make the
interface look the same on any phone. In the Listing 5.5 is shown an exam-
ple with the three interface elements who are most used in the application’s
layouts in a RelativeLayout : TextView for labels, EditText for text boxes and
Button for buttons.
<TextView android : id=”@+id / createcomment labe l ”
android : layout width=” wrap content ”
android : l a y o u t h e i g h t=” wrap content ”
android : t ex t=”Comment : ”/>
<EditText
android : id=”@+id /addcomment comment”
android : layout width=” f i l l p a r e n t ”
android : l a y o u t h e i g h t=” wrap content ”
android : layout toRightOf=”@id/ createcomment labe l ”
android : layout a l ignParentTop=” true ”/>
<Button
android : id=”@+id /addcomment ok”
android : layout be low=”@id/addcomment comment”
android : l a y o u t a l i g n R i g h t=”@id/addcomment comment”
android : t ex t=”OK” />
Listing 5.5: Example of some interface elements.
5.3.8 Serialization with KSoap2
In this part will be explained how the KvmSerializable interface was imple-
mented. Every class which needs to be serialized or deserialized must imple-
ment this interface in order to be usable for the KSoap2 library. The KAuth
object is used so as to explain all the methods that the interface has.
First of all, the library needs to know the number of fields that the object
contains. In this case the object has two attributes. In the following code this
is what this function will return:
pub l i c i n t getPropertyCount ( ) {
re turn 2 ;
}
Listing 5.6: Activity in AndroidManifest.xml
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After knowing the number of arguments, the library needs to recognise
the name and the type of each variable. To get these information the next
method was implemented as shown in Listing 5.7.
pub l i c void ge tProper ty In fo ( i n t arg0 ,
@SuppressWarnings ( ” rawtypes ” ) Hashtable arg1 ,
PropertyIn fo arg2 ) {
switch ( arg0 ){
case 0 :
arg2 . type=PropertyIn fo . INTEGER CLASS;
arg2 . name=” s e s s i o n ” ;
break ;
case 1 :
arg2 . type=PropertyIn fo . INTEGER CLASS;
arg2 . name=” userID ” ;
break ;
}
}
Listing 5.7: Activity in AndroidManifest.xml
When the library serializes the object, it needs to read every field in the
object. For this reason we implement this method which returns the object
fields by value, as shown in Listing 5.8.
pub l i c Object getProperty ( i n t arg0 ) {
switch ( arg0 ){
case 0 :
r e turn t h i s . g e t S e s s i o n ( ) ;
case 1 :
r e turn t h i s . getUserID ( ) ;
}
re turn n u l l ;
}
Listing 5.8: Activity in AndroidManifest.xml
Finally, when the library deserializes an object needs to set all its fields.
Each field has an index and the values are given as strings. So we have to
implement, in each case, how to recover the original value from the string
value as shown in Listing 5.9.
pub l i c void se tProper ty ( i n t arg0 , Object arg1 ) {
switch ( arg0 ){
case 0 :
t h i s . s e t S e s s i o n ( I n t e g e r . pa r s e In t ( arg1 . t oS t r i ng ( ) ) ) ;
break ;
case 1 :
t h i s . setUserID ( I n t e g e r . pa r s e In t ( arg1 . t oS t r i ng ( ) ) ) ;
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break ;
}
}
Listing 5.9: Activity in AndroidManifest.xml
Obviously it is very important to make the attribute index match in all
the methods because this is how they are identified by the library.
5.3.9 Consuming web services
In this section we are going to show how web services are consumed. This is
how the ToServer adapter class is implemented. We are going to create an
envelope with a request inside it and then we will send it. Then we are going
to get the envelope with the response attached in it, so we will know what the
web service returned. First of all so as to create the request, we have to call
it with the right workspace and method name. Optionally if parameters are
required they are going to be added to the request as you can see with the
KAuth object in the code below (Listing 5.10).
KAuth a = getAuth ( ) ;
S t r ing METHODNAME = ”myUser” ;
SoapObject r eques t = new SoapObject (NAMESPACE, METHODNAME) ;
r eque s t . addProperty ( ”a” , a ) ;
Listing 5.10: Activity in AndroidManifest.xml
When the request is created, we need to put it into an envelope. This
envelope contains transfer options, like the protocol. Also it has a really
interesting option about mapping outgoing and incoming objects. In this
method the parameter we have to send is the authentication object from the
http://controller package, so we add it to the envelope mapping. We also can
get a UserInfo object that contains a Position object so we have to add this
mapping too. In this application the server’s returned UserInfo class objects
are mapped into our KUserInfo class and the Position class into our KPosition
class, so we add it like that, from name to object class. See Listing 5.11.
SoapSe r i a l i z a t i onEnve l ope enve lope =
new SoapSe r i a l i z a t i onEnve l ope ( SoapEnvelope .VER11 ) ;
enve lope . setOutputSoapObject ( r eque s t ) ;
enve lope . addMapping ( ” h t t p : // c o n t r o l l e r ” , ”KAuth” ,KAuth . c l a s s ) ;
enve lope . addMapping ( ” h t t p : //model” , ” User In fo ” ,
new KUserInfo ( ) . g e tC la s s ( ) ) ;
enve lope . addMapping ( ” h t t p : //model” , ” Pos i t i on ” ,
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new KPosit ion ( ) . g e tC la s s ( ) ) ;
Listing 5.11: Activity in AndroidManifest.xml
Now is time to invoke the method in the web service. The envelope is sent
through HTTP to the web service. After this call we get the response in the
envelope, that as we know, is a KUserInfo because it has been deserialized by
the soap library. See Listing 5.12.
HttpTransportSE t ranspor t = new HttpTransportSE (URL) ;
t r anspor t . c a l l (SOAP ACTION, enve lope ) ;
KUserInfo myUser = ( KUserInfo ) enve lope . getResponse ( ) ;
Listing 5.12: Activity in AndroidManifest.xml
5.3.10 Required libraries
So as to implement this application the followings libraries were needed:
• ksoap2-android : The ksoap2-android project provides a lightweight and
efficient SOAP library for the Android platform [13].
• android-sdk-linux x86 : The Android SDK provides the tools and li-
braries necessary to begin developing applications that run on Android-
powered devices [14].
• FFLServerModel.jar : This library includes the model with the correct
fields to map the objects from the server.
You can find all this libraries in the folder /Code/fflandroid/RequiredLi-
braries.
Chapter 6
Web site application
6.1 Analysis
6.1.1 Use case diagrams
The actor, association and use case definitions, are explained in Appendix D, so
they are not going to be explained is this section. In the Web site application
we have two actors:
• Web user. This actor will use the web site as a common user.
• Web administrator. This actor will use the web site as an administrator.
From now and on when we want to refer to a web user we will call him
common user. When we want to refer to an web administrator we will call
him administrator. And the word user is going to be used when we want to
refer for both the common user and administrator.
6.1.1.1 Use cases description
Here we quote the different use cases that have been identified for the Web
site application.
• Login: The user logs in the system.
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• Create common user account : A new user creates a new account entering
his information in the application and the system stores them and creates
his account.
• Show friends last position: The common user watches the last position
of all his friends displayed in a map.
• Show users last position: The administrator watches the last position of
all the users dispalyed in a map.
• Show personal account : The user watches his personal account.
• Modify personal account : The user modifies his personal account.
• Show friends: The common user watches his friends.
• Show users: The administrator watches all the users of the system.
• Search common user : The administrator searches for a common user.
• Show user’s account : The user watches other user’s account.
• Show user’s history positions: The user watches in map one user’s his-
tory of previous positions.
• Delete common user : The administrator deletes a common user.
• Create administrator account : The administrator creates a new admin-
istrator account.
The user will find an extended guide of these use cases in Appendix C.
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6.1.1.2 Use case diagram
The use case diagrams allow us to show graphically the actors, use cases and
the association between them.
Figure 6.1: Use case diagram for the Web site
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6.2 Design
6.2.1 Introduction
In this section we will design how the application must communicate with the
user, we must also take into account all the requirements that have to be met
by the application and we will try to design the interface as intuitive and easy
to learn as possible, since the users of our system are not required to have a
great knowledge of computers or mobile phones.
6.2.2 Class diagram
In the next diagram is shown which classes are presented in the web site and
how they are linked with each other:
Figure 6.2: Web Site’s Class Diagram
The Position, UserInformation and Auth classes are almost to be the same
as the ones the web service uses. This is because this classes are going to be
send and received when consuming web services. In fact, these objects are
serialized and deserialized by the SOAP libraries.
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The ToServer class is used to invoke methods in the web service. One
of the most important fields in this class is the address (”wsdl” field) of the
WSDL file that determines where is the web service located and the methods
specification. Furthermore, this object keeps an authentication object that
identifies a user. This means that each user that logs in in the web site is
going to have a different object of this type that contains his authentication
object(”auth” field). The PHP session keeps the client’s ToServer object to
call the web service in his name, with his authentication object. In addition,
to avoid the server overload and improve the response time the client’s user
information is going to be cached(”userInfo” field). This is because the user
information is needed each time a page is generated in PHP, at least to know
whether the user is logged and if he is an administrator or not.
There is a function exists that asks the web service if a nick is already been
used. Usually after this request the user will create a new account and this
can be done calling the new User method. This functions logs in the user in
the new account. The class offers the loginWP method to login using the nick
and password. It returns whether you are logged or not, but it could be also
checked using the logged function. Later the logged user’s information can be
changed used the changeUser method. The logout method logs out the user
deleting the authentication object.
When the web sites needs the logged user’s information, it should call
the userInformation function that returns a user information object with its
information. Moreover a page of friend’s user information list can be requested
calling getFriendsPage.
To get a user’s position the getPositions method is defined, that takes the
target user’s identification number and the number of positions wanted. It
will return an array with the positions objects.
User searches are done using searchFriend function. The web service will
take care about deleting friends administrators from the search.
The clients authenticated as administrators can also call functions. These
could create a new administrator newAdmin, requesting users by page with
getUsers or even deleting them by user identification number with delUser.
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6.2.3 Storyboards
6.2.3.1 Login and create new user account
The first use case our application has to satisfy is the Login interface. This
login form is located in the right upper corner of the page. Moreover, since
our application has to provide a method of creating a new account for new
users, we found correct to create another form in the same page, which is
going to be located in the center, with the information that the user should
fill, so as to give him the opportunity to use the create new user use case. We
should keep in mind that the password can not be shown, so black bold dots
will appear in its place. If the user makes invalid login or creates a user with
an existing user name then the system will show him an appropriate message.
As you can see in Figure 6.3 there are both the login create new account
form.
Figure 6.3: Login and Create new User Storyboard
Furthermore, in Figure 6.3 if a common user clicks the Login button or
the Sign up button, the system will redirect him to his home page, which is
represented by Figure 6.4. If the user is an administrator then after the login
he is going to be directed in his home page, which is going to be similar to
common user’s home page, and it is represented by Figure 6.5.
(6) Web site application: Design 71
6.2.3.2 User home page
The design of the common user’s home page is simple, the top of the page is
for the logo, the left part is for the actions and the right part is for the content
which is going to be shown after he clicks on one action. The action Home
Page is underlined after the login. The left part remains the same during all
the time that the common user is logged in the system, the only thing is going
to change is the underlined action, which depends on which action has been
chosen. The actions that a common user is able to make are:
1. Home Page: The home page of the common user, where he is redirected
after the login.
2. Friends Last Position: This action redirects him to Section 6.2.3.4.
3. Show all Friends: This action redirects him to Section 6.2.3.5.
4. Show/Change Account : This action redirects him to Section 6.2.3.9.
5. Logout : If the common user clicks the logout button then he is going to
be redirected to the login page in Section 6.2.3.1.
Figure 6.4: User Home Storyboard
6.2.3.3 Admin home page
The design of the administrator’s home page is simple, the top of the page is
for the logo, the left part is for the actions and the right part is for the content
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which is going to be shown after he clicks on one action. The action Home
Page is underlined after the login. The left part remains the same during all
the time that he is logged in the system, the only thing is going to change is
the underlined action, which depends on which action has been chosen. The
actions that an administrator is able to make are:
1. Home Page: The home page of the administrator, where he is redirected
after the login.
2. Users Last Position: This action redirects him to Section 6.2.3.4.
3. Show all Users: This action redirects him to Section 6.2.3.5.
4. Search User : This action redirects him to Section 6.2.3.7.
5. Show/Change Account : This action redirects him to Section 6.2.3.9.
6. Create new Admin: This action redirects him to Section 6.2.3.10.
7. Logout : If the administrator clicks the logout button then he is going to
be redirected to the login page in Section 6.2.3.1.
Figure 6.5: Admin Home Storyboard
6.2.3.4 Users and friends last position
This interface is going to be shown if the action buttons, Friends Last Position
and Users Last Position, are pressed on the left part of the page. Also, if the
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button History is pressed from the Section 6.2.3.5 and the Section 6.2.3.8.
Then in the right part of the page will be dispalyed a map which:
1. Shows markers with the last positions of all friends or users, of a common
user or administrator, respectively. See Figure 6.6.
2. Shows markers with the history of previous positions of the common
user who has been selected by the user. See Figure 6.6.
3. Does not show any markers if the common user has no friends or there
are no users in the system, who have last position or history stored. See
Figure 6.7.
Figure 6.6: Show Last Position or History Storyboard
Figure 6.7: Empty Map of Positions Storyboard
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6.2.3.5 Show all friends or users
This interface is going to be shown if the action buttons Show All Friends and
Show All Users, are pressed on the left part of the page. Then in the right
side of the page will be displayed a table with all the users and some of their
account information. See Figure 6.8. If the user has no friends or there are no
users in the system, a text message will be displayed referring that no people
were found. It will be displayed a specific number of users in each page. If
the users are more than this number, the Next button can be pressed so as
to show the other users and so on. If the Next button is pressed, then for
going to previous users the button Previous has to be pressed. If in the page
is shown a table, the user will be able to make these actions by clicking the
button:
1. Info: Watch friends or users complete account information. See Figure
6.9.
2. History : Watch in a map the history of previous positions of the selected
user shown in markers. See Section 6.2.3.4. One thing worth mentioning
is that if the logged user is administrator, he cannot see the History of
previous positions of other administrators, because they do not have any
positions in the map as they log in only from the website.
Figure 6.8: Show Friends or Users Storyboard
6.2.3.6 Show friend or user account information
This interface will be shown if the Info button is clicked, wherever it is in the
entire website. Then in the right part of the page will be displayed a table
with all the complete account information of the selected user. See Figure 6.9.
Something worth mentioning is that if the logged user is administrator then
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it will be displayed one more row which states if the user is an administrator
or not. In the Figure 6.9 a common user has logged in.
Figure 6.9: Show User Account Information Storyboard
6.2.3.7 Search user
This interface will be shown if the administrator clicks the action button,
Search User. Then in the right part of the page will be displayed an empty
form. See Figure 6.10. The administrator can fill the information he needs so
as to find a specified user (not administrators). If the Submit Search button
is pressed the Action Searched User interface will be shown.
Figure 6.10: Search User Storyboard
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6.2.3.8 Action searched user
In this interface on the right part of the page will be displayed a table with
all users returned from the system after the search. If there are no users
matching these information a text message stating that there there were no
people found. If a table is shown, then he will be able to make these actions
by clicking the button:
1. Info: Watch friends or users total account information. See Figure 6.9.
2. History : Watch in a map the searched user’s previous positions shown
in markers. See Section 6.2.3.4.
3. Delete: Delete a user from the system, after the deletion a message is
going to be shown with positive or negative answer.
Figure 6.11: Action Searched User Storyboard
6.2.3.9 Show change account
In this interface on the right part of the page, will be displayed a table with
the logged user’s account information, where he can also change his account.
The form for the nickname is disabled, because he is not able to modify his
nickname. See Figure 6.12. If the Submit button is pressed the modifications
will be stored in the database and a message will be displayed stating that
update was successful. If button Back is pressed the user will be redirected
to his home page.
6.2.3.10 Create new admin account
When this interface is called, on the right side of the page will be displayed an
empty form which the administrator has to fill with the new admin’s account
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Figure 6.12: Show Change Personal Account Storyboard
information. See Figure 6.13. If the Create Admin button is pressed the new
account will be stored and a message will be shown stating that the creation
of the account was successful. If the admin tries to create a new admin with
an existing nickname then the creation is not going to be completed and the
system will inform him with an appropriate message.
Figure 6.13: Create Admin Account Storyboard
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6.3 Implementation
6.3.1 Introduction
This section describes the implementation for the Web site application. The
Web site application was implemented mainly in PHP5 and standard HTML,
with the help of Javascripts, CSS and AJAX. The Web site will be capable of
running on known Internet web browsers like Google Chrome and Firefox.
6.3.2 Structure of the Web site files
The structure of the Web site files were implemented in a very easy and
intuitive way so as the future developers can easily maintain and develop it as
well. The structure of the files that consist the Web page is shown graphically
below in Figure 6.14.
Figure 6.14: Folder structure of the Web site
The folder action contains files that have to do with the actions that are
made like the login, check if a nick already exists and the creation of a user.
The folder homePage has files that have to do mainly with the structure of
the home page and what has to be shown. In folder content are files that
(6) Web site application: Implementation 79
show the different pages after the user makes an action in the home page, like
watching all the users in a table, changing account information or watching
their positions displayed in a map. The folder pictures contains some needed
pictures. The folder js has a javascript file, which is needed so as to implement
AJAX. The folder style has CSS files so as to structure and design the Web
site easily. Finally folder webservices has files that help us to connect and use
the Web services. In the next subsections is going to be explained how all
these files are connected together and how the Web site application works.
6.3.3 Consuming Web services
The project team has decided to use Web services because it was needed in-
teroperability across heterogeneous platforms, in our case Android application
and Web site application. In the implementation of the Web site, PHP was
used for Web services communication and transactions. The method that was
used for communication with Web services is the SOAP protocol. So as to
handle this protocol and to add SOAP functionality into PHP was used the
nuSOAP package.
Because we had complex types that had to map the Objects with Web
services we implemented three PHP classes:
1. Auth : Which is needed for authentication, and it has getters and setters
methods so as to access it’s attributes.
2. UserInfo : Which is needed for user’s information and it also has getters
and setters methods.
3. Position : Which is needed for user’s position in a map and it has getters
and setters methods.
The most important file that gives us the ability to consume the Web
services is the toServer.php file. This file requires the nuSOAP.php file, defines
the path to the server application and does the mapping for complex types,
which were referred earlier. Finally, creates the client object and then makes
the call to the service. You can see an example in Listing 6.1 how one of
the ToServer functions is implemented, especially this function checks if a
nickname already exists and returns true if it exists otherwise returns false.
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/∗∗
Requires the f i l e s t h a t needs so as to implement
the f u n c t i o n s .
∗/
// i n c l u d e the SOAP c l a s s e s
r e q u i r e o n c e ( ’ / usr / share /php/nusoap/nusoap . php ’ ) ;
r e q u i r e o n c e ( ’ auth . php ’ ) ;
r e q u i r e o n c e ( ’ u s e r i n f o . php ’ ) ;
. . .
// d e f i n e path to s e r v e r a p p l i c a t i o n
p r i v a t e $wsdl=’ http : / / 1 9 2 . 1 6 8 . 2 . 3 : 8 0 8 0 / f f l S e r v e r / wsdl
/FFLocationAPI . wsdl ’ ;
pub l i c func t i on e x i s t s ( $nick ){
$classmap = array ( ’Auth ’ => ’Auth ’ , ’ User In fo ’ =>
’ User In fo ’ ) ;
$ f e a t u r e s = array ( ’ classmap ’ => $classmap ) ;
t ry {
// c r e a t i o n o f c l i e n t o b j e c t
$ c l i e n t = new s o a p c l i e n t ( $th i s−>
wsdl , $ f e a t u r e s ) ;
$param=array ( ’ n ick ’ => $nick ) ;
// c a l l to the s e r v i c e
$response = $ c l i e n t−>e x i s t s ( $param ) ;
re turn $response−>ex i s t sReturn ;
}
catch ( SoapFault $ f a u l t ) {
re turn ;
}
}
Listing 6.1: Function exists() in class ToServer
The calls for the Web service are made for:
1. User’s login, which logins the user, by checking for authentication.
2. User’s information.
3. User’s friend previous positions.
4. Checking if a user nickname exists.
5. Common user’s friends.
6. Searching a user by name, nickname, surname and/or country.
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7. Returning all user’s of the system.
8. Creating new user.
9. Creating new administrator.
10. Deleting a user.
11. And changing user account information.
6.3.4 Web site design
HTML alone is not able to make the design of the Web site simple. That is
why we implemented two CSS files, that are in folder style, for making the
design easier friendly and fresh. Also, by using the CSS the whole Web site
is more consistent which means that is easy to maintain, handle and control.
These files are called in the head of the HTML files, and we include them in
file login.html, which is the login page, and in the home.inc.php, which is the
Home Page for the user.
6.3.5 Implementation of the web pages
After having referred to the structure of the Web site, the consumption of
the Web services and the Web site’s design, now we are going to explain how
the Web pages are implemented and how they are linked with each other. So
as the reader of this report understand easier this structure, in Figure 6.15
and Figure 6.16 are shown the Flow Chart diagrams for the common user and
administrator respectively.
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Figure 6.15: Flow Chart diagram for the common user
Figure 6.16: Flow Chart diagram for the administrator
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6.3.5.1 A main file
”Behind the scenes” the file index.php does all the work needed so as the
Web site to be consistent. This file is actually called first when the user vis-
its the Web site. After being called, it requires some important files such
as the toServer.php which was explained earlier, login.inc.php, newUserAc-
tion.inc.php and newAdminAction.inc.php which are going to be explained in
this section; in this way they do not have to be required again from any other
file. This file stores a new session for each user. The user will be redirected
to the login page because the session which holds his nickname it will not be
set. After the user fills the login form, the nick session is going to be set so he
is going to be redirected to his Home Page. Finally, it checks if the user who
has been logged in is inactive for more than a specific time, if this happens
then it destroys his session and it redirects him to the login page. In Listing
6.2 is shown this last action.
// check to see i f $ SESSION [ ’ t imeout ’ ] i s s e t
i f ( i s set ( $ SESSION [ ’ t imeout ’ ] ) ) {
$ s e s s i o n l i f e = time ( ) −
$ SESSION [ ’ t imeout ’ ] ;
i f ( $ s e s s i o n l i f e > $ i n a c t i v e ) {
// i f the s e s s i o n was i n a c t i v e then i t ’ s
// d e s t r o y e d and the user i s sen t to l o g i n
// page f i n a l l y , because t h e r e i s not going
// to be any s e s s i o n to keep the in format ion
// f o r the user .
session destroy ( ) ; // d e s t r o y the s e s s i o n
header ( ” Locat ion : index . php” ) ;
}
}
// s e t s $ SESSION [ ’ t imeout ’ ] e q u a l s to curren t time ;
$ SESSION [ ’ t imeout ’ ] = time ( ) ;
Listing 6.2: Destroying the session of an inactive user
6.3.5.2 Login page
Introduction: The login page is the same for the common user and the
administrator, and gives the ability to login or create a new account.
Implementation details: The page is written in standard HTML which
also uses AJAX technology. AJAX is used so as to check if a user nickname
already exists when a new user tries to create a new account. If it exists then,
84 FFLocation
without reloading the whole page, the form in the nickname is going to be
red, otherwise is going to be green. In fact, this happens with the help of the
Javascript file exists.js, which has a function to create an XMLHttpRequest
object for asynchronous communication. Also, there is a function that makes
a question to the server if the nickname exists, and finally a function which
responds to this question and changes the colour. In Listing 6.3 is shown the
answer of the server and how it reacts to the different answers.
f unc t i on answer ( ) {
// r e q u e s t f i n i s h e d and response i s ready
i f ( xmlrobject . readyState == 4) {
i f ( xmlrobject . s t a t u s == 200) {
// i s ”OK” , o t h e r w i s e some e rro r code i s
// returned , 404 f o r example .
// I f the response from the s e r v e r i s XML,
//and you want to parse i t as an XML o b j e c t ,
// then use the responseXML prop er t y
// Assign the XML f i l e to a var
var xml = xmlrobject . responseXML ;
var root = xml . documentElement ;
var r=root . getElementsByTagName ( ” e x i s t s ” ) [ 0 ] .
f i r s t C h i l d . data ; // Read the f i r s t e lement
var div = document . getElementById ( ” e x i s t s ” ) ;
i f ( r==’ yes ’ ){
div . s e t A t t r i b u t e ( ’ bgco lo r ’ , ’ red ’ ) ;
} else {
div . s e t A t t r i b u t e ( ’ bgco lo r ’ , ’ green ’ ) ;
} ;
} ;
} ;
} ;
Listing 6.3: Function answer() in the file exists.js.
As it was mentioned earlier the user has two options in the login page:
1. Fill the login form and press the login button. A PHP file login.inc.php is
called, which creates a ToServer object and then calls the login function.
If he logs in then his nickname is stored in a session. In addition, this
file checks whether the button for logout is pressed, if yes then destroys
the session and redirects the user to login page. See Listing 6.4.
2. Fill the new common user account form and press the sign up button.
A PHP file newUserAction.inc.php is called, which creates an object
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of type UserInfo so as to store the user’s account information, creates
another object of type ToServer and tries to make a new user account.
If it succeeds then the user logs in automatically to his Home Page.
// c r e a t i o n o f the ToServer o b j e c t .
$ SESSION [ ’ userID ’ ] = new ToServer ( ) ;
// Checks i f user wi th the same ” nick ”
// a l r e a y e x i s t s i f not then c r e a t e s the user
//and l o g i n s to the a p p l i c a t i o n
i f ( ! $ SESSION [ ’ userID ’]−> e x i s t s ($ POST [ ’ n ick ’ ] ) ) {
// c r e a t i o n o f the new User ’ account
$ SESSION [ ’ userID ’]−>newUser ( $nu , $ POST [ ’pw ’ ] ) ;
i f ( $ SESSION [ ’ userID ’]−> l ogged ( ) ){
// s t o r e the nick to t h i s SESSION
$ SESSION [ ’ n ick ’ ] = $ POST [ ’ n ick ’ ] ;
// j a v a s c r i p t which shows an a l e r t message
// t h a t the account has been c r e a t e d
echo ’<s c r i p t language=j a v a s c r i p t>a l e r t (
”Your account has been created ! .”)</ s c r i p t> ’ ;
}
. . .
Listing 6.4: Creating a new account.
Error Handling:
1. When a user tries to login with invalid nickname or password, or he does
not fill both fields then an alert message, implemented with Javascript,
will inform him that an error occurred.
2. When a new user creates a new account, if he does not fill both nickname
and password fields and they are not greater than 2 and 3 characters
respectively, an alert message will inform him that he has to fill correctly
these fields.
3. If the user tries to create an account with an existing nickname again
an alert message will inform him that the user nickname already exists.
4. If the server, which runs the Web services that are consumed by the
Web site, is not available then the system will show an error message.
86 FFLocation
6.3.5.3 Home page
Introduction: The home page is the same for the common user and the
administrator, it shows some information about the Find Friend Location. In
the left side will be the actions that the user can make, if they are pressed,
the content of the page is going to change as it is shown in Section 6.2.3.
Implementation details: The page is written in HTML combined with
PHP code. The main idea is to have the actions as links to the other ”pages”
that are going to be shown in the right part. After a link is pressed a variable
is going to take a specific value, different for each link. Depending on this
value the right PHP file from folder content will be required, and it will be
displayed in the screen. Also in the left side there is a logout button which
logs out the user, and returns him to the login page. Also the page contains a
script tag pointing to URL http://maps.google.com/maps/api/js, which points
to the location of a JavaScript file that loads all symbols and definitions needed
for using v3 of the Google Maps API.
Error Handling:
1. If the server is not available, the system will show an error message.
6.3.5.4 Show users/friends position
Introduction: Because the Show users position and Show friends position
actions, for administrator and common user respectively, are calling the same
file googleMapPositions.inc.php we decided to explain them together. This
page shows the positions of the users in a Google Map, displayed in markers.
Implementation details: This file is practically a Javascript which is
needed so as to create a Map Object and display it on the screen. Because it
was needed to show the markers with the users positions we decided to embed
PHP code inside the Javascript. First of all, to initialise a Map, we create
a Map options object to contain map initialisation variables and we define a
single map on the page. Then we use markers to identify users locations on
the map. For more information how to implement Google Maps JavaScript
API V3 visit [16]. Below in Listing 6.5 is shown how the friends are shown in
markers.
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f unc t i on i n i t i a l i z e ( ) {
var l a t l n g = new goog l e . maps . LatLng (55 .65734340292977 ,
12 .5518798828125) ;
// c r e a t i n g a Map o p t i o n s o b j e c t to conta in map
// i n i t i a l i z a t i o n v a r i a b l e s .
var myOptions = {zoom : 8 , c en t e r : l a t l ng , mapTypeId :
goog l e . maps . MapTypeId .ROADMAP} ; // c r e a t i n g a s i n g l e Map.
var map = new goog le . maps .Map( document . getElementById
( ”map canvas” ) , myOptions ) ;
<?php
. . .
$ l a s t p o s i t i o n s = $ SESSION [ ’ userID ’]−>g e t P o s i t i o n s
($ POST [ ’ i d h i s t o r y ’ ] , 1 0 ) ;
$a r ray l eng th = count ( $ l a s t p o s i t i o n s ) ; ;
i f ( $a r ray l eng th != 0 ){
for ( $ i = 0 ; $ i < $a r ray l eng th ; $ i++ ) {
// c r e a t i n g a marker in the user ’ s p o s i t i o n
echo ’ var marker = new goog le . maps . Marker ({
animation : goog l e . maps . Animation .DROP,
p o s i t i o n : new goog le . maps . LatLng ( ’ ;
echo $ l a s t p o s i t i o n s [ $ i ]−>getLat i tude ( ) ;
echo ’ , ’ ;
echo $ l a s t p o s i t i o n s [ $ i ]−>getLongitude ( ) ;
echo ’ ) , t i t l e : ” ’ ;
echo $ l a s t p o s i t i o n s [ $ i ]−>getDate ( ) ;
echo ’ ”} ) ;
marker . setMap (map ) ; ’ ;
}
}
Listing 6.5: Showing markers in a map
So as to get users or friends last position, we call the functions for getting
all users or all friends from class ToServer. Then we just call the methods
for taking their last position from the UserInfo class. If the common user
or administrator wants to see a friend’s or user’s history respectively, then
calls the function for getting his previous positions from class ToServer. The
last action will be called when the user will press the button History, in the
Web site. So as to load the map and display it, we must execute the function
which constructs the Map object once the <body>element of the HTML page
receives an onload event. This is done in the Home page which is the main
page of the Web site, and practically the only one as the others are embedded
in this and they are called when an action is made.
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Error Handling:
1. If a failure occurs while loading the map, it is not going to be displayed
on the page.
2. If the server is not available, the system will show an error message.
6.3.5.5 Show all users/friends
Introduction: Because the Show all users and Show all friends actions, for
administrator and common user respectively, are calling the same file showAl-
lUsersTable.inc.php we decided to explain them together. This page shows all
the friends or users in a table where the user can make actions, like watching
one user’s account information and his history of previous positions displayed
in a map.
Implementation details: The file is written in HTML combined with
PHP code. It checks if the user is an administrator or not. If he is then calls
the function getUsers, which returns all the users of the system (including
other administrators), from the class ToServer, otherwise calls the function
getFriendsPage, which returns all the friends of the common user, and stores
them in a session array because they will be needed for later actions. So as to
implement the Next and Previous buttons, as described in Subsection 6.2.3.5,
we save in a variable the current page number (which increases or decreases
if the Next or Previous button is pressed, respectively) and we send it in the
URL, so as to make these actions depending on the page’s number.
Furthermore, as it was mentioned earlier a logged user can see a user’s
infomation, by pressing the Info button. After pressing it the PHP file
showFriendUserAccount.inc.php will be called. This file checks the session
array, in which were stored users and tries to find the selected user to show
his account. Then it shows the account information of the selected user by
calling the getter methods from the class UserInfo. If the user presses the
History button which shows the user’s history of previous positions the PHP
file googleMapPositions.inc.php is called, which was explained earlier in Sub-
section 6.3.5.4.
Error Handling:
1. If a failure occurs while loading the map, it is not going to be shown on
the page.
2. If the server is not available the system will show an error message.
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6.3.5.6 Show/Change account
Introduction: The Show/Change account action, is the same for adminis-
trator and common user. This page shows the account information of the user
and gives him the ability to change his account information if he wants.
Implementation details: The page is written in HTML combined with
PHP code. First of all it stores the user’s account information in a variable and
then it shows them in a table by calling the getter methods from the UserInfo
class. The user also has the ability to change his account information, so
the table is implemented by containing forms. The nickname form disabled,
because the user cannot change his nickname. If he presses the Submit button
then the file submitChanges.inc.php will be called. This file calls the setter
methods of the class UserInfo, so as to change his account, and then calls the
changeUser function of class ToServer, so as to call the service that modifies
his account. A message that the submit was successful is shown to the user.
If the button Back is pressed then the modifications will not be stored and he
will return to his Home Page.
Error Handling:
1. When a user modifies his account, if he changes his password and it is
not greater than 3 characters an alert message will inform him that he
has to fill correctly the password field.
2. If the server is not available the system will show an error message.
6.3.5.7 Create new admin
Introduction: Only the administrator can create a new administrator. This
page shows a form where the administrator is able fill it by entering the new
administrator’s account information.
Implementation details: The page is written in HTML, but also the
AJAX technology is used here for the same reason was used in Subsection
6.3.5.2. If he presses the Create admin button the PHP file newAdminAc-
tion.inc.php will be called. This file creates an object of type UserInfo so as
to store the new account by calling its getter methods, and finally calls the
NewAdmin function of the class ToServer so as to call the service which cre-
ates the account. Finally, an alert message will inform him that the creation
of the new account was successful.
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Error Handling:
1. When both nickname and password fields are not filled and they are not
greater than 2 and 3 characters respectively, an alert message will state
that these fields are not correctly filled.
2. If it is tried to create an account with an existing nickname an alert
message will state that user nick already exists.
3. If the server is not available the system will show an error message.
6.3.5.8 Search user
Introduction: Only the administrator can search for a user. This page
shows a form where the administrator is able to fill it, by entering a user’s
information for search. Then a table with all users matched to this search will
be shown in the page.
Implementation details: The page is written in HTML. If the Submit
Search button is pressed the PHP file searchFriendUserTable.inc.php will be
called. This file calls the function searchFriend of class ToServer so as to
call the service which searches users, given their nick, name, surname, and/or
country. Then it shows in a table all the users who were returned from the
search. The administrator can make three actions:
1. See user’s account and history of previous positions by pressing buttons
Info and History, respectively. These actions were described in Subsec-
tion 6.3.5.5 and 6.3.5.5.
2. Delete user’s account by pressing button Delete. After pressing this
button the file deleteUser.inc.php will be called. This file just calls
the function delUser of class ToServer so as to call the service which
deletes a user. Then it shows an alert message that the user was deleted
successfully.
Error Handling:
1. If the administrator tries to delete a user and the deletion cannot be
completed, because of error in the server, then the system will show him
an alert message that an error occurred.
2. If the server is not available the system will show an error message.
Chapter 7
System architecture
7.1 Introduction
This documents attempts to explain clearer how the different components of
the application interact among themselves. So it will give developers a picture
of how the system works, and facilitate the learning process of the application’s
operations.
7.2 Model view controller
To establish the communication between the components we decided to use the
model-view-controller. This methodology divides the system into the following
blocks:
1. Model: The model manages the behaviour and data of the application
domain, responds to requests for information about its state (usually
from the view), and responds to instructions to change state (usually
from the controller).
2. View: The view renders the model into a form suitable for interaction, a
user interface element or the way to communicate a component with the
others (API). Multiple views can exist for a single model for different
purposes.
92 FFLocation
3. Controller: The controller receives input and initiates a response by
making calls on model objects. A controller accepts input from the user
and instructs the model and view port to perform actions based on that
input.
7.3 Architectural model
Finally in the Figure 7.1 you can see how is the system’s structure.
7.3.1 Components
The application has been estructured into four main components which has
already been defined in previous sections:
1. Android application: This component includes all the software developed
for the Android platform. As you can see the structure of this applica-
tion is a typical model-view-controller. In the model we have the class
KPosition, KUserInfo, Groups, KAuth and so on. For the Controller
we have the class CreateComment, PhotoGallery, Maps, GPS, Register,
etc, which correspond with the Android Activities. These classes inter-
act with model and view. Finally we have View, which corresponds to
the interfaces that are programmed in XML and the Web Service’s View
which is used to communicate with the server with help of web services.
2. Web site application: This component includes all the software devel-
oped for the web site. In this case we have the almost the same structure
with the Android application. Also, only in the Web site there is going
to be two different types of users, the administrator and the common
user. The Web site uses the ToServer class so as to communicate with
Web services with the help of the SOAP protocol.
3. Web service server: This component includes all the software developed
to interacts with the database and provide to the Android and web site
the functions that they need. Now the View corresponds only an wsdl
file which is used to communicate with any application that requires
something from the database.
4. Database: It’s the MySQL’s database which stores all the information
for both applications.
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Figure 7.1: Architectural model

Chapter 8
Results
8.1 Conclusions
This project work gave us the chance to combine a lot of technologies and
languages in the same software system. Along the development we used tech-
nologies like MySQL, Android, Web Services, GPS, Mobile Phone Camera,
Maps, Apache, Tomcat, Soap, AJAX, SVN. Also were used applications like
SoapUI, Dia, Eclipse, Ganttproject, PHPMyAdmin, RabbitCVS and Quick
Sequence Diagram Editor. Finally the languages that we used were HTML,
CSS, JavaScript, XML, Java, PHP, WSDL, LATEX. By combining all of them,
we acquired a lot of skills in Computer Science and Informatics.
We have found that sharing android’s information by consuming web ser-
vices was a good solution for this problem. Implementing web services required
higher effort than other solutions like HTTP Queries, but it was worthy due
to the high supportability reached by the software system.
Furthermore, documenting this project in English was a big challenge for
us because English is not our mother tongue. Communication between the
team members required extra effort because we were from different countries.
Working in this project as a team was very enriching experience, as we
understood the real world behaviour.
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8.2 What else ...
This application is an academic project for educational purposes. For this
reason this project is not totally finished, but at least what we have already
done can be the seed that results in a large application with many uses.
We suggest that the priority improvements has to be related with security,
for example using SSL to communicate with the server or being careful with
some attacks like SQL injection, sniffing, DoS, etc. Furthermore it is highly
recommended to distribute the web services host, as well as the database, in
order to avoid the system’s overload.
It is also important to upgrade the application with some privacy concerns,
like offer the opportunity to the user to hide his current location or it can be
limited to identifying the city only. It would also be important to expand the
number of users who can enjoy the application, because currently is compatible
with phones that have GPS and Android. Moreover, it would be interesting
to have a multi-platform application that allows users to enter their different
locations manually without relying on GPS or operating system. Other more
complex upgrades could be make free calls by Internet, video calls, and a
chat. Also it could be attractive to share user’s information with some social
networks like Twitter or Facebook.
The Web site could also be improved by adding interaction to the map,
such as displaying notes or photos. In addition, actions like searching for
friends and making friend requests can be developed in the Web site applica-
tion.
As was mentioned before, this project can evolve in different ways, like
being used by companies who want to know in real time where their employees
are, or used as a kind of social network.
8.3 SVN repository
One of our working methodologies consisted in working on an SVN repository.
We can read in google code ”Project Hosting on Google Code provides
a free collaborative development environment for open source projects. Each
project comes with its own member controls, Subversion/Mercurial repository,
issue tracker, wiki pages, and downloads section. Our project hosting service
is simple, fast, reliable, and scalable, so that you can focus on your own open
source development.”.
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Some of the team members have previous experience with this kind of
repositories and they have a really good opinion about it, so we decided to
use it as our repository. In this kind of repositories the whole project can be
uploaded and downloaded by team members. It is designed to avoid conflicts
when developers work in the same files. Furthermore it has a subversion
repository which has a history that makes possible to recover files after they
have been modified.
The FFLocation project home in Google Code is located in
http://code.google.com/p/fflocation/ and the public read-only repository is ac-
cessed using svn checkout http://fflocation.googlecode.com/svn/trunk/ fflocation-
read-only
The repository contains one folder for each chapter in the documentation,
inside each folder there is an src folder, which is used to gather all the sources
for the documentation and a folder images, which has all the images for the
report.
Also in the repository you can find one folder named Code. Inside this
folder you can find three folders fflandroid, fflserver, fflwebsite where you can
find all the code for the different applications, inside these folders you can find
also the doc folder which contains the Javadoc.
Finally you will find the compiled Android application inside the folder
Code with the name fflandroid.apk and the final report in the main folder
with the name report.pdf.

Chapter 9
User’s guide
9.1 Android’s user guide
This document explains how to use the application Find Friend FLocation for
Android. If you want to know how to install the application you can go to the
Section 10.2.
9.1.1 Login
The login page is the first application’s interface (Figure 9.1). Here you are
able to fill your name and password and press the button login to log in the
application. If you do not have an account in the system yet, you can press
the button Register to go to the register interface.
9.1.2 Register a user
This interface (Figure 9.2) allows you to register in the system. You do not
have to fill all the fields, but the nick and password field are obligatory, which
have to be greater than two and three characters, respectively.
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Figure 9.1: Login
Figure 9.2: Register a new user
9.1.3 Main interface
This is the main interface of the application (Figure 9.3), here you are able
to see your position (with a green bubble) and your friends position (with a
red bubble). If you want to see a friend’s notes (Figure 9.4) you have to click
in your friend’s bubble.
If you want to see a friend’s note or a group of notes, you have to click in
the icons so as to go to the Gallery.
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Figure 9.3: Main users interface
Figure 9.4: Notes
9.1.4 Menu
This is the menu, here (Figure 9.5) you can access to Find friend, New com-
ment, Friend request, Modify, Photo and Logout. You have to press the menu
button so as the menu to be displayed in your phone.
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Figure 9.5: Menu
9.1.5 Find a friend
If you select the Find friend in the menu, you will enter in this interface
(Figure 9.6) where you can search friends in the system. You can search
friends using name, surname, nick and/or country. In (Figure 9.7) you can
see the results of the search, and choose your new friends by selecting them
in the list. Finally if you press update, the application will send the friend
requests you made to the selected user(s).
Figure 9.6: Search a friend
(9) User’s guide: Android’s user guide 103
Figure 9.7: Add a friend
9.1.6 View friends requests
In the (Figure 9.8) you can see your friend requests. Then you can select the
friends in the list, and if you press update, the selected users will be your
friends. Finally to leave this page press the button Cancel or Return in your
phone.
Figure 9.8: View friends requests
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9.1.7 Take a photo
To take a photo you must select the option Photo on the menu. Then you
will access to an interface like Figure 9.9. Here you can take a photo easily
by clicking the button Take photo, and repeat it as many times as you want
by clicking Try again. Also you can add a comment to the photo. To save the
photo you should click in the button Save. Finally to leave this page press the
button Cancel or Return in your phone.
Figure 9.9: Take a photo
9.1.8 Notes gallery
This is the gallery where you can see yours and your friends notes. See (Figure
9.10). You can easily select a note in the gallery on the top of the screen. To
leave this interface you must press the button return in your phone.
9.1.9 Modify personal data
To modify your personal data you have to select the option Modify in the
menu. After this action, will appear an interface as it is shown in Figure
9.11 with your current data. Here you can modify your data as you want but
remember that the password has to be greater than three characters as in the
Register interface. Finally if you want to leave this interface you can press the
button Cancel or Return in your phone, otherwise if you want to store your
modifications you should press the Save button.
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Figure 9.10: Notes gallery
Figure 9.11: Modify personal data
9.1.10 Create a new comment
To create a new comment you must select the option New comment in the
menu. After this action, will appear an interface as it is shown in Figure 9.12.
Then you can write a comment and save it by pressing the button Save. If
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you want to leave this interface you can press the button Cancel or Return in
your phone.
Figure 9.12: Create a new comment
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9.2 Web site’s user guide
This document explains how to use the application Find Friend Location for
Web site. If you want to know how to install the application you can go to
the Section 10.3.
9.2.1 Common user guide
9.2.1.1 Login and create new account
The login and create new account page is the first application’s interface. Here
you have two options to:
1. Login: By filling the fields on the up right corner of the page and pressing
the Login button. See (Figure 9.13).
2. Create new account : By filling the form on the center of the page and
pressing the Sign up button. Be careful, the nickname and password
have to be filled and they have to be more than 2 and 3 characters,
respectively. See (Figure 9.14) where the user tries to create a new
account with an existing nick.
Figure 9.13: Login and create new account
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Figure 9.14: Login and create new account
9.2.1.2 Home page
This is the home page of the application (Figure 9.15) where you will be
redirected after login or creation of your new account. The left side, which
will remain the same for all pages, has links which navigate you through the
Web site. In the right part of the page you can see the history and information
about the Find Friend Location application.
Figure 9.15: Common user’s home page
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9.2.1.3 Friends last position
If you want to see the last location of all your friends displayed in a map, then
you have to press the link Friends Last Position in the left side of the page.
The page which is going to be displayed after this action is shown in (Figure
9.16).
Figure 9.16: Friends last position page
9.2.1.4 Show all friends
This interface give you the ability to see all the friends you have in the appli-
cation, shown in a table, then you have to press the link Show All Friends in
the left side of the page. The page which is going to be displayed after this
action is shown in (Figure 9.17).
In this page you are able to make two actions:
1. See selected friend’s account information, by pressing the Info button in
(Figure 9.17).
2. See selected friend’s history of previous positions, displayed in a map,
by pressing the History button in (Figure 9.17).
The page that you will see if you press the Info button, is shown in (Figure
9.18. If you press the History button, you will see a page like in (Figure
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Figure 9.17: Show all friends page
9.16, with the difference that the map markers will show a specific number of
previous positions of the selected friend.
Figure 9.18: Show selected friend’s account
9.2.1.5 Show change account
This interface give you the ability to see your account information or you want
to change some of your account information, then you have to press the link
Show Change Account in the left side of the page. The page which is going
to be displayed after this action is shown in (Figure 9.19). If you want to go
back without submitting the changes you may have done then you can press
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the button Back or press any link on the left side of the page. Remember that
if you want to change the password, it has to be more than three characters.
Figure 9.19: Show all friends page
9.2.1.6 Logout
If you want to logout from the Web site the you have to press the logout button
in the left side of the page. After this action you are going to be redirected to
the login page.
9.2.1.7 System messages
The system will inform you with alert messages after some actions you make.
They are not only error messages, but also they are confirm or submit mes-
sages. These messages are going to be shown after these actions:
1. Try to login with invalid nick or password.
2. Try to create a new account.
3. Try to change your account information.
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9.2.2 Administrator guide
9.2.2.1 Login and create new account
The login and create new account page is the first application’s interface (Fig-
ure 9.20). Here as you are already an administrator the only action you do is
to login to the system by pressing the Login button in the up right corner of
the page. You will be able to create a new account by filling the form in the
middle of the page, but the new account that is going to be created it will be
for a common user and not for an administrator.
Figure 9.20: Login and create new account
9.2.2.2 Home page
This is the home page of the application (Figure 9.21) where you will be
redirected after the login. The left side, which will remain the same for all
pages, has links which navigate you through the Web site. In the right part
of the page you can see the history and information about the Find Friend
Location application.
9.2.2.3 Users last position
If you want to see the last location of all the users of the displayed in a map,
then you have to press the link Users Last Position in the left side of the page.
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Figure 9.21: Common user’s home page
The page which is going to be displayed after this action is shown in (Figure
9.22).
Figure 9.22: Friends last position page
9.2.2.4 Show all users
This interface give you the ability to see all the users that use the application,
shown in a table, then you have to press the link Show All Users in the left
side of the page. The page which is going to be displayed after this action is
shown in (Figure 9.23).
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Figure 9.23: Show all friends page
In this page you are able to make three actions:
1. See selected user’s account information, by pressing the Info button in
(Figure 9.23).
2. See selected user’s history of previous positions, displayed in a map, by
pressing the History button in (Figure 9.23).
3. Delete the selected user by pressing the Delete button in (Figure 9.23).
Be careful in this table you will see that some Delete and History buttons
cannot be pressed, this means that these users are administrators and you
cannot delete and see their history of previous positions, respectively.
The page that you will see if you press the Info button, is shown in (Figure
9.24. If you press the History button, you will see a page like in (Figure
9.22, with the difference that the map markers will show a specific number of
previous positions of the selected user.
9.2.2.5 Search user
If you want to search a user that uses the application, then you have to press
the link Search User in the left side of the page. The page which is going to
be displayed after this action is shown in (Figure 9.25).
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Figure 9.24: Show selected friend’s account
Figure 9.25: Show all friends page
In this page, which has a form, you are able to search the user by nick,
name, surname and/or country. In this picture, the user is going to search for
a user with Nick example and to be from country Denmark. After filling the
fields that you want to search, you have to press the Submit Search button.
After this action will be displayed the (Figure 9.26.
This page is common with the Show All Users, with the difference that
you are able to make only two actions:
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Figure 9.26: Show all friends page
1. See selected user’s account information, by pressing the Info button in
(Figure 9.26).
2. See selected user’s history of previous positions, displayed in a map, by
pressing the History button in (Figure 9.26).
The page that you will see if you press the Info button, is the same as the
page in (Figure 9.24. If you press the History button, you will see a page like
in (Figure 9.22, with the difference that the map markers will show a specific
number of previous positions of the selected user.
9.2.2.6 Show change account
This interface give you the ability to see your account information or you want
to change some of your account information, then you have to press the link
Show Change Account in the left side of the page. The page which is going
to be displayed after this action is shown in (Figure 9.27). If you want to go
back without submitting the changes you may have done, then you can press
the button Back or press any link on the left side of the page. Remember that
if you want to change the password, it has to be more than three characters.
9.2.2.7 Create new admin
If you want to create a new administrator account, then you have to press the
link Create new Admin in the left side of the page. The page which is going
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Figure 9.27: Show all friends page
to be displayed after this action is shown in (Figure 9.28). In this page you
can fill the new administrators account information and then if you press the
Create admin button, the new administrator account will be created. In the
example, a new administrator account is being inserted with his information.
The nick newadmin does not already exists in the system, that’s why the
colour is green.
Figure 9.28: Show all friends page
118 FFLocation
9.2.2.8 Logout
If you want to logout from the Web site the you have to press the logout button
in the left side of the page. After this action you are going to be redirected to
the login page.
9.2.2.9 System messages
The system will inform you with alert messages after some actions you make.
They are not only error messages, but also they are confirm or submit mes-
sages. These messages are going to be shown after these actions:
1. Try to login with invalid nick or password.
2. Try to create a new account for common user in the login page.
3. Try to change your account information.
4. Try to delete a user who uses the system.
5. Try to create a new administrator account.
Chapter 10
Installation’s guides
10.1 Web service’s installation guide
In this section we explain how to install the web service in a Debian linux
distribution.
Notice that as the web service is the database’s client over TCP/IP these
two services could be in different computers. Even the web service and it’s
definition could be in a different host. The web services’s WSDL that is
provided could point to the real web service methods in another URL. Even
though we are going to explain how to install everything in the same computer.
10.1.1 MySQL Server
We have to install the MySQL database server, which in the Debian distribu-
tions can be found in the official repositories. In order to do this we can use
a graphical application like Synaptic and search the mysql-server package to
install it.
If we don’t have a graphical enviroment, what is common servers, we can
do it using the shell as follows. First of all log in the system as root. Then run
the command ”apt-get install mysql-server” and press ”Y ” when you asked
for the confirmation and wait.
During the installation you will be asked to set the databases root accounts
password. This is the account is going to has all the rigths to change the
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database, so we will use this to create the fflocation account for the web
service and import the database from the fflocation.sql file.
mysql -u root -p
Enter password: Enter the root password for the mysql server account.
Now that you are logged in, we create a database.
mysql>create database fflocation;
We allow user fflocation to connect to the server from localhost using the
password fflocation:
mysql>grant usage on *.* to fflocation@localhost identified by ’fflocation’;
And finally we grant all privileges on the fflocation database to this user:
mysql>grant all privileges on fflocation.* to fflocation@localhost;
Now that the fflocation user is ”owner” of the fflocation database, we are
going to use this user to import the whole database struct with some user
information, history and notes. All this are in the fflocation.sql file. The -u
parameter specifies the user, the -p the database and the last parameter takes
as the command input the SQL file.
mysql -u fflocation -p fflocation <fflocation.sql
Debian sets by default the database to run all the time and when the
computer starts up so the database server is ready by now.
10.1.2 Tomcat Server
Now to offer the web services methods we have to use the Tomcat server. The
implemented web service requires what now is the latest version, Tomcat 7.0.
The web service application is in the fflServer.war file.
First thing to do is to get the software, the easiest way to do it is down-
loading it from http://tomcat.apache.org/download-70.cgi. Choose the tar.gz,
download it a uncompress it. Then copy the fflServer.war file into Tom-
cat’s ”webapps” folder and the mysql-connector-java-5.1.13-bin.jar to the ”lib”
folder. First one is the web service code and the second one the driver it uses
to access de MySQL database.
Then run the startup.sh script in the bin folder to start the server. At this
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point the web service should be working and providing all its the methods and
the definition in the WSDL file.
You can use the SoapUI to test the web service. The WSDL file should
be located in the following URL:
http://localhost:8080/fflServer/services/FFLocationAPI?wsdl
10.2 Android application’s installation guide
This documents explains how to install the mobile application in a emulator
and in eclipse for continue developing the application.
10.2.1 Install to execute in a emulator
• Download sdk from http://developer.android.com/sdk/index.html.
• Extract the file.
• Execute ./android-sdk-linux x86/tools/android
• Go to Available packages.
• Select Third party add-ons → Google APIs by Google Inc., Android API
8, revision 2.
• Accept all the packages. Be carefull because by default this package
appears unselected!!.
• Install.
• Select Virtual Devices.
• Click New.
• Selects a name for the AVD (PhoneName).
• Selects Google APIs (Google Inc.) API-level 8 in Target.
• Click Create AVD.
• Now you can run the phone ./android-sdk-linux x86/tools/emulator -avd
(PhoneName) &, where (PhoneName) its the name of the AVD.
• Install the application ./android-sdk-linux x86/platform-tools/adb install
fflocation.apk
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• YOU CAN RUN THE APPLICATION with nick example and password
example.
10.2.2 Install to develope in Eclipse
• Install the Eclipse IDE. You have to download in the next site
http://www.eclipse.org/downloads/ and install it. The installation de-
pends on the operation system that you have, but it is very easy anyway
so we are not going to explain how to install.
• Once you have Eclipse installed in your computer you need to install the
ADT Plugin.
1. Start Eclipse, then select Help → Install New Software...
2. Click Add, in the top-right corner.
3. In the Add Repository dialog that appears, enter ”ADT Plugin”
for the Name and the following URL for the Location: https://dl-
ssl.google.com/android/eclipse/
4. In the Available Software dialog, select the checkbox next to De-
veloper Tools and click Next.
5. In the next window, you’ll see a list of the tools to be downloaded.
Click Next.
6. Accept the license agreements, then click Finish.
7. When the installation completes, restart Eclipse
• Now we need to install the correct SDK.
1. Select Window → Android SDK and AVD Manager.
2. Select Available packages.
3. Select the Android Repository and expand the line Third party
Add-ons in order to select Google APIs 2.2 API level 8.
4. Press Install Selected
Install the emulator (Android Virtual Machine).
1. Select Window → Android SDK and AVD Manager.
2. Select Virtual Devices.
3. Click New.
4. Selects a name for the AVD.
5. Selects Google APIs (Google Inc.) API-level 8 in Target.
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6. Click Create AVD.
• Open our application.
1. Select Select → Import.
2. Find General → Existing projects into Workspace.
3. Search the project and click Finish.
• Select the correct Project Build Target for the project.
1. Select Project → Properties.
2. Select Android in the list.
3. In Project Build Target selects the checkbox Google APIs 2.2 API
level 8.
4. Click OK.
• Modify the server’s IP: You have to put the correct server’s ip in the file
/res/values/setup.xml. As example if you want to put the IP 192.168.2.3
you must write <string name=”IP”>192.168.2.3</string>.
• Because MapView gives you access to Google Maps data, you need to
register with the Google Maps service and agree to the applicable Terms
of Service before your MapView will be able to obtain data from Google
Maps. To register you need to do:
1. Open a terminal if you are in linux or mac and write: keytool
-list -alias androiddebugkey -keystore /.android/debug.keystore -
storepass android -keypass android. This command creates an MD5
key as A6:5B:9A:F2:91:A3:9D:A5:D8:8C:A6:6B:40:E7:61:7E.
2. Then you need go to
http://code.google.com/android/maps-api-signup.html and sign up
to obtain a key like ”0bDHzVGT2mazIcJ...”.
3. Now you need to put this key in com.map.MapViewer in the con-
structor:
mapView = new MapView(getContext(), ”0bDHzVGT2mazIcJ...”);
• YOU CAN RUN THE APPLICATION with nick example and password
example.
10.3 Web Site’s installation guide
The system’s web site can be run under Debian using the Apache. As the
web page is implemented in PHP the Apache web server will need the PHP5
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plugin. There are also SOAP libraries that are used to deal with web service.
Furthermore this libraries make possible to consume web services sending and
receiving objects, makes objects serializationable.
The user must run the following command in shell as root:
apt-get install apache2 php5 libnusoap-php
Then press Y and enter when asks for confirmation.
Last thing to do is to extract the given webSite.tar.gz in the /var/www
folder.
Now the web site should be operative, and can be access by writing in a
web browser the following URL:
http://localhost/fflwebsite
Chapter 11
Tests
The chapter which is presented below deals with the various tests that have
been made to the developed software so as to detect the failures it may have.
Along this chapter there will be carried out two types of tests: unit tests and
integration tests.
1. Unit tests try to detect if all application functions work correct individ-
ually.
2. Integration tests try to detect if all these functions are accessible in our
application and they are properly integrated.
11.1 Android application
11.1.1 Unit tests
11.1.1.1 Login
• Input → The nick and password had been introduced.
• Output → The user has been logged in.
• Conditions→ The user must have been registered in the system before.
• Input → The nick and password had been introduced.
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• Output→ The system displays a message stating that the combination
of the nick and password is invalid.
• Conditions → The combination of nick and password have not been
registered in the system before.
• Input → The nick and password had been introduced.
• Output → The system displays a message stating that the user has to
enter a nick or password.
• Conditions → The user has not introduced a required field.
11.1.1.2 Register
• Input → All fields had been filled.
• Output → The system displays a message stating that the user has
been registered.
• Conditions → All the fields have been filled correctly. The user and
password fields have more than 2 and 3 characters, respectively. More-
over, the nick does not exist in the system.
• Input → All fields had been filled.
• Output→ The system displays a message stating that the user already
exists.
• Conditions → The introduced nick already exists in the system.
• Input → Nick or password had not been filled or their length was less
that required.
• Output → The system displays a message informing about it.
• Conditions → One of the fields was not filled or did not have the
required length.
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11.1.1.3 View positions
• Input → It had been introduced a user with a position.
• Output→ The system displays a map where the user is represented by
a green bubble in his current position.
• Conditions → The user must have already an account in the system
• Input → It had been introduced a user with a position.
• Output→ The system displays a map where the friends are represented
by red bubbles.
• Conditions → The user must have already an account in the system
and must have friends.
• Input → The user wants to see his position.
• Output→ The system displays a map with the user’s friends but with-
out the user’s position.
• Conditions → The user must have already an account in the system,
but his position has not been sent yet.
11.1.1.4 Update positions
• Input → It had been introduced a new position for a user.
• Output → The system displays a message informing that the position
of the user has been changed.
• Conditions → The user must have already an account in the system.
11.1.1.5 View friends notes position
• Input → It had been selected a user’s friend to see his notes.
• Output → The system displays a map with the friend’s notes.
• Conditions → The user must have already an account in the system,
must have friends and his friend must have notes.
• Input → It had been selected a user’s friend to see his notes.
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• Output → The system displays a empty map.
• Conditions → The user must have already an account in the system,
must have friends but the friends do not have notes.
11.1.1.6 View friends notes
• Input → It had been selected a group of notes of a user’s friend.
• Output → The system displays a gallery with the notes.
• Conditions → The user must have already an account in the system,
must have the selected user as a friend and his friend must have notes.
11.1.1.7 Take a photo
• Input → It has been introduced a photo, a comment and a position of
one user in the system.
• Output→ The system displays a message informing that the photo has
been saved.
• Conditions → The user must have already an account in the system.
11.1.1.8 Search friends
• Input → It has been introduced different tags to search friends.
• Output → The system displays a interface with the results.
• Conditions → The tags must match with some users.
• Input → It has been introduced different tags to search friends.
• Output → The system displays a message informing that there are not
friends with these information.
• Conditions → The tags do not match with any user.
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11.1.1.9 Make a request for friends
• Input → It had been introduced a user to make a friend’s request for
another user.
• Output → The system displays a message informing that the friend’s
request has been sent.
• Conditions → The user must have already an account in the system
and there were no other previous requests between them.
11.1.1.10 Accept requests for friends
• Input → It had been accepted a previous friend’s request between two
users.
• Output → The system displays a message stating that it has been
established a friendship relation between the users.
• Conditions → The user must have already an account in the system
and there was a previous request between them.
11.1.1.11 Create a comment
• Input → It has been introduced a comment and a position of one user
in the system.
• Output → The system displays a message informing that the note has
been saved.
• Conditions → The user must have already an account in the system.
11.1.1.12 Modify user information
• Input → All fields had been filled.
• Output → The system displays a message stating that the user’s infor-
mation has been modified successfully.
• Conditions → All the fields had been filled correctly. The nick and
password have to to more than 2 and 3 characters, respectively. Also
the nick does not exist in the system.
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• Input → One or more fields had not been filled or do not have the
required length.
• Output → The system displays a message informing about it.
• Conditions → One of the fields does not have the required length.
11.1.1.13 Zoom
• Input → Has been done zoom in a selected area on the note’s map.
• Output → In the previous zoom the system displays an icon that says
2 notes and in the next zoom level the system split this group in two
different notes.
• Conditions → The user must have two notes very close.
11.1.2 Integration tests
1. The application starts.
2. The login interface starts.
3. If you press Register in the Login interface, the Register interface starts.
4. Is possible to introduce values in the fields in Register’s interface.
5. Is not possible introduce letters in the phone’s field in Register’s inter-
face.
6. Is not possible to show the password characters in Register’s interface.
7. If you press Cancel button or Go back in your phone in Register’s in-
terface you return to the Login interface.
8. If you press Save in Register’s interface the user has been stored and
you return to the Login interface.
9. Is not possible to see the password characters in Login interface.
10. If you press Login in Login interface you can see your position and those
of your friends.
11. If you click in one user’s bubble in the map the system displays his notes.
12. If you press the button Menu in your mobile the menu is displayed.
13. If you click in a note’s icon the system open a gallery with the notes.
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14. If you select another note in the gallery, the current note changes and
you can see the note.
15. If you press Go back in your phone in the gallery you return to the maps.
16. If you press Find friend in the menu you access to the Find friend’s
interface.
17. If you click in Search button in Find friend’s interface with values you
can access to Add friend’s interface.
18. If you click in Cancel button or Go back in your phone in Find friend’s
interface you return to maps.
19. If you click in Cancel button or Go back in your phone in Add friend’s
interface you return to Find friend’s interface.
20. If you press Update in Add friend’s interface the system shows a message
informing that the friendship had been created.
21. If you press Create comment in the menu you access to the Create com-
ment’s interface.
22. If you create a comment in Create comment’s interface and press Save
button, the comment has been saved.
23. If you clicks in Cancel button or Go back in your phone in Create com-
ment’s interface you return to maps.
24. If you press Friend requests in the menu you access to Friend request’s
interface if you have friend’s requests.
25. If you press Friend requests in the menu and you do not have friend
requests, a message is displayed informing about it.
26. If you press Modify in the menu you access the Modify interface.
27. Is not possible introduce letters in the phone’s field in Modify interface.
28. Is not possible to show the password characters in Modify interface.
29. If you press Cancel button or Go back in your phone in Modify interface
you return to the map.
30. If you press Save in Modify interface the user has been stored and you
return to the map.
31. If you press Photo in the menu you access to Take a photo’s interface.
132 FFLocation
32. If you press the button Take a photo in Take a photo’s interface, the
image is hold and the button change his message to Try again.
33. If you press the button Try in Take a photo’s interface, the video is
working and the button change his message to Take a photo.
34. If you press Cancel button or Go back in your phone in Take a photo’s
interface you return to the map.
35. If you press in Save button in Take a photo’s interface it displays a
message informing that the photo has been stored.
36. If you press Logout or Go back in your phone in the menu you return to
Login interface.
37. If you press Go back in Login interface you leaves the application.
11.2 Web site application
11.2.1 Unit tests
11.2.1.1 Login
• Input → The nick and password had been introduced.
• Output → The user has been logged in.
• Conditions → The user must have already created an account.
• Input → The nick and password had been introduced.
• Output→ The system displays a message stating that the combination
of the nick and password is invalid.
• Conditions → The combination of nick and password have not been
registered in the system.
• Input → The nick and password had been introduced.
• Output → The system displays a message stating that there were not
filled both nick and password.
• Conditions → The nick or password field is empty.
(11) Tests: Web site application 133
11.2.1.2 Create new account
• Input → All fields had been introduced.
• Output → The system displays a message stating that the new user
account has been created.
• Conditions → All the fields had been filled correctly. The user and
password fields have more than 2 and 3 characters, respectively. More-
over, the nick does not exist in the system.
• Input → All fields had been introduced.
• Output→ The system displays a message stating that the user already
exits.
• Conditions → The introduced nick already exists in the system.
• Input → Nick or password had not been filled or their length was less
that required.
• Output → The system displayed a message informing about it.
• Conditions → One of the fields was not filled or did not have the
required length.
11.2.1.3 Show last position
• Input → It has been selected the action to show friends last position.
• Output → The system displays a map with the friends last position,
represented as red markers.
• Conditions → The user must have already an account in the system
and he must have friends and they have at least one position.
• Input → It has been selected the action to show friends last position.
• Output → The system displays a map without any markers.
• Conditions → The user must have already an account in the system,
but he does not have any friends or his friends do not have any positions
yet.
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• Input → It has been selected the action to show users last position.
• Output → The system displays a map with the users last position,
represented as red markers.
• Conditions→ The user must have already an account as administrator
in the system and there must have been users already use the system
and have at least one position.
• Input → It has been selected the action to show users last position.
• Output → The system displays a map without any markers.
• Conditions→ The user must already have an account as administrator
in the system, but there are not any users in the system or they do not
have any position yet.
11.2.1.4 Show all friends/users
• Input → It has been selected the action to show all the friends/users.
• Output → The system displays a table with all the friends/users.
• Conditions → The user must already have an account in the system.
The user must also have friends, or users that use the system, if he is an
administrator.
• Input → It has been selected the action to show all the friends/users.
• Output→ The system displays a text message that there are no friend-
s/users.
• Conditions → The user must already have an account in the system.
The user does not have any friends, or there are no users that use the
system, if he is an administrator.
11.2.1.5 Search users
• Input → It has been introduced the form so as to search users.
• Output → The system displays a table with the results.
• Conditions→ The user must already have an account in the system as
an administartor. The information filled in the form match with some
users.
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• Input → It has been introduced the form so as to search users.
• Output → The system displays a text message writing that there were
no user with the given information.
• Conditions → The user must already have an account in the system
as an administrator. The information do not match with any user, who
is not administrator, in the system.
11.2.1.6 Show friend/user account information
• Input → It has been pressed the action to show a selected friend’s/
user’s account.
• Output → The system displays a table with his account information.
• Conditions → The user must already have an account in the system.
11.2.1.7 Show friend/user history of positions
• Input → It has been pressed the action to show a selected friend’s/
user’s history of positions.
• Output → The system displays a map with the friend’s/user’s history
of previous positions, shown by red markers.
• Conditions → The user must already have an account in the system.
The selected friend/user must already have at least one previous posi-
tion.
• Input → It has been pressed the action to show a selected friend’s/
user’s history of positions.
• Output → The system displays an map without any makers.
• Conditions → The user must already have an account in the system.
The selected friend/user does not have previous positions.
11.2.1.8 Delete user
• Input → It has been pressed the action to delete a selected user.
• Output→ The system displays a message that the user has been deleted
succesfully.
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• Conditions → The user must already have an account in the system
as an administrator.
11.2.1.9 Change account information
• Input → All fields had been introduced.
• Output → The system displays a message stating that the user’s infor-
mation has been updated successfully.
• Conditions → The user must already have an account in the system.
The password must have more than 3 characters.
• Input → All fields had been introduced.
• Output→ The system displays a message informing that the password
field is invalid.
• Conditions → The user must already have an account in the system.
The password field has not been filled or it is with less than 3 charcters.
11.2.2 Integration tests
1. The application starts.
2. The Login and create new account interface starts.
3. Is possible to introduce values in the fields in create new account form.
4. Is not possible to show the password characters in create new account
form.
5. Is not possible to see the password characters in Login form.
6. Is not possible to create new account with an existing nick.
7. If you press Login in the Login and create new account interface, the
Home Page interface starts.
8. If you press Sign up in Login and create new account interface the new
user account has been stored in the system and the and the new user
logs in the Home Page interface.
9. If you press the link Friends/Users Last Position a map with the friend-
s/users last position will be displayed.
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10. If you press the link Show all Friends/Users a table will be shown with
all friends/users.
11. Is possible to press the Next button, in Show all Friends/Users interface,
if there are not shown in one page all the friends/users because they are
more than a specific number.
12. Is possible to press the Previous button, in Show all Friends/Users in-
terface, if you have already pressed the next button.
13. If you press the link Search user a form will be shown with fields nick,
name, surname, country.
14. Is possible to introduce values in the fields in Search user interface.
15. If you press the Submit search button it will be shown the interface
Searched users table, which shows a table with the searched users.
16. If you press the Info button in Search users table or in Show all Friend-
s/Users interfaces then the user’s/friend’s account information are going
to be shown in a table.
17. If you press the History button in Search users table or in Show all
Friends/Users interfaces then the user’s/friend’s history of previous po-
sitions are going to be displayed in a map.
18. If you press the Delete button in Search users table interface the selected
user account is going to be deleted from the system, and the system will
display a message that the deletion was successful.
19. If you press the link Show/Change account a table with you account
information is going to be displayed.
20. Is possible to change your account information except from the nick.
21. The password, if you want to change it, must be more than 3 characters.
22. The password field is going to show black dots instead of the characters
you put.
23. If you press the button Submit the changes, if are made, are going to be
stored in the system’s database and you are going to be informed by a
message that submit was successful.
24. If you press the button Back the changes, if are made, are not going
to be submitted and the system will redirect you to the Home Page
interface.
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25. If you press the link Create new Admin a form is going to be shown
where you can introduce the new administrator’s account information.
26. Is possible to introduce values in the fields in create new admin form.
27. Is not possible to show the password characters in create new admin
form.
28. Is not possible to create new administrator with an existing nick.
29. If you press the Create admin button the new administrator’s account
is going to be stored in the system and it will show a message that the
creation of the new administrator’s account was successful.
30. If you press the logout button you are going to exit from the Web site
application.
Appendices

Appendix A
Web Service
A.1 Web Services
A web service is typically an application programming interface (API) or Web
API that is accessed via Hypertext Transfer Protocol (HTTP) and executed
on a remote system, hosting the requested service. Web services tend to fall
into one of two camps: big web services and RESTful web services.
The W3C defines a ”web service” as ”a software system designed to sup-
port interoperable machine-to-machine interaction over a network. It has an
interface described in a machine-processable format (specifically Web Services
Description Language WSDL). Other systems interact with the web service
in a manner prescribed by its description using SOAP messages, typically
conveyed using HTTP with an XML serialization in conjunction with other
Web-related standards.” The W3C also states, ”We can identify two major
classes of Web services, REST-compliant Web services, in which the primary
purpose of the service is to manipulate XML representations of Web resources
using a uniform set of ”stateless” operations; and arbitrary Web services, in
which the service may expose an arbitrary set of operations.
A web service can be written in two ways: A developer using the ”bottom
up method” first writes the implementing class in a programming language,
and then uses a WSDL generating tool to expose its methods as a web service.
This is often the simpler approach. A developer using the ”top down method”
first writes the WSDL document and then uses a code generating tool to
produce the class skeleton, which he or she later completes. This way is
generally considered more difficult but can produce cleaner designs[2]
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A.2 SOAP
SOAP, originally defined as Simple Object Access Protocol, is a protocol spec-
ification for exchanging structured information in the implementation of Web
Services in computer networks. It relies on Extensible Markup Language
(XML) for its message format, and usually relies on other Application Layer
protocols, most notably Remote Procedure Call (RPC) and Hypertext Trans-
fer Protocol (HTTP), for message negotiation and transmission. SOAP can
form the foundation layer of a web services protocol stack, providing a basic
messaging framework upon which web services can be built. This XML based
protocol consists of three parts: an envelope, which defines what is in the
message and how to process it, a set of encoding rules for expressing instances
of application-defined datatypes, and a convention for representing procedure
calls and responses.
As an example of how SOAP procedures can be used, a SOAP message
could be sent to a web-service-enabled web site, for example, a real-estate price
database, with the parameters needed for a search. The site would then return
an XML-formatted document with the resulting data, e.g., prices, location,
features. Because the data is returned in a standardized machine-parseable
format, it could then be integrated directly into a third-party web site or
application.
The SOAP architecture consists of several layers of specifications: for mes-
sage format, Message Exchange Patterns (MEP), underlying transport pro-
tocol bindings, message processing models, and protocol extensibility. SOAP
is the successor of XML-RPC, though it borrows its transport and interac-
tion neutrality and the envelope/header/body from elsewhere (probably from
WDDX).
A.2.0.0.1 Message format XML was chosen as the standard message
format because of its widespread use by major corporations and open source
development efforts. Additionally, a wide variety of freely available tools sig-
nificantly eases the transition to a SOAP-based implementation. The some-
what lengthy syntax of XML can be both a benefit and a drawback. While it
promotes readability for humans, facilitates error detection, and avoids inter-
operability problems such as byte-order (Endianness), it can retard process-
ing speed and can be cumbersome. For example, CORBA, GIOP, ICE, and
DCOM use much shorter, binary message formats. On the other hand, hard-
ware appliances are available to accelerate processing of XML messages.[3][4]
Binary XML is also being explored as a means for streamlining the throughput
requirements of XML.
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POST / InStock HTTP/1 .1
Host : www. example . org
Content−Type: a p p l i c a t i o n / soap+xml ; cha r s e t=utf−8
Content−Length: 299
<?xml version=” 1 .0 ”?>
<soap:Envelope xmlns:soap=
” h t t p : //www. w3 . org /2003/05/ soap−enve lope ”>
<soap:Header>
</ soap:Header>
<soap:Body>
<m:GetStockPrice xmlns:m=” ht t p : //www. example . org / s tock ”>
<m:StockName>IBM</m:StockName>
</ m:GetStockPrice>
</ soap:Body>
</ soap:Envelope>
Listing A.1: Sample SOAP message
This information has been taken from http://en.wikipedia.org/wiki/Web service
and http://en.wikipedia.org/wiki/SOAP. For further information you can read
”Java Web Services” written by David A. Chappell and Tyler Jewell.

Appendix B
Description of Android’s
application use cases
To describe the use case diagrams, we use the template specified
below:
Name of the use case.
All use cases have a name.
Summary.
A brief summary of the functionality.
Dependency
If the use case depends on another (or includes).
Actors
Names the actors who act in the use case.
Preconditions
Conditions to be true at the beginning of the sequence of interactions that are
defined in a use case
Postconditions.
Condition always true at the end of the main sequence.
Normal course
Short story about the general sequence of the use case.
Alternatives courses.
Description of the alternatives branches.
Observations.
Additional comments.
Table B.1: Template use case description
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Descrition of use cases for the Android application.
Name of the use case.
Login.
Summary.
The user logs in the system.
Actors
Mobile user.
Postconditions.
The system identifies the user.
Normal course
1. The user enters his username and password.
2. The system checks the username and password.
3. The system returns a positive or negative confirmation.
Table B.2: Login use case
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Name of the use case.
Register.
Summary.
A new user wants to use our system, he enters his personal data in the appli-
cation and the system stores it.
Actors
Mobile user.
Postconditions.
The user has been stored in the database and now he is able to login.
Normal course
1. The user enters all the data that the system requires.
2. The system checks whether the user exists.
3. The system returns a positive or negative confirmation.
Alternatives courses.
If the nick already exists, the user must choose other nick.
Table B.3: Register use case
Name of the use case.
View personal data.
Summary.
The user can view his personal data.
Dependency
The use case Modify personal data extends this use case.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The user selects the option to see his personal data.
2. The system shows the personal data of the user.
3. If the user wants to modify his personal data, starts the use case Modify
personal data
Table B.4: View personal data use case
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Name of the use case.
Modify personal data
Summary.
The user modifies his personal data.
Dependency
This use case extends the use case View personal data.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The user modifies his data.
2. The system stores the changes.
Table B.5: Modify personal data use case
Name of the use case.
View position.
Summary.
The system displays the user’s position on a map.
Dependency
The use case View notes and photos extends this use case.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The system displays a map with the user’s current position.
2. If the user clicks in his position, starts the use case View notes and
photos with the user’s photos and notes.
Table B.6: View position use case
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Name of the use case.
View friends position.
Summary.
The system displays a map with the position of the user’s friends.
Dependency
The use case View notes and photos extends this use case.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The system displays a map showing the position of the user’s friends.
2. If the user click in his position, starts the use case View notes and photos
with the friend’s photos and notes.
Table B.7: View friends position use case
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Name of the use case.
View notes and photos.
Summary.
The user chooses a group of photos and photos and go to a gallery for viewing.
Dependency
This use case extends View position and View friends position.
Actors
Mobile user.
Normal course
1. The system displays the photos and notes in the map grouped by prox-
imity and the current zoom.
2. The user chooses one of this groups.
3. The system displays a gallery with the photos and notes of the selected
group.
Observations.
This use case extends View position and View friends position. If the use case
is called by View position, it displays the user notes and photos, otherwise if
the use case is called by View friends position, it displays the notes and photos
of the selected user.
Table B.8: View notes and photos use case
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Name of the use case.
Update position.
Summary.
The system updates the user’s position.
Actors
Mobile user.
Preconditions
1. The user must have logged in the system.
2. The user must have internet connection.
Normal course
1. The system updates the user’s position when he moves more than 200
meters.
Table B.9: Update position use case
Name of the use case.
Create a note
Summary.
The user creates a note.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Postconditions.
A new note has been stored in the database.
Normal course
1. The user writes a note.
2. The system stores the note with the user’s current position.
Table B.10: Create note use case
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Name of the use case.
Take a photo
Summary.
The user takes a photo.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The user takes a photo.
2. The user writes a note if he wants.
3. The system stores the photo with the user’s current position.
Table B.11: Take a photo use case
Name of the use case.
Search a friend.
Summary.
The user searches a user in the database by name, surname, country or nick.
Dependency
The use case Request for friend extends this use case.
Actors
Mobile user.
Preconditions
The user must have logged in the system.
Normal course
1. The user enters search tags.
2. The system displays a list of the users found.
3. The user selects a friend for the list and starts the use case Request for
friend.
Alternatives courses.
If the search does not find any results the use case finish.
Table B.12: Search friend use case
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Name of the use case.
Request for friend.
Summary.
A user sends a request for friend to another user.
Dependency
This use case extends Search a friend.
Actors
Mobile user.
Normal course
1. The user selects a friend for a list and the system sends a request for
friend to the user.
Table B.13: Request for friend use case
Name of the use case.
View friend requests.
Summary.
The system displays a list of friend requests that the user has.
Dependency
The uses cases Accept a friend and Reject a friend extends this use case.
Actors
Mobile user.
Preconditions
The user must have requested for friends.
Normal course
1. The system displays a list with the requests for friend that the user has.
2. The user selects the users that he wants to be friend and starts the use
case Accept a friend.
3. With the rest of users starts the use case Reject a friend.
Table B.14: View friend requests use case
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Name of the use case.
Accept a friend.
Summary.
The user selects a user from a list and the system stores the friendship.
Dependency
This use case extends View friend requests.
Actors
Mobile user.
Normal course
1. The user selects a user from a list and the system stores the friendship.
Table B.15: Accept a friend use case
Name of the use case.
Reject a friend.
Summary.
The system delete the request for friend.
Dependency
This use case extends View friend requests.
Actors
Mobile user.
Normal course
1. The system deletes all friend requests that the user does not want to
have.
Table B.16: Reject a friend use case
Appendix C
Description of Web site’s
application use cases
Descrition of use cases for the Web site application.
Name of the use case.
Login.
Summary.
The user logs in the system.
Actors
Web user.
Web administrator.
Postconditions.
The system identifies the user.
Normal course
1. The user enters his nickname and password.
2. The system checks the nickname and password.
3. The system returns a positive or negative confirmation.
Table C.1: Login use case
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Name of the use case.
Create user acount.
Summary.
A new user wants to use our system, he enters his personal account information
in the application and the system stores it in the database.
Actors
Web user.
Postconditions.
The user has been stored in the database and now he automatically logs in.
Normal course
1. The user enters all the account information that the system requires.
2. The system checks whether the user exists.
3. The system returns a positive or negative confirmation.
4. The user logs in to home page automatically after the positive confir-
mation.
Alternatives courses.
If the nickname already exists, the user must choose other nickname.
Table C.2: Create user account use case
Name of the use case.
Show friends last position.
Summary.
The system displays a map with the last position of the user’s friends.
Actors
Web user.
Preconditions
The user must have logged in the system.
Normal course
1. The user select the option to show the friends last position.
2. The system displays a map showing the last position of the user’s friends.
Table C.3: Show friends last position use case
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Name of the use case.
Show users last position.
Summary.
The system displays a map with the last position of all the users that are in
the system.
Actors
Web administrator.
Preconditions
The administrator must have logged in the system.
Normal course
1. The administrator select the option to show the users last position.
2. The system displays a map showing the last position of all the users that
are in the system.
Table C.4: Show users last position use case
Name of the use case.
Show personal account.
Summary.
The user can see his personal account information.
Dependency
The use case Modify personal account extends this use case.
Actors
Web user.
Web administrator.
Preconditions
The administrator or user must have logged in the system.
Normal course
1. The user or administrator selects the option to see his personal account
information.
2. The system shows the personal account information of the user or ad-
ministrator.
3. If the user or administrator wants to modify his personal data, starts
the use case Modify personal account
Table C.5: Show personal account use case
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Name of the use case.
Modify personal account
Summary.
The user or administrator modifies his personal account information.
Dependency
This use case extends the use case Show personal account.
Actors
Web user.
Web administrator.
Preconditions
The administrator or user must have logged in the system.
Postconditions.
The changes of the account information have been stored in the database.
Normal course
1. The user or administrator modifies his account information and then his
presses ’Submit’.
2. The system stores the changes.
Table C.6: Modify personal account use case
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Name of the use case.
Show friends.
Summary.
The system displays all the friends of the user.
Dependency
The use case Show user’s account extends this use case.
The use case Show user’s history positions extends this use case.
Actors
Web user.
Preconditions
The user must have logged in the system.
Normal course
1. The user selects the option to see all his friends.
2. The system displays a table with all the user’s friends, if he has, and in
each friend line there are buttons for showing his ’Info’ and his ’History’.
3. If the user clicks on the button ’Info’, then starts the use case Show
user’s account showing his friend’s account information.
4. If the user clicks on the button ’History’, then starts the use case Show
user’s history positions showing in a map his friend’s 10 previous posi-
tions.
5. The table shows each time 10 friends, so the user has to press ’Next’
and ’Previous’ buttons so as to see all his friends, if they are more than
10.
Alternatives courses.
If the user has no friends then the system will show a message that no people
were found.
Table C.7: Show friends use case
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Name of the use case.
Show users.
Summary.
The system displays all the users that use the system.
Dependency
The use case Show user’s account extends this use case.
The use case Show user’s history positions extends this use case.
Actors
Web administrator.
Preconditions
The administrator must have logged in the system.
Normal course
1. The administrator selects the option to see all the user that use the
system.
2. The system displays a table with all the users that use the system (in-
cluding other administrators), if there are, and in each user line there
are buttons for showing his ’Info’ and his ’History’.
3. If the administrator clicks on the button ’Info’, then starts the use case
Show user’s account showing the user’s account information.
4. If the administrator clicks on the button ’History’, then starts the use
case Show user’s history positions showing in a map the user’s 10 pre-
vious positions.
5. The table shows each time 10 users, so the administrator has to press
’Next’ and ’Previous’ buttons so as to see all the users of the system, if
they are more than 10.
Alternatives courses.
If the system has no users then it will show a message that no people were
found.
Observations.
If the user in the table is an administrator, then the ’History’ button is going
to be disabled, due to the administrators cannot login from the mobile, so
they cannot have any positions given to them.
Table C.8: Show users use case
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Name of the use case.
Search user.
Summary.
The administrator searches a user in the database by name, surname, country
or nick.
Dependency
The use case Delete user extends this use case.
The use case Show user’s account extends this use case.
The use case Show user’s history positions extends this use case.
Actors
Web administrator.
Preconditions
The administrator must have logged in the system.
Normal course
1. The administrator selects the option to search for users.
2. The administrator enters search tags.
3. The system displays a table of the users found, if any were found. And
in each user line there are buttons for ’Delete’ a user, show his ’Info’ and
his ’History’.
4. If the administrator clicks on the button ’Delete’, then starts the use
case Delete user deleting the user’s account from the database.
5. If the administrator clicks on the button ’Info’, then starts the use case
Show user’s account showing the user’s account information.
6. If the administrator clicks on the button ’History’, then starts the use
case Show user’s history positions showing in a map the user’s 10 pre-
vious positions.
Alternatives courses.
If there are no user matches, then it will show a message that there were not
found people with the given details.
Observations.
If the user in the table is an administrator, then the ’Delete’ and ’History’
button is going to be disabled, due to the administrators cannot be deleted
and cannot login from the mobile, so they cannot have any positions given to
them.
Table C.9: Search user use case
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Name of the use case.
Show user’s account.
Summary.
The system shows the chosen user’s account information.
Dependency
This use case extends Show friends, Show users and Search user.
Actors
Web user.
Web administrator.
Normal course
1. The system shows the chosen user’s account information in a table.
Observations.
This use case extends Show friends and Show users. If the use case is called
by Show friends, it displays the chosen user’s account without information
whether he is an administrator or not, otherwise if the use case is called by
Show users, it displays the chosen user’s account including the information
whether he is an administrator or not.
Table C.10: Show user’s account use case
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Name of the use case.
Show user’s history positions.
Summary.
The system shows in a map the user’s 10 previous positions.
Dependency
This use case extends Show friends Show users and Search user.
Actors
Web user.
Web administrator.
Normal course
1. The system shows the chosen user’s 10 previous position in a map.
Alternatives courses.
1. If the user has no history of previous positions, then the system will
display the map with no markers on it
2. If the user has less than 10 previous positions in his history, in the map
will be shown less than 10 markers depending on the number of his
previous history positions.
Table C.11: Show user’s history positions use case
Name of the use case.
Delete user.
Summary.
The system deletes a user from the database.
Dependency
This use case extends Search user.
Actors
Web administrator.
Normal course
1. The system deletes the user from the database.
2. The system returns a positive o negative confirmation.
Table C.12: Delete user use case
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Name of the use case.
Create admin account.
Summary.
The administrator enters the personal account information of the new ad-
ministrator in the application and the system stores the new administrator’s
account in the database.
Actors
Web administrator.
Normal course
1. The administrator select the option to ceate new administrator account.
2. The system displays a form so as to be completed by the administrator
with the account information of the new administrator.
3. The administrator enters the account information in the form and
presses ’Submit’.
4. The system checks whether the user exists.
5. The system returns positive or negative confiramation.
Alternatives courses.
If the nickname already exits, the administrator must choose other nickname.
Table C.13: Create admin account use case
Appendix D
User case diagrams definition
A use case diagram in the Unified Modeling Language (UML) is a type of be-
havioral diagram defined by and created from a Use-case analysis. Its purpose
is to present a graphical overview of the functionality provided by a system in
terms of actors, their goals (represented as use cases), and any dependencies
between those use cases. The main purpose of a use case diagram is to show
what system functions are performed for which actor. Roles of the actors in
the system can be depicted. This definition has been taken from [9].
D.1 Actors definition
An actor in the Unified Modeling Language (UML) specifies a role played by a
user or any other external entity that interacts with the subject or the system.
Actors are drawn as stick figures. Actors may represent roles played by human
users, external hardware, or other subjects. An actor does not necessarily
represent a specific physical entity but merely a particular facet (i.e., “role”)
of some entity that is relevant to the specification of its associated use cases.
Thus, a single physical instance may play the role of several different actors
and, conversely, a given actor may be played by multiple different instances.
This definition has been taken from [10].
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D.2 Association definition
Association between actors and use cases are indicated in use case diagrams
by solid lines. An association exists whenever an actor is involved with an
interaction described by a use case. Associations are model as lines connecting
use cases and actors to one another, with an optional arrowhead on one end
of the line. This definition has been taken from [11].
D.3 Use case definition
A use case is a description of a system’s (or subsystem’s) behaviour, sequences
of actions, including variant sequences and error sequences, as it responds to
a request that originates from outside of that system, under consideration to
accomplish a goal. In other words, a use case describes ”who” can do ”what”
with the system in question. A use case is drawn as a horizontal ellipse. This
definition has been taken from [12]
Appendix E
Android
E.1 Introduction
The information presented in this chapter has been extracted mainly from
the books [24] and [25] and from the web [26]. Based on our experience with
Android we have compiled a small guide that will give the reader an idea
of the operations and methods of developing applications for the Android
platform. However, in order to continue development of our application is
highly recommended to consult the bibliography provided above.
Android is a software stack for mobile devices that includes an operating
system, middleware and key applications. The Android SDK provides the
tools and APIs necessary to begin developing applications on the Android
platform using the Java programming language.
Android sits alongside a new wave of mobile operating systems designed for
increasingly powerful mobile hardware. Windows Mobile, the Apple iPhone,
and the Palm Pre now provide a richer, simplified development environment
for mobile applications. However, unlike Android, they’re built on proprietary
operating systems that in some cases prioritize native applications over those
created by third parties, restrict communication among applications and na-
tive phone data, and restrict or control the distribution of third-party apps
to their platforms. Android offers new possibilities for mobile applications
by offering an open development environment built on an open-source Linux
kernel. Hardware access is available to all applications through a series of
API libraries, and application interaction, while carefully controlled, is fully
supported.
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E.2 Android architecture
The following diagram shows the major components of the Android operating
system. Each section is described in more detail below.
Figure E.1: Android architecture
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E.3 Android SDK
The Android software development kit (SDK) includes everything you need
to start developing, testing, and debugging Android applications. Included in
the SDK download are:
1. The Android APIs: The core of the SDK is the Android API libraries
that provide developer access to the Android stack. These are the same
libraries used at Google to create native Android applications.
2. Development tools: So you can turn Android source code into executable
Android applications, the SDK includes several development tools that
let you compile and debug your applications.
3. The Android Virtual Device Manager and Emulator: The Android Em-
ulator is a fully interactive Android device emulator featuring several
alternative skins. The emulator runs within an Android Virtual Device
that simulates the device hardware configuration. Using the emulator
you can see how your applications will look and behave on a real An-
droid device. All Android applications run within the Dalvik VM, so the
software emulator is an excellent environment, in fact, as it is hardware-
neutral, it provides a better independent test environment than any sin-
gle hardware implementation. You can see an example of the Emulator
at Figure E.2,
4. Full documentation: The SDK includes extensive code-level reference
information detailing exactly what’s included in each package and class
and how to use them. In addition to the code documentation, Android’s
reference documentation explains how to get started and gives detailed
explanations of the fundamentals behind Android development.
5. Sample code: The Android SDK includes a selection of sample applica-
tions that demonstrate some of the possibilities available with Android,
as well as simple programs that highlight how to use individual API
features.
6. Online support: Android has rapidly generated a vibrant developer com-
munity. The Google Groups at [27] are active forums of Android devel-
opers with regular input from the Android engineering and developer
relations teams at Google.
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Figure E.2: Android Emulator
E.4 Application components
Android applications consist of loosely coupled components, bound by an ap-
plication manifest that describes each component and how they all interact,
as well as the application metadata including its hardware and platform re-
quirements.
The following seven components provide the building blocks for your ap-
plications:
1. Activities: Your application’s presentation layer. Every screen in your
application will be an extension of the Activity class. Activities use
Views to form graphical user interfaces that display information and
respond to user actions.
2. Services: The invisible workers of your application. Service components
run in the background, updating your data sources and visible Activities
and triggering Notifications. They’re used to perform regular processing
that needs to continue even when your application’s Activities aren’t
active or visible.
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3. Content Providers: Shareable data stores. Content Providers are used to
manage and share application databases. They’re the preferred means
of sharing data across application boundaries. This means that you
can configure your own Content Providers to permit access from other
applications and use Content Providers exposed by others to access their
stored data.
4. Intents: An inter-application message-passing framework. Using Intents
you can broadcast messages system-wide or to a target Activity or Ser-
vice, stating your intention to have an action performed. The system
will then determine the target(s) that will perform any actions as ap-
propriate.
5. Broadcast Receivers: Intent broadcast consumers. If you create and
register a Broadcast Receiver, your application can listen for broadcast
Intents that match specific filter criteria. Broadcast Receivers will au-
tomatically start your application to respond to an incoming Intent,
making them perfect for creating event-driven applications.
6. Widgets Visual: application components that can be added to the home
screen. A special variation of a Broadcast Receiver, widgets let you
create dynamic, interactive application components for users to embed
on their home screens.
7. Notifications: A user notification framework. Notifications let you sig-
nal users without stealing focus or interrupting their current Activities.
They’re the preferred technique for getting a user’s attention from within
a Service or Broadcast Receiver.
E.5 Project structure
The Android build system is organized around a specific directory tree struc-
ture for your Android project, much like any other Java project. The specifics,
though, are fairly unique to Android. When you create a new Android project
you get several items in the project’s root directory, including the following:
1. AndroidManifest.xml: An XML file describing the application being
built and which components, activities, services, and so on are being
supplied by that application. Underneath the manifest element, you
may find the following elements:
a) uses-permission elements: Indicate the permissions your applica-
tion will need in order to function properly.
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b) permission elements: Declare permissions that activities or ser-
vices might require other applications to hold in order to use your
application’s data or logic.
c) instrumentation elements: Indicate code that should be invoked on
key system events, such as starting up activities, for the purposes
of logging or monitoring.
d) uses-library elements: Hook in optional Android components, such
as mapping services.
e) uses-sdk element: Indicates for which version of the Android SDK
the application was built.
f) application element: Defines the guts of the application that the
manifest describes.
As an example you can view this AndroidManifest.xml
<?xml version=” 1 .0 ” encoding=” utf−8”?>
<mani fe s t xmlns :andro id=
” h t tp : // schemas . android . com/apk/ r e s / android ”
package=”com . f f a n d r o i d ”
andro id :ver s ionCode=”1”
android:vers ionName=” 1 .0 ”>
<uses−permis s ion
android:name=” android . permis s ion .INTERNET” />
<uses−permis s ion android:name=
” android . permis s ion .ACCESS FINE LOCATION” />
<a p p l i c a t i o n
a n d r o i d : i c o n=”@drawable/ i con ”
a n d r o i d : l a b e l=” @str ing /app name”>
<uses−l i b r a r y
android:name=”com . goog l e . android . maps” />
<a c t i v i t y android:name=” . f f a n d r o i d ”
a n d r o i d : l a b e l=” @str ing /app name”>
<in tent− f i l t e r>
<ac t i on android:name=
” android . i n t e n t . a c t i on .MAIN” />
<category
android:name=
” android . i n t e n t . category .LAUNCHER”/>
</ intent− f i l t e r>
</ a c t i v i t y>
<a c t i v i t y android:name=” . UsersMap”
a n d r o i d : l a b e l=” @str ing /app name”>
<in tent− f i l t e r>
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<ac t i on android:name=
” android . i n t e n t . a c t i on .MAIN”/>
<category android:name=
” android . i n t e n t . category .LAUNCHER”/>
</ intent− f i l t e r>
</ a c t i v i t y>
<a c t i v i t y android:name=” .GPS”
a n d r o i d : l a b e l=” @str ing /app name”>
<in tent− f i l t e r>
<ac t i on android:name=
” android . i n t e n t . a c t i on .MAIN” />
<category android:name=
” android . i n t e n t . category .LAUNCHER”/>
</ intent− f i l t e r>
</ a c t i v i t y>
</ a p p l i c a t i o n>
</ mani f e s t>
Listing E.1: AndroidManifest.xml
2. Build.xml: An Ant script for compiling the application and installing
it on the device.
3. default.properties and local.properties: Property files used by the
Ant build script.
4. assets/: A folder that holds other static files you wish packaged with
the application for deployment onto the device.
5. bin/: A folder that holds the application once it is compiled.
a) bin/classes/: Holds the compiled Java classes.
b) bin/classes.dex: Holds the executable created from those compiled
Java classes.
c) bin/yourapp.apk: Holds your application’s resources, packaged as
a ZIP file (where yourapp is the name of your application).
d) bin/yourapp-debug.apk or bin/youapp- unsigned.apk: The actual
Android application (where yourapp is the name of your applica-
tion).
6. gen/: Where Android’s build tools will place source code that they
generate.
7. libs/: A folder that holds any third-party JARs your application re-
quires.
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8. src/: A folder that holds the Java source code for the application.
9. res/: A folder that holds resources (such as icons, graphic user interface
layouts, and the like) that are packaged with the compiled Java in the
application.
a) res/drawable/: For images (PNG, JPEG, etc.).
b) res/layout/: For XML-based UI layout specifications.
c) res/menu/: For XML-based menu specifications.
d) res/raw/: For general-purpose files (e.g., a CSV file of account
information).
e) res/values/: For strings, dimensions, and the like.
f) res/xml/: For other general-purpose XML files you wish to ship.
10. tests/: A folder that holds an entirely separate Android project used
for testing the one you created.
Appendix F
Website Application
F.1 Introduction
The information presented in this chapter have been extracted mainly from
websites from the World Wide Web as [40] and [41] . This is a small guide
that will give the reader an idea of the technology used for implementing
the website, especially the languages that are used. However, in order to a
program developer wants to continue the development of our application is
highly recommended to read the bibliography provided in the end of each
section.
A web site is a collection of related web pages, images, or other digital
assets that are addressed relative to a common Uniform Resource Locator
(URL), often consisting of only the domain name, or the IP address, and the
root path (’/’) in an Internet Protocol-based network. A web site is hosted
on at least one web server, accessible via a network such as the Internet or a
private local area network.
A web page in a web site is a document, typically written in plain text inter-
spersed with formatting instructions of Hypertext Markup Language (HTML,
XHTML). Web pages frequently subsume other resources such as style sheets,
scripts and images into their final presentation. A web page may incorpo-
rate elements from other websites with suitable markup anchors. Web pages
are accessed and transported with the Hypertext Transfer Protocol (HTTP),
which may optionally employ encryption (HTTP Secure, HTTPS) to provide
security and privacy for the user of the web page content. The user’s appli-
cation, often a web browser, renders the page content according to its HTML
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markup instructions onto a display terminal.
A static website is one that has web pages stored on the server in the
format that is sent to a client web browser. It is primarily coded in Hyper-
text Markup Language (HTML). In summary, visitors are not able to control
what information they receive via a static website, and must instead settle for
whatever content the website owner has decided to offer at that time.
A dynamic website is one that changes or customizes itself frequently and
automatically, based on certain criteria. There are two types of dynamic web
sites:
1. Client-side scripting and content creation
Using client-side scripting to change interface behaviors within a web
page, in response to mouse or keyboard actions or at specified timing
events. In this case the dynamic behavior occurs within the presenta-
tion. Such web pages use presentation technology called rich interfaced
pages. Client-side scripting languages like JavaScript, used for Dynamic
HTML (DHTML) technologies, are frequently used to orchestrate me-
dia types (animations, changing text, etc.) of the presentation. The
scripting also allows use of remote scripting, a technique by which the
DHTML page requests additional information from a server, using a
hidden Frame, XMLHttpRequests, or a Web service. The Client-side
content is generated on the user’s computer. The web browser retrieves
a page from the server, then processes the code embedded in the page
and displays the retrieved page’s content to the user.
2. Server-side scripting and content creation
Using server-side scripting to change the supplied page source between
pages, adjusting the sequence or reload of the web pages or web content
supplied to the browser. Server responses may be determined by such
conditions as data in a posted HTML form, parameters in the URL,
the type of browser being used, the passage of time, or a database or
server state. Such web pages are often created with the help of server-
side languages such as PHP, Perl, ASP.NET, JSP, and other languages.
These server-side languages typically use the Common Gateway Inter-
face (CGI) to produce dynamic web pages. Server-side dynamic content
is more complicated: (1) The client sends the server the request. (2)
The server receives the request and processes the server-side script such
as [PHP] based on the query string, HTTP POST data, cookies, etc.
The main purpose of a dynamic website is automation. A dynamic website
can operate more effectively, be built more efficiently and is easier to maintain,
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update and expand. It is much simpler to build a template and a database
than to build hundreds or thousands of individual, static HTML web pages.
F.2 DHTML
Dynamic HTML, or DHTML, is an umbrella term for a collection of tech-
nologies used together to create interactive and animated web sites by using a
combination of a static markup language (such as HTML), a client-side script-
ing language (such as JavaScript), a presentation definition language (such as
CSS), and the Document Object Model.
DHTML allows scripting languages to change variables in a web page’s
definition language, which in turn affects the look and function of otherwise
”static” HTML page content, after the page has been fully loaded and during
the viewing process. Thus the dynamic characteristic of DHTML is the way
it functions while a page is viewed, not in its ability to generate a unique page
with each page load.
For learning more about the DHTML visit [28].
F.3 HTML
HTML, which stands for HyperText Markup Language, is the predominant
markup language for web pages. A markup language is a set of markup tags,
and HTML uses markup tags to describe web pages. HTML is written in the
form of HTML elements consisting of ”tags” surrounded by angle brackets
(like <html>) within the web page content. HTML tags normally come in
pairs like <b>and </b>. The first tag in a pair is the start tag, the second
tag is the end tag The purpose of a web browser is to read HTML documents
and display them as web pages. The browser does not display the HTML tags,
but uses the tags to interpret the content of the page.
HTML elements form the building blocks of all websites. HTML allows
images and objects to be embedded and can be used to create interactive
forms. It provides a means to create structured documents by denoting struc-
tural semantics for text such as headings, paragraphs, lists, links, quotes and
other items. It can embed scripts in languages such as JavaScript which affect
the behavior of HTML webpages. HTML can also be used to include Cascad-
ing Style Sheets (CSS) to define the appearance and layout of text and other
material.
178 FFLocation
HTML markup consists of several key components, including elements
(and their attributes), character-based data types, character references and
entity references. Another important component is the document type dec-
laration, which specifies the Document Type Definition. As of HTML 5, no
Document Type Definition will need to be specified and will only determine
the layout mode. An example of HTML code is didplayed below:
< ! doctype html>
<html>
<head>
<t i t l e>Hel lo HTML</ t i t l e>
</head>
<body>
<p>Hel lo World !</p>
</body>
</html>
Listing F.1: A simple ”helloworld” code in HTML
For learning more about the HTML visit [29] and read the [30].
F.4 CSS
Cascading Style Sheets (CSS) is a style sheet language used to describe the
presentation semantics (the look and formatting) of a document written in a
markup language. Its most common application is to style web pages written
in HTML and XHTML, but the language can also be applied to any kind of
XML document, including SVG and XUL.
CSS is designed primarily to enable the separation of document content
(written in HTML or a similar markup language) from document presentation,
including elements such as the layout, colors, and fonts. This separation
can improve content accessibility, provide more flexibility and control in the
specification of presentation characteristics, enable multiple pages to share
formatting, and reduce complexity and repetition in the structural content
(such as by allowing for tableless web design).
CSS has a simple syntax and uses a number of English keywords to spec-
ify the names of various style properties.A style sheet consists of a list of
rules. Each rule consists of one or more selectors and a declaration block. A
declaration-block consists of a list of declarations in braces. Each declaration
consists of a property, a colon (:), a value, then a semi-colon (;). In CSS,
selectors are used to declare which of the markup elements a style applies to,
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a kind of match expression. Selectors may apply to all elements of a specific
type, or only those elements that match a certain attribute; elements may
be matched depending on how they are placed relative to each other in the
markup code, or on how they are nested within the document object model.
There are 4 ways of implementing CSS:
1. Declare inline.
2. Embed into the head of your document.
3. Link to an external CSS file.
4. import a CSS file
Use of CSS:Prior to CSS, nearly all of the presentational attributes of
HTML documents were contained within the HTML markup; all font colors,
background styles, element alignments, borders and sizes had to be explicitly
described, often repeatedly, within the HTML. CSS allows authors to move
much of that information to a separate style sheet resulting in simpler HTML
markup.
For learning more about the CSS visit [31] and read the [32].
F.5 JAVASCRIPT
JavaScript is an implementation of the ECMAScript language standard and is
typically used to enable programmatic access to computational objects within
a host environment. It can be characterized as a prototype-based object-
oriented scripting language that is dynamic, weakly typed and has first-class
functions.The key design principles within JavaScript are taken from the Self
and Scheme programming languages. JavaScript is primarily used in the form
of client-side JavaScript, implemented as part of a web browser in order to
provide enhanced user interfaces and dynamic websites.
The primary use of JavaScript is to write functions that are embedded in
or included from HTML pages and that interact with the Document Object
Model (DOM) of the page. Some simple examples of this usage are:
1. Opening or popping up a new window with programmatic control over
the size, position, and attributes of the new window (e.g. whether the
menus, toolbars, etc. are visible).
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2. Validating input values of a web form to make sure that they are ac-
ceptable before being submitted to the server.
3. Changing images as the mouse cursor moves over them: This effect is
often used to draw the user’s attention to important links displayed as
graphical elements.
Because JavaScript code can run locally in a user’s browser (rather than on
a remote server), the browser can respond to user actions quickly, making an
application more responsive. Furthermore, JavaScript code can detect user ac-
tions which HTML alone cannot, such as individual keystrokes. A web browser
is by far the most common host environment for JavaScript. Web browsers
typically use the public API to create ”host objects” responsible for reflecting
the DOM into JavaScript. The web server is another common application of
the engine. A JavaScript webserver would expose host objects representing
an HTTP request and response objects, which a JavaScript program could
then manipulate to dynamically generate web pages. The JavaScripts can be
placed in any of the following locations:
1. Between the HTML document’s head tags.
2. Within the HTML document’s body (i.e. between the body tags).
3. In an external file (and link to it from your HTML document).
An example of a standards-conforming web page containing JavaScript
(using HTML 4.01 syntax) would be the following:
< !DOCTYPE HTML PUBLIC ”−//W3C//DTD HTML 4.01//EN”
” http ://www. w3 . org /TR/html4/ s t r i c t . dtd”>
<html>
<head><t i t l e>s imple page</ t i t l e></head>
<body>
<script type=” text / j a v a s c r i p t ”>
document . wr i t e ( ’ He l l o World ! ’ ) ;</ script>
<noscript>
<p>Your browser e i t h e r does not support JavaScr ipt ,
or you have JavaScr ipt turned o f f .</p></noscript>
</body>
</html>
Listing F.2: JavaScript code within HTML code
For learning more about the JavaScript visit [33] and read the [34].
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F.6 AJAX
AJAX (shorthand for Asynchronous JavaScript and XML) is a group of in-
terrelated web development techniques used on the client-side to create inter-
active web applications. AJAX is a technique for creating fast and dynamic
web pages. With Ajax, web applications can retrieve data from the server
asynchronously in the background without interfering with the display and
behavior of the existing page. The use of Ajax techniques has led to an
increase in interactive or dynamic interfaces on web pages. Data is usually re-
trieved using the XMLHttpRequest object. Despite the name, the use of XML
is not actually required, and the requests do not need to be asynchronous.
You can see how AJAX works in Figure F.1
Figure F.1: How AJAX works
Like DHTML and LAMP, Ajax is not a technology in itself, but a group
of technologies. Ajax uses a combination of HTML and CSS to mark up
and style information. The DOM is accessed with JavaScript to dynamically
display, and to allow the user to interact with, the information presented.
JavaScript and the XMLHttpRequest object provide a method for exchanging
data asynchronously between browser and server to avoid full page reloads.
For more information about AJAX go to [35] and read the [36].
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F.7 PHP
PHP: Hypertext Preprocessor is a widely used, general-purpose scripting lan-
guage that was originally designed for web development to produce dynamic
web pages. For this purpose, PHP code is embedded into the HTML source
document and interpreted by a web server with a PHP processor module,
which generates the web page document. As a general-purpose programming
language, PHP code is processed by an interpreter application in command-
line mode performing desired operating system operations and producing pro-
gram output on its standard output channel. It may also function as a graph-
ical application. PHP is available as a processor for most modern web servers
and as a standalone interpreter on most operating systems and computing
platforms.
PHP is a general-purpose scripting language that is especially suited to
server-side web development where PHP generally runs on a web server. Any
PHP code in a requested file is executed by the PHP runtime, usually to create
dynamic web page content. PHP primarily acts as a filter, taking input from
a file or stream containing text and/or PHP instructions and outputs another
stream of data; most commonly the output will be HTML. In Figure F.2 is
how PHP processes a request:
PHP Syntax: PHP only parses code within its delimiters. Anything out-
side its delimiters is sent directly to the output and is not processed by PHP.
The most common delimiters are <?php to open and ?>to close PHP sections.
The first form of delimiters, <?php and ?>, in XHTML and other XML doc-
uments, creates correctly formed XML ’processing instructions’. This means
that the resulting mixture of PHP code and other markup in the server-side
file is itself well-formed XML. An example of PHP code embedded in HTML
can be seen below:
<!DOCTYPE html>
<html><head>
<meta cha r s e t=” utf−8” />
<t i t l e >PHP Test</ t i t l e >
</head><body>
<?php
echo ’ He l l o World ’ ;
/∗ echo (” H e l l o World ” ) ; works as w e l l . ∗/
?></body>
</html>
Listing F.3: PHP code embedded within HTML code
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Figure F.2: Diagram showing out how PHP process a request
Functions are not first-class functions and can only be referenced by their
name, directly or dynamically by a variable containing the name of the func-
tion. User-defined functions can be created at any time without being pro-
totyped. Functions can be defined inside code blocks, permitting a run-time
decision as to whether or not a function should be defined.
Basic object-oriented programming functionality was added in PHP 3. Ob-
ject handling was completely rewritten for PHP 5, expanding the feature set
and enhancing performance. Previously, objects were handled like value types.
In the new approach, objects are referenced by handle, and not by value. PHP
5 introduced private and protected member variables and methods, along with
abstract classes and final classes as well as abstract methods and final methods.
Also introduced a standard way of declaring constructors and destructors, sim-
ilar like C++, and a standard exception handling model. Furthermore, PHP 5
added interfaces and allowed for multiple interfaces to be implemented. There
is no virtual table feature in the engine, so static variables are bound with a
name instead of a reference at compile time.
For more information about PHP go to [37] and read the [38].
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