Abstract: This paper discusses a new approach that will facilitate the use of simulation in the construction industry. Previous attempts in this regard have been hampered by the gap between the user and the simulation software, the power and flexibility of available tools, and the readiness of industry. A comprehensive new approach ͑referred to as the Unified Modeling Methodology͒, which addresses the complete needs of the construction simulationist, is detailed. It is based on several state-of-the-art concepts in addition to newly developed ones. This methodology also describes how all of these concepts can be combined together using object oriented principles. The methodology was used in the development of a complete simulation tool development and utilization environment called Simphony. Several case studies were performed to illustrate the advantages of the new approach.
Introduction
Despite its obvious potential, the use of computer simulation for planning construction projects has been limited mainly to academia and a few large contractors who can afford to employ dedicated simulation professionals. Although numerous research efforts have helped in overcoming some of the issues involved, there remain a number of limitations that must be addressed. The objective of the research described in this paper is the development of a comprehensive approach that improves the appeal of computer simulation and transforms it into an accepted tool that fits naturally within the industry's information technology framework. By comprehensive, it is meant that all the needs of a typical construction practitioner are considered.
In order to obtain this comprehensive list of needs, three developments were undertaken with industry to investigate and develop various techniques, concepts, and methods of potential benefit as related to the research objective. Three construction methods were chosen: ͑1͒ earthmoving; ͑2͒ aggregate production; and ͑3͒ site dewatering. In each case, the process fundamentals were studied first, followed by an identification of the requirements for the custom simulation tool to be developed. Based on these requirements, a computer based simulation tool was developed, validated, and implemented within a construction company. The three implementations were then analyzed together to obtain the set of features critical to the tool's success. The analysis also identified the limitations of the developed tools and a set of additional requirements.
The collective experience gained from the three implementations and the identified set of requirements was used in the development of a unified modeling methodology ͑UMM͒. A computer application based on the developed methodology was then developed and tested.
Background
Construction simulation is a mature and well-established research area. Early efforts can be traced back to Halpin ͑1977͒ who popularized it with his development of a system called CYCLlic Operation NEtwork ͑CYCLONE͒. CYCLONE allowed the user to build models using a set of abstract but simple constructs. Although CYCLONE and its successors ͑Paulson 1978 ; Ioannou 1989; Chang and Carr 1987; Martinez and Ioannou 1994͒ introduced a wider academic audience to computer simulation, its use in the industry was very limited. Chang ͑1991͒ introduced objectoriented concepts to construction simulation modeling. Object orientation improves the readability of simulation systems and produces models that more closely resemble their real-life counterparts. In effect, they bridge the gap between physical systems and their computer representation. Their advantage was discussed in detail by Oloufa ͑1993͒, who compared a MODSIM based object-oriented implementation of an earthmoving operation to a procedural one. He further concluded that the use of the objectoriented approach leads to reduced coding and improved simulation model readability.
Several researchers applied general simulation concepts to allow for model reusability. Tommelein et al. ͑1994͒ and Shi and AbouRizk ͑1997͒ utilized a library-based modeling approach that allows project simulation models to be assembled from a set of predefined components. Oloufa ͑1994͒ developed an objectoriented library-based modeling approach for the construction of parameterized simulation models. The concepts of modular modeling were also used to a certain extent. Modular concepts based on those defined by Ziegler ͑1984͒ were utilized by Sawhney and AbouRizk ͑1996͒ to develop large-scale simulation systems.
One approach to simplify the complex model development process is through integration with support modules. The first effort to integrate simulation tools with other construction sys- 
Initial Study
As mentioned in the Introduction, three custom developments were undertaken to study the specific needs and requirements of the typical construction practitioner. This initial study resulted in three specialized simulation tools.
The first tool, called AP2-Earth ͑Hajjar and AbouRizk 1996͒, allows for the analysis of large earthmoving projects. AP2-Earth was developed with the objective of providing earthmoving contractors with a system that can automate the traditionally timeconsuming and manual process of preparing earthmoving estimates for large and complex projects. Standard earthmoving modeling elements such as sources, trucks, placements, and road segments are used to build general earthmoving scenarios.
The second tool, called CRUISER ͑Hajjar and AbouRizk 1998͒, can be used for modeling aggregate production plants. It allows users to define the plant layout by creating the crushing components and visually connecting them with conveyers. The objective of CRUISER is to provide managers with a tool that can experiment with several possible alternatives for plant layout design.
The third tool, called CSD ͑Hajjar et al. 1998b͒, allows for the optimization of construction site dewatering operations. The visual modeling environment allows the user to enter various site data, such as the site dimensions, layers, and other properties. Pumping and watch wells are added using simple click and drag mouse operations. Watch wells represent the desired drawdown at various points in the site. The simulation engine of CSD can then be initiated to predict the resultant water table level throughout the site. Results are viewed in the form of 2D cross-sectional graphs or 3D surface charts.
The success and limitations of these tools facilitated the identification of a broad set of requirements that simulation models and tools must possess to be successfully applied in the construction industry. They are: 1. The user interface should support graphical representation and manipulation of the model structure. Graphical modeling support should be the primary means of model definition and manipulation. However, advanced users should still be accommodated and allowed to bypass the graphical system. Integrity violations should be trapped as soon as possible and reported to the user through the modeling interface in a helpful fashion; 2. The modeling process should be done in a manner that is natural and relevant to the specific target domain of the simulation tool. Users should not be exposed to the abstract underlying constructs, which require expertise with fundamental simulation concepts; 3. Construction methods vary in complexity and, as a result, the simulation tools must be able to accommodate different types of simulationists; 4. Results generated by the simulation tools should be of immediate relevance to the target user. Specific post simulation analysis should be performed when required with results presented in a familiar and natural manner; 5. Simulation tools must be able to integrate with existing systems to reduce the data entry requirements as well as to generate information for use by existing systems. The generated information from each tool should follow a standard structure to simplify its analysis process by external systems; 6. Users should be able to combine models, based on several tools, in an effective manner to allow for the modeling of complete projects involving multiple construction methods; 7. Tools should support and even encourage the reusability of existing simulation models; 8. Tool developers should be able to create new tools in a relatively short time with minimal effort. The tool development process should be standardized to provide inherent support for all previously mentioned requirements.
Formulation of Concepts
A set of concepts was then developed to address these requirements. The complete set of concepts and their relationship to the identified set of requirements are illustrated in Fig. 1 . For example, the Special Purpose Simulation Modeling Concept addresses a number of the requirements highlighted in the previous section and shown in Fig. 1 . These include modeling process, simulation execution approach, simulation results representation, and model reusability.
The following subsections will briefly discuss each concept and the way in which it addresses the corresponding set of requirements.
Special Purpose Simulation (SPS) Modeling
SPS modeling ͑Hajjar and AbouRizk 1998͒ stipulates that computer simulation tools must enable a practitioner, who is knowledgeable in a specific construction domain but not necessarily in simulation, to model a project within that domain in a manner where graphical representations, navigation schemes, specification of model parameters, and representation of simulation results are completed in a format native to the domain itself. Consider, for example, the development of a tool for supporting aggregate production operations. A simulation tool based on generalpurpose simulation principles would include low-level structures to deal with size reduction processes, stream representation and analysis, stream separation routines, array analysis, and reporting. While this results in a highly advanced and flexible tool, its use will be limited to advanced operators. The special purpose simulation approach advocates a strategy that abstracts all these lowlevel constructs in the form of high-level modeling components directly related to elements of the domain. The result is a tool, such as the one shown in Fig. 2 . Office and site engineers are now able to take advantage of simulation by manipulating a high-level model that includes familiar elements such as Crushers, Screens, and Conveyors. This aspect of SPS particularly addresses requirement number two in Fig. 1 .
The underlying assumption with SPS is that a knowledgeable developer can develop a set of specialized modeling elements or building blocks for a given domain that are easy to understand and flexible enough to allow someone else to construct simulation models in that domain. The ability to model different scenarios is supported by the fact that the developed modeling elements sup-port the concept of parameterized modeling and flexible layouts. This means that the generated simulation code is based on the defined layout as well as the supplied parameter values. This assumption is easily satisfied in construction simulation, because a great deal of construction processes can be well scoped and specified for the purpose of an SPS tool. Specifically, SPS-based tools must satisfy the following. 1. A discrete set of modeling elements must be available that map the computer-modeling element to the real physical or logical components of the target process being analyzed. For example, an aggregate production plant model is built using a set of modeling elements that include crushers, screen decks, and sieve analysis nodes. With this approach, the modeler is no longer limited to the abstract set of modeling elements. Instead, a relevant and specialized set of modeling elements is available for building models in an intuitive and direct manner. 2. The model parameters should be specialized and associated with the modeling element to which they correspond. Parameters are properties of the model that the user can change to customize the behavior of the simulation. By associating parameters with the modeling elements, users can directly and intuitively navigate to the desired parameters to change their values. For example, in an aggregate production SPS tool, the user should be able to change the setting of a given crusher by accessing the parameters of the crusher-modeling element rather than through some common global parameter listing. 3. The third aspect of SPS modeling stipulates that all useful statistical end results must be generated and made available to the user through the modeling elements. With generalpurpose simulation ͑GPS͒, statistics and other results are presented together in one or more large reports. The drawback is that the user must navigate a long list of generated outputs to find the desired results. SPS stipulates that generated results must be in a format that is easy to navigate and of immediate use for evaluating model performance. Further, results must consist of the traditional GPS types of information such as averages, standard deviations, histograms, and confidence intervals, as well as specialized information related to the domain. For example, a sieve analysis element in the aggregate production SPS tool should generate the results of the analysis as a gradation graph. This addresses requirements 3, 4, and 5 in Fig. 1 .
Graphical Modeling
A major component of simulation systems is their user interface.
Text-based interfaces require the user to create and manipulate textual representations of the model. This requires knowledge of the embedded syntax and, while perfectly adequate for experienced modelers, is generally difficult for novice users. Graphical user interfaces ͑GUI͒ simplify this process by allowing the user to view and manipulate a given model without resorting to editing textual representations. With GUIs, the basic tasks are centered around both mouse and keyboard operations. Graphical modeling combined with special purpose modeling results in highly intuitive user interfaces, both for model creation and interpretation of results. Constructed models resemble a flowchart of the modeled process. This has the added benefit of allowing the graphical representation to be used as a means of communicating the construction method specification, thus addressing 
Integrated Modeling
The fifth requirement identified in our initial study ͑Fig. 1͒ focused on the need to integrate simulation tools with other standard construction systems, such as scheduling and estimating.
The integrated modeling concept addresses this requirement by first standardizing key pieces of information that need to be supported by a simulation tool to facilitate the generation of information for project plans and estimates from a simulation execution ͑Table 1͒. The second aspect of integration relates to data sharing ͑i.e., how other systems access the simulation data͒. This can be easily achieved by adopting a standard relational database approach for data storage and manipulation ͑e.g., SQL-based͒.
Modular and Hierarchical Modeling
Modularity and hierarchy concepts facilitate the modeling of large and complex projects. When used in combination with special purpose modeling, they also enable linking of models based on modeling elements of different domains.
These two aspects are demonstrated through a tunneling model in Fig. 3 , which demonstrates the internal working of the tunneling model in a hierarchic manner. The first level ͑in the background of Fig. 3͒ shows a high-level definition of the tunneling process composed of excavation, loading/unloading, etc. These are the elements with which the user interacts. The second level given in Fig. 3 ͑foreground͒ shows a lower level of detail, where elements are of a general-purpose modeling nature. Using the concept of hierarchy, the user is shielded from second level of detail given in Fig. 3 unless they are interested in that aspect of modeling. Furthermore, the model is simpler and better structured than that of a full-blown, general-purpose simulation model, as it is broken down into packages of models each communicating with the other through preestablished communication points.
The concept of modularity provides us with the ability to organize modeling elements, programming code and other aspects of simulation submodels into structured packages. These packages communicate with each other through predefined communication points, as demonstrated in Fig. 3 ͑refer to connecting Set of resources for each activity that will be utilized Activity cost centers Set of cost categories or centers for which costs will be incurred Activity schedule Set of records that indicate the start and finish times of each activity Activity production Set of records indicating the quantity of work recognized for a given activity at a given simulation time Activity revenue Set of records indicating the dollar value collected for a revenue generating activity at a given simulation time Activity resource utilization Set of records indicating the change in utilization of a particular resource by a given activity at a given simulation time Activity cost Set of records indicating the cost incurred by a particular cost center on a given activity at a given simulation time points between any two elements in the figure͒. This concept also opens the possibility of combining modeling elements from different applications into one model. The potential benefit from that is extremely high, as developers of a given tool can now benefit from using elements of other developed tools in a given model. To demonstrate, Fig. 3 shows a tunneling model that uses elements from a general-purpose tool ͑e.g., capture resource͒ and elements from a CYCLONE tool ͑e.g., production counter or task elements͒. It is easy to extend the same model to include elements from a PERT tool, a dewatering tool, and so on. The concept of modularity defines a framework where simulation code can be packaged as a single unit and accessed through well-defined input and output connection points. Input connection points receive entities from other packaged units, process a number of simulation events, then transfer the entity out through one or more output connection points.
Modularity provides a benefit that is similar to the benefit of object-oriented languages-one modeling element can be built without explicit knowledge of the inner workings of the other elements. Entities traversing a given model through the connection points of the elements are analogous to messages passed between objects in an object-oriented environment. Some elements will not have any input connection points. This usually indicated that they would generate entities themselves. Generated entities are routed using user-defined relationships among the connection points of the modeling elements.
With hierarchy, modeling elements can be created as children of other modeling elements. This allows large, complex models to be built using the ''divide and conquer'' approach. At the highest level, elements are created to represent high-level operations, such as substructure, superstructure, and finishing. Inside each of these high-level elements, further child elements are added to define the respective suboperations taking place. At the lowest levels, detailed simulation models are defined to model the various fundamental construction processes. Elements that support the creation of child elements act in a manner similar to regular elements; they have their own input and output connection points.
Modular and hierarchical concepts can also be used to support Special Purpose Simulation based tools. This is done by first developing an SPS too that utilizes general purpose modeling paradigms such as CYCLONE, then using the modularity and hierarchy concepts described to allow users to supplement their specialized models with elements from the abstract tool. An example of a model that utilizes abstract elements to model a regular maintenance operation within an earthmoving model is shown in Fig. 4 . The added submodel utilizes a branch type element to decide stochastically whether or not a truck should be maintained. If the truck does not need maintenance, it is sent directly to the output port element, which transfers the entity back to the earthmoving model. Otherwise, a maintenance crew resource is requested, and the maintenance activity is executed with a stochastic duration. After the completion of the activity, the crew is released and the truck is transferred back out.
Issues of Tool Development and Utilization
In addition to the concepts described above, the issue of tool development and utilization must be considered. Most of the original construction simulation tools were based on generalpurpose modeling components. In construction research's endeavor to increase the user base of simulation, simpler modeling constructs have been created. However, simplification of those modeling strategies resulted in an inability to model complicated situations. As a result, the simple strategies were extended to give them more functionality, and new components were added. Further, some systems allowed for the definition of behavior in a loose form, such as a program insert. Ironically, this trend represents a cycle of development that leads back to full-blown, general-purpose simulation. The problem is that the development of simulation systems is a time-consuming and difficult task involving expert programmers who possess knowledge of objectoriented development, database programming, and graphical userinterface development while also possessing an understanding of the construction process itself.
The SPS purpose simulation approach followed in the development of the three custom tools addresses this issue by creating two distinct groups of users-the expert developers and the novice users. Developers invest a great deal of time and effort in producing a domain-specific simulation tool targeted for average domain users.
A hybrid concept was then developed that redefines the roles of the tool developer and the tool user even further. This concept accommodates both novice and expert users. It provides a flexible environment that allows users to do their own kind of tool extension or development. The separation between the two groups becomes ''fuzzy'' as developers utilize a simplified development environment while users possess certain development capabilities. A symbolic representation of the various users and their levels is illustrated in Fig. 5 . This is accomplished by providing a development environment that simplifies the process of creating new tools and a modeling environment that allows and encourages the use of development features.
Simplified Development
The development environment for new SPS tools is simplified as follows:
• A code library that encapsulates all the routines commonly required by simulation tools is used. This includes discrete event simulation, graphical drawing, statistical collection, tracing, and database access routines. By providing this library, development efforts that are not directly related to modeling are reduced, and developers can focus on optimizing the core modeling and simulation related code; • New elements are defined by customizing a supplied generic modeling element that comes with a wide range of default functionality. By utilizing a common base element, compatibility among developed elements, including those from different tools, becomes achievable; and • The development environment itself is controlled and customized, allowing developers to focus on providing the required information rather than getting lost in the host of features available in full-fledged application development systems. By broadening the definition of a developer through the streamlining of the development environment, small and large companies can now afford their own simulation tool development. This should lead to increased use of simulation for project planning. Users who feel that the existing tools are limited or who believe that a new tool is worth developing for a given domain can contact their local information system group to get this done in a reasonable amount of time.
Flexible Modeling Environment
With the described approach, users are also treated as special developers; they are given the ability to extend existing elements or even create new ones. This is done as part of an advanced modeling environment by allowing users to write code inserts in the form of programming statements in a manner similar to general-purpose simulation languages. The language of extension is the same as the language originally used to develop the elements. This means that users are, in fact, acquiring the knowledge to be developers.
Another approach in developing new elements is through the extension of current modeling elements using the general purpose modeling elements, as previously demonstrated in Fig. 3 . The user may simply access the inner working of an element and modify it by changing the general-purpose simulation submodels that prescribe how it simulates a given process. The user can accomplish this without changing the code in this scenario but rather by manipulating the general purpose modeling elements.
Unification Approach
The presented concepts are combined into a UMM through a generic base-modeling element. Implementation of new tools be- Using an object-oriented language approach, the generic basemodeling element is a class that encapsulates data structures and operations ͑behaviors͒ designed to manipulate that data. Data structures represent information about the modeling element, including connection points, parameters, outputs, results, and simulation resources. The operations include class methods, which provide the means to manipulate the data, as well as other operations. In addition, operations include class events that provide feedback reflecting changes in the state of an element. Class properties, methods, and events that are related are grouped together as part of a class behavior. It is through these behaviors that the concepts that make up the UMM take shape.
The development process for a new simulation tool ͑be it SPS or GPS͒ involves the creation of the required modeling elements and their customization. Customization of new elements is done by providing the set of actions, in the form of computer code, to be taken in response to certain events. The generic base-modeling element includes intelligence in the form of default implementations for most events. This allows developers to concentrate on the uniqueness of each element. This is in contrast with the alternative approach of developing these tools using a programming language where everything must be created from scratch, thus consuming considerable development resources. The developer, for example, does not have to be concerned with the visual interface, with reporting statistics or even how the user ends up creating models on the screen, as all of this is part of the generic element.
Developers are also able to access a set of predefined services during the customization of new modeling elements. Services are code libraries that encapsulate a set of commonly used routines for such tasks as discrete event simulation processing, statistical analysis, tracing, and database access.
To put this approach into perspective, in the past creating a simulation tool such as CYCLONE would be realized through writing a program in C, Basic, or similar languages. Using the UMM approach, a new tool like CYCLONE2 can be created by building upon the existing generic modeling element described above. This provides many advantages, including shorter development time and high levels of customizability as discussed in the case study section of this paper.
A simulation model becomes a collection of instances of modeling elements. Fig. 6 illustrates this definition. Modeling element instances of the same type ͑i.e., based on the same modeling element͒ would share the same code and be differentiated solely by the value of their properties.
Simphony Environment
The UMM was used to develop a construction simulation system called Simphony. A high-level depiction of the overall environment is presented in Fig. 7 .
Developers utilize the Simphony Editor program to create simulation tools called SPS Templates that are a collection of modeling elements targeted for a single domain. Developed templates are stored in the Modeling Element Library. Users utilize the Simphony Editor to create simulation models based on the existing SPS templates in the Modeling Element Library. Constructed simulation models and their simulated results are stored in and retrieved from the Construction Simulation Project Database. This is a relational database management system that other systems can access to extract the desired information. The User Model Library is another such database that is utilized by users to store and retrieve reusable simulation models. The template-based approach for modeling supported by Simphony is demonstrated in Fig. 3 where the user only interacts with the templates shown at the top of the module on the bar under the menus. The user simply creates a model in a new project using these modeling elements. The models can be modularized for clarity, extended by simply using elements from other templates, or their functionality totally changed by changing the scripts that govern their behavior. In other words, the user can interact with Simphony to the level of sophistication desired. A user that simply wants to use Simphony like a CYCLONE simulation tool kit can simply do that using the CYCLONE template without regard to anything else. All they need is knowledge of CYCLONE and its modeling elements. On the other hand, a user that wants to build sophisticated models utilizing a combination of PERT simulation, CYCLONE, and other templates can do so simply by accessing the required elements from the various templates. Finally, a user that wants to change how a COMBI in CYCLONE behaves simply because he is building a simulation toolkit for research purposes can also achieve that.
Simphony provides a highly flexible, yet user-friendly, environment for the simulation modeling process including support for:
• Modular and hierarchical modeling for the representation of complex and large construction projects; • Developing models using standard templates including PERT simulation, Range Estimating, CYCLONE, General Purpose Modeling ͑similar to GPSS and SLAM͒, as well as special purpose templates including earthmoving, utility tunneling, aggregate production, and others;
• Extension of specialized SPS tools through the construction of models, which include elements from more than one template ͑e.g., if a user is accustomed to developing models using the CYCLONE approach, he can build an earthmoving model using the earthmoving template and imbed in it CYCLONE submodels to modify its original behavior͒; • Generation of custom output results in the form of tables and graphs; • Automated generation of externally accessible project planning data in a standard format; • Script based modeling for accommodation of advanced users wishing to bypass the graphical user interface; • Storage and retrieval of commonly used simulation model structures in the User Model Library; and • Integrated Development Environment ͑IDE͒ style interface for tool development.
Benefits of New Approach in Case Studies
The presented unified modeling methodology, used as the basis for the development of Simphony, leads to improvements in two areas. First, simulation tools become more effective, powerful, and appealing to the average construction user. Second, the development process of these tools is dramatically simplified and shortened.
The first statement has already been validated through the successful development, validation, and deployment of the three stand-alone tools ͑Hajjar and Hajjar et al. 1998a ,b͒. Although these projects were completed prior to the full development of the unified modeling methodology, their findings led directly to the formalization of the contributing concepts. As a result, the second area of improvement, related to tool development, is the primary focus of the case studies presented in this paper.
To test the hypothesis that development time is dramatically shortened, two of the previously presented tools, AP2-Earth and CRUISER, were redeveloped using Simphony. The original development duration was then compared with the time required for redevelopment. To test the hypothesis that the development process is dramatically simplified, students from a graduate civil engineering simulation class undertook development of construction simulation tools using Simphony.
AP2-Earth Redevelopment
A Simphony special purpose simulation template, called CEM -EMS, was developed with most of the functionality provided by AP2-Earth. Users are able to model preparation, loading, hauling, dumping, and spreading operations, and generate results in a manner similar to AP2-Earth.
The CEM -EMS template consists of 16 modeling elements that can be used to define the various components of an earthmoving operation. Most of these elements have attributes that users can manipulate to modify the outcome of the simulation. A sample model based on this template is shown in Fig. 8 .
Models are built hierarchically in a top-down fashion. Higherlevel elements generally represent overall operations with lower levels incorporating more details regarding the specific process. The available modeling elements are illustrated hierarchically in Fig. 9 . At the highest level is the CEM -EMS element that corresponds to the template's name. Such root elements normally encapsulate high-level model attributes, statistics, and shared resources. Elements at that level can stand alone, as demonstrated in Fig. 9 by the elements that do not connect to the lower level, or represent an accumulation of elements and, hence, act only as containers of submodels. These rely on the elements in the next level ͑connections in Fig. 9 to next level͒ to determine their behavior.
At the next level, seven elements can be used to define the source and placement areas, trucks, and road layout information, which is made up of road segments, intersections, branches, and external traffic processes. Below the source area, represented by the CEM -EMS -Source element, a model can be defined using the six elements shown. These elements are related to the preparation and excavation processes. Below the placement area, represented by the CEM -EMS -Placement element, the spreading and dumping processes are defined using a set of seven modeling elements. The CEM -EMS -TruckIn and CEM -EMS -TruckOut elements are used for routing trucks from the parent ͑either source or placement͒ into the appropriate location in the sub-model.
The use of hierarchy and modularity concepts for the implementation of the CEM -EMS template resulted in a more flexible and extendable tool. Flexibility was gained by exposing more of the internal implementation details of certain elements. For example, with AP2-Earth, the user had limited control over the behavior of the preparation and excavation processes. With the developed template, users can view the definition of these processes and modify them in any manner desired. The tool can also be extended by users who are familiar with the GPS template.
Analysis of historical records showed that the original development of the AP2-Earth project was equivalent to one personyear. This involved time spent learning the fundamentals of earthmoving operations, site visits, company interviews, site deployment, documentation, and integration. The actual design and programming time, which involved Cϩϩ coding, database development, and report design and construction, was approximately 400 h. This value can be compared with the Simphony template development time, which was approximately 28 h. 
CRUISER Redevelopment
In a similar manner, a Simphony template called CEM -CRUSH was developed with the same functionality as CRUISER. The set of modeling elements making up this template are similar to the corresponding elements of CRUISER in both representation and functionality. The one major difference is that some elements take advantage of hierarchy and modularity concepts. The hierarchical relationships of the modeling elements are illustrated in Fig. 10 .
The raw feed element ͑CEM -Crush -RawFeed͒ is used to define the properties of the input raw stream into the plant. The feed rate is manipulated through the attribute form. The actual gradation of the samples is provided by defining one or more sample elements ͑CEM -Crush -Sample͒ as children of the raw pile element. Each defined sample represents a single observation.
The sieve analysis element ͑CEM -Crush -SieveAnalysis͒ is used at strategic locations throughout the plant model to collect observations. The element will analyze the incoming stream passing through it and produce a gradation graph. The screen element ͑CEM -Crush -Screen͒ is used for the modeling of the size separation process. Several other support elements are also used in The crusher ͑CEM -Crush -Crusher͒, setting ͑CEM -Crush -Setting͒, and picture ͑CEM -Crush -Picture͒ elements are used in the modeling of the size reduction process.
Many benefits were gained from the redevelopment of CRUISER as a Simphony template. This includes the ability to extend the model with GPS-based elements and to combine models based on the CEM -Crush template with elements based on other templates. Some of the more specific advantages include inherent support for custom crushers, extended flexibility of size separation process modeling, and storage of commonly used models in the user element library.
Users are also given more control over the modeling of the size separation process. Whereas with CRUISER, all aspects of this process were controlled through the screen element parameters, the current approach exposes the user to the inner workings of the screen element and allows them to customize it, as desired.
Historical records revealed that total project investment was equivalent to one and a half person years, of which 650 h were actual design and programming time. The remaining time was spent on process discovery, documentation, and implementation. The development of the equivalent Simphony template took approximately 40 h.
Class Experiments
Simphony was introduced to five students in a graduate class. Each student had the benefit of one computer applications course, a basic Visual Basic education, and simulation training in the course. After attending four, 1-h lectures and four, 2-h lab sessions, students were asked to develop a Simphony CYCLONE template as part of an assignment. CYCLONE was selected for the assignment, because it consisted of a relatively small and easily understood number of modeling elements. Further, a stand alone CYCLONE simulation tool was developed by a third-year computing science student for instructional purposes. The programmer's development time was approximately 230 h; we made use of the simulation engine which did not have to be developedϭapproximately 200 h. This did not include time spent becoming familiar with the CYCLONE method. The template development time of the students, which averaged approximately 40 h, is detailed in Table 2 .
Provided hours were first normalized by dividing them by the assigned percentage grade. This was done as a means of extrapolating the number of hours it would have taken to provide a fully functional tool. Some students did not implement certain features such as priority queue allocations and counter statistics.
Other Templates Developed in Simphony
Given the advantage of development time and case provided by Simphony, a number of templates were created and either put to practice or are in the process of implementation within companies. These include:
• Range estimating template-in practice with consultants and owners of construction to assist in conceptual estimates and derivation of contingencies; • PERT simulator template-used in education;
• Tunneling template-in practice used by the City of Edmonton Design, Construction Unit on placing utility tunnel construction; • Earthmoving-in practice with a major earthmoving company; • Aggregate production-in process of implementation with a major supplier of concrete; • CYCLONE template-used in education;
• GPS template-used in research and education; and • Dewatering template-in process of implementation with a consultant. Further information on these and other templates is available by contacting the second author.
Summary and Conclusions
The work presented in this paper started after the successful implementation of three custom simulation tools for earthmoving, aggregate production, and site dewatering operations. These tools were developed and refined based on the requirements of leading local contractors with expertise in their respective industries. An analysis of the success factors of the tools, as well as their limitations, led to the identification of a set of features that all simulation tools must support. These features were related to user interfaces, modeling process, simulation processing, integration support, modeling philosophy, model reusability, and custom tool development.
Based on the identified features, a set of concepts was then formulated. Special purpose simulation modeling allowed for the development of intuitive, domain-based modeling elements. Graphical modeling allowed for the simplification of the modeling process for novice users. Integrated modeling defined how information can be obtained from other systems through a relational database management system and introduced a standard for the generation of project planning data. Modular and hierarchical modeling allowed for the modeling of large simulation projects, linking of models based on different SPS tools, and empowerment of users with development capabilities. The hybrid tool development and utilization approach explained how it is more beneficial for a simulation system to support a spectrum of developers and users with different skills and how their needs can be satisfied. This set of formulated concepts was then combined into a unified modeling methodology. The unification process was supported with the concept of object-oriented modeling.
A computer system called Simphony was then developed based on the unified modeling methodology. Simphony allows for the creation of new SPS tools in the form of modeling element templates. Development of new tools is greatly simplified and shortened as developers create new tools by inheriting the predefined functionality of a generic modeling element and then customizing it as required. The development process is supported by a set of services that provide commonly used routines for tasks such as discrete-event simulation processing and statistical collection and analysis. Several case studies were performed to test the level of tool development simplification. Through a redevelopment of the earthmoving and aggregate production simulation tools, it was discovered that the simplification factor can be as high as 16 for developers who are familiar with Simphony. It was further demonstrated that novice developers are able to produce new Simphony-based tools at a pace that exceeds that of a programmer using a commercial development system by a factor of 6.
