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BOOK REVIEWS” 
Truth, Deductkan and Computation: Logic and Semantics $or Computer Seitwce6 By 
Ruth E. Davis. Computer Science Press, Fre man, &w York, 1989, Price Q‘29,95 
(hardback), ISRN W’W-8X1-4. 
This book uses a novel approach to introducing computer sci 
logic by looking at it from the viewpoints of truth (denotational semantics), 
uction f axiomatic semantics) and computation Cop 
sitional calculus, predicate 
theory Q Peano arithmetic), and lambda calcuIus, and then 
axiomatic and o rational semantics. It is thus mainly aim 
at the t profesional ievet who has 
study i programming Ian 
This approach leads to a very clear and e&structured introduction to format 
c. Considering logic as a language who semantics needs to be explained in 
ous ways helps the reader to develop a feeiin for the different ideas important 
in logic, and their interaction, in particular completeness properties. 
The basic structure of the chapters on the various to 
- truth, 
- deduction, 
- computation, 
- completeness results. 
Thus, after the definition of the language the author first discusses the denotational, 
axiomatic and operational semantics of the language separately, and then reviews 
the relationships between them. This sometimes teads to an unusual presentation 
of well-known fa s, such as the proof of completeness icate cakufus. Rather 
than using the usual Henkin-style proof, this book m obinson’s resol- 
ution p4P+te (i.e. computation) for the proof. 530~3 
scientists, this presentation seems far more appropriate. 
For the same reason, the author often refers to other sour es for some of the 
proofs and technical detail, rather than trying to pres nt it ail in this boo 
decision, even though it is of course always debatable where one should draw the line. 
* Review copies of books which might be of interest to the readers of Science of Compufer Programming 
should be sent to Prof. C.B. Jones (address: see inside front cover). Proceedings of conferences will not 
normally be reviewed. 
me book includes many side comments describing the intuitions behind the 
concepts used. The author regularly steps back to explain the ideas behind a proof, 
etc., instead of just presenting the technical detail. This is one of the most distinctive 
features of the book and helps to support the clarity of the overall structure of the 
book. Together, this makes for a very readable, easy-to-understand introduction to 
logic. 
However, having said that, it is curious to note the exceptions where an obvious 
intuition behind a concept is nor mentioned. Above ail, this includes the pa 
building up to Giidel’s Incompleteness Theorem, which mainly concentrate on 
technical details without explicitly mentioning ideas such as dia onalisation or the 
coding of “I am not provable”. 
On the backcover of the book it is claimed that it is, in spite of its clarity, a 
“precise and rigorous” introduction to formal logic. This, unfortunately, is not 
consistently true, precision and rigour have suffered in a number of places, often 
even without any resulting improvement in clarity. One of the earliest examples of 
this is in the section on Computation in Propositionat Calculus, which is based on 
ground resolution. Here a very ad hoc treatment of the empty clause leads to an 
erroneous definition of ground clauses (p. 2 On p. 36, the same cause leads to a 
statement such as “if the empty clause is in set S of clauses, then S is empty”. 
And on , the same problem occurs again in the definition of clauses in predicate 
calculus. 
ore, in a number of cases concepts are used either before their definition, 
or sometimes they are not defined at all. In particular, this hap ns in the chapters 
sitional and ptedicate calculus, * ere several concepts are defined for one 
ut used in the other. Examples are the terms “sentence” and “instance” 
on 5% Even if terms are defined their definition sometimes is less than 
rigorous, as in the definition of “partial normal form” which is only defined by 
on p. 65 b the author claims that an arbitrac wff A of predicate 
cakulus can be t ed into an equiwlent wfii A’ in clausal fowl, rather than (as 
correctly stated on p. 72) one such that A is satisfiable iff --IA’ is satisfiable. 
Another example is the a-conversion rule for lambda calculus 
(on p. 15%) where it is not enough 
M = lambda p-u + Y shows. 
to require that J is not free in 
A number of typos and errors, some of them very confu-i +n trying to 
understand the text, additionally make life more difficult than necessary. 
At the end of a section, the book usually contains a number of exercises, with 
many of the solutions given in the appendix. Amazingly enough, there are sometimes 
tions than exercises, the appendix contains additional exercises not men- 
tioned in the text itself. Since the questions are always given in the appendix as 
well, this is not a real problem, though somewhat surprising. 
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In spite of these problems, the book is definitely recommended reading for any 
computer scientist who wants to understand formal logic. It can also be recommen- 
ded to the reader with some basic knowledge of formal logic, who should be able 
to deepen his understanding. With its semantic apprciach and the fr $:quent dis- 
cussions of the ideas behind the technical detail, the book contains the framework 
for an excellent introduction to logic. It is a pity that the author did not mana 
keep the levels of both ri our and clarity consistently hi h. Nevertheless, the result 
still is a good book well worth recommending. 
kqpmming in PARL~. By Tom Conton. Addison 
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This book is an introduction to the t 
by Keith Clark and Steve G 
the most prevalent logic programmin 
intended to support parallel evaluation. 
in that it is specifically 
Earl? attempts to run PROLOG programs eficiently on parallel machines were 
unsuccessful. The advantage of continuing to use PROL~ as the programming 
hould have been that programs coufd be ported unchanged to a parallel 
here they would run more quickly. In practice, the advantage was that 
programs written in PROLOG to run on a parallel machine could be ported unchanged 
to a serial machine where they would run more quickly. nte design of PARLOC~ 
attempted to remove some of the hinderances to paraJJet evatuation imposed by the 
semantics of YROL~~G: in particular the need to have a (logically at least) separate 
environment of variable bindings for each parattsl thread of computation. 
PARLOG has been a very influential language-the Japanese 5th generation com- 
puter project initially struggled to try to implement fult PRoLcx+tike tan 
later designed and implemented GHC, a new tanguage which was clearly heavily 
influenced by PARLOG. Other variants have been produced by research 
the world. 
This bo& Es extremely well written; it is one oft 2.5 on a programming 
language J have read. It begins with a succinct but ion to 
logic programming and its mathematical foundations. pages 
specificatty on PARLOG. A major problem in describing a programming language is 
how to introduce the many interwoven concepts involved one or two at a rime SO 
as not to swamp the reader; Co&m achieves this admirably. He begins by describing 
simple PARLOG programs and then moves on to concurrent programming techniques. 
The ideas are highlighted by carefully chosen, and well-expIained examples. 1 
