Abstract-Conversations between colleagues in collaborative software engineering are important for coordinating work, shar ing knowledge and creating knowledge. Overhearing conversa tions of others is useful as well since this: (i) provides access to the information discussed in the conversations, (ii) offers the possibility of joining the conversations and (iii) provides insight in the communication structure of the project team. However, when team members are geographically separated, tooling is needed to be able to support the overhearing of conversations between them. In this paper we present the requirements such tools should fulfill, discuss existing solutions and present our own implementation of such a tool: Communico.
I. INTRODUCTION
It is becoming increasingly common for collaborative Soft ware Engineering teams to no longer conduct their work from a single office building. This happens both due to the globalization of business [1] , [2] , [3] and because people are starting to work from home more and more [4] . Advantages of the globalization of business include: market-proximity [5] , [6] , reducing time-to-market by working around the clock [1] , [7] , flexibility with respect to business opportunities [1] , [8] , reducing costs by delegating work to countries with low labor cost [9] , [6] and being able to fully utilize available resources [2] , [6] . Advantages of working from home include: increased autonomy [lO] , increased flexibility [lO] , increased productiv ity [11] , increased motivation [12] and improvement in the quality of the environment [lO] . Since team members do not share a physical work environment when working distributed from each other, information exchange between them becomes infeasible without technological support. This information exchange, however, is necessary to acquire knowledge about the context in which you are working. This knowledge is essential in collaborative work to properly cooperate with others [13] , [14] and is commonly referred to as 'awareness' [13] , [15] . In general, however, the technological support used to acquire awareness (such as telephone or email) is inferior to the way contextual information is shared in a traditional co located setting, because in comparison it (i) takes more effort since the communication is more intentional [16] , (ii) is more 1 obtrusive [17] , (iii) happens less frequently [18] , [19] and (iv) contains less information [16] , [20] .
One of the most important communication patterns that occur in a traditional office setting are conversations [21] . Dullemond et al. [22] define a conversation in the context of Global Software Engineering as: "An exchange of information between two or more people where those participating use syn chronous communication directed at the other participants". Conversations are important to integrate and coordinate work [23] , [24] , [25] , share existing knowledge [26] , [27] and create new knowledge [28] , [26] , [27] . When working in a distributed setting having conversations is supported by IM tools, audio conferencing and video conferencing. However, it is not only important to have conversations yourself, but it is also important to overhear the conversations of others [22] . Firstly, this provides access to the information which is discussed in these conversations [24] . Secondly, having insight in the ongoing conversations provides the opportunity to join a conversation and take advantage of the benefits this offers [29] . Finally, by having access to the cOlmnunication frequen cies between colleagues, the insight into the cOlmnunication structure of the project team is increased [30] , [31] , [32] . Dullemond et al. [22] define an Open Conversation Space: "A space in which (i) conversations are possible between the actors in that space and (ii) these conversations are visible to other actors in that space." and a Virtual Open Conversation Space: "An Open Conversation Space which is applicable in a distributed setting". We will use these notions in this paper as well. Dullemond et al. [22] also describe a prototype tool called Communico which is intended as an initial attempt at a Virtual Open Conversation Space as well as provide an initial evaluation of this prototype.
The goal of this paper is to: Define a set of requirements of an Open Conversation Space and to discuss an improved version of Communico based on these requirements.
We will first define the set of requirements in section 2. Subsequently, in section 3, we will discuss existing tooling for communicating in a distributed setting, discuss whether or not these tools can be regarded as a Virtual Open Conversation Space and compare these with Communico based on how they implement the set of requirements. Following this, we will present an improved version of COlmnunico in section 4 and discuss how it realizes the requirements of an Open Conversation Space. Finally, we will discuss the limitations and future work and conclude upon our research.
II. REQUIREMENTS OF AN OPEN CONVERSATION SPACE
Having introduced the concept of an Open Conversation Space we will discuss the five requirements such a space should implement in this section. These five requirements are: We have derived these requirements by analyzing the life cycle of a conversation in a structured fashion. First the conver sation is started in some way, subsequently the conversation is active for a certain amount of time and finally the conversation ends and reaches the end state of being a finished conversation. We will also use these three states to structure the discussion of the requirements of an Open Conversation Space. In this discussion we will illustrate the concepts by showing how the requirements are implemented in co-located situations, in particular the traditional office setting.
A. Uninitialized Conversation
In an Open Conversation Space the actors should be able to have a conversation and therefore it should be possible for conversations to be initiated (REQl). In general, there are two ways to initiate a conversation: direct and indirect. Firstly, in an office setting the most common way to initiate a conversation is by walking up to a colleague and starting to talk to him or her. Basically, you choose a specific per son, or a specific group of people to initially participate in the conversation. This participant-based kind of conversation initiation is a direct way to initiate a conversation. Namely, the initiation of the conversation is part of the conversation because the communication is synchronous and directed at the other participants. Examples outside of the co-located office are calling someone on the phone or sending an 1M-message to someone. It is also possible to initiate a conversation indirectly. Examples are asking for help in general and making an announcement. In a traditional office setting this can be done by talking out loud or writing something on a white board while outside of the traditional office setting a chat room or a forum can be used. Note that when initiating a conversation in this fashion, the initiation is not part of the conversation because the conununication is not directed at the other participants (there are none), but rather at a certain group of potential participants.
B. Active Conversation
By definition, once a conversation is initiated, an Open Conversation Space should allow the overhearing of this conversation by the other actors in that space (REQ2). Firstly, they should be able to find out about the conversation either by deliberately (manually) looking for it or by automatic detection. In a traditional office setting an example of the former is looking around actively, checking to see if people are having a conversation. An example of the latter is detecting a conversation because you hear people talk to each other or see some people group together. When looking at detecting a conversation in this fashion, it is important to note it happens mostly subconsciously and unobtrusively. When you are work ing on a task and people talk to each other, you can continue relatively uninterrupted while your mind automatically detects whether the conversation is interesting to you. After detection of the conversation the Open Conversation Space should allow the actors to actively monitor the conversation (REQ3). In a traditional office setting this would mean actively listening to the conversation without actually joining. When actively listening to the conversation an actor has access to nearly all information about the conversation, so the things that are being said, who are participating in the conversation and who else is viewing the conversation. When not actively following a conversation, more general information about the conversation is picked up by the actor, like a phrase or a certain word.
Besides monitoring an active conversation, actors in an Open Conversation Space should also be able to participate in such a conversation (REQ4). People can become a participant in a conversation (i) because they were one of the original participants in a conversation, (ii) because they were invited into a running conversation or (iii) because they actively joined a conversation they overheard. In a traditional office setting people are usually invited into the conversation by simply being asked to do so by someone already participating. Ac tively joining a conversation yourself can happen in multiple ways. Someone listening to the conversation can explicitly ask whether he can join, but often people will join conversations by just starting to speak. When someone participates in a conversation he can influence the conversation. He can, for example, contribute to the conversation or invite other people. Next to this he can also suggest to move the conversation to a separate office if the conversation is of a private nature, effectively taking it out of the Open Conversation Space.
C. Finished Conversation
Because we define a conversation to be a synchronous information exchange, by definition, it has to finish as well since people cannot synchronously communicate indefinitely. Therefore a conversation finishes when all participants stop communicating synchronously (REQ5). This is however not straightforward to detect. For instance, there is no definition of a certain amount of time between messages indicating the synchronous conununication has ended. In a traditional office setting participants not talking for a certain amount of time and participants physically moving away from each other are usually indicators that a certain conversation has ended. Later on, it is possible for the same people to continue "where they left off". This is however not the same conversation, but a second conversation about a related subject since conversations are synchronous exchanges of information.
When a conversation is finished however it does not cease to exist. In a traditional office setting people that participated or overheard the conversation usually have a recollection of the conversation while other people present in the office during the conversation can have some knowledge about it as well. Knowing about finished conversations has all benefits of overhearing conversations except being able to join the conversation since this is no longer possible.
III. REL AT ED WORK
Before we discuss Communico in the next section, we will first discuss existing tools for communicating in a distributed setting and compare these with Conununico based on whether and how they implement the set of requirements. Firstly, Com munico is a Virtual Open Conversation Space, so it is different from tools which are not suitable to have conversations and tooling with which it is not possible to overhear conversations of others. As explained in section 1, an information exchange can only be considered a conversation when it is both syn chronous and directed at one or more participants. Therefore tooling not suitable for synchronous communication (e.g. e mail and forums) or directed communication (e.g. forums and Twitter [39] ) does not support having conversations and therefore fulfills none of the five requirements. Other tools which do support having conversations do not support the detection and monitoring of these conversations by others (e.g. Instant Messaging, telephone and Google Wave [40] ) and therefore are not Virtual Open Conversation Spaces as well since they do not implement REQ2 and REQ3.
There are also existing solutions which fulfill all of the five requirements. We have performed a comparison between a number of these by comparing how the different tools implement the requirements. An overview of the comparison is shown in table I (REQ4 and REQ5 are omitted in this table because we could not define an orthogonal subdivision in which these requirements are divided). In this table it can be seen that the existing solutions mainly differ in three ways. Firstly, most of the tools on the list support indirect conversation initiation: they support starting a conversation by creating a topic. In three of these tools however, conversations can be initiated directly by starting to talk to a specific person. Secondly, while all the Virtual Open Conversation Spaces we looked at support manual detection of ongoing conversations, only Reachout also supports the automatic detection of the conversations by subscribing to certain topics. Finally, with the exception of Internet Relay Chat and Virtual Office, all solutions make the conversations explicit. In IRC and Virtu alOffice however, all messages are shown in sequential order irrespective of what conversation they belong to.
Based on this analysis we have implemented Communico making use of the strengths of the solutions we looked at. In the design of COlmnunico we have attempted to mimic the traditional office setting as much as possible because it is clear that collocated Software Engineering has awareness information benefits and therefore it seems like a good starting point to mimic this as much as possible [41] . So in comparison with the solutions compared in table I we have made the following design decisions: Firstly, we have chosen to use direct conversation initiation by starting to talk with one or more specific people because in our opinion this is the most common way to initiate a conversation in a traditional office setting. Secondly, we have chosen to support both the manual and the automatic detection of conversations because both occur in the traditional office setting as well: people both overhear conversations by actively looking around and by being triggered by a certain event while carrying out another task. Finally we have chosen to make conversations explicit. We did this because using implicit conversations, like in IRC, limits the creation of a structured and logical layout for group discussions [40] . In a co-located setting, conversations are also sequential in nature, but other indicators help to more easily identify conversations as such (e.g. the placement of individuals in the room and the people at whom people are looking). When only the sequential ordering of messages is known, all that is left to identify conversations is semantics. Because of this it requires more effort to be aware what conversations are going on.
We chose to develop and subsequently evaluate Communico because it is conceptually different from the existing techno logical solutions. We will provide a detailed description of Communico in the next section.
IV. COMMUNICO
In this section we will discuss the improved version of Communico; a Virtual Open Conversation Space we developed (See [42] for a video demonstration). To do this, we will first briefly look at the technical implementation of Communico. Following this we will discuss how Communico implements the requirements of an Open Conversation Space which we discussed in section 2.
A. Technical Implementation
Communico uses Microsoft Office COlmnunications Server l to support having conversations in a distributed setting. The Office Communications platform supports text-based com munication (Instant Messaging), audio conferencing, video conferencing and screen sharing. We chose to use this platform because it supports all these features and because its popularity in industry makes it easier to find a setting for performing a case study. Because we build upon an existing communication solution rather than develop our own, Communico can grad ually be introduced into a business. This is because people using Communico and people using Office Communicator can directly cOlmnunicate with each other. This does imply that only conversations in which at least one participant is using Communico are visible in the Open Conversation Space and only people using Communico have access to this space. Even so, allowing for gradual introduction of a communication tool into a business environment eases its introduction.
In Communico we chose to initially only incorporate the 1M-conversations in the Open Conversation Space. We did this for three reasons. Firstly, an Instant Messaging tool sup ports having conversations because it allows for synchronous communication 2 which is directed at the other participants in the conversation. Secondly, textual information exchange is, in comparison with audio and video, much easier to record, analyze and search through in an automated fashion. Finally, text based conununication is cOlmnonly used to maintain awareness information and is very simple to use [16] . So, focusing on the 1M-conversations seems like a good starting point in creating a Virtual Open Conversation Space.
The technical infrastructure of Communico is shown in figure 1 . When using Office Communications Server as a communication platform, a central server routes all COlmnu nication and every user of the system runs a client (in this case Office Communicator 2007 R2) to use the functionality this server offers. A Communico client runs alongside Office Communicator on the machine of everyone using Communico and all these instances are connected to a central Communico server. The COlmnunico clients use the Office Communicator Automation API to gather data about users and conversations and send this information to the central Communico server. This server maintains a complete model of all data and sends updates to all clients when this model changes. These updates can cause the Communico clients to update its user interface or initiate a certain action, via the Office Conununicator Automation API, like inviting someone into a conversation.
I http://www.microsoft. com/communicationsserver/enlin/ 2 We regard this as synchronous because the sending and receipt of messages can be regarded as instantaneous. In this section, we will discuss Communico by going over the requirements of an Open Conversation Space discussed in the previous section. Uninitialized Conversation
In Communico conversations are initiated by double clicking the name(s) of the user(s) you wish to start a conversation with (REQl). Because this is a direct way to initiate a conversation it mimics walking over to someone and starting to talk to him or her in a co-located setting. We chose this method of conversation initiation for two reasons. Firstly, in our opinion this is the most common way to initiate a conversation in a co-located situation. Secondly, starting a conversation in this fashion is common practice in 1M-tools including Office Communicator. The choice for direct conversation initiation, however, does not rule out the introduction of an indirect form of conversation initiation (for instance topic based) in the future.
Active Conversation
In the section about the requirements of an Open Conversation Space we discussed the three requirements of an Open Conversation Space in relation to an active conversation. Users should be able to find out about conversations (REQ2), listen to conversations of others (REQ3) and become part of a conversation (REQ4). We discussed that the two ways of finding out about a conversation are actively looking for it (i.e. by looking around in a traditional office setting) and automatic detection (i.e. subconsciously picking up on an interesting conversation while working). In Communico the former is implemented in the active conversations tab depicted in figure 2. On this tab a list is shown of all conversations that are currently going on between the members of the project team. For each conversation basic information is shown like the participants, the last thing said, and the number of viewers. A viewer of a conversation is a user that is looking at the detailed information about that conversation (discussed later). The list of active conversations can also be sorted (e.g. the conversation with the latest message on top) and filtered (e.g. only show conversations containing a certain word or phrase) to help the user discover interesting conversations. Comrnuncio implements the second way of finding out about conversations, the automatic detection of conversations, with the use of desktop alerts ( Figure  3 ). Users can configure COlmnunico to display a desktop alert if an active conversation meets a certain criteria to prevent information overload. Supported criteria for showing desktop alerts are: that a conversation (i) contains a certain key word, (ii) has a specific participant, (iii) has a certain number of viewers or (iv) is running for a certain amount of time. A disadvantage of using desktop alerts is that active notification by the system potentially disrupts the users [43] , [44] , [45] . However, we argue this is also the case in the traditional co-located setting, as people are also disrupted by conversations that are in fact not that interesting to them. The goal of the configurable criteria is to emulate the implicit thought process in the traditional office setting. Besides this, the field study reported in Iqbal et al. [46] also indicates the awareness gained could be worth the added disruptions caused by the desktop alerts.
After a user finds out about a conversation that is potentially 5 interesting he can, like in a traditional office setting, start to actively listen to the conversation. In COlmnunico this is done either by double clicking the conversation in the active conversation tab or by clicking the desktop alert about the conversation. When this is done a window showing more detailed information about that conversation, like shown in figure 4 , is opened. When viewing the detailed information about the conversation a user can also see everything that has been said in the conversation and information regarding the involvement of others in it. We choose to show the involvement of others here because (i) we regard it an integral part of a conversation, (ii) involvement information is also available in the traditional office setting and (iii) a number of sources (e.g. [37] , [47] ) also report on its importance. In the traditional office setting the involvement of someone in a conversation depends on how aware he is of the conversation and whether or not he participates in it. Therefore, we show all people that are currently participating and all people that are currently moni toring the conversation (by accessing the detailed information).
Next to this, we also show who monitored and participated in the conversation in the past because we think past involvement is also important when monitoring a conversation. By imple menting these levels of involvement, Communico conforms to the model of conversation involvement proposed in Dullemond et al. [22] .
People can join a conversation either by being invited by people already participating or by viewing the conversation and requesting to join it by clicking the join button. When such a join request is accepted by the owner of the conversation, the user changes from merely viewing the conversation to being a participant, resulting in the conversation window depicted figure 5 . As a participant, the user can actively contribute to the conversation. Next to this, all participants also have the option to make a conversation private, effectively hiding the content from all users that are not participating in the conversation. This functionality was added to mimic going to a separate office to talk in private in the traditional office setting.
Finished Conversation
A conversation is a synchronous exchange of information and therefore its explicit end is when the synchronous communication ceases. This can however be difficult to detect because it can be unclear whether the synchronous communication has ended or all participants are simply thinking about their next reply. Because a conversation requires two or more people to communicate, in Communico we chose to define the end of a conversation as the moment the total number of participants in the conversation becomes one or zero (REQ5). SO when two people participate in a conversation and one of them leaves it, either by clicking leave conversation or closing the conversation window, the conversation finishes. When a conversation finishes it becomes immutable: people can no longer join and as a result no content can be added to the conversation as well. An example of a finished conversation is shown in figure 6 .
Finished conversations are not discarded, but instead made available in Communico's finished conversations tab because past conversations are a valuable source of information [48] . In a normal office setting team members each have access to part of this information, namely the conversations which they 
V. LIMITATIONS AND FUTURE WORK
Privacy is often an issue in awareness sharing tools [49] . In Communico we primarily tried to deal with this by mimicking the co-located setting. Firstly, we only show information which is also available in the co-located setting. Secondly, we show who is viewing what information about you to prevent people feeling spied on. Finally, we also make it possible to have private conversations giving users control about the visibility of their interactions. Another limitation of Communico has to do with the fact only 1M-conversations are part of the Open Conversation Space. When a subgroup of the team members is co-located they will often use verbal cOlmnunication, effectively bypassing COlmnunico. So, conversations that occur in this fashion are only visible to the people present in the same office as where the conversation occurs but not to people located remotely. A final limitation we will discuss concerns that for conversations to occur people have to be working at the same time. Therefore, in settings where colleagues have no overlap in working time, it is not possible for them to have conversations. With Communico, however, it is possible to look at the finished conversations of people working in a different time zone to acquire information. To conununicate with each other they should use other, asynchronous, means of conununication. This is however not a limitation of Conununico in particular but of Open Conversation Spaces in general. If you work in a traditional office setting and one team member works during the day while the other works at night, they also cannot communicate directly and have to revert to leaving notes as well.
Based on the requirements of an Open Conversation Space we have identified several opportunities to improve Communico. Firstly, topic based conversation initiation could be added. Secondly, the conversations people see could be restricted by defining some sort of "virtual office walls" to help prevent an overload of information. Thirdly, semantics of conversations could be researched to be able to automatically annotate conversations and help both the detection and monitoring of conversations. Fourthly, research about what other actions to influence conversations is interesting as well. An example of such an action could be notifying others about a conversation you are currently having. Finally, research could be done about detecting when a conversation finishes. As mentioned earlier, we considered the likelihood of finding a suitable setting for a case study an important factor in designing our architecture. Therefore it is clear that we consider performing an industrial case study to evaluate Communico an important next step. • A complete set of requirements an Open Conversation Space should fulfill
• The presentation of a novel tool which implements these requirements in a distributed setting
• A comparison of this tool with existing Virtual Open Conversation Spaces
The most prominent next step in this research is to evaluate Communico by measuring its value in a distributed industrial case setting.
