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1. Introduzione 
  
 
 
 
 
Il campo dell’elettronica legata alla nautica ha una storia abbastanza 
recente, le prime strumentazioni che hanno aiutato i regatanti risalgono al 
1962. In questa data un semplice anemometro traduceva in segnale elettrico 
il movimento di un elica senza bisogno di alimentazione. Risalgono al 1968 i 
primi anemometri posti in testa d’albero in grado di rilevare la direzione del 
vento apparente e l’intensità. Solo nel 1974 ci fu l’introduzione del primo 
computer a bordo di un imbarcazione, con la funzione di elaboratore di dati 
provenienti da più sensori. 
 
L’evoluzione delle tecnologie elettroniche ha accelerato lo sviluppo di nuovi 
dispositivi e di nuove strumentazioni; anche l’ambiente nautico non ha 
potuto fare a meno di adeguarsi ai tempi. 
Come accade nel campo automotive, i sistemi a bordo delle imbarcazioni 
sono sempre più complessi e cercano di monitorare ogni aspetto della 
navigazione. L’elettronica è diventata necessaria, non solo per le 
imbarcazioni da regata, per le quali la ricerca delle prestazioni ottime va di 
pari passo con lo sviluppo delle tecnologie, ma anche per quelle da diporto. 
Per questo tipo di barche le strumentazioni non hanno portato solamente un 
maggior comfort ma sono diventate indispensabili soprattutto per la 
sicurezza in mare grazie al miglioramento delle comunicazioni, alla 
possibilità di conoscere con precisione le condizioni meteo, all’uso del GPS e 
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della cartografia digitale fino ad arrivare al controllo delle parti meccaniche 
come nel caso degli autopiloti. 
 
Naturalmente, per tutte le imbarcazioni a vela, è fondamentale avere a 
disposizione informazioni per quello che riguarda la direzione e l’intensità 
del vento.  
Per ottenere una rilevazione che sia immune dagli effetti di turbolenza 
generati dalle vele, tutte le barche montano i loro anemometri in cima agli 
alberi. Per questo motivo all’interno dell’albero, oltre alle drizze necessarie 
per il controllo delle vele, è necessario far passare un ulteriore cavo per 
portare l’alimentazione ai sensori e i dati verso la centralina presente a 
bordo. Ulteriori problemi nel cablaggio sono legati alla lunghezza dell’albero 
stesso e alle manovre di disalberamento durante i periodi di manutenzione 
delle barche. 
La manovra non è sempre semplice in quanto la lunghezza degli alberi può 
arrivare fino a 35 metri per le imbarcazioni della versione 5 della IACC 
(International America’s Cup Class) o fino a 32,5 metri per le imbarcazioni 
Volvo Open 70 che partecipano alla Volvo Ocean Race (la regata intorno al 
mondo). 
C’è poi da considerare che il peso di cavi così lunghi può arrivare fino a 
circa 2 kg, un peso trascurabile, ma in queste “formula uno del mare” 
vengono considerate tutte le soluzioni che possono ottimizzare le prestazioni. 
  
Questo lavoro di tesi si pone come obiettivo quello di studiare un 
sistema di trasmissione wireless che consenta di eliminare il cavo 
all’interno dell’albero e sostituirlo con un collegamento wireless. 
Inoltre il dispositivo posto in testa d’albero deve essere in grado di 
autoalimentarsi. Un ulteriore obiettivo può essere la riduzione del 
peso (anche se concentrata sulla sommità dell’albero). 
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La soluzione progettata prevede la realizzazione di due schede come 
evidenziato in Figura 1. 
 
 
Figura 1 – Schema a blocchi generale 
 
Il sistema è composto dall’ “Unità di testa d’albero” che avrà il compito 
di convertire i segnali provenienti dall’anemometro e inviarli via radio e 
come richiesto, quello di generare la potenza necessaria a provvedere 
all’alimentazione dei sensori e della scheda stessa. 
L’ “Unità di bordo” avrà la funzione di ricevere il segnale,  convertire i 
dati trasmessi e interfacciarsi con la CPU. Per questa scheda non sono 
necessari particolari accorgimenti relativi all’alimentazione in quanto sarà 
connessa al generatore presente a bordo dell’imbarcazione. 
 
Nei successivi capitoli verrà descritta in dettaglio l’intera rete analizzando 
nel dettaglio le scelte progettuali che hanno portato a questo risultato 
(capitolo 2), verrà poi esaminato lo schema circuitale e la realizzazione del 
PCB (capitolo 3). Si analizzerà il firmware (capitolo 4) e si descriveranno le 
verifiche elettriche e funzionali fatte sul sistema (capitolo 5). Infine verranno 
tratte le conclusioni relative a tutto il lavoro di tesi(capitolo 6). 
 
Prima di analizzare le fasi del progetto, nel prossimo paragrafo, sarà fatto 
un breve cenno sullo stato dell’arte dei sensori usati negli anemometri e sui 
segnali che generano in modo da capire il contesto in cui si opera. 
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1.1 Segnali dell’anemometro  
L’obiettivo finale della tesi può essere esteso a tutti i tipi di anemometro in 
commercio, ma in questa tesi  è stato preso come riferimento il 
sistema Hercules 3000 (abbreviato in H3000) prodotto dalla B&G.  
Questo marchio è da oltre cinquanta anni ai massimi livelli nella fornitura di 
strumentazioni elettroniche per la nautica. E’ per questo motivo che un gran 
numero di imbarcazioni che partecipano ad eventi di alto livello, come la 
Coppa America o la Volvo Ocean Race sono equipaggiate con queste 
strumentazioni. 
In Figura 2 si può vedere una tipica istallazione di un sistema H3000 per 
una imbarcazione a vela, in rosso è stato evidenziato il cavo che intendiamo 
sostituire. 
 
 
Figura 2 – Sistema Hercules 3000 
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Il cavo con cui l’anemometro è collegato con l’unità centrale a bordo 
dell’imbarcazione (H3000CPU) ha 7 fili interni come evidenziato in Figura 
3. 
 
 Figura 3 – Anemometro e connettore 
 
Dal manuale(1) di installazione del sistema si è ricavata la composizione di 
ogni terminale:  
  
Terminale Colore Funzione 
1 Arancione Alimentazione 6.5V 
2 Nero Ground 
3 Rosso Angolo del vento – Rosso 
4 Verde Angolo del vento – Verde 
5 Blu Angolo del vento - Blu 
6 Viola Intensità del vento 
7 Grigio Schermo 
Tabella 1 – Connettore Anemometro H3000 
 
I primi due forniscono l’alimentazione alla parte elettronica presente 
nell’unità di testa d’albero. La corrente assorbita, in mancanza di altra 
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documentazione,  è stata rilevata direttamente a bordo di una imbarcazione; 
il valore misurato è stato di circa 200mA. 
Da questi primi due dati si capisce che una delle prime specifiche definite 
dall’analisi del problema è stata quella di fornire una certa potenza alla 
parte elettrica dei sensori e allo stesso tempo doverla generare direttamente 
sulla scheda. 
  
I terminali da 3 a 7 sono legati ai dati provenienti dai sensori. Sarà 
necessario convertire i segnali, inviarli wireless e riconvertirli per essere 
gestiti dall’unità centrale. 
Non sarà necessario prevedere il collegamento dello schermo in quanto il 
cavo verrà eliminato. 
 
 
 
 
1.1.1 Sensori 
 
Per capire la tipologia dei dati da trattare e inviare via wireless occorre 
accennare brevemente ai tipi di sensore maggiormente utilizzati per 
convertire le informazioni dell’anemometro in segnali digitali. 
  
L’anemometro è lo strumento che rileva l’intensità e la direzione del vento. 
Nella maggior parte delle imbarcazioni è composto da una banderuola per 
rilevare la direzione del vento e da tre coppe che ruotando ne misurano 
l’intensità come mostrato in  Figura 4. 
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Figura 4 – Anemometro standard 
 
Per convertire la rotazione delle coppe in segnale elettrico si utilizzano dei 
sensori Hall. 
 
Sulla parte rotante collegata alle coppe ci sono uno o più magneti, sulla 
parte fissa viene montato il sensore. Ogni volta che il magnete passa davanti 
al sensore viene generato un impulso; più l’intensità del vento è forte più le 
coppe girano e si avranno più passaggi dal sensore 
 
Figura 5 - Sensore Hall di intensità del vento 
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Per migliorare la risoluzione si può pensare di inserire più magneti e inserire 
una parte di condizionamento del segnale per avere un’ uscita del sensore 
maggiormente leggibile. 
Nel caso in esame l’uscita del sensore risulta essere un’onda quadra di 
ampiezza 0÷5V e con una frequenza 0÷100 Hz 
  
Anche la misura della direzione viene effettuata tramite dei sensori che 
sfruttano l’effetto Hall. Viene montato un magnete permanente sull’asse 
della banderuola. La rotazione produce una tensione di uscita che varia in 
base all’angolo di rotazione.  
  
 
Figura 6 – Sensore Hall di rotazione 
 
Come evidenziato in figura la tensione non è lineare su tutto il range di 
angoli, per questo motivo vengono inviate alla centralina tre rilevazioni 
ognuna delle quali è fisicamente posta a 120° rispetto all’altra. 
Dalle istruzioni(1) per la verifica del corretto funzionamento dell’anemometro 
sono stati ricavati i valori corretti di tensione del caso in esame, riportati in 
Figura 7. 
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 Figura 7 - Misure di tensione dell’anemometro in funzione della direzione del 
vento 
 
Riassumendo le considerazioni fatte, per il nostro studio, l’anemometro può 
essere schematizzato come in Figura 8. 
 
Figura 8 – Segnali di uscita dell’anemometro 
0° 30° 60° 90° 120° 150° 180° 210° 240° 270° 300° 330°
Red 0,19 0,53 1,64 3,25 4,77 5,87 6,28 5,87 4,77 3,25 1,64 0,53
Green 4,74 3,24 1,68 0,47 0,1 0,53 1,67 3,25 4,78 5,93 6,33 5,89
Blue 4,74 5,89 6,33 5,93 4,78 3,25 1,69 0,53 0,1 0,47 1,68 3,24
0
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2. Descrizione e specifiche del sistema 
 
 
 
 
In questo lavoro di tesi è stata studiata la possibilità di eliminare il 
collegamento via cavo che permetteva la connessione dell’anemometro in 
testa d’ albero alla centralina di bordo. 
 
La prima fase del progetto ha riguardato l’analisi del problema e una ricerca 
delle soluzioni circuitali da utilizzare. 
I requisiti della prima scheda sono quelli che hanno condizionato le scelte 
progettuali di tutto il lavoro di tesi e verrà quindi presentata per prima 
analizzando le problematiche risolte. 
 
 
2.1 Unità di testa d’albero 
 
Uno dei punti critici del progetto è stato quello di trovare una soluzione per 
avere un buon compromesso tra la richiesta di low power per autoalimentare 
il dispositivo e la richiesta di fornire la corretta alimentazione dei sensori. 
Si è subito pensato ad una soluzione che sfruttasse la capacità di una 
batteria al litio di immagazzinare energia e la possibilità di ricaricarla 
tramite una fonte rinnovabile. 
Per descrivere il dispositivo con maggiore chiarezza riportiamo in Figura 9 
lo schema a blocchi. 
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Figura 9 – Schema a blocchi “unità di testa d’albero” 
 
I pannelli solari sono collegati ad un regolatore DC-DC in modo da regolare 
la tensione e la corrente assorbita. Il convertitore è anche adibito a 
caricabatterie in quanto, per la natura dei pannelli solari, non era possibile 
utilizzare i dispositivi in commercio ottimizzati per tensioni costanti. Per lo 
stesso motivo abbiamo ritenuto opportuno inserire anche un chip adibito al 
controllo della carica e della temperatura della batteria. Il regolatore step-up 
è stato introdotto per generare la tensione di alimentazione 
dell’anemometro, mentre il regolatore a 3,3V alimenta il resto dei dispositivi 
presenti sulla scheda. Il cuore della scheda risiede nel modulo ZigBee che 
integra il microcontrollore e il modulo a radio frequenze. Il condizionamento 
dei segnali provenienti dall’anemometro è necessario per portarli al livello di 
tensione del microcontrollore che dovrà elaborarli. 
Di seguito analizzeremo in dettaglio i singoli blocchi. 
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2.1.1 Batteria 
 
Per quello che riguarda le batterie si è scelto di utilizzare una batteria a 
3.7V con una carica da 3300 mAh prodotta da Kokam già in studio presso il 
laboratorio di sistemi elettronici. 
L’esigenza è quella di avere una fonte di energia che duri più a lungo 
possibile per intervenire il meno possibile sulla testa d’albero una volta 
installato il dispositivo. 
I consumi sono legati prevalentemente all’alimentazione del sensore (max. 
200mA) e, come descritto nel paragrafo 2.1.7, alla trasmissione del modulo a 
radiofrequenze (19mA in trasmissione, 18mA in ricezione). 
Inoltre c’è bisogno di ingombri ridotti e come si vedrà in seguito la batteria 
sarà l’elemento che impone le dimensioni fisiche della scheda in esame. 
Le dimensioni della batteria sono: 95x64x5,4 mm per un peso di 66g.(2) 
 
 
Figura 10 – Batteria Kokam 
 
E’ importante considerare che normalmente la carica di una batteria al litio 
prevede due fasi di carica: una prima fase a corrente e tensione costante e 
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una seconda fase in cui viene mantenuta la tensione ma si diminuisce 
progressivamente la corrente. 
 
Figura 11 – Ciclo di carica per la batteria Kokam 
 
La figura descrive la carica di una batteria con una corrente pari a metà 
della sua capacità (nel nostro caso 1,6 A) ad una tensione di 4.2V. La curva 
rossa descrive la corrente di carica.  
La curva blu evidenzia come si debba continuare con la carica diminuendo 
la corrente per arrivare ad ottenere la capacità di carica dichiarata. 
 
 
2.1.2 Controllo di carica della batteria 
 
Per garantire un controllo sullo stato di carica della batteria è stato incluso 
un battery gauge, interrogato ad intervalli di tempo regolari per trasmettere 
2. DESCRIZIONE E SPECIFICHE DEL SISTEMA 
19 
 
l’informazione all’unità di bordo che visualizzerà attraverso dei LED il 
livello della batteria. 
Per questo scopo è stato scelto il DS2756(3) prodotto da Maxim. 
Il dispositivo consente misure di temperatura, corrente e tensione con una 
risoluzione sufficiente per supportare processi di monitoraggio come 
controllo della carica di batteria e stima della capacità rimanente. La 
temperatura viene misurata da un sensore on-chip eliminando la necessità di 
un termistore. 
Il DS2756 da al sistema un accesso in lettura/scrittura ai registri di stato e 
di controllo e immagazzinamento di dati per uso generale attraverso 
l’interfaccia 1-Wire. 
La corrente è misurata da un ADC campionando la caduta di tensione 
attraverso una resistenza di misura RSNS connessa tra i piedini SNS e VSS 
del dispositivo. Il sistema di misura è progettato per fornire dati a intervalli 
di tempo regolari sulla corrente di carica e scarica mentre contestualmente si 
accumulano dati medi con elevata risoluzione. 
 
 
 
2.1.3 Pannelli solari 
 
Per la scelta della fonte rinnovabile si sono presi in considerazione sia 
l’eolico che il solare. 
Le regole di stazza a cui devono sottostare le imbarcazioni da regata 
prevedono che sull’albero non siano installate appendici al di fuori 
dell’anemometro. 
Questa considerazione ci ha quindi fatto scartare l’ipotesi di ricaricare la 
batteria tramite un generatore eolico e la scelta è ricaduta su un 
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sistema ad energia solare. I pannelli solari possono essere incassati nel 
profilo dell’albero senza violare le regole di stazza. 
 
Per progettare lo stadio a valle dei pannelli solari è stato necessario 
approfondire alcune proprietà e caratteristiche. 
Il pannello solare può essere modellato elettricamente(4) come in Figura 12. 
 
Figura 12 – Modello elettrico di un pannello solare 
 
Per il quale si ricava l’equazione: 
 
  =   −  	
   − 1 −

      (1) 
 
In cui IPV e VPV corrispondono rispettivamente alla corrente e alla tensione 
di uscita del pannello, IL corrisponde alla corrente generata dalla cella 
solare, I0 alla corrente di polarizzazione inversa del diodo, RS alla resistenza 
parassita serie e RP alla resistenza parassita parallela. 
Nella nostra analisi considereremo ideale il pannello e quindi ipotizziamo RS 
tendente a 0, RP tendente ad ∞. In queste condizioni l’equazione si 
semplifica in: 
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  =   −  	
   − 1             (2) 
Da cui si ricava la formula inversa: 
 =   	 ! + 1      (3) 
 
Da cui si ricava il grafico I-V per un pannello solare. 
 
 
Figura 13 – Grafico I-V di un pannello solare 
 
Nella Figura 13 si possono distinguere i punti notevoli ISC corrente di 
cortocircuito, VOC tensione a circuito aperto, IOP e VOP che sono 
rispettivamente la corrente e la tensione ottimali per avere la potenza 
massima fornita dal dispositivo. 
Questi parametri vengono forniti dai produttori ed è quindi importante 
conoscere per valutare al meglio quale pannello scegliere. 
 
La ISC è proporzionale alla radiazione solare e di conseguenza questo 
influenza la PMAX ottenibile. 
2. DESCRIZIONE E SPECIFICHE DEL SISTEMA 
22 
 
 
Figura 14 – Dipendenza dalla radiazione solare di una singola cella solare 
 
 
Figura 15 – Grafico MPP (Maximum Power Point) 
 
La Figura 15 evidenzia come cambia il MPP ovvero Maximum Power Point 
il punto in cui si ottiene la massima potenza di uscita in funzione 
dell’intensità luminosa. 
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La dipendenza dalla radiazione luminosa viene valutata in kW/m2, oppure 
nell’equivalente mW/cm2 per pannelli di piccoli dimensioni, ad una 
temperatura di 25°C e con una distribuzione spettrale pari a AM 1.5. 
La distribuzione spettrale è definita dal parametro AM (Air Mass) definita 
come 1/cosu , in cui u è l’angolo tra il sole e la perpendicolare al punto in 
cui viene misurata. 
AM 1 corrisponde alla radiazione luminosa che arriva direttamente dalla 
perpendicolare; AM 1.5 è considerata rappresentativa delle condizioni medie 
presenti sulla terra e viene usata come condizione di riferimento per i 
parametri forniti dai produttori di celle solari. 
 
Figura 16 – Definizione di Air Mass 
 
Si capisce quindi come l’esposizione alla luce solare condizioni 
profondamente la potenza in uscita di un pannello solare ed è quindi 
necessario pensare ad una strategia per minimizzare questo effetto. 
 
Dopo una analisi dei pannelli disponibili sul mercato la scelta è ricaduta sul 
pannello solare AM-5608 prodotto da Sanyo(5). 
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La scelta è stata influenzata dalle dimensioni fisiche, dalle caratteristiche 
elettriche e dalla facilità di reperibilità. 
Le dimensioni fisiche del pannello sono 52 x 38,9 x 3,5 mm, in condizioni 
standard di misura fornisce una tensione di 3.3V con una corrente di 36 mA 
e una potenza massima misurata di 125 mW. 
Nella tabella sono riportati i dati forniti dalla casa produttrice.  
 
Figura 17- Caratteristiche elettriche pannello solare AM-5608 
 
Si capisce che c’è bisogno di più pannelli per riuscire a fornire la corrente 
necessaria per la ricarica della batteria ed è quindi necessario scegliere se 
configurare i pannelli in serie o in parallelo. 
In letteratura diversi studi confermano che nel caso di pannelli 
parzialmente illuminati la migliore scelta è quella della 
configurazione in parallelo (4)(6)(7)(8). 
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2.1.4 Convertitore DC-DC 
 
Per la ricarica della batteria non è stato possibile scegliere un normale 
circuito integrato che implementa i cicli di ricarica di una batteria al litio 
descritti nel paragrafo 2.1.1, in quanto la sorgente è fortemente influenzata 
dall’esposizione solare e non garantisce valori di tensione e corrente stabili 
nel tempo. 
Per questo motivo si è pensato di caricare la batteria attraverso una 
conversione DC-DC, con particolari accorgimenti, in modo da avere una 
tensione di carica stabile e prelevare tutta la corrente disponibile 
proveniente dai pannelli. 
 
Per realizzare questo obiettivo è stato utilizzato il dispositivo TPS61200 
prodotto dalla Texas Instrument (9). 
Questo dispositivo fornisce una alimentazione per sistemi alimentati da 
batterie ma anche in applicazioni con alimentazione da celle solari in cui è 
essenziale la capacità di gestire basse tensioni di ingresso. 
La conversione si basa su un’architettura di tipo boost e quindi indicata per 
regolare tensioni che sono inferiori a quelle di uscita, tuttavia se la tensione 
di ingresso supera quella di uscita il convertitore entra in modo automatico 
nella modalità di conversione verso il basso. In questo modo si regolano 
tensioni anche superiori (pur rimanendo entro i limiti massimi di 
funzionamento) anche se in questo caso la potenza dissipata sul dispositivo 
produce calore e occorre fare considerazioni diverse sulla dissipazione 
termica. 
 
Nella topologia boost (riportata in Figura 18) la corrente che scorre 
nell’induttore è la stessa che deve essere fornita dall’ingresso inoltre è legata 
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alle tensioni in gioco, all’efficienza del convertitore e alla corrente richiesta 
dal carico. 
 
Figura 18 – Topologia BOOST 
 
La legge(10) che regola l’andamento medio per il TPS61200 è: 
 = #$ ∙ #$& ∙ '  
Considerando una condizione tipo in cui i pannelli sono illuminati si ha che 
VIN=3,7V, VOUT=4,2V e l’efficienza di circa l’85% (0,85 nella formula) si 
ricava dal grafico in figura: 
 
Figura 19 – TPS61200 grafico dell’efficienza 
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Ipotizzando IOUT = 100 mA si ottiene una IL ≅ 133 mA. 
Inoltre, a causa della regolazione switching, l’induttore deve sopportare dei 
picchi di corrente pari a: 
∆ = ' ∙
#$ − ' 
2 ∙ #$ ∙ + ∙ ,  
in cui +=1250 kHz L=2,2 µH si ottiene ∆IL ≅ 80mA. 
Aumentando la richiesta di corrente in uscita aumenta di conseguenza quella 
in ingresso e le cose peggiorano quando le tensioni di ingresso diminuiscono 
a causa dell’efficienza che si riduce. 
Si capisce quindi che è necessario prevedere un circuito addizionale che 
limiti la richiesta di corrente in ingresso. 
In particolare ci sono due caratteristiche di questo dispositivo che lo 
rendono adatto ad operare con i pannelli solari. 
La prima è la capacità di funzionamento anche con tensioni molto basse 
(all’accensione 0,5V e successivamente può arrivare fino a 0,3V) 
La seconda è l’uscita VAUX. La caratteristica del dispositivo è che in un 
primo momento il carico non viene connesso con il pin VOUT, la connessione 
effettiva avviene dopo che l’uscita VAUX ha caricato una capacità esterna 
alla tensione di 2V. 
La seconda caratteristica viene sfruttata per aggiungere un circuito 
addizionale che consuma poca potenza ma che inizia a funzionare quando il 
carico è ancora disconnesso in modo da operare delle funzioni di 
ottimizzazione del MPP. Il motivo di questo accorgimento è legato al fatto 
che nel caso di un fattore di conversione elevato il DC-DC cercherebbe di 
ottenere dal pannello più corrente di quella che potrebbe fornire, in questo 
caso il pannello sarebbe come cortocircuitato e il sistema non risponderebbe 
più a meno di spengere il convertitore o di rimuovere il carico. 
 
Un Application Note(10) della Texas Instrument suggerisce un circuito adatto 
a questo scopo. 
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Figura 20 – TPS61200 con circuito MPP 
 
Il circuito di Figura 20 prende in considerazione la generazione di una 
tensione di 3,8V partendo dall’alimentazione di una sola cella 
fotovoltaica(0,3÷0,5V). 
La tensione presente sul piedino VAUX consente di alimentare un circuito 
extra ottimizzato per funzionare in questo range di tensioni. L’amplificatore 
operazionale, usato come comparatore, dovrà essere un dispositivo low 
power con uscita rail-to-rail. 
In questo caso il controllo MPP inizierà a funzionare prima che il carico sia 
connesso con il convertitore. 
Quando la luce solare illumina la cella il TPS61200 inizia a funzionare 
caricando il condensatore C3 posto sul piedino VAUX. Quando la tensione 
raggiunge i 2V il comparatore confronterà la tensione della cella solare con 
un riferimento di tensione generato dall’integrato TLV431(11) connesso con 
R4. Usando un potenziometro, in fase di prototipazione, si potrà regolare la 
tensione di riferimento in base al tipo di pannello. 
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C’è da notare infatti come anche in condizione di diversa illuminazione il 
punto a massima potenza non cambi molto rispetto alla tensione generata 
(cfr. par. 2.1.2 Figura 15). Con questo accorgimento è possibile ottenere un 
semplice controllo MPP di tipo hardware. 
Per diminuire la corrente richiesta in ingresso il circuito MPP riduce la 
tensione di feedback iniettando corrente nel nodo. Il risultato è 
un’accensione dolce senza sovraccaricare la cella fotovoltaica. 
Come conseguenza negativa si ha il fatto che l’accensione del convertitore 
avviene in maniera più lenta ma nella nostra applicazione non costituisce un 
problema. 
Nel caso in cui non ci siano condizioni sufficienti alla conversione, a causa 
dell’ombra o del buio, il circuito assicura comunque che ci sia uno start-up 
lento non appena il pannello produca l’energia necessaria. 
Collegando l’uscita del TPS61200 alla batteria al litio possiamo ricaricarla 
con tutta la corrente possibile fornita dal pannello (al netto del fattore di 
conversione introdotto dal pannello). 
 
Figura 21  - TPS61200 Comportamento all’accensione senza circuito MPP 
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Figura 22  - TPS61200 Comportamento all’accensione con circuito MPP 
 
In Figura 21 e Figura 22 si evidenzia come nel primo caso, senza circuito 
MPP, si abbia un picco di corrente sull’induttore di oltre 1A, impossibile da 
erogare per un pannello fotovoltaico di piccole dimensioni; mentre nel 
secondo caso il picco di corrente è di circa 250mA. 
Da considerare anche il tempo che l’uscita impiega per andare a regime che 
è di circa 1 secondo con l’MPP mentre è quasi immediato senza. 
Nel paragrafo 3.1.6 verranno inoltre analizzate le grandezze in gioco per il 
circuito oggetto di questa tesi. 
 
 
2.1.5 Step Up 
 
Per fornire la tensione di alimentazione dei sensori è stato scelto un DC-DC 
“step up” in grado di convertire la tensione di batteria di 3,7V a 6,5V. 
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Tra i vari dispositivi presenti sul mercato sono stati valutati quelli che 
potevano operare con queste tensioni con una buona efficienza ed è stato 
scelto l’integrato LTC3534(12) anche per il package (16-lead plastic SSOP) 
che garantisce una saldatura più semplice rispetto ad altri convertitori con 
package DFN (Dual Flat No-Lead). 
 
 
2.1.6 Regolatore a 3.3V 
 
Il regolatore a 3,3V alimenta il modulo wireless che contiene un 
microcontrollore ed un transceiver. 
Come descritto nel paragrafo successivo il modulo può essere alimentato con 
tensioni che vanno da 1,8V a 3,6V. L’alimentazione a 3,3V è stata scelta per 
uniformità in entrambe le schede.  
In questa scheda si utilizza l’integrato LT1761(13) della Linear Technology. 
 
 
2.1.7 Modulo ZigBee 
 
Per il modulo di trasmissione a RF è stata effettuata una ricerca dello stato 
dell’arte soprattutto di un protocollo che rispetti il più possibile la richiesta 
di bassa potenza definita nelle specifiche di progetto. 
Sono stati presi in considerazione i più comuni e utilizzati protocolli di 
comunicazione wireless anche se da subito la scelta è ricaduta tra il 
Bluetooth e lo ZigBee. 
Il primo ha come vantaggio il fatto di essere ormai uno standard rodato e 
utilizzato su larga scala per cui si riducono i prezzi dei singoli componenti e 
2. DESCRIZIONE E SPECIFICHE DEL SISTEMA 
32 
 
migliorano gli strumenti di sviluppo. Il secondo standard è stato definito da 
circa 6 anni ed è quindi tutt’ora in fase di aggiornamento.  
Le differenze tra i due standard, come evidenziato dalla Figura 23 (14), è 
legata al consumo di potenza, al range di trasmissione e alla banda.  
 
 
Figura 23 -  Confronto protocolli wireless 
 
 Nel caso in esame la specifica più stringente è quella del minimo consumo 
di potenza e quindi ci siamo indirizzati verso il protocollo ZigBee (un 
approfondimento è riportato nel capitolo 2.3) visto che è anche in 
grado di trasmettere a distanze più elevate. 
  
Non è invece un problema avere una banda ristretta rispetto all’altro 
protocollo perché i dati da trasmettere sono ampiamente al di sotto della 
soglia massima di data rate. 
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Una stima sui dati da trasferire è la seguente: 
• 3 canali ADC:  per eccesso 16 bit a canale con un campionamento di 5 
Hz in quanto la direzione del vento non subirà delle modifiche 
sostanziali in poco tempo.   In queste condizioni si ha 16 bit x 3 canali 
x 5 volte al secondo = 240 bit/s 
• 1 canale digitale: supponendo di inviare, attraverso un registro 
contatore, il numero di fronti del segnale che misura l’intensità del 
vento tutte le volte che si effettua una misura della direzione, si ha un 
totale di 8 bit x 5 volte al secondo = 40 bit/s. 
  
Per cui in totale si ha l’esigenza di inviare 320 bit/s che è molto al di 
sotto della banda minima. 
 
Un’analisi dello stato dell’arte ha portato a scegliere per il modello Zigbit 
2,4GHz ATZB-24-A2(15) con antenna ceramica integrata prodotto da 
Atmel. 
Questo modulo integra un microcontrollore ATmega1281V e l’ultimo 
transceiver AT86RF230, entrambi prodotti da Atmel. 
Il modulo ha a disposizione:  
• 9 piedini generici di IO, 2 linee IRQ 
• 4 linee ADC (estendibili a 9 disabilitando JTAG) 
• UART con le linee di controllo CTS/RTS 
• USART 
• I2C 
• SPI 
• 1-Wire 
La programmazione avviene tramite bootloader precaricato oppure tramite 
l’interfaccia JTAG, tuttavia sui piedini esterni sono presenti anche le linee 
PDI e PDO e quindi è possibile anche la programmazione ISP. 
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Figura 24 – Schema a blocchi modulo ZigBee Atmel ATZB-24-A2 
 
Atmel ha iniziato a commercializzare solamente negli ultimi mesi; quando è 
stato iniziato il lavoro di tesi il dispositivo scelto era prodotto da Meshnetics 
ma l’azienda è stata acquistata da Atmel che ha iniziato a commercializzare 
il modulo col proprio marchio. Ciò non ha costituito problemi in quanto le 
specifiche dei due dispositivi sono esattamente le stesse ed anche i 
collegamenti dei pin esterni, mentre l’architettura interna non viene 
ufficialmente rivelata. 
 
Nelle successive fasi di collaudo e test della scheda e delle sue funzionalità è 
stato possibile togliere la schermatura da un modulo danneggiato e scattare 
alcune fotografie dell’interno del modulo in cui si evidenziano il 
microcontrollore e il componente a radio frequenze.  
Si distingue inoltre il quarzo a 16 MHz ed un ulteriore cristallo a 32,768 kHz 
per il real time clock; il modulo ha in uscita (pin 7) un clock proprio a 
quella frequenza. 
Da evidenziare che le dimensioni del microcontrollore sono 9 x 9 mm mentre 
il passo tra i pin è di 0,50 mm. 
  Figura 25
 
Figura 26 – Modulo ZigBee 
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– particolare interno - quarzo a 16 MHz
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Produttore Modulo Antenna TX RX 
Pot. 
TX 
Sensitività 
Atmel  ZigBit 2.4GHz  RF output 18mA 19mA 
-17 dBm 
to 3dBm 
-101dBm 
Digi International 
Inc. 
Series 2 XBee 
ZB 
  
40mA, 
35mA 
40mA, 
38mA 
3dBm, 
1dBm 
-96dBm 
California Eastern 
Laboratories 
ZICM2410P0 
PCB Trace 
Antenna orU.FL 
connector  
44mA 35mA 6.1dBm -97dBm 
Radiocrafts RC2202 integrated 23mA 26mA 0dBm -94dBm 
Jennic 
JN5139-xxx-
M00 
on board 37mA 37mA 2.5dBm -96dBm 
STMicroelectronics SPZB260 
Integrated 
murata antenna 
36mA 36mA 3dBm -95dBm 
RF Monolithics ZMN2430A built-in 28mA 27mA -2dBm -90dBm 
Radios, Inc. MXR-EM20 RF on pin 17.4mA 19.7mA 0dBm -94dBm 
RadioPulse LM2400-C/R/S 
receptacle type 
connector 
35mA 29mA 7dBm -99dBm 
Panasonic PAN4555 
RF out or 
ceramic antenna 
36.5mA 37mA 
-4dBm, 
0dBm 
-92dBm 
Telegesis Ltd ETRX2 
integrated,U.FL 
connector or 50Ω 
pad 
35.5mA  35.5mA 
3dBm, 
5dBm 
-92dBm 
Redwire, LLC Redbee PCB 30mA 25mA 6dBm -100dBm 
Tabella 2 – Confronto moduli ZigBee(16) 
 
Il modulo scelto è quello che garantisce un minor consumo di corrente per la 
trasmissione e la ricezione ed inoltre ha un miglior rapporto tra potenza 
trasmessa e sensitività. 
Queste due grandezze forniscono una stima del range di distanze a cui si può 
arrivare in spazio aperto e in condizioni ideali. 
Sui datasheet dei dispositivi wireless si trova una grandezza che tiene di 
conto dei due fattori ovvero il link budget (17). 
 ,- = .+/ + / − 0 
In cui GT è il guadagno dell’antenna in trasmissione e GR in ricezione 
mentre S è la sensitività.  
Nella maggior parte dei datasheet non si tiene di conto dei guadagni 
d’antenna, o meglio vengono considerate antenne isotropiche a guadagno 
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unitario (condizione puramente ideale); infatti anche per il nostro 
dispositivo si trova pubblicizzato un link budget pari a -104 dBm. 
 
 
2.1.8 Condizionamento dei segnali 
 
Il circuito di condizionamento ha la funzionalità di ridurre la dinamica dei 
segnali in ingresso al microcontrollore. 
I segnali che arrivano dall’anemometro hanno una dinamica 0÷6,5V mentre 
il microcontrollore accetta tensioni 0÷3,3V. 
Si è quindi pensato di inserire un semplice partitore di tensione e dei diodi 
di protezione aggiuntivi per evitare che eventuali errori nella connessione dei 
fili esterni possano danneggiare il microcontrollore. 
 
 
Figura 27 – Circuito di condizionamento del segnale “unità di testa d’albero” 
 
Il datasheet del modulo riporta la tensione massima applicabile ai pin pari a 
VCC+0,5V, per questo motivo sono stati scelti dei diodi Schottky della serie 
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BAT54 prodotti da ST Microelectronics con una caduta in diretta di 0,5V 
nel caso di correnti superiori a 100mA. 
Il circuito viene applicato sia ai tre segnali di direzione del vento diretti al 
convertitore A/D, sia al segnale di intensità che ha una dinamica 0÷5V. 
 
 
2.2 Unità di Bordo 
 
La seconda scheda progettata ha meno vincoli rispetto alla precedente in 
quanto è alimentata direttamente dalla batteria a bordo dell’imbarcazione e 
le altre scelte progettuali sono legate a quelle già fatte per l’unità di testa 
d’albero. 
In Figura 28 è riportato lo schema a blocchi. 
 
 
Figura 28 – Schema a blocchi “unità di bordo” 
 
Viene usato lo stesso modulo ZigBee alimentato a 3,3 V anche se viene 
usato il regolatore di tensione LMS1585(18) prodotto da National 
Semiconductor in quanto si vogliono consentire correnti maggiori di 100mA 
prodotte dall’ LTC1761.  
Viene aggiunto un circuito esterno al modulo per riconvertire i dati 
trasmessi in segnali utili per essere elaborati dall’unità centrale, in quanto il 
modulo non dispone di canali DAC. 
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Sulla scheda sono inoltre disponibili 4 led che danno delle semplici 
indicazioni sullo stato della connessione e sullo stato della batteria in testa 
d’albero. 
 
 
2.2.1 DAC 
 
Per riconvertire i dati trasmessi da digitale ad  analogico è stato inserito un 
integrato ad hoc che garantisca questa funzionalità 
Tra i vari dispositivi in commercio è stato scelto l’AD5316(19) di Analog 
Devices in quanto, oltre a soddisfare la richiesta di avere almeno tre canali 
DAC a 10 bit, prevede una connessione di tipo I2C che minimizza i 
collegamenti con i pin del modulo ZigBee. 
Il protocollo hardware dell’I2C richiede due linee seriali di comunicazione: 
SDA (Serial DAta line) per i dati 
SCL (Serial Clock Line) per il clock (per la presenza di questo segnale l’I2C 
è un bus sincrono) 
Va aggiunta una connessione di riferimento GND (non visualizzata in 
figura) e una linea di alimentazione VDD a cui sono connessi i resistori 
di pull-up che può anche non essere condivisa da tutti i dispositivi. 
 
Figura 29 – Protocollo I2C 
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2.2.2 Condizionamento dei segnali 
In questo caso è necessario effettuare l’operazione inversa rispetto all’unità 
di testa d’albero ovvero riportare i segnali dal livello di tensione del 
microcontrollore a quello che la centralina di bordo si aspetta di ricevere. 
Si è pensato di sfruttare un blocco di amplificatori operazionali alimentato 
direttamente con la tensione di bordo di 6,5V. 
Per questo scopo è stato scelto l’integrato TLC2274(20) prodotto da Texas 
Instruments che fornisce 4 operazionali con uscita rail-to-rail che permettono 
di sfruttare tutta la dinamica di uscita. 
 
Figura 30 – Dinamica di uscita rispetto all’alimentazione TLC2274 
 
Come evidenziato in Figura 30, la dinamica di uscita varia linearmente con 
quella della tensione di alimentazione a meno di piccole cadute che 
aumentano in funzione della corrente richiesta. 
Le linee di uscita del DAC sono state connesse agli ingressi non invertenti 
degli operazionali configurati come amplificatori non invertenti. 
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Figura 31 – Uscite analogiche unità di bordo 
 
La linea digitale della misura dell’intensità del vento viene collegata 
direttamente dal microcontrollore all’operazionale configurato come 
comparatore. L’uscita del comparatore viene poi attenuata da un partitore 
di corrente per rientrare nel range corretto di tensioni. 
 
Figura 32 – Uscita digitale unità di bordo 
 
2.2.3 LED 
 
Sulla scheda sono montati 4 LED di colore diverso in modo da rendere 
disponibili alcune informazioni sullo stato di carica della batteria e sulla 
connessione. 
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I LED di colore rosso, giallo, verde vengono accesi o spenti in funzione del 
livello di carica della batteria. 
Il led blu viene fatto lampeggiare in caso di avvenuta connessione con il 
dispositivo di testa d’albero e lampeggiare più velocemente nel caso di 
scambio di dati. 
 
 
2.3 Protocollo ZigBee 
 
Lo ZigBee(14) e’ basato sulle specifiche definite dallo standard IEEE 802.15.4 
che fornisce una metodologia per le funzioni utilizzate, incluse  la formazione 
della rete, i formati dei messaggi e la ricerca dei dispositivi nella rete. 
Lo ZigBee utilizza  il MAC  (Medium Access Layer) e il PHY (Physical 
Layer) dello standard IEEE 802.15.4. e definisce uno stack per implementare 
un livello di rete per le operazioni di accesso e creazione della rete stessa, un 
livello di sicurezza e una struttura per le applicazioni, attraverso il quale 
l’utente si interfaccia senza andare a modificare i livelli sottostanti. 
 
Figura 33 – Stack ZigBee  
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Lo IEEE 802.15.4 definisce tre bande di frequenze operative ognuna con un 
numero fissato di canali. Le bande di frequenza sono: 2,4 GHz con 16 canali 
(11-26), 915 MHz con 10 canali (1- 10) e 868 MHz.  con un solo un canale 
(canale 0). 
 
 
Figura 34 – Frequenze canali ZigBee 
 
In Figura 34 si vede come nella banda a 2,4 GHz i canali siano ampi 3 MHz 
con una separazione in banda della portante di 5 MHz. 
La velocità di trasmissione dati (bit rate) dipende dalla frequenza utilizzata. 
La banda sui 2,4GHz ha una bit rate di 250kbps, la banda sui 915MHz  di 
40kbps mentre la 868MHz di 20kbps. Il valore reale del bit rate utilizzato 
 sarà minore di quello specificato per il sovraccarico dei pacchetti e i ritardi 
di elaborazione. La lunghezza massima di un pacchetto IEEE 802.15.4 MAC 
e’ di 127 byte comprensivo di un CRC a 16 bit che controlla la integrità del 
frame. 
In più, il protocollo IEEE 802.15.4 usa opzionalmente un meccanismo di 
Acknowledge per il trasferimento dei dati. Con questo metodo, tutti i frames 
con un speciale flag ACK settato sono Acknowledged dal loro ricevitore. 
Questo assicura che un frame e’ realmente arrivato . Se il frame e’ trasmesso 
con il flag ACK settato e l’ Acknowledgement non e’ ricevuto all’interno di 
un certo tempo, il trasmettitore riproverà a trasmettere per un numero di 
volte fissato prima di dichiarare un errore.  
 Come nello standard IEEE 802.15.4
considerati FFD (Full Function Devices) o 
Devices). 
La rete ZigBee ha tre tipi di dispositivi: due di questi, il 
router sono di tipo FFD e l’
Il coordinatore è l’unico nodo della rete che può creare una rete Zig
router ha le stesse capacità di rout
una rete, può solo agganciarsi ad una rete già creata.
L’end device può solo essere associato ad un 
comunicare; la capacità più importante è quella di poter spengere il 
dispositivo radio durante periodi di tempo definiti. In questi intervalli il 
genitore associato riceverà e memorizzerà i messaggi destinati all’end device 
a cui saranno inoltratti appena riattivato il dispositivo radio.
 
Figura 
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 i dispositivi della rete possono essere 
RRD (Reduced
coordinatore
end device che è di tipo RFD. 
ing del coordinatore ma non può creare 
 
genitore ed essere abilitato a 
35 – Topologia delle reti ZigBee 
 
 Function 
 e il 
Bee, il 
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Come evidenziato in Figura 35, il protocollo supporta tre topologie diverse 
di rete ovvero: star (a stella), mesh (a rete), cluster tree (raggruppamenti ad 
albero). Ciascuna ha i suoi vantaggi a seconda delle situazioni; la rete a 
stella viene usata di solito per la sua semplicità. Come si intuisce dal nome 
si avvale di un coordinatore centrale e di alcuni dispositivi connessi 
solamente al centrale. 
Le reti mesh consistono in una quantità di nodi diversi disposti a seconda 
delle esigenze dell’utilizzatore, i nodi all’interno del range di trasmissione 
sono tutti connessi tra loro.  E’ una scelta che si rivela utile nel caso di 
interferenze in quanto la ridondanza di collegamenti rende la rete robusta 
rispetto ai disturbi. La rete cluster tree è essenzialmente una combinazione 
delle altre due. 
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3. Descrizione circuitale e PCB 
 
 
 
 
 
In questo capitolo saranno discusse nel dettaglio alcune soluzioni circuitali 
adottate nel progetto e gli accorgimenti topologici per la realizzazione dei 
prototipi su PCB. 
  
 
Figura 36 – PCB del progetto 
 
Per la realizzazione del progetto, sia per lo schema circuitale che per la 
realizzazione del PCB è stato usato il programma open-source Kicad(21) . 
Il programma ha il vantaggio di essere completamente gratuito ed 
installabile su tutti i sistemi operativi disponibili e consente di generare i file 
gerber necessari alla realizzazione delle schede. 
Il software consente anche di realizzare un rendering 3D della scheda con i 
componenti; il risultato è riportato brevemente nel capitolo 3.5. 
 
 3.1 Unità di testa d’albero 
Figura 37 – Unità di testa d’albero 
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L’elemento principale dello schema è il modulo ZigBee dal quale partono e 
arrivano tutti i collegamenti del circuito. 
Per una migliore leggibilità non tutti i collegamenti sono stati realizzati in 
maniera diretta ma attraverso delle label poste sui vari pin. Inoltre alcune 
parti di circuito sono realizzate su fogli inclusi poi nel progetto generale. 
Questa funzionalità è stata utilizzata per il sottocircuito relativo al DC-DC, 
per quello relativo allo step-up a 6,5V e per il circuito di condizionamento 
del segnale che analizzeremo nei prossimi paragrafi. 
 
 
3.1.1 Connettori 
 
Nel progetto sono stati inseriti connettori di programmazione, morsettiere 
per collegare i cavi provenienti dall’anemometro e alcuni pin di controllo. 
E’ stato predisposto un connettore JTAG in quanto ufficialmente 
supportato dalla casa produttrice anche se durante la realizzazione della tesi 
non si aveva a disposizione un programmatore JTAG. 
I collegamenti sono quelli standard per un connettore a 10 pin(22), le 
corrispondenze con il modulo sono elencati nella Tabella 3. 
 
JTAG ZIGBIT 
PIN FUNIZIONE PIN FUNZIONE 
1 TCK 29 JTAG_TCK 
2 GND GND Ground 
3 TDO 28 JTAG_TDO 
4 VREF VCC Alimentazione 
5 TMS 26 JTAG_TMS 
6 RESET 8 /RESET 
7 NC NC Non Connesso 
8 NC NC Non Connesso 
9 TDI 27 JTAG_TDI 
10 GND GND Ground 
Tabella 3 – Collegamento connettore JTAG 
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Inoltre si è predisposto un connettore per la programmazione ISP standard a 
6 pin (22) attraverso i collegamenti riportati in Tabella 4. 
 
ISP ZIGBIT 
PIN FUNIZIONE PIN FUNZIONE 
1 MISO 39 USART_TXD (PE1/PDO di ATmega1281) 
2 VTG VCC Alimentazione modulo 
3 SCK 1 Clock 
4 MOSI 38 USART_RXD (PE0/PDI di ATmega1281) 
5 /RESET 8 /RESET 
6 GND GND GROUND 
Tabella 4 – Collegamento connettore ISP 
 
Sono state inserite due morsettiere per i collegamenti con l’esterno 
• P1 per la connessione con i pannelli solari 
• P6 per la connessione con l’anemometro 
E due connettori di controllo: 
• P5 per monitorare il contatore  
• K1 per monitorare la trasmissione tra il microcontrollore e il modulo a 
radiofrequenze 
 
Tra il terminale positivo della batteria e il resto del circuito si è pensato di 
inserire un interruttore che ne consenta l’isolamento dal resto del circuito in 
fase di prototipazione. 
 
 
3.1.2 UID (Unique ID) 
 
L’integrato DS2401(23) prodotto da Maxim ha la funzione di fornire un 
indirizzo a 64 bit da utilizzare come MAC address per il modulo ZigBee. 
Il dispositivo è essenzialmente una ROM a 64-bit che include un numero 
seriale a 48 bit, 8 bit di CRC e un Family Code di altre 8 bit. 
  
I dati sono trasferiti in via seriale attraverso il protocollo
richiede un solo collegamento dati e la connessione a ground.
alimenta il dispositivo e non c’è necessità di altre lin
Sul pin IO è stato inserito un pull
mentre il livello basso viene imposto dal dispositivo.
Sulle schede di sviluppo prodotte da Meshnetics veniva usato il dispositivo 
DS2411 che rappresenta l’ev
era reperibile nei negozi dei distributori di elettronica.
 
 
3.1.3 Battery Gauge
Figura 
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Figura 38 – Unique ID 
ee di alimentazione.
-up che garantisce il livello logico alto 
 
oluzione commerciale del DS2401 ma che non 
 
 
 
39 – Circuito Battery Gauge 
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 1-Wire che 
  La linea dati 
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Per il circuito del battery gauge si è fatto riferimento alle indicazioni del 
datasheet(3). 
Per una misura accurata sulla corrente è necessario inserire una resistenza 
da 20mΩ (R4) tra i pin SNS e VSS. La tensione ai due terminali è 
campionata internamente in modo differenziale dall’ingresso dell’ ADC 
attraverso la resistenza da 10kΩ connessa tra VSS e IS1, e SNS e IS2. 
La capacità tra i pin IS1 e IS2 è necessaria per isolare l’ADC interno dalla 
resistenza di misura R4. 
 
 
Figura 40 – DS2756 – schema interno 
 
 
3.1.4 Condizionamento del segnale 
 
Come specificato nel paragrafo 2.1.8, il segnale proveniente dall’anemometro 
deve essere portato al livello di tensione del microcontrollore prima del 
campionamento. 
A questo scopo sono stati inseriti dei semplici partitori di corrente; in tre 
casi è necessario passare da 6,5V a 3,3V per questo motivo, invertendo la 
formula del partitore resistivo si ricava per R16 e R20: 
 Per realizzare il rapporto abbiamo scelto R16 = 200 k
mentre per R19 e R23 si ricava un rapporto pari a 0,
stata R19 = 200 kΩ e R23 = 105
 
Figura 41 – 
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120
116 =
6,5 − 3,3 
3,3 = 0, 968888 
 
Ω e R20 = 196 kΩ, 
51888 e quindi la scelta è 
 kΩ. 
Circuito di condizionamento del segnale
ITALE E PCB 
 
 
 3.1.5 Step up 6,5V
 
L’integrato LTC3534 ha la possibilità di regolare l’usci
semplicemente inserendo in maniera opportuna le resistenze R14 e R15.
Dal datasheet si apprende che: 
 
Per cui abbiamo scelto R14 = 887 k
 
Le capacità in ingresso e in uscita sono necessarie a 
sono consigliate dal costruttore così come il circuito di feedback necessario 
ad una corretta compensazione.
L’induttore L2 è stato scelto con la formula:
 
,
 
In cui VIN = 3,7V (tensione di batteria); V
internamente dal dispositivo); 
circa 150 mA. 
Con questi dati si ottiene un’induttanza maggiore di 26 µH, per cui ne è 
stata inserita una da 33 µH.
Figura 
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ta da 
 
#$ =  114 + 115115  
Ω e R15 = 162 kΩ. 
stabilizzare le tensioni e 
 
 
2 : ';' ∙ #$ − ';'  + ∙ ∆ ∙ #$  
OUT = 6,5V; f=1MHz (generata 
∆IL = 20% della corrente in uscita che è di 
 
42 – Circuito Step up 6,5V 
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2,4V fino a 7V 
 
 
 3.1.6 DC-DC 
 
Il circuito relativo al DC
evidenziamo in questo caso la scelta dei valori dei componenti necessari al 
corretto funzionamento. 
 
Figura 
 
R7 = 1,3 MΩ e R8 = 174 kΩ sono state scelte per avere in uscita una 
tensione di 4,2 V per la carica della batteria secondo la formula
La resistenza R5 è stata scelta in funzione della corrente che deve 
attraversare il dispositivo TLV431 per ottenere la tensione di riferimento.
Considerando che il potenziometro da 100k
trascurabile (
<
=>Ω = 20μA
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-DC è già stato discusso nel paragrafo 2.1.4 
43 – Schema circuitale DC-DC 
11 = 12 ∙ B#$CD − 1E 
Ω assorbe una corrente 
) nel componente scorrono 
<
F=Ω ≅ 4GA
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(9): 
 
. 
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Il valore di L1 = 2,2 µH è stato scelto in quanto consigliato dal datasheet 
per ottenere le migliori prestazioni dal dispositivo; il produttore consiglia di 
usare componenti, tra gli altri, prodotti da Wurth Elektronik e della serie 
WE-TPC; le capacità C4 e C6 sono state inserite come stabilizzatori per la 
tensione. 
 
Il collegamento tra il pin diss e la cella DUMMY è un artificio introdotto in 
fase di progettazione del PCB per collegare i pin di dissipazione termica 
dell’integrato ad un area di rame senza che venissero segnalati errori. 
 
 
 
 
 
3.2 Unità di testa d’albero - PCB 
 
Figura 44 – Unità di testa d’albero – PCB Fronte 
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Figura 45 – Unità di testa d’albero – PCB retro 
 
Le dimensioni della prima scheda sono 14,5 x 7,5 cm.  
La scelta è legata alle dimensioni della batteria (9,5 x 6,5 cm) posta sul lato 
rame della scheda e al fatto che per evitare il danneggiamento, i componenti 
trough hole  devono essere piazzati al di fuori dell’ area della batteria. 
Valutate queste misure abbiamo cercato una scatola che potesse racchiudere 
il circuito una volta che il prototipo fosse ultimato in modo da predisporre 
la fresatura dei bordi e dei fori. La scelta è ricaduta su un modello in ABS 
prodotto da Hammond dalle dimensioni esterne di 152 x 82 x 50 mm. 
 
Per la realizzazione del prototipo ci siamo riferiti a regole di layout di 
processi “Hobby Pool” della ditta PCB-Proto. 
Il processo prevede la realizzazione di schede a singola o doppia faccia con 
deposizione di rame di 35 µm, la possibilità di avere la serigrafia solo sul 
lato componenti, la possibilità di deporre la solder mask, la dimensione 
minima delle piste pari a 0,2 mm (8mils) e fori di dimensioni pari a 0,4 mm 
(16 mils). 
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Il progetto non ha richiesto particolari accorgimenti visto che le dimensioni 
della scheda sono di molto superiori all’area dei componenti e delle 
interconnessioni. 
Alcune particolari attenzioni sono state prese in merito ai punti riportati di 
seguito: 
 
• Sotto l’area del modulo ZigBee non è possibile far passare nessuna 
pista (sul lato in cui viene piazzato); 
•
 L’integrato LTC3534 richiede un’area di dissipazione termica al di 
sotto del componente come indicato sul datasheet(12); 
• Per il modulo TPS61200 è stata prevista un’area di dissipazione 
termica anche se le correnti in gioco non lo avrebbero richiesto; 
• Le dimensioni minime delle piste nel processo produttivo (8 mils) con 
deposizione di uno strato di 35 µm di rame supportano correnti di 
oltre 500mA che nel circuito non saranno presenti.  
Si è comunque scelto di fare piste della dimensione di 15 o 20 mils per 
le connessioni di alimentazione; 
• Il battery gauge, integrando anche un sensore di temperatura, è stato 
posto a diretto contatto con la batteria sul lato rame. 
 
  
 3.3 Unità di bordo 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 46
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 – Unità di bordo – schema elettrico 
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Nello schema sono riportati i collegamenti per l’unità di bordo. 
Anche in questa scheda sono presenti i connettori per la programmazione 
ISP e JTAG e la morsettiera per il collegamento con l’unità centrale di 
elaborazione. 
 
Le differenze sono nei collegamenti del modulo ZigBee con il convertitore 
digitale analogico e in quelli con i LED. 
Il DAC è connesso tramite interfaccia I2C; non sono state previste resistenze 
di pull up in quanto il microcontrollore può essere settato per utilizzare 
quelli interni. Il piedino /PD abilita il power down mode del dispositivo. 
 
 
3.3.1 Blocco amplificatori operazionali 
 
Le resistenze utilizzate in questa parte di circuito sono state scelte per 
realizzare l’ amplificazione necessaria a portare il livello di uscita del DAC a 
quello della centralina come spiegato nel paragrafo 2.2.2. 
Per l’amplificatore non invertente sono state utilizzate resistenze pari a 
174kΩ e a 180kΩ: 
A = B1 + 180IΩ174IΩE ≅ 2,035 
mentre per il segnale di uscita digitale resistenze da 47kΩ e 162kΩ. 
 
 
3.3.2 LED 
  
I LED rosso, giallo e verde sono pilotati dal microcontrollore che può 
erogare delle correnti massime di 40mA si è perciò resa necessaria una 
riduzione della corrente massima erogabile per evitare di danneggiarli. 
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Dal dataheet ricaviamo la corrente massima sopportabile dai LED che è pari 
a 7mA mentre la tensione in polarizzazione diretta tipica è pari a 1,9V per il 
giallo e il verde mentre pari a 2,4V per quello rosso. 
In queste condizioni si ricava la resistenza: 
1 = L − CC  
Con IF pari a 5 mA si ottiene R=180Ω e R=280Ω. 
Il LED blu invece ha una corrente in diretta massima pari a 20mA e 
tensioni di polarizzazione comprese tra 3,9V e 4,5V. Per questo è stata 
scelta un’altra soluzione che prevede l’uso di un transistor BJT 2N2222, 
utilizzato come interruttore. 
Il diodo viene polarizzato con la tensione di 6,5V proveniente dalla 
centralina di bordo e la corrente viene limitata da una resistenza di 
collettore pari a 150Ω. Questo valore è stato ottenuto considerando il 
transistor in saturazione (con VCESAT=0,2V) e una corrente nel LED pari a 
16mA. La corrente in base è limitata a 1mA da una resistenza di 1,5kΩ. 
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3.4 Unità di Bordo – PCB 
 
  Figura 47 – Unità di bordo – PCB fronte 
 
 
Figura 48 – Unità di bordo - PCB retro 
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Le dimensioni della seconda scheda sono di 10,5x5,5 cm. In questo caso non 
avevamo esigenze particolari se non quello di evitare di far passare le piste 
al di sotto del modulo a radiofrequenze.  
Per il regolatore di tensione è stata prevista una zona di dissipazione 
termica, anche se non indispensabile viste le correnti e le tensioni in gioco. 
Anche in questo caso sono state seguite le regole di layout del processo 
“Hobby Pool” e le stesse dimensioni per le piste di segnale e di 
alimentazione. 
 
I componenti SMD e trough hole di entrambe le schede sono stati saldati 
manualmente in fasi successive di test della scheda, per verificare il 
funzionamento elettrico come descritto nel capitolo 5.1. 
 
 
 
 
3.5 Rendering 3D 
 
Il software usato genera automaticamente il rendering 3D della scheda una 
volta immesse le librerie dei componenti. Nel caso di alcuni componenti è 
stato necessario realizzare manualmente i modelli 3D grazie al software 
gratuito Wings 3D(24). 
Le piste rosse corrispondono al lato componenti della scheda mentre quelle 
verdi al lato rame; per una visualizzazione più chiara non è stato 
evidenziato il piano di massa delle due schede.    
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Figura 49 – Unità di testa d’albero – rendering 3D 
 
 
 
Figura 50 – Unità di bordo – rendering 3D 
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4. Firmware 
 
 
 
 
 
Per lo sviluppo del firmware è stato utilizzato l’ambiente di lavoro AVR 
Studio 4 di Atmel. 
Si è anche reso necessario utilizzare e approfondire l’utilizzo del software 
BitCloud(25), sempre fornito dalla casa produttrice del modulo, che soddisfa 
gli standard per il protocollo ZigBee e ZigBeePRO. 
Prima di analizzare gli elementi specifici del firmware è stato necessario 
capire l’organizzazione del software e le funzioni principali. 
 
 
4.1 BitCloud 
BitCloud è un software embedded di Atmel che soddisfa pienamente le 
richieste del protocollo ZigBee e dello ZigBeePRO. Fornisce una piattaforma 
di sviluppo per il firmware, per applicazioni wireless affidabili e sicure su 
moduli Atmel e consente al programmatore di  sviluppare applicazioni 
certificate, senza conoscere a fondo i dettagli del protocollo. 
Il suo sviluppo è tutt’ora in fase di aggiornamento; basti pensare che 
dall’inizio dello studio di tesi al momento della scrittura sono state rilasciate 
5 release. 
 
L’architettura interna di BitCloud segue la separazione dello stack della 
rete in livelli logici come richiesto dallo standard IEEE 802.15.4 e da quello 
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ZigBee. Il cuore dello stack contiene l’implementazione del protocollo, ma 
sono presenti dei livelli aggiuntivi che implementano servizi condivisi (come 
il task manager, il power manager e un livello sicurezza) e le astrazioni del 
livello hardware (HAL - Hardware Abstraction Layer e BSP - Board 
Support Package).  
 
Figura 51 – BitCloud - Architettura  
 
Il livello più alto dello stack (Application Support Sublayer - APS) si 
interfaccia con le funzioni di gestione della rete visibili dal livello 
applicazioni (APL). 
4. FIRMWARE 
 
 
66 
 
Il livello ZDO (ZigBee Device Object) fornisce un set di API (Application 
Programmer Interface) le cui funzionalità principali sono la gestione della 
rete (start, reset, formazione della rete, aggancio ad una rete). Il livello 
ZDO inoltre definisce la tipologia del dispositivo ZigBee: Coordinator, 
Router o Endevice come evidenziato nel capitolo 2.3. 
 
I livelli disposti in verticale in Figura 51 (Task Manager , Security e 
Power Manager) sono disponibili sia per le applicazioni utente sia per i 
livelli più bassi. 
Il Task Manager è lo scheduler (par. 4.1.2) dello stack che divide 
l’utilizzo della CPU tra i livelli interni e il livello applicazioni. Implementa 
uno scheduler cooperativo a priorità specificatamente ottimizzato per stack 
multilivello e per la richiesta di protocolli di rete time-critical. 
Le routine di gestione del risparmio energetico sono responsabili: di far 
cessare le attività dello stack, di memorizzare lo stato del sistema durante le 
fasi di sleep e di ripristinarlo durante il wake up. 
L’ Hardware Abstaraction Layer (HAL) include un set completo di API per 
usare le risorse hardware del modulo (EEPROM, timer) e per il controllo e 
l’integrazione di periferiche esterne di uso comune (IRQ, TWI, SPI, 
USART, 1-wire) 
Il Board Support Package (BSP) include una serie di driver per controllare 
le periferiche incluse nelle schede di sviluppo per i moduli Zigbit, ma che 
può essere riscritto e usato per la scheda in utilizzo dal progettista. 
 
Il software viene fornito da Atmel sottoforma di librerie: per i livelli BSP e 
HAL vengono forniti anche i codici sorgente, implementati sulla base di 
alcune schede di sviluppo, mentre per tutti gli altri solamente i file di 
header. 
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4.1.1 Programmazione ad eventi 
 
La programmazione ad eventi è un metodo che viene usato frequentemente 
per i sistemi embedded con l’esigenza di ridurre al minimo l’utilizzo della 
memoria.  
Prevede uno stile e una organizzazione architetturale che collega ad ogni 
funzione una notifica asincrona. Il completamento della funzione viene 
eseguito da una callback specificata nella richiesta iniziale. La conferma 
avviene quando l’operazione è completata oppure quando il risultato è 
disponibile. 
Tutte le applicazioni basate sulla libreria BitCloud sono scritte con questo 
stile di programmazione. Ciascun livello dello stack definisce un numero di 
callback da inoltrare ai livelli inferiori e invoca quelle richieste dai livelli 
superiori.  
La necessità di separare la richiesta dalla risposta è importante soprattutto 
in quei casi in cui non è possibile sapere dopo quanto tempo arriverà la 
risposta.   
Inoltre sono presenti una serie di casi in cui l’applicazione necessita di una 
notifica generata da un evento esterno e non propriamente ad una richiesta 
dello stack. Per questo motivo sono disponibili una serie di callback 
definibili dall’utente, richiamate in maniera asincrona, come ad esempio le 
routine che vengono eseguite quando si perde la rete, o quando il sistema va 
in fase di sleep o wake up. 
 
Si consideri per esempio (Figura 52) la richiesta della funzione 
ZDO_StartNetworkReq(&networkParams)che richiede al livello ZDO 
l’attivazione della rete. L’argomento della funzione è una struttura 
attraverso la quale viene definita l’assegnazione della callback 
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ZDO_StartNetworkConf(). L’analisi dettagliata delle procedure per la 
creazione della rete verrà trattata nel paragrafo 4.2. 
 
 
Figura 52 – Programmazione ad eventi 
 
Nella stesura del programma occorre fare attenzione alle sequenze di 
istruzioni troppo lunghe, soprattutto nelle callback che richiamano funzioni 
annidate. 
Una regola importante definita nella “User Guide”(25) è che tutte le 
callback definite dall’utente devono essere eseguite in 10 ms o 
meno. La strategia per completare quelle più lunghe è di rinviare 
l’esecuzione. 
Invocando la funzione SYS_PostTask(APL_TASK_ID) si può salvare lo stato 
dell’applicazione corrente e metterla in coda di esecuzione. In questo modo 
si notifica allo scheduler che un certo livello ha delle applicazioni da 
completare che verranno portate a termine in funzione della priorità. 
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Il risultato di SYS_PostTask(APL_TASK_ID) porta all’esecuzione del task 
handler che ha priorità inferiore agli altri livelli. Come regola(25) i compiti 
del task handler devono essere portati a termine entro 50 ms.  
 
 
4.1.2 Scheduler 
 
Un aspetto importante nello sviluppo delle applicazioni riguarda il controllo 
del flusso in modo da assicurare che nessuna parte di applicazione 
interferisca con l’esecuzione delle altre. 
Come specificato nel capitolo 4.1 il task manager implementa uno 
scheduler cooperativo a priorità. 
Nel contesto BitCloud solo una singola applicazione può essere elaborata 
dallo stack; per questo motivo la cooperazione per la richiesta di risorse di 
sistema non avviene tanto tra applicazioni concorrenti, ma tra la singola 
applicazione e i livelli fondamentali dello stack.  
Ad ogni livello è associata una priorità e lo scheduler garantisce che 
vengano eseguite prima le applicazioni che hanno la precedenza. Le 
callback invocate da un certo livello ne assumono anche la 
priorità.  
 
Il Task Handler è responsabile dell’esecuzione del livello applicazioni, una 
volta inizializzato lo stack il controllo passa dal main(), integrato nei livelli 
fondamentali, al task manager che invoca APL_TaskHandler() che sarà il 
punto iniziale nello sviluppo delle nostre applicazioni. 
 
In Figura 53 viene riportato un esempio dell’interazione tra le applicazioni, 
lo stack, il task manager e le interruzioni hardware. 
4. FIRMWARE 
 
 
70 
 
 
Figura 53 – Flusso nello stack BitCloud 
 
Inizialmente il task manager richiama il task handler tramite la funzione 
APL_TaskHandler(); in questo modo viene processata la prima 
applicazione. Ad un certo istante però si ha un’interruzione hardware e 
immediatamente viene richiamata una routine per gestirla ISR_handler(). 
Una volta terminata si ritorna dove si era interrotto e, in questo esempio, si 
termina l’ applicazione. Quindi è il task manager che riprende il controllo 
del flusso per assegnare un compito al livello MAC, che a sua volta richiede 
una conferma dal livello ZDO a cui passa il controllo. Nel caso di un’altra 
interruzione hardware il controllo passa subito alla routine 
ISR_handler2().   
Successivamente il livello MAC invoca una callback sul livello ZDO che a 
sua volta richiede informazioni al livello APL. 
Come specificato in precedenza le callback acquistano il grado di priorità del 
livello che le richiama, per questo è possibile effettuare gli ultimi passaggi 
dell’esempio.  
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4.2 Creazione della rete 
 
Per creare la rete sono necessari quattro passaggi fondamentali: 
 
1. Configurazione dei parametri di connessione 
2. Configurazione dei parametri del nodo 
3. Richiesta di inizializzazione della rete 
4. Conferma della creazione di rete 
 
BitCloud fornisce un set ampio di parametri di configurazione accessibili 
tramite l’interfaccia ConfigServer (CS). 
Il file configServer.h della libreria contiene la definizione di tutti i 
parametri e imposta i valori di default; il modo più semplice per cambiarli è 
quello di  definirli nel Makefile o nel file Config dell’applicazione. 
Ad esempio per impostare la potenza di trasmissione a 3 dBm basta 
aggiungere il comando: 
CFLAGS += -DCS_RF_TX_POWER=3 
Queste impostazioni vengono caricate durante la fase di compilazione del 
progetto ed è sufficiente aggiungere solo questa riga di comando per definire 
il parametro.  
Per poter leggere o scrivere i parametri durante la compilazione vengono 
inoltre fornite le funzioni CS_ReadParameter() e CS_WriteParameter() 
specificando nell’argomento l’ID (che corrisponde al nome del parametro 
seguito dal suffisso _ID) e il puntatore alla locazione di memoria in cui 
leggere/scrivere. Ad esempio un comando valido per leggere l’indirizzo di 
rete è: 
CS_ReadParameter(CS_NWK_ADDR_ID, &nwkAddr); 
Dove &nwkAddr è l’indirizzo di memoria in cui scrivere il valore letto. 
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4.2.1 Configurazione dei parametri di connessione 
 
Per fare in modo che tutti i dispositivi della rete possano comunicare sullo 
stesso canale e con le stesse proprietà è necessario impostare alcuni 
parametri che regolano il protocollo. 
I fondamentali sono: 
 
1. Schema di modulazione (CS_CHANNEL_PAGE) 
Definisce il tipo di modulazione ma nel caso del modulo oggetto della 
tesi non è necessario in quanto per la frequenza di 2,4 GHz la sola 
possibilità è la O-QPSK. 
2. Frequenza del canale (CS_CHANNEL_MASK) 
E’ un campo a 32 bit che specifica quale canale è abilitato per il 
dispositivo. Ad esempio, per 2,4 GHz abbiamo a disposizione i canali 
11÷26; trasmettere sul canale 16 implica mettere a 1 il sedicesimo bit 
e gli altri a 0: in esadecimale 0x00010000. 
3. Indirizzo esteso a 64 bit (CS_EXT_PAN_ID) 
Viene verificato durante le procedure di associazione della rete. Un 
dispositivo che vuole connettersi alla rete deve configurare il suo PAN 
ID uguale a quello del coordinatore. 
4. Parametri di sicurezza (opzionali) 
BitCloud fornisce la possibilità di avere sia una rete senza protocollo 
di sicurezza oppure usare il livello di sicurezza standard che 
implementa un protocollo AES (Advanced Encryption Standard) con 
una chiave a 128 bit(26)(27). Per sviluppare un programma con il 
livello di sicurezza attivo occorre impostare il parametro 
SECURITY_MODE (NO_SECURITY_MODE o STANDARD_SECURITY_MODE) 
in modo che avvenga il caricamento della libreria al momento della 
compilazione. 
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Nel caso in cui si voglia includere il livello sicurezza occorre impostare 
anche i parametri CS_ZDO_SECURITY_STATUS e CS_NETWORK_KEY. 
• CS_ZDO_SECURITY_STATUS=0 impone che tutti i dispositivi 
della rete abbiano la stessa chiave preconfigurata 
(CS_NETWORK_KEY) e definita nel Makefile. 
• CS_ZDO_SECURITY_STATUS=3 configura uno dei nodi 
(solitamente il coordinatore) come Trust Center. Solo questo 
dispositivo viene fornito della chiave, gli altri devono essere 
provvisti del parametro CS_APS_TRUST_CENTER_ADDRESS per 
stabilire la connessione con il Trust Center. 
 
 
4.2.2 Configurazione dei parametri del nodo 
 
In accordo con le specifiche ZigBee (cap.2.3) nella rete possono essere 
presenti tre tipi di dispositivi: 
 
1. Il coordinatore è responsabile della creazione della rete con le 
caratteristiche richieste. Una volta che ha formato la rete gli altri 
dispositivi si possono agganciare. Assume indirizzo statico 0x0000 e 
per questo motivo è possibile impostare un solo coordinatore nella rete 
2. Il router è capace di inoltrare dati verso il nodo richiesto. Come il 
coordinatore può essere adibito a entry point della rete, gli altri 
dispositivi lo identificano come genitore. Può anche essere usato come 
fonte di dati. 
3. Gli end device possono solo inviare e ricevere dati ma non possono 
inoltrarli verso altri nodi. Sono gli unici nodi della rete che possono 
usare la funzione di sleep 
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In BitCloud il tipo di dispositivo viene impostato attraverso il parametro 
CS_DEVICE_TYPE che può assumere i valori: DEVICE_TYPE_COORDINATOR (o 
0x00), DEVICE_TYPE_ROUTER (o 0x01) e DEVICE_TYPE_END_DEVICE (o 
0x02). 
 
Un’altra richiesta dello standard ZigBee è quella che impone ad ogni nodo di 
avere un identificatore unico (CS_UID). 
Durante la formazione della rete (solo nel caso del coordinatore) o quando 
un nodo si aggancia ad una rete già formata, viene associato ad ogni 
dispositivo un altro identificatore di rete: il network PAN ID a 16 bit (short 
address) usato negli header dei pacchetti dati inviati dai dispositivi.  
Come impostazione di default, il network PAN ID viene generato in modo 
casuale (indirizzamento stocastico), ma può essere anche impostato dal 
programmatore (indirizzamento statico) tramite il parametro CS_NWK_ADDR 
sia nel Maekfile, che a livello di programma con la funzione 
CS_WriteParameter(). 
Nel caso di indirizzamento statico occorre assegnare al coordinatore 
l’indirizzo 0x0000, mentre nel caso di indirizzamento stocastico il valore 
viene assegnato di default. 
Il parametro booleano CS_NWK_UNIQUE_ADDR specifica quale dei due tipi di 
indirizzamento viene usato nella rete. (statico=vero, casuale=falso). 
 
Altri parametri importanti per la configurazione del nodo sono: 
• Per gli end device: CS_NEIB_TABLE_SIZE che determina il numero 
massimo di potenziali genitori da poter scegliere in fase di aggancio 
della rete. In caso di scelta tra più dispositivi verrà scelto quello con 
la migliore qualità di connessione. 
• Per i coordinatori e i router: CS_MAX_CHILDREN_AMOUNT che limita il 
numero di dispositivi che si possono collegare al nodo. 
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• Per il coordinatore: CS_MAX_ROUTER_CHILDREN_AMOUNT specifica il 
numero massimo di router che può supportare. La differenza 
(CS_MAX_CHILDREN_AMOUNT-CS_MAX_ROUTER_CHILDREN_AMOUNT) 
specifica il numero di end device che si possono collegare direttamente 
al coordinatore. 
 
 
4.2.3 Richiesta e conferma di inizializzazione della rete 
 
Una volta settati i parametri l’applicazione può iniziare la procedura di 
inizializzazione della rete attraverso la chiamata alla funzione 
ZDO_StartNetworkReq(). 
Una volta completata la procedura di creazione (o di aggancio) della rete il 
componente ZDO dello stack informa l’applicazione del risultato della 
funzione di callback ZDO_StartNetworkConf() che attraverso la struttura 
ZDO_StartNetworkConf_t riporta le informazioni sullo stato della rete. 
 
 
Figura 54 – BitCloud – ZDO_StartNetworkReq() 
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Se la procedura viene eseguita regolarmente viene restituito il valore 
ZDO_STATUS_SUCCESS in caso contrario si ottiene il valore 
ZDO_FAIL_STATUS. Ulteriori valori di ritorno della funzione, non analizzati 
in questa tesi, sono spiegati in maniera dettagliata nella documentazione 
fornita dal produttore(28). 
 
Quando un end device si collega alla rete il nodo genitore riceve una notifica 
attraverso la funzione ZDO_MgmtNwkUpdateNotf() che setta il valore 
status della struttura ZDO_StartNetworkConf_t. 
 
Nel firmware occorre prima definire la struttura ZDO_StartNetworkReq_t 
static ZDO_StartNetworkReq_t networkParams; //request params for 
        ZDO_StartNetworkReq 
 
E successivamente definire la callback e effettuare la richiesta. 
networkParams.ZDO_StartNetworkConf = ZDO_StartNetworkConf; 
  // start network 
  ZDO_StartNetworkReq(&networkParams); 
 
 
4.3 Scambio di dati 
Dopo aver creato la rete, per poter scambiare informazioni tra un nodo e 
l’altro è necessario definire al livello applicazioni almeno un endpoint, 
attraverso la funzione APS_ReqisterEndPoint() con argomento una 
struttura del tipo APS_RegisterEndpointReq_t. 
La struttura contiene il descrittore (simpleDescriptor) che specifica 
alcuni parametri: l’ID (un numero da 1 a 240), il profilo applicazioni, il 
numero e la lista di cluster di ingresso/uscita, il campo APS_DataInd che 
specifica la callback da richiamare nel caso di ricezione di dati. I primi 3 
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campi sono espressamente richiesti dallo standard ZigBee(29) e sono necessari 
alla comunicazione. 
Un esempio di corretta inizializzazione dell’endpoint (utilizzata nel 
firmware) è: 
 
static SimpleDescriptor_t simpleDescriptor = { APP_ENDPOINT, 
APP_PROFILE_ID, 1, 1, 0, 0 , NULL, 0, NULL }; 
static APS_RegisterEndpointReq_t endpointParams; 
 
E successivamente in fase di programma: 
endpointParams.simpleDescriptor = &simpleDescriptor; 
endpointParams.APS_DataInd = APS_DataIndication; 
APS_RegisterEndpointReq(&endpointParams); 
 
Prima di iniziare la procedura di richiesta di trasmissione è necessario 
inizializzare anche la struttura APS_DataReq_t che definisce l’ ASDU 
payload (ASDU = APS Data Unit), setta alcuni parametri di trasmissione 
e la callback che verrà richiamata quando il dato è stato trasmesso 
(APS_DataConf()). 
Lo stack richiede che l’ASDU risieda in blocchi continui della RAM, per 
questo motivo, nella guida d’utilizzo(25)  viene suggerito il costrutto per la 
struttura come riportato in Figura 55. 
 
 
Figura 55 – Formato ASDU (APS Data Unit) 
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Il massimo payload consentito è limitato a 84 byte nel caso di trasmissione 
senza livello di sicurezza oppure di 53 byte nell’altro caso. 
 
Nel firmware si inserisce una nuova struttura con le caratteristiche richieste 
// Application message buffer descriptor 
BEGIN_PACK 
typedef struct 
{ 
  uint8_t header[APS_ASDU_OFFSET]; // Header  
  uint8_t data[APP_ASDU_SIZE]; // Application data 
  uint8_t footer[APS_AFFIX_LENGTH - APS_ASDU_OFFSET]; //Footer 
} PACK AppMessageBuffer_t; 
END_PACK 
static AppMessageBuffer_t appMessageBuffer; // Message buffer 
APS_DataReq_t dataReq; // Data transmission request 
 
E successivamente si specificano i campi nella struttura APS_DataReq_t. 
dataReq.asdu = appMessageBuffer.data; 
dataReq.asduLength = sizeof(appMessageBuffer.data); 
 
Altri campi importanti della struttura sono: 
dataReq.dstAddrMode = APS_SHORT_ADDRES         // Short addressing mode 
dataReq.dstAddress.shortAddress = 1;        // Destination address 
dataReq.txOptions.acknowledgedTransmission = 1; //Acknowledged  
                  transmission enabled 
dataReq.APS_DataConf = APS_DataConf;         // Confirm handler 
dataReq.profileId = simpleDescriptor.AppProfileId; // Profile ID 
dataReq.dstEndpoint = simpleDescriptor.endpoint;// Desctination endpoint 
dataReq.clusterId = APP_CLUSTER_ID;           // Desctination cluster ID 
dataReq.srcEndpoint = simpleDescriptor.endpoint;// Source endpoint 
 
Il primo termine indica che si sta utilizzando l’indirizzamento statico e di 
conseguenza occorre specificare l’indirizzo a cui è associata la richiesta. Il 
terzo serve a richiedere la conferma della ricezione da parte del nodo che 
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riceve il messaggio. Il quarto imposta la callback come descritto in 
precedenza. 
Gli altri parametri vengono ripresi dalla struttura SimpleDescriptor_t 
inizializzata in precedenza. In caso di indirizzamento casuale questi campi 
sarebbero completati in automatico dallo stack. 
 
Una volta inizializzati tutti i parametri si può procedere con la richiesta di 
trasmissione attraverso la funzione APS_DataReq(). 
 
 
Figura 56 – BitCloud – APS_DataReq() 
 
La trasmissione senza notifica di ricezione può produrre un troughput più 
alto ma non è molto affidabile, in quanto dopo la trasmissione non si può 
essere sicuri che il dato sia arrivato a destinazione. 
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4.4 Controllo Hardware 
La libreria BitCloud fornisce una serie di API che consentono al 
programmatore di interfacciarsi con il livello HAL dello stack. 
Sono supportate le principali periferiche hardware presenti sul 
microcontrollore Atmel ATmega1281 con cui è equipaggiato il modulo. 
Nello sviluppo del firmware è stato necessario approfondire le funzioni che 
controllano l’USART e l’ ADC. 
 
 
4.4.1 USART 
 
Prima di poter comunicare attraverso la USART occorre configurare la 
porta usando il descrittore HAL_UsartDescriptor_t. 
Vengono settati i parametri standard del protocollo come il canale 
(l’ATmega1281 dispone di due porte USART), la velocità di trasmissione, la 
modalità sincrona/asincrona, il controllo del flusso, la lunghezza dei dati, il 
bit di stop e quello di parità. 
Vengono inoltre definite le callback da richiamare nel caso di avvenuta 
ricezione o in  caso di trasmissione. 
 
static HAL_UsartDescriptor_t appUsartDescriptor;  // USART descriptor  
static uint8_t usartTxBuffer[APP_USART_TX_BUFFER_SIZE]; // USART Tx buffer 
static uint8_t usartRxBuffer[APP_USART_RX_BUFFER_SIZE];// USART Rx buffer 
  appUsartDescriptor.tty             = USART_CHANNEL; 
  appUsartDescriptor.mode            = USART_MODE_ASYNC; 
  appUsartDescriptor.baudrate        = USART_BAUDRATE_38400; 
  appUsartDescriptor.dataLength      = USART_DATA8; 
  appUsartDescriptor.parity          = USART_PARITY_NONE; 
  appUsartDescriptor.stopbits        = USART_STOPBIT_1; 
  appUsartDescriptor.rxBuffer        = usartRxBuffer; 
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  appUsartDescriptor.rxBufferLength  = sizeof(usartRxBuffer); 
  appUsartDescriptor.txBuffer        = NULL; // use callback mode 
  appUsartDescriptor.txBufferLength  = 0; 
  appUsartDescriptor.rxCallback      = usartBytesReceived; 
  appUsartDescriptor.txCallback      = usartWriteConf; 
  appUsartDescriptor.flowControl     = USART_FLOW_CONTROL_NONE; 
  HAL_OpenUsart(&appUsartDescriptor); 
 
Una volta impostati correttamente i parametri si può aprire la porta 
attraverso la funzione HAL_OpenUsart(). 
 
 
Figura 57 – BitCloud – USART  
 
Per trasmettere un dato sul buffer di uscita si utilizza la funzione 
HAL_WriteUsart() specificando come argomento il puntatore al buffer in 
cui sono presenti i dati e la sua lunghezza. Se si riceve un valore di ritorno 
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diverso da 0 viene richiamata la callback specificata (txCallback()) per 
notificare all’applicazione che la trasmissione è terminata. 
La USART è in grado di ricevere dati se il campo rxBuffer e 
rxBufferLenght del descrittore sono diversi dai valori NULL e 0 
rispettivamente. 
La rxCallback() viene richiamata tutte le volte che si ricevono dati, 
l’argomento della funzione deve specificare il numero di byte ricevuti. 
Conoscendo questo valore si può utilizzare la HAL_ReadUsart() 
specificando i dati da leggere. 
Quando la comunicazione è terminata si può chiudere la porta attraverso la 
funzione HAL_CloseUsart(). 
 
 
4.4.2 ADC 
 
Anche nel caso dell’ADC occorre impostare il descrittore HAL_AdcParams_t 
che specifica i parametri con cui far funzionare il convertitore. 
 
static HAL_AdcParams_t ADCParam; 
 
 ADCParam.resolution = RESOLUTION_8_BIT; 
 ADCParam.sampleRate = ADC_4800SPS; 
 ADCParam.selectionsAmount = 1; 
 ADCParam.voltageReference = AREF; 
 ADCParam.bufferPointer = &ADCData; 
 ADCParam.callback = ADCReadData; 
 HAL_OpenAdc(&ADCParam);  
 
Occorre impostare: la risoluzione (8 o 10 bit), la velocità di campionamento, 
la quantità di campioni su cui fare una media, la tensione di riferimento, il 
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buffer in cui verranno messi i dati e la callback da richiamare una volta che 
la conversione è terminata. 
A questo punto si può aprire il canale di conversione attraverso la funzione 
HAL_OpenaAdc(). 
 
 
Figura 58 – BitCloud – ADC 
 
La funzione HAL_ReadAdc() specifica come argomento il canale su cui 
effettuare la conversione, tra i quattro disponibili dal modulo (o tra tutti e 8 
i canali disponibili sull’ATmega1281 se si rinuncia all’interfaccia JTAG). 
Per chiudere l’interfaccia si utilizza la funzione HAL_CloseAdc(). 
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4.5 Descrizione del firmware 
 
Nel software fornito da Atmel sono presenti anche alcuni programmi di 
prova utilizzabili sulle schede di sviluppo, per evidenziare le potenzialità dei 
moduli e della libreria BitCloud. 
Abbiamo utilizzato, come base di partenza, il programma peer2peer.c che, 
come si intuisce dal nome, sviluppa una connessione peer-to-peer tra due 
moduli per inviare messaggi attraverso l’interfaccia seriale. 
L’utilizzo di questo programma ha reso più veloce la realizzazione del 
firmware soprattutto per quello che riguarda la fase di compilazione. 
Per ogni applicazione è necessario includere correttamente tutti i file di 
libreria e i programmi test vengono forniti di Makefile e Configuration 
file (vedi Appendice B) che consentono di evitare errori. 
Oltre ai 3 file citati, in ogni progetto, sono inclusi i file header peer2peer.h 
e serialInterface.h. 
 
Il file serialInterface.h fornisce semplicemente una serie di definizioni 
che consentono una migliore leggibilità del progetto. 
L’interfaccia seriale sfrutta le API fornite dalla libreria; in particolare si 
imposta il descrittore USART per una comunicazione asincrona ad una 
baudrate di 38400 bps senza bit di parità. La comunicazione è implementata 
come descritto precedentemente (par. 4.3).  
Nel caso di ricezione del dato viene richiamata la callback 
APS_DataIndication() che controlla l’ID del messaggio ricevuto; nel caso 
in cui sia corretto mette i dati in una struttura FIFO opportunamente 
inizializzata in fase di definizione delle variabili (fifoWriteData()). 
Successivamente si richiama la funzione usartWriteData() che ha il 
compito di copiare i dati dalla FIFO al buffer usartTxBuffer. 
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Per completare quest’ultimo passaggio si richiama la funzione 
fifoReadData(). In Figura 59 riportiamo un diagramma della procedura. 
 
 
Figura 59 – peer2peer.c – flusso di ricezione dati 
 
Per inviare i dati ricevuti dall’interfaccia seriale si utilizza la callback 
usartByteReceived() definita nella struttura HAL_UsartDescriptor_t. 
La funzione controlla il buffer di ingresso USART e copia il messaggio nel 
campo dati della struttura APS_DataInd_t. Successivamente si richiama 
networkSendData() che, in caso di nuova trasmissione, si occupa di 
inizializzare la struttura APS_DataInd_t con i parametri corretti per 
individuare il modulo ricevitore. Infine si occupa di lanciare la richiesta di 
trasmissine con il comando APS_DataReq(). 
 
 
Figura 60 - peer2peer.c – flusso di invio dati 
 
Quando il dato viene inviato si attende il messaggio di conferma, se il dato 
non viene ricevuto dal nodo indicato nell’indirizzo dell’endpoint, viene 
ritrasmesso.  
 
In peer2peer.h sono definiti alcuni parametri necessari alla comunicazione 
con il canale USART e impostazioni dell’endpoint; inoltre vengono definiti 
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gli stati utilizzati in APL_TaskHandler (par 4.5.1 e 4.5.2) e le strutture 
dati necessarie a ricevere e inviare i messaggi. 
Rispetto a quanto descritto nel paragrafo 4.3 l’ASDU payload comprende 
un campo messageId oltre al campo dati; i messaggi ricevuti, per essere 
accettati correttamente, devono avere il giusto ID. 
BEGIN_PACK 
// Application network messsage descriptor 
typedef struct PACK 
{ 
  uint8_t messageId;                           // message ID 
  uint8_t data[APP_MAX_PACKET_SIZE];           // data 
} PACK AppMessage_t; 
 
// Application network messsage buffer descriptor 
typedef struct PACK 
{ 
  uint8_t header[APS_ASDU_OFFSET];  // Auxiliary header (required by stack) 
  AppMessage_t message;            // Application message 
  uint8_t footer[APS_AFFIX_LENGTH - APS_ASDU_OFFSET]; // Auxiliary footer 
                                                        (required by stack) 
} PACK AppMessageBuffer_t; 
END_PACK 
 
Per entrambe le schede è stata elaborata una soluzione che implementa una 
macchina a stati basata sulla funzione APL_TaskHandler, come richiesto 
dallo stack, ma con effetti diversi analizzati in dettaglio nei successivi due 
paragrafi. 
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4.5.1 Unità di testa d’albero 
 
Il firmware caricato sull’unità di testa d’albero è sviluppato sulla funzione 
APL_ThaskHandler() e sulle informazioni ricevute dal livello ZDO in 
relazione allo stato della rete. 
Di seguito è riportato il flusso del programma in funzione dei tre possibili 
stati in cui si può trovare il modulo. 
 
Figura 61 – Flusso di programma – Unità di testa d’albero 
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Una volta caricata la libreria il programma entra nello stato 
APP_INITIAL_STATE in cui viene inizializzata l’interfaccia seriale attraverso 
la funzione initSerialInterface() che imposta i parametri del descrittore 
HAL_UsartDescriptor_t. Successivamente si procede con l’impostazione 
dei parametri del nodo (funzione initnetwork())  assegnando l’indirizzo 
statico e impostando il tipo di dispositivo. L’unità di testa d’albero 
viene utilizzata come router a cui viene assegnato l’indirizzo 1. 
La funzione imposta il nuovo stato APP_NETWORK_JOINING_STATE e di 
conseguenza si procede con l’inizializzazione della rete attraverso la funzione 
startNetwork() che ha il compito di impostare la callback della funzione 
ZDO_StartNetworkReq() ed effettuare la richiesta come imposto dallo 
stack. 
A questo punto il controllo passa al livello ZDO e si ha un cambiamento di 
stato solo quando il router individua una rete e effettua la connessione 
cambiando lo stato del descrittore ZDO_StartNetworkConf_t in 
ZDO_SUCCESS_STATUS. 
Una volta effettuata la connessione si inizializza l’ADC (ADCinit()) e si 
richiama la funzione startADCTimer() che ha il compito di far partire un 
timer per effettuare il campionamento ad intervalli regolari. 
 
L’impostazione del  timer sfrutta una API della libreria nella forma: 
  ADCTimer.interval = 10000;    //1 misura ogni 10 secondi 
  ADCTimer.mode     = TIMER_REPEAT_MODE; 
  ADCTimer.callback = ADCTimerFired; 
  HAL_StartAppTimer(&ADCTimer); 
 
Nell’ordine, vengono impostati l’intervallo di tempo del timer (in ms), la 
modalità di funzionamento (singola o continua) e la callback da richiamare 
quando viene resettato il contatore. Infine si fa partire il timer tramite la 
funzione HAL_StartAppTimer(). 
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La calback esegue semplicemente la lettura del canale 1 del convertitore 
A/D. 
static void ADCTimerFired(void){ 
 HAL_ReadAdc(HAL_ADC_CHANNEL1);   //legge dal canale 1 
 } 
 
Quando il dato è campionato viene richiamata la funzione ADCReadData() 
che legge il dato dal buffer, lo converte in stringa e lo invia al modulo 
sull’unità di bordo. 
static void ADCReadData(){ 
 memcpy(usartTxBuffer,"ADCRead\n\r", 9);             //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 9); 
 char buf[5];            //conversione del dato ADC 
 itoa(ADCData, buf, 10);             //in stringa per l'invio 
 strcat(buf,"\n\r");//aggiunta dei caratteri a capo e ritorno carrello 
 memcpy(&appMessageBuffer.message.data, buf , 5);//copia della stringa 
                                                         nel buffer d'invio 
 actualDataLength =5;         //lunghezza buffer da trasmettere 
      networkSendData(true);          //invio dati 
 } 
 
Nel caso in cui il modulo perda la rete lo stato del descrittore 
ZDO_StartNetworkConf_t diventa ZDO_NETWORK_LOST_STATUS ed entra 
in APP_NETWORK_JOINING_STATE tentando una nuova connessione 
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4.5.2 Unità di bordo 
 
La struttura del firmware è simile a quella descritta in precedenza e tiene in 
considerazione i compiti che il modulo deve svolgere. 
 
Figura 62 – Flusso di programma – unità di bordo 
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Nel primo stato vengono inizializzati anche i led presenti sulla scheda 
tramite la funzione appOpenLeds() che richiama la funzione 
BSP_OpenLeds() della libreria. 
Come descritto nel capitolo 4.1 il livello BSP si riferisce al supporto delle 
schede su cui sono montati i moduli; c’è stata quindi la necessità di 
modificare alcuni file di libreria (vedi Appendice D) per correggere i 
collegamenti utilizzati dai led. 
 
Si arriva nello stato APP_NETWORK_JOINED_STATE con le stesse modalità 
dell’unità di testa d’albero. L’unica eccezione è nell’indirizzamento e nella 
tipologia di dispositivo: l’unità di bordo viene utilizzata come 
coordinatore a cui viene assegnato l’indirizzo 0. 
In questo stato il dispositivo accende il led blu che indica la corretta 
inizializzazione della rete. Quando un altro modulo si connette alla rete lo 
stato di ZDO_StartNetworkConf_t cambia in ZDO_ CHILD_JOINED_STATUS 
e in questo caso si fa partire un timer che richiama la callback 
startingNetworkTimerFired() che fa commutare lo stato del led; questa 
strategia viene utilizzata per far lampeggiare il led blu. 
static void startingNetworkTimerFired(void){ 
  appToggleLed(LED_BLUE);  //cambia lo stato del led 
} 
 
L’applicazione rimane in questo stato in attesa di ricevere messaggi o di 
inviarli per via seriale. 
Quando un end device perde la connessione (ZDO_CHILD_REMOVED_STATUS) 
si attiva una subroutine che blocca il lampeggiare del led blu e lo riporta 
nello stato acceso per notificare l’assenza di altri dispositivi connessi.  
L’uscita dallo stato può avvenire nel caso in cui si perda la rete 
ZDO_NETWORK_LOST_STATUS.
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5. Test e collaudo 
 
 
 
 
Una fase importante del lavoro di tesi è stata quella che ha riguardato i test 
e le misure sui circuiti realizzati. 
Alcuni errori nella saldatura dei componenti PCB hanno fatto sì che in un 
primo momento alcune misure non risultassero attendibili, per cui si è 
proceduto con un analisi accurata delle tensioni elettriche su tutto il circuito 
prima di individuare gli errori e procedere con le verifiche funzionali del 
progetto. 
 
 
5.1 Verifiche elettriche 
Le misure elettriche hanno interessato tutte le parti del circuito, a partire 
da quelle di alimentazione fino alla verifica dei valori di tensione sui circuiti 
di condizionamento del segnale.  
Inoltre, dopo la saldatura dei componenti, sono stati controllati tutti i 
collegamenti per verificarne il corretto funzionamento. 
In particolare è stato controllato il circuito di condizionamento e quello di 
alimentazione dell’ unità di testa d’albero e sono state fatte alcune misure 
sui pannelli solari. 
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5.1.1 Circuito di condizionamento 
 
Uno dei primi test è stato eseguito per verificare i collegamenti del circuito 
di condizionamento in ingresso ai canali ADC dell’unità di testa d’albero. 
In primo luogo è stato verificato il funzionamento dei diodi di protezione che 
entrano in gioco quando, per errore nei collegamenti, si applicano segnali 
maggiori di 3,3V. Successivamente si è verificato il corretto partizionamento 
del segnale sui canali ADC e sul canale digitale per la misura di intensità 
del vento. 
 
Nei due grafici successivi vengono riportati i valori di ingresso, applicati 
sulla morsettiera della scheda da un alimentatore stabilizzato, e i valori 
misurati dal multimetro in uscita dal circuito di condizionamento. 
 
Figura 63 – Test elettrico canale ADC 
1 2 3 4 5 6 7 8 9 10 11 12 13
IN 0,5 1 1,5 2 2,5 3 3,5 4 4,5 5 5,5 6 6,5
OUT 0,252 0,501 0,751 1 1,25 1,499 1,749 1,998 2,247 2,497 2,746 2,996 3,245
0
1
2
3
4
5
6
7
T
en
si
o
n
e 
(V
)
Ingresso "AD1"
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Figura 64 - Test elettrico canale Digitale 
 
 
5.1.2 Circuito di alimentazione – Unità di testa d’albero 
 
Come specificato nel capitolo 2.1 la parte critica del progetto risiede 
nell’alimentazione della scheda collocata in testa d’albero. 
Nel corso della tesi sono state fatte misure diverse per verificare le tensioni 
relative alle uscite dei regolatori DC-DC e del regolatore a 3,3V. 
 
Per quanto riguarda il regolatore di ingresso e il circuito MPP le misure 
effettuate hanno evidenziato la particolare sensibilità del sistema alle 
regolazioni del trimmer che controlla la tensione di riferimento (RV1 in 
Figura 65). 
1 2 3 4 5 6 7 8 9 10
IN 0,5 1 1,5 2 2,5 3 3,5 4 4,5 5
OUT 0,327 0,652 0,977 1,302 1,627 1,952 2,277 2,6 2,957 3,251
0
1
2
3
4
5
6
T
en
si
o
n
e 
(V
)
Ingresso "Digitale"
  
Figura 
 
I test sono stati effettuati collegando il terminale di ingresso V
alimentatore stabilizzato e variando la tensione da 1V fino al valore di 4,5V 
per verificare la funzionalità step down del dispositivo
Ulteriori misure sono state eseguite sulla cascata dei due regolatori DC
misurando il valore di tensione che verrà utilizzato per alimentare i sensori 
dell’anemometro. 
 
Il test è stato effettuato collegando la scheda all’alimentatore (che consente 
la visualizzazione di tensione e corrente erogata) e in uscita ad un carico 
elettronico impostato in modalità a 
riportato in Figura 66. 
5. TEST E COLLAUDO
 
95 
65 – Schema circuitale DC-DC 
(9). 
corrente imposta. Lo schema del test è 
 
 
IN ad un 
-DC 
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Figura 66 – Test di misura VOUT e IOUT 
 
Il test vuole verificare la bontà del progetto per quello che riguarda le sole 
tensioni e correnti di uscita in quanto, con questi collegamenti, non si tiene 
di conto dell’effettiva alimentazione a batteria e dell’effetto dei pannelli 
solari. Sono state effettuate tre misure diverse con correnti di uscita pari a 
110 mA, 150 mA e 180mA, le misure sono riportate nelle tabelle successive. 
 
Alimentatore 
Carico 
Elettronico 
Vin Iin (mA) Vout Iout(mA) 
2,5 460 6,44 110 
2,6 438 6,44 110 
2,7 420 6,44 110 
2,8 402 6,44 110 
2,9 386 6,44 110 
3 373 6,44 110 
3,1 360 6,44 110 
3,2 345 6,44 110 
3,3 331 6,44 110 
3,4 318 6,44 110 
3,5 307 6,44 110 
3,6 297 6,44 110 
3,8 280 6,44 110 
4 273 6,44 110 
4,2 258 6,45 110 
4,5 250 6,45 110 
4,8 245 6,45 110 
Alimentatore 
Carico 
Elettronico 
Vin Iin (mA) Vout Iout(mA) 
3,1 468 6,41 150 
3,2 448 6,41 150 
3,3 430 6,41 150 
3,4 412 6,41 150 
3,5 399 6,41 150 
3,6 386 6,41 150 
3,7 374 6,4 150 
3,8 363 6,4 150 
3,85 360 6,4 150 
3,88 366 6,35 150 
3,89 370 6,18 150 
3,9 357 5,88 150 
3,91 372 6,41 150 
3,92 371 6,41 150 
4 361 6,42 150 
4,1 350 6,42 150 
4,3 333 6,42 150 
  
4,4 328 6,42 
4,5 324 6,42 
4,6 319 6,42 
4,7 316 6,42 
4,8 317 6,42 
 
Alimentatore 
Carico 
Elettronico
Vin Iin (mA) Vout Iout(mA)
3,1 450 5,83 
3,2 500 6,16 
3,3 481 6,17 
3,4 462 6,14 
3,5 447 6,13 
3,6 434 6,15 
3,7 420 6,18 
3,8 407 6,14 
 
Con corrente di uscita pari a 110mA non si riscontrano problemi sulla 
tensione di uscita; con assorbimento maggiore si evidenziano problemi per 
tensioni di alimentazione intorno a 3,9V e un peggioramento dell’efficienza 
per tensioni di alimentazioni troppo basse.
Figura 
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150 
150 
150 
150 
150 
 
 
180 
180 
180 
180 
180 
180 
180 
180 
3,85 402 6,17
3,88 403 6,16
3,89 400 5,75
3,9 260 5,35
3,91 250 5,33
3,92 396 5,83
3,93 396 5,83
3,94 396 5,84
4 393 5,94
4,1 389 6,06
4,2 384 6,18
4,3 379 6,28
4,4 374 6,31
4,5 369 6,27
4,6 363 6,29
4,7 359 6,29
4,8 355 6,3
 
67 – Test alimentazione 
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Una delle ultime misure è stata effettuata con la batteria connessa alla 
scheda; anche in questo caso non sono state riscontrate anomalie con la 
tensione di uscita dello step up e con il regolatore a 3,3V utilizzato come 
alimentazione del modulo ZigBee. 
 
 
5.1.3 Pannelli solari 
 
Per i pannelli solari ci siamo limitati a verificare le caratteristiche rilevate 
dai datasheet per cercare di dare una stima sul numero di elementi necessari 
alla nostra applicazione. 
Il test è stato effettuato utilizzando due multimetri, uno per misurare la 
tensione fornita dal pannello e l’altro per la corrente erogata. Uno schema 
del test è riportato in  Figura 68. 
 
Figura 68 – Misura delle caratteristiche del pannello solare 
 
Le misure sono state effettuate utilizzando tre carichi diversi pari a 200 Ω , 
50 Ω e 20 Ω all’esterno in una giornata di sole alle ore 14 circa. I valori 
misurati sul singolo pannello sono riportati in Tabella 5. 
  
V I (mA)
4,422 
4,416 
4,412 
2,004 
2,004 
0,694 
0,693 
Tabella 5 – Pannello solare 
 
Con quattro pannelli in parallelo abbiamo ottenuto risultati migliori con il 
carico pari a 20 Ω. In questo caso la tensione misurata 
una corrente erogata pari a 120,56 mA come evidenziato in 
 
Figura 69 
 
Rispetto alle caratteristiche del datasheet abbiamo ottenuto prestazioni 
leggermente inferiori ai massimi valori elenca
illuminazione ottimale. 
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 R (Ω) Potenza (mW) 
20,44 200 90,39 
20,42 200 90,17 
20,41 200 90,05 
30,85 50 61,82 
30,84 50 61,80 
31,72 20 22,01 
31,69 20 21,96 
– misure di corrente e tensione
è stata di 2,634V con 
Figura 
– Pannelli solari – misura in parallelo
ti per condizioni di 
 
 
69. 
 
 
5. TEST E COLLAUDO 
 
 
100 
 
 
Uno degli ultimi test ha riguardato il collegamento dei pannelli all’unità di 
testa d’albero completamente montata e provvista di batteria. 
 
Figura 70 – Pannelli solari connessi a unità di testa d’albero 
 
Abbiamo riscontrato un problema quando si connette la batteria al resto del 
circuito attraverso l’interruttore presente sulla scheda. 
Il problema ci è sembrato riferito al circuito MPP che non fa lavorare il 
pannello nella condizione di massima potenza ma in una condizione vicina al 
cortocircuito (0,43V e 126,35 mA come evidenziato in Figura 71). 
 
Analizzando le possibili cause del problema abbiamo confrontato il circuito 
proposto dall’application note della Texas Instruments(10) (vedi capitolo 
2.1.4 Figura 20), con il circuito progettato (vedi capitolo 3.1.6  Figura 43). 
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Nel circuito oggetto della tesi la resistenza R10 è stata erroneamente posta 
al di fuori della catena di reazione. In questo modo scompare l’effetto 
sull’amplificazione dell’amplificatore invertente. 
Le cause del problema dovrebbero essere oggetto di un’analisi più 
approfondita nel caso di sviluppi futuri. 
   
 
Figura 71 - Pannelli solari connessi a unità di testa d’albero – assorbimento di 
corrente 
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5.2 Verifiche funzionali 
 
Una volta risolte le problematiche elettriche è stato possibile portare avanti 
alcuni test sulla funzionalità del modulo e verificare lo sviluppo del 
firmware. 
Prima di questo ultimo passaggio è stata verificata la corretta 
programmazione anche attraverso l’ISP non ufficialmente supportato e il 
test attraverso un programma fornito dalla casa produttrice sviluppato con 
la libreria BitCloud. 
 
 
5.2.1 Bootloader e ISP 
 
Il modulo viene fornito di bootloader precaricato(30) sulla memoria 
dell’ATmega1281 e di un software che consente l’invio dei dati attraverso 
l’interfaccia seriale. Il codice di bootstrap è in grado di programmare sia la 
memoria flash del microcontrollore che la EEPROM. Il protocollo di 
comunicazione accetta file nel formato Motorola S-record (SREC). 
Per programmare il dispositivo occorre connettere il PC ad un interfaccia 
seriale; in questo lavoro di tesi è stata utilizzata la scheda di sviluppo Atmel 
STK500(31) collegata attraverso un convertitore USB-UART ad un PC. 
I collegamenti tra la scheda e il modulo sono riportati in Tabella 6. 
 
STK500        Zigbit 
RS232_RXD 13 UART_TXD 
RS232_TXD 14 UART_RXD 
Tabella 6 – Collegamenti RS232 – Zigbit 
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In caso di programmazione attraverso il bootloader occorre prestare 
attenzione al fatto che il firmware non sovrascriva gli ultimi 2KB di 
memoria (a partire dall’indirizzo 0xFC00); in questo spazio è infatti inserito 
il codice di bootstrap. 
Nel caso in cui non sia presente il bootloader, o se viene cancellato, è 
possibilie ricaricarlo attraverso il file bootloader.hex contenuto nei file 
forniti con BitCloud. E’ importante controllare la corretta impostazione dei 
bit fuse secondo quanto indicato nella guida di utilizzo(30). 
 
Fuse Valore 
Brown-out detection disabled [BODLEVEL=111] 
JTAG Interface Enabled [JTAGEN=0] 
Serial program downloading (SPI) enabled [SPIEN=0] 
Boot Flash section size=1024 words Boot start     
address=$FC00 
[BOOTSZ=10] 
Divide clock by 8 internally [CKDIV8=0] 
Int. RC Osc.; Start-up time: 6 CK + 65 ms [CKSEL=0010 SUT=01] 
Boot Reset vector Enabled (default 
address=$0000) 
[BOOTRST=0] 
Tabella 7 – Fuses ATmega1281 
 
Al quale corrispondono i valori 0xFF, 0x9C, 0x62, visualizzabili tramite 
AVR Studio 4. 
In fase di test il bootloader è stato cancellato e ricaricato attraverso la 
programmazione ISP le cui connessioni sono state descritte nel paragrafo 
3.1.1. 
La programmazione è stata effettuata attraverso il software AVR Studio 4 e 
la connessione con la STK500 o con il programmatore Atmel AVRISP 
MKII. 
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Abbiamo riscontrato che occorre prestare particolare attenzione 
alla frequenza utilizzata per l’upload del firmware per non 
danneggiare i moduli; in particolare abbiamo utilizzato una frequenza di 
115,2 kHz. 
 
 
5.2.2 SerialNet 
 
SerialNet(32) è un’ applicazione specifica sviluppata dal costruttore come 
estensione delle API BitCloud. Offre il controllo dello stack attraverso una 
interfaccia seriale e attraverso i comandi standard AT senza richiedere una 
programmazione C del dispositivo.  
L’applicazione SerialNet fornisce un rapido controllo sulle funzionalità di 
una rete ZigBee PRO: il dispositivo esegue le richieste provenienti dall’host 
e fornisce delle risposte che possono essere visualizzate dal PC. 
 
 
Figura 72 - – SerialNet – Utilizzo 
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Per i test dell’applicazione abbiamo sfruttato l’interfaccia RS232 di due 
schede STK collegate attraverso l’USB ad un PC e utilizzando due terminali 
separati, venivano inviati i comandi e ricevute le risposte. 
 
 
Figura 73 -  SerialNet - Collegamenti Test  
  
Principi del Protocollo 
  
L’applicazione supporta una serie di comandi AT(32) che forniscono il 
controllo di diverse funzionalità del modulo ZigBee. I comandi di 
Read/Write dei registri possono essere usati per accedere ai parametri di 
configurazione del dispositivo e della rete. Il principio base del protocollo è 
illustrato in Figura 72. 
  
 
Figura 74 – SerialNet - Protocollo  
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 Il dispositivo Host può trasmettere una riga di comando con un prefisso 
"AT" seguito dal comando o da più comandi che devono essere eseguiti in 
sequenza. Dopo l’esecuzione di ciascun comando viene restituita la risposta 
del modulo in formato ASCII visualizzabile dal terminale avviato sul PC.  
Il risultato finale della riga di comando viene visualizzato quando sono stati 
eseguiti tutti i singoli comandi. Nel caso in cui uno dei comandi venga 
eseguito non correttamente viene interrotta la sequenza e viene visualizzato 
il codice di ritorno ERROR, in caso contrario viene visualizzato OK. 
 
Configurare la rete 
 
Il primo test è stato la configurazione dei parametri della rete. Uno dei nodi 
deve avere la funzionalità di coordinatore, l’altro nodo è stato impostato 
come end device. E’ importante che tutti i nodi abbiano diverso indirizzo 
esteso (MAC) e diverso indirizzo short (NWK). Il coordinatore può avere 
indirizzo NWK uguale a zero, mentre gli altri nodi devono averlo diverso. 
  
La sequenza di comandi per il coordinatore è riportato in Tabella 8. 
Comando/Risposta Commento 
ATX  Setta il nodo per trasmettere EVENTI e DATI 
all’host 
OK   
AT+GSN=1  Setta l’indirizzo esteso per il nodo 
OK   
AT+WPANID=1620  Setta il PAN ID esteso del nodo 
OK   
AT+WCHMASK=100000  Setta il canale del nodo (in questo esempio 
viene settato solo il canale 0x14) 
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OK   
AT+WROLE=0 +WSRC=0   Setta il ruolo di coordinatore e lo short addres 
pari a 0x0000  
OK   
AT+WJOIN  Crea la rete 
OK  Codice di ritorno in caso di creazione della rete 
avvenuta con successo 
 Tabella 8 - Configurazione del coordinatore della rete 
 
E per l’end device nella Tabella 9. 
 Comando/Risposta Commento 
ATX  Setta il nodo per trasmettere EVENTI e DATI 
all’host 
OK   
AT+GSN=2  Setta l’indirizzo esteso per il nodo 
OK   
AT+WPANID=1620  Setta il PAN ID esteso del nodo 
OK   
AT+WCHMASK=100000  Setta il canale del nodo (in questo esempio 
viene settato solo il canale 0x14) 
OK   
AT+WROLE=2 +WSRC=55  Setta il ruolo di end device e  lo short addres 
pari a 0x0055  
OK   
AT+WJOIN  Richiesta di collegamento alla rete presente 
OK Indicazione di avvenuto collegamento alla rete 
Tabella 9 - Configurazione End Device 
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Il risultato del test è stato catturato con una schermata video sul PC Host. 
Da notare come il coordinatore venga informato dell’avvenuta connessione 
da parte di un dispositivo sulla rete. 
 
Figura 75 – SerialNet - Creazione della rete – Schermata video 
 
Per disconnettersi dalla rete si utilizza il comando AT+WLEAVE, anche in 
questo caso il coordinatore viene informato dell’evento. 
 
 
Figura 76 – SerialNet - Abbandono della rete – Schermata video 
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Verifica dello stato della rete e comunicazione base 
 
Una volta creata la rete abbiamo testato la possibilità di comunicazione tra 
i due moduli 
Comando/Risposta Commento 
AT+WNWK  Richiesta dello stato della rete 
OK  La risposta affermativa implica che il nodo è 
connesso alla rete 
AT+WWAIT=3000 
OK  
ATD55  
HELLO  
OK 
Setta un time out di 3 secondi da aspettare per 
l’input e invia la parola "HELLO" al nodo con short 
address = 55 
 Tabella 10 – Verifica dello stato della rete attraverso il coordinatore 
 
In modo simultaneo la parola HELLO apparirà sul terminale connesso al 
router nella forma di un evento DATI come evidenziato in Tabella 11: 
  
Comando/Risposta Commento 
DATA 
0000,0,5:HELLO 
Il dato (5 byte) arriva dal dispositivo con indirizzo 0  
 
Tabella 11 – Verifica dello stato della rete da un terminale router 
 
Sul PC abbiamo visualizzato la corretta comunicazione da entrambi i 
moduli. 
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Figura 77 – SerialNet – Comunicazione dati – Schermata video 
 
Comandi remoti 
 
Il comando ATR fornisce un meccanismo per eseguire su un nodo remoto 
qualsiasi comando AT supportato. In questo modo si può monitorare e 
configurare in modo wireless un qualsiasi nodo della rete. Un esempio è 
riportato in Tabella 12.  
Comando/Risposta Commento 
ATR 55,0,S120=3 S121=3 S122=3 
OK  
ATR 55,0,S123=1 S124=1 S125=1  
OK  
ATR 55,0,S130=1 S131=0 S132=1  
OK  
ATR 55,0,S133? S134? S135?  
1  
0  
0  
OK  
Configura GPIO0, GPIO1, 
GPIO2 come uscite 
Configura GPIO3, GPIO4, 
GPIO5 come ingress e attiva il 
pull-up interno  
Controlla gli ingressi GPIO3, 
GPIO4, GPIO5 
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ATR55,0,+GMI?  
+GMI:MESHNETICS  
OK  
Richiede il modello e il RSSI da 
un router 
Tabella 12 – Esempio di comando ATR  
 
Per testare questa funzionalità abbiamo utilizzato il comando che richiede la 
conversione analogico-digitale, dopo aver impostato correttamente l’ADC sul 
dispositivo remoto. 
 
Configurazione ADC 
 
Il comando che seleziona la configurazione di un particolare pin di A/D ha 
la seguente sintassi: S100=<valore>. 
valore  è un numero esadecimale: i 4 bit meno significativi possono essere 
usati per abilitare o disabilitare ciascuno dei 4 canali ADC gli altri bit 
possono essere trascurati.  
Se il bit viene impostato a 0 la conversione del corrispondente canale ADC è 
disabilitata e il pin ADC va in alta impedenza senza pull-up interno. Se il 
bit viene impostato a 1 allora si abilita il canale. La conversione viene 
eseguita in modalità singola a 8 bit. Prima di eseguire la richiesta di lettura 
è necessario abilitare il canale altrimenti non viene restituito nessun valore. 
Ad esempio  ATS100=08 abilita la conversione sul pin AD3 
 
Il comando S<reg>? legge il particolare pin dell’ ADC specificato da reg e 
restituisce il valore in formato decimale. 
reg corrisponde ai pin AD0..AD3 espressi nel range 101..104.  
 
Abbiamo testato la conversione sul canale 1 dell’ADC e successivamente 
abbiamo ripetuto la misura da remoto. 
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Nelle varie misure è risultato esserci sempre una piccola variazione tra il 
valore misurato dal modulo e quello ricevuto da remoto. 
 
 
Figura 78 – SerialNet – ADC – Schermata video 
 
 
5.2.3 Firmware 
 
Il firmware è stato testato con le stesse modalità descritte in precedenza; i 
due moduli sono stati connessi attraverso l’interfaccia RS232 di due schede 
STK500 al PC. 
La scheda “unità di testa d’albero” veniva alimentata tramite la batteria, 
l’“unità di bordo” è stata alimentata a 6,5V con un alimentatore stabilizzato. 
 
  
Figura 79 
 
Figura 
 
Il risultato del test evidenzia come il firmware inizializza correttamente i
due moduli e successivamente proceda con le conversioni.
In ingresso al canale 1 dell’ADC è stata portata l’alimentazione della 
batteria pari a 3,8V. Come risultato del condizionamento il convertitore 
doveva campionare una tensione pari a 1.919V.
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– Test del firmware - Schema a blocchi
80 – Test del firmware 
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Il convertitore è impostato in modalità ad 8 bit e rileva un valore di 148 
sulla base di AREF=3,3V; per cui  
MNO = 148 ∙ 3,3256 = 1,908 
 
Nella terza e quarta misurazione è stata campionata la tensione di 3,28V, 
risultato del condizionamento della tensione di alimentazione pari a 6,5V. 
In questo caso si ha: 
MNO = 254 ∙ 3,3256 = 3,274 
 
Negli ultimi due casi in ingresso non era presente nessun collegamento e 
quindi si è campionato 0. 
 
 
Figura 81 – Test del firware – Schermata video 
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6. Conclusioni 
 
 
 
 
In questo lavoro di tesi è stato sviluppato un progetto di un applicazione 
wireless low-power che consenta di eliminare il cablaggio di un anemometro, 
posto sulla cima dell’albero di una imbarcazione a vela.  
Per questo motivo sono state progettate le due schede “Unità di testa 
d’albero” e “Unità di bordo” in modo da consentire lo scambio di dati tra i 
due moduli e il ricondizionamento del segnale in modo da utilizzare le 
strumentazioni di bordo già presenti. In questo modo si possono sfruttare 
elementi che costituiscono il miglior stato dell’arte presente in questo campo 
come l’ unità centrale di controllo prodotta da B&G. 
 
Il lavoro di tesi ha permesso di affrontare tutte le fasi di un flusso di 
progettazione di un sistema elettronico: siamo partiti dall’analisi del 
problema iniziale considerando le grandezze elettriche  che hanno fornito le 
prime specifiche. Successivamente è stata fatta un’analisi sullo stato 
dell’arte per quello che riguarda le applicazioni di pannelli solari per la 
ricarica delle batterie e in particolar modo per basse potenze. Una volta 
individuate le soluzioni circuitali è stata fatta una ricerca dei dispositivi 
disponibili dai fornitori di componenti e contestualmente è stato iniziato il 
progetto dello schema circuitale. Abbiamo proseguito con il progetto del 
PCB realizzato seguendo le specifiche necessarie alla realizzazione materiale 
delle schede. Una volta realizzate si è proceduto alla saldatura dei 
componenti e alla successiva verifica della parte elettrica del circuito. Come 
ultimo sviluppo abbiamo realizzato un firmware che consentisse di verificare 
la funzionalità delle schede progettate. 
6. CONCLUSIONI 
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Il progetto è arrivato ad una fase intermedia in cui è stato possibile 
evidenziare la funzionalità complessiva dei circuiti ma non si è ancora 
arrivati all’analisi completa di tutti gli aspetti di studio.  
Durante la fase di test e misura sono state riscontrate alcuni errori di 
routing risolti semplicemente interrompendo fisicamente le piste su PCB e 
collegando i componenti attraverso dei fili. Le modifiche da apportare per 
sviluppi futuri sono riportate nell’appendice E. 
 
Occorre analizzare in maniera approfondita il comportamento della carica 
della batteria attraverso i pannelli solari e attraverso le soluzioni circuitali 
proposte in questo elaborato di tesi. 
Inoltre è necessario sviluppare il firmware in modo che i dati ricevuti 
dall’unità di bordo vengano inoltrati, attraverso l’interfaccia I2C, al 
convertitore DAC in  modo da verificare la corretta rigenerazione del 
segnale. 
Come ultima analisi c’è la necessità di collaudare il sistema a bordo di una 
imbarcazione per verificare, oltre alla corretta ricostruzione dei segnali, 
anche il range di trasmissione ZigBee. 
In questo senso la scelta del modulo Zigbit prodotto da Atmel si può 
rivelare indicata in quanto la stessa casa produttrice ne produce altri con la 
stessa architettura interna, ma con la possibilità di collegare antenne per 
migliorare la potenza di trasmissione e ricezione. In questo modo si 
dovrebbero apportare piccole modifiche al progetto e non ci sarebbe la 
necessità di cambiare il firmware sviluppato.  
 
I successi ottenuti fino a questo punto incoraggiano nello sviluppo del 
progetto secondo quanto indicato. 
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Appendice B – Firmware - Unità di testa 
d’albero  
 
 
 
 
peer2peer.c 
/**********************************************************************//** 
 \Firmware per progetto Unità di testa d'albero 
 \basato su Peer2Peer.c della libreria BitCluod 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
**************************************************************************/ 
/************************************************************************** 
                    Includes section 
**************************************************************************/ 
#include <types.h> 
#include <configServer.h> 
#include <appTimer.h> 
#include <zdo.h> 
#include <peer2peer.h> 
#include <serialInterface.h> 
#include <adc.h> 
#include <stdlib.h> 
 
/************************************************************************** 
                    Variables section 
**************************************************************************/ 
// Network related variables 
static uint16_t nwkAddr;                     // Own NWK address 
static AppMessageBuffer_t appMessageBuffer;  // Application message buffer 
static uint8_t messageIdTx = 0;       // Application transmitted message ID 
static uint8_t messageIdRx = 0;     // Next expected ID of received message 
static uint16_t actualDataLength = 0;   // Actual data length to be  
                                           transmitted via network 
 
// Data indications FIFO related variables 
static uint8_t apsDataIndFifo[APP_DATA_IND_BUFFER_SIZE]; 
static uint16_t apsDataIndFifoStart = 0; 
static uint16_t apsDataIndFifoEnd = 0; 
 
// USART related variables 
static HAL_UsartDescriptor_t appUsartDescriptor; // USART descriptor  
                                                    (required by stack) 
static bool usartTxBusy = false;   // USART transmission transaction status 
static uint8_t usartTxBuffer[APP_USART_TX_BUFFER_SIZE]; // USART Tx buffer 
static uint8_t usartRxBuffer[APP_USART_RX_BUFFER_SIZE]; // USART Rx buffer 
 
// Application related parameters 
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static AppState_t appState = APP_INITIAL_STATE;  // application state 
static AppDataTransmissionState_t appDataTransmissionState = 
APP_DATA_TRANSMISSION_READY_STATE; 
static ZDO_StartNetworkReq_t networkParams; // request params for 
                                               ZDO_StartNetworkReq 
static APS_DataReq_t apsDataReq; 
 
// Endpoint parameters 
static SimpleDescriptor_t simpleDescriptor = { APP_ENDPOINT, 
APP_PROFILE_ID, 1, 1, 0, 0 , NULL, 0, NULL }; 
static APS_RegisterEndpointReq_t endpointParams; 
static bool noIndications = false; 
 
// Timer indicating starting network during network joining. 
// Also used as delay timer between APS_DataConf and APS_DataReq. 
static HAL_AppTimer_t delayTimer; 
 
 
//ADC variables 
static HAL_AppTimer_t ADCTimer                   //timer che regola l'ADC 
static HAL_AdcParams_t ADCParam; 
static uint8_t ADCData; 
 
/************************************************************************** 
                    Static functions declarations section 
**************************************************************************/ 
static void APS_DataIndication(APS_DataInd_t* dataInd); 
static void APS_DataConf(APS_DataConf_t* confInfo); 
static void ZDO_StartNetworkConf(ZDO_StartNetworkConf_t* confirmInfo); 
static void initNetwork(void); 
static void startNetwork(void); 
static void networkSendData(bool newTransmission); 
 
static void delayTimerFired(void); 
 
static void initSerialInterface(void); 
static void usartStartSending(void); 
static void usartBytesReceived(uint16_t readBytesLen); 
static void usartWriteConf(void); 
 
static uint16_t fifoFreeSpace(void); 
static void fifoWriteData(uint8_t *data, uint16_t size); 
static uint16_t fifoReadData(uint8_t *data, uint16_t size); 
 
static void ADCReadData(void); 
static void ADCTimerFired(void); 
static void ADCInit(void); 
static void startADCTimer(void); 
 
/************************************************************************** 
                    Implementation section 
**************************************************************************/ 
/**********************************************************************//** 
  \brief Application task handler. 
**************************************************************************/ 
void APL_TaskHandler(void) 
{ 
  switch (appState) 
  { 
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        case APP_INITIAL_STATE:             // Stato iniziale del nodo 
      initSerialInterface();                // Inizializza USART 
 initNetwork();       // Imposta parametri nodo 
      SYS_PostTask(APL_TASK_ID);            // Richiama APL_ThaskHandler 
      break; 
 
    case APP_NETWORK_JOINING_STATE:        //stato di creazione della rete 
   startNetwork();   //inizializza procedure di rete 
   break; 
 
    case APP_NETWORK_JOINED_STATE:   //stato finale del  nodo 
   memcpy(usartTxBuffer, "JOINED_STATE\n\r", 14);  //Debug 
   WRITE_USART(&appUsartDescriptor, usartTxBuffer, 14); 
   ADCInit();    //inizializzazione ADC 
   startADCTimer();   // timer ADC per la conversione 
    default: 
      break; 
  } 
} 
 
/**********************************************************************//** 
  \brief Intializes network parameters. 
**************************************************************************/ 
static void initNetwork(void) 
{ 
  DeviceType_t deviceType; 
 
 
  // NWK address statico del router 
  nwkAddr = 1; 
  // Set the NWK address value to Config Server 
  CS_WriteParameter(CS_NWK_ADDR_ID, &nwkAddr); 
  //Parametro per impostare l'indirizzamento statico 
  CS_WriteParameter(CS_NWK_UNIQUE_ADDR_ID, &(bool){true}); 
 
  // Node role detection. If nwkAddr == 0 then node is coordinator 
  // otherwise node role is router. 
  if (0 == nwkAddr) 
  { 
    deviceType = DEVICE_TYPE_COORDINATOR; 
 memcpy(usartTxBuffer, "Coordinator\n\r", 13);   //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 13); 
  } 
  else 
  { 
    deviceType = DEVICE_TYPE_ROUTER; 
 memcpy(usartTxBuffer, "Router\n\r", 8);    //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 8); 
  } 
 
  // Set the deviceType value to Config Server 
  CS_WriteParameter(CS_DEVICE_TYPE_ID, &deviceType); 
 
  // Start joining procedure 
  appState = APP_NETWORK_JOINING_STATE; 
} 
 
/**********************************************************************//** 
  \brief ZDO_StartNetwork primitive confirmation callback. 
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  \param  confirmInfo - confirmation parametrs. 
**************************************************************************/ 
void ZDO_StartNetworkConf(ZDO_StartNetworkConf_t* confirmInfo) 
{ 
 
  if (confirmInfo->status == ZDO_SUCCESS_STATUS) 
  { 
 
    appState = APP_NETWORK_JOINED_STATE; 
    actualDataLength = 0; 
 
    // Set application endpoint properties 
    endpointParams.simpleDescriptor = &simpleDescriptor; 
    endpointParams.APS_DataInd = APS_DataIndication; 
    // Register endpoint 
    APS_RegisterEndpointReq(&endpointParams); 
 
 SYS_PostTask(APL_TASK_ID); 
  } 
  else 
  { 
    SYS_PostTask(APL_TASK_ID); 
  } 
} 
 
/**********************************************************************//** 
  \brief Starts network. 
**************************************************************************/ 
static void startNetwork(void) 
{ 
  networkParams.ZDO_StartNetworkConf = ZDO_StartNetworkConf; 
  // start network 
  ZDO_StartNetworkReq(&networkParams); 
} 
 
/**********************************************************************//** 
  \brief Update network status event handler. 
 
  \param  nwkParams - new network parameters. 
**************************************************************************/ 
void ZDO_MgmtNwkUpdateNotf(ZDO_MgmtNwkUpdateNotf_t *nwkParams) 
{ 
  switch (nwkParams->status)   //Notifiche di eventi sulla rete 
  { 
    case ZDO_NETWORK_STARTED_STATUS: //Rete inizializzata 
      break; 
 
    case ZDO_NETWORK_LOST_STATUS:  //Rete persa 
      { 
        APS_UnregisterEndpointReq_t unregEndpoint; 
 
        if (APP_NETWORK_JOINED_STATE == appState) 
        { 
          unregEndpoint.endpoint = endpointParams.simpleDescriptor-
>endpoint; 
          APS_UnregisterEndpointReq(&unregEndpoint); 
        } 
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        // try to rejoin the network 
        appState = APP_NETWORK_JOINING_STATE; 
        SYS_PostTask(APL_TASK_ID); 
        break; 
      } 
 
    case ZDO_NWK_UPDATE_STATUS: 
      break; 
 
    default: 
      break; 
  } 
} 
 
/**********************************************************************//** 
  \brief Wakeup event handler (dummy). 
**************************************************************************/ 
void ZDO_WakeUpInd(void) 
{ 
} 
 
/**********************************************************************//** 
  \brief Sends data to the network. 
 
  \param newTransmission - new data transmission or retransmission 
**************************************************************************/ 
static void networkSendData(bool newTransmission) 
{ 
  if (APP_DATA_TRANSMISSION_READY_STATE == appDataTransmissionState) 
  { 
    appDataTransmissionState = APP_DATA_TRANSMISSION_BUSY_STATE; 
    // indicate we're sending 
 
    if (newTransmission) 
    { 
      // The new applicatiom message will be sent 
      // messageId value 
      appMessageBuffer.message.messageId = messageIdTx++; 
      // APS Data Request preparing 
      apsDataReq.dstAddrMode = APS_SHORT_ADDRESS;  // Short addressing mode 
      // Destination address 
    apsDataReq.dstAddress.shortAddress = 0;//Short address del coordinatore 
      apsDataReq.profileId = simpleDescriptor.AppProfileId;   // Profile ID 
      apsDataReq.dstEndpoint = simpleDescriptor.endpoint; // Desctination 
                                                             endpoint 
      apsDataReq.clusterId = APP_CLUSTER_ID;    // Desctination cluster ID 
      apsDataReq.srcEndpoint = simpleDescriptor.endpoint;// Source endpoint 
      apsDataReq.asdu = (uint8_t*) &appMessageBuffer.message; //application 
                                                            message pointer 
      // actual application message length 
      apsDataReq.asduLength = actualDataLength + 
sizeof(appMessageBuffer.message.messageId); 
      apsDataReq.txOptions.acknowledgedTransmission = 1;// Acknowledged  
                                                       transmission enabled 
#if APP_FRAGMENTATION 
      apsDataReq.txOptions.fragmentationPermitted = 1; 
#else 
      apsDataReq.txOptions.fragmentationPermitted = 0; 
#endif // APP_FRAGMENTATION 
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      apsDataReq.radius = 0;                // Use maximal possible radius 
      apsDataReq.APS_DataConf = APS_DataConf;          // Confirm handler 
    } 
 
    APS_DataReq(&apsDataReq); 
  } 
} 
 
/**********************************************************************//** 
  \brief Handler of aps data sent confirmation. 
 
  \param  confInfo - confirmation info 
**************************************************************************/ 
void APS_DataConf(APS_DataConf_t* confInfo) 
{ 
 
  if (APS_SUCCESS_STATUS != confInfo->status) 
  { 
    /* Data not delivered, resend. */ 
    appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
    networkSendData(false); /*Current application message retransmission */ 
    return; 
  } 
 
  actualDataLength = 0; 
 
#if APP_TRANSMISSION_DELAY > 0 
  appDataTransmissionState = APP_DATA_TRANSMISSION_STOP_STATE; 
 
  delayTimer.interval = APP_TRANSMISSION_DELAY; 
  delayTimer.mode     = TIMER_ONE_SHOT_MODE; 
  delayTimer.callback = delayTimerFired; 
  HAL_StartAppTimer(&delayTimer); 
#else 
  appDataTransmissionState = APP_DATA_TRANSMISSION_CONF_STATE; 
  usartBytesReceived(0); 
#endif 
} 
 
/**********************************************************************//** 
  \brief Delay timer callback function. 
**************************************************************************/ 
static void delayTimerFired(void) 
{ 
  if (APP_DATA_TRANSMISSION_STOP_STATE == appDataTransmissionState) 
    appDataTransmissionState = APP_DATA_TRANSMISSION_CONF_STATE; 
  else 
    appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
  usartBytesReceived(0); 
} 
 
/**********************************************************************//** 
  \brief APS data indication handler. 
 
  \param  indData - received data pointer. 
**************************************************************************/ 
void APS_DataIndication(APS_DataInd_t* indData) 
{ 
  AppMessage_t *appMessage = (AppMessage_t *) indData->asdu; 
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  // Data received indication 
 
  if (appMessage->messageId == messageIdRx) 
  { 
    fifoWriteData(appMessage->data, indData->asduLength - 1); 
 
    usartStartSending(); 
 
    if (fifoFreeSpace() < APP_APS_PAYLOAD_SIZE) 
    { 
   APS_StopEndpointIndication(APP_ENDPOINT); //Disable APS Data Indications 
      noIndications = true; 
    } 
  } 
 
  messageIdRx = appMessage->messageId + 1; 
 
} 
 
/**********************************************************************//** 
  \brief Initializes USART or VCP (depends on user's settings). 
**************************************************************************/ 
static void initSerialInterface(void) 
{ 
  usartTxBusy = false; 
 
  appUsartDescriptor.tty             = USART_CHANNEL; 
  appUsartDescriptor.mode            = USART_MODE_ASYNC; 
  appUsartDescriptor.baudrate        = USART_BAUDRATE_38400; 
  appUsartDescriptor.dataLength      = USART_DATA8; 
  appUsartDescriptor.parity          = USART_PARITY_NONE; 
  appUsartDescriptor.stopbits        = USART_STOPBIT_1; 
  appUsartDescriptor.rxBuffer        = usartRxBuffer; 
  appUsartDescriptor.rxBufferLength  = sizeof(usartRxBuffer); 
  appUsartDescriptor.txBuffer        = NULL; // use callback mode 
  appUsartDescriptor.txBufferLength  = 0; 
  appUsartDescriptor.rxCallback      = usartBytesReceived; 
  appUsartDescriptor.txCallback      = usartWriteConf; 
  appUsartDescriptor.flowControl     = USART_FLOW_CONTROL_NONE; 
  OPEN_USART(&appUsartDescriptor); 
} 
 
/**********************************************************************//** 
  \brief Initiates data transmission via serial interface. 
**************************************************************************/ 
static void usartStartSending(void) 
{ 
  uint16_t size; 
 
  if (!usartTxBusy) 
  { 
    size = fifoReadData(usartTxBuffer, APP_USART_TX_BUFFER_SIZE); 
    WRITE_USART(&appUsartDescriptor, usartTxBuffer, size); 
 
    usartTxBusy = true; 
 
    if (noIndications && (fifoFreeSpace() >= APP_APS_PAYLOAD_SIZE)) 
    { 
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  APS_ResumeEndpointIndication(APP_ENDPOINT); //Enable APS Data Indications 
      noIndications = false; 
    } 
  } 
} 
 
/**********************************************************************//** 
  \brief Writing confirmation has been received. New message can be sent. 
**************************************************************************/ 
static void usartWriteConf(void) 
{ 
  usartTxBusy = false; 
 
  if (APP_DATA_IND_BUFFER_SIZE != fifoFreeSpace()) 
    usartStartSending(); 
} 
 
/**********************************************************************//** 
  \brief New USART bytes are received - HAL USART callback function. 
 
  \param  bytesToRead - received bytes amount. 
**************************************************************************/ 
static void usartBytesReceived(uint16_t bytesToRead) 
{ 
  if (APP_NETWORK_JOINED_STATE != appState) 
    return; 
  if ((APP_DATA_TRANSMISSION_BUSY_STATE == appDataTransmissionState) 
    || (APP_DATA_TRANSMISSION_STOP_STATE == appDataTransmissionState)) 
    return; 
 
  if (actualDataLength < APP_MAX_PACKET_SIZE) 
  { 
    actualDataLength += (uint8_t) READ_USART(&appUsartDescriptor, 
      appMessageBuffer.message.data + actualDataLength, 
      APP_MAX_PACKET_SIZE - actualDataLength); 
  } 
 
#if APP_DELAY_BEFORE_SEND > 0 
  if (actualDataLength < APP_MAX_PACKET_SIZE) 
  { 
    if (APP_DATA_TRANSMISSION_CONF_STATE == appDataTransmissionState) 
    { 
      appDataTransmissionState = APP_DATA_TRANSMISSION_WAIT_STATE; 
      delayTimer.interval = APP_DELAY_BEFORE_SEND; 
      delayTimer.mode     = TIMER_ONE_SHOT_MODE; 
      delayTimer.callback = delayTimerFired; 
      HAL_StartAppTimer(&delayTimer); 
      return; 
    } 
    if (APP_DATA_TRANSMISSION_WAIT_STATE == appDataTransmissionState) 
      return; 
  } 
  else if (APP_DATA_TRANSMISSION_WAIT_STATE == appDataTransmissionState) 
    HAL_StopAppTimer(&delayTimer); 
#endif 
 
  appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
 
  if (0 < actualDataLength) 
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    networkSendData(true); 
 
  (void)bytesToRead; 
} 
 
/**********************************************************************//** 
  \brief Get free space size in data indications FIFO 
 
  \param  none 
  \return Free space size in FIFO 
**************************************************************************/ 
static uint16_t fifoFreeSpace(void) 
{ 
  int16_t free = apsDataIndFifoStart - apsDataIndFifoEnd; 
 
  if (apsDataIndFifoStart <= apsDataIndFifoEnd) 
    free += sizeof(apsDataIndFifo); 
 
  return free; 
} 
 
/**********************************************************************//** 
  \brief Write data into data indications FIFO. FIFO must have enough  
    space to fit all data. 
 
  \param  data - pointer to the data 
          size - size of provided data (bytes) 
**************************************************************************/ 
static void fifoWriteData(uint8_t *data, uint16_t size) 
{ 
  uint16_t i; 
 
  for (i = 0; i < size; i++) 
  { 
    apsDataIndFifo[apsDataIndFifoEnd++] = data[i]; 
    if (apsDataIndFifoEnd == sizeof(apsDataIndFifo)) 
      apsDataIndFifoEnd = 0; 
  } 
} 
 
/**********************************************************************//** 
  \brief Read data from data indications FIFO 
 
  \param  data - pointer to the buffer where data should be placed 
          size - maximum size of data to read 
  \return Actual amount of data read 
**************************************************************************/ 
static uint16_t fifoReadData(uint8_t *data, uint16_t size) 
{ 
  uint16_t read = 0; 
  uint16_t i; 
 
  for (i = 0; i < size; i++) 
  { 
    if (apsDataIndFifoStart == apsDataIndFifoEnd) 
      break; 
 
    data[i] = apsDataIndFifo[apsDataIndFifoStart++]; 
    read++; 
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    if (apsDataIndFifoStart == sizeof(apsDataIndFifo)) 
      apsDataIndFifoStart = 0; 
  } 
 
  return read; 
} 
 
 
#ifdef _BINDING_ 
/************************************************************************** 
  Stub for ZDO Binding Indication 
 
  Parameters:    bindInd - indication 
 
**************************************************************************/ 
void ZDO_BindIndication(ZDO_BindInd_t *bindInd)  
{ 
  (void)bindInd; 
} 
#endif //_BINDING_ 
 
/**********************************************************************//** 
  \brief Starts ADC Timer based on HAL_AppTimer_t. 
**************************************************************************/ 
static void startADCTimer(void) 
{ 
  ADCTimer.interval = 10000;    //1 misura ogni 10 secondi 
  ADCTimer.mode     = TIMER_REPEAT_MODE; 
  ADCTimer.callback = ADCTimerFired; 
  HAL_StartAppTimer(&ADCTimer); 
} 
/**********************************************************************//** 
  \brief Inizializza i parametri ADC  
**************************************************************************/ 
static void ADCInit(void){ 
  
 ADCParam.resolution = RESOLUTION_8_BIT; 
 ADCParam.sampleRate = ADC_4800SPS; 
 ADCParam.selectionsAmount = 1; 
 ADCParam.voltageReference = AREF; 
 ADCParam.bufferPointer = &ADCData; 
 ADCParam.callback = ADCReadData; 
 HAL_OpenAdc(&ADCParam);  
  
 } 
/**********************************************************************//** 
  \brief ADC Timer Callback 
**************************************************************************/
  
static void ADCTimerFired(void){ 
  
 HAL_ReadAdc(HAL_ADC_CHANNEL1); //legge dal canale 1 
  
 //HAL_ReadAdc(HAL_ADC_CHANNEL2);    //da implementare 
 //HAL_ReadAdc(HAL_ADC_CHANNEL3);    //da implementare 
 } 
  
/**********************************************************************//** 
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  \brief ADC Callback 
**************************************************************************/
   
static void ADCReadData(){ 
 
 memcpy(usartTxBuffer,"ADCRead\n\r", 9);    
 //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 9); 
 
 char buf[5];    //conversione del dato ADC 
 itoa(ADCData, buf, 10);   //in stringa per l'invio 
 strcat(buf,"\n\r");//aggiunta dei caratteri a capo e ritorno carrello 
 memcpy(&appMessageBuffer.message.data, buf , 5);//copia della stringa 
                                                         nel buffer d'invio 
 actualDataLength =5;     //lunghezza buffer 
    networkSendData(true);     //invio dati 
 } 
  
// eof peer2Peer.c 
 
peer2peer.h 
/**********************************************************************//** 
 \Firmware per progetto Unità di testa d'albero 
 \basato su Peer2Peer.h della libreria BitCluod 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
**************************************************************************/ 
 
#ifndef _PEER2PEER_H 
#define _PEER2PEER_H 
 
 
/************************************************************************** 
                    Includes section 
**************************************************************************/ 
 
#ifdef _LEDS_ 
  #include "leds.h" 
#endif // _LEDS_ 
 
 
/************************************************************************** 
                    Define(s) section 
**************************************************************************/ 
#ifndef APP_USART_CHANNEL 
  #define APP_USART_CHANNEL               USART_CHANNEL_1 
#endif 
 
#define APP_JOINING_INDICATION_PERIOD     500L // Period of blinking during 
starting network 
 
#define APP_ENDPOINT                      1    // Endpoint will be useed 
#define APP_PROFILE_ID                    1    // Profile Id will be used 
#define APP_CLUSTER_ID                    1    // Cluster Id will be used 
 
/* 
  Parameters that affect data transfer: 
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  APP_TRANSMISSION_DELAY, ms 
    Delay beetween transmitted packets. 
    This delay may help in reducing amount of collisions thus increasing 
throughput. 
    A value of 0 means no dealy is needed. 
 
  APP_MAX_PACKET_SIZE, bytes 
    Maximum amount of useful data that will be sent in one packet 
 
  APP_DELAY_BEFORE_SEND, ms 
    Delay beetween reception of first byte of current packet from UART and 
    actual transmission of current packet over the air. 
    Larger values of this parameter will result in higher throughput but 
    also may lead to higher latencies. 
    A value of 0 means no dealy is needed. 
*/ 
 
#define APP_TRANSMISSION_DELAY            20 
 
#if APP_FRAGMENTATION 
  #define  APP_MAX_PACKET_SIZE            200 
  // Relatively large value is used here to let application receive enough 
data to 
  // make fragmentation feature work. 
  #define  APP_DELAY_BEFORE_SEND          3000 
#else // No fragmentation is alowed 
  #define  APP_MAX_PACKET_SIZE            60 
  #define  APP_DELAY_BEFORE_SEND          0 
#endif // APP_FRAGMENTATION 
 
 
// Size of APS payload (user data + message ID) 
#define APP_APS_PAYLOAD_SIZE              (APP_MAX_PACKET_SIZE + 1) 
 
// Size of temporary buffer (FIFO) to store data received from air. 
// This size should be larger than APP_MAX_PACKET_SIZE. 
#define APP_DATA_IND_BUFFER_SIZE          APP_APS_PAYLOAD_SIZE 
 
// Receive buffer size for USART. 
#define  APP_USART_RX_BUFFER_SIZE         100 
 
// Transmit buffer size for USART. 
#define  APP_USART_TX_BUFFER_SIZE         100 
 
 
// Some sanity checks 
#if APP_DATA_IND_BUFFER_SIZE < APP_MAX_PACKET_SIZE 
  #error APP_DATA_IND_BUFFER_SIZE must be larger or equal to 
APP_MAX_PACKET_SIZE 
#endif 
 
#if APP_FRAGMENTATION 
  #ifndef _APS_FRAGMENTATION_ 
    #error BitCloud must be built with fragmentation feature enabled 
  #endif 
 
  #if APP_APS_PAYLOAD_SIZE > (CS_APS_MAX_BLOCKS_AMOUNT * APS_MAX_ASDU_SIZE) 
    #error APP_MAX_PACKET_SIZE  must be less or equal to 
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(CS_APS_MAX_BLOCKS_AMOUNT * APS_MAX_ASDU_SIZE) 
  #endif 
#else 
  #if APP_APS_PAYLOAD_SIZE > APS_MAX_ASDU_SIZE 
    #error APP_APS_PAYLOAD_SIZE must be less or equal to APS_MAX_ASDU_SIZE 
  #endif 
#endif 
 
// Common application state definition 
typedef enum 
{ 
  APP_INITIAL_STATE,               // Initial state 
  APP_NETWORK_JOINING_STATE,       // Attempting join network state 
  APP_NETWORK_JOINED_STATE,        // Successfull joined state (networking) 
  APP_ERROR_STATE                  // Error state (runtime error occured) 
} AppState_t; 
 
// Network data transmission state 
typedef enum 
{ 
  APP_DATA_TRANSMISSION_READY_STATE, // APS Data Request was not sent yet 
  APP_DATA_TRANSMISSION_BUSY_STATE,  // APS Data Request was sent (confirm  
                                        waiting) 
  APP_DATA_TRANSMISSION_WAIT_STATE,  // Waiting a data block from USART 
  APP_DATA_TRANSMISSION_CONF_STATE,  // Confirmation of APS data sending 
  APP_DATA_TRANSMISSION_STOP_STATE   // Delay state for fall of  
                                        transmission speed 
} AppDataTransmissionState_t; 
 
BEGIN_PACK 
// Application network messsage descriptor 
typedef struct PACK 
{ 
  uint8_t messageId;                           // message ID 
  uint8_t data[APP_MAX_PACKET_SIZE];           // data 
} PACK AppMessage_t; 
 
// Application network messsage buffer descriptor 
typedef struct PACK 
{ 
  uint8_t header[APS_ASDU_OFFSET];  // Auxiliary header (required by stack) 
  AppMessage_t message;             // Application message 
  uint8_t footer[APS_AFFIX_LENGTH - APS_ASDU_OFFSET]; // Auxiliary footer 
                                                       (required by stack) 
} PACK AppMessageBuffer_t; 
END_PACK 
 
 
// Leds aliases definition hardware platfor supported if 
#ifdef _LEDS_ 
  #define APP_NETWORK_STATUS_LED    LED_BLUE  // Network status LED 
  #define APP_RECEIVING_STATUS_LED  LED_YELLOW// Data receiving status LED 
  #define APP_SENDING_STATUS_LED    LED_RED // Data transmission status LED 
#endif // _LEDS_ 
 
#ifdef _LEDS_ 
  #define appOpenLeds() BSP_OpenLeds() 
  #define appCloseLeds() BSP_CloseLeds() 
  #define appOnLed(id) BSP_OnLed(id) 
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  #define appOffLed(id) BSP_OffLed(id) 
  #define appToggleLed(id) BSP_ToggleLed(id) 
#else 
  #define appOpenLeds() 
  #define appCloseLeds() 
  #define appOnLed(id) 
  #define appOffLed(id) 
  #define appToggleLed(id) 
#endif // _LEDS_ 
 
 
#endif // ifndef _PEER2PEER_H 
 
// eof peer2peer.h 
 
serialInterface.h 
/**********************************************************************//** 
  \file serilaInterface.h 
 
  \brief Peer-2-peer sample application: header file contains serial 
interface 
         definitions. 
 
  \author 
    Atmel Corporation: http://www.atmel.com \n 
    Support email: avr@atmel.com 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
 
  \internal 
    History: 
**************************************************************************/ 
#ifndef _SERIALINTERFACE_H 
#define _SERIALINTERFACE_H 
 
/************************************************************************** 
                    Includes section 
**************************************************************************/ 
#include <usart.h> 
 
/************************************************************************** 
                    Defines section 
**************************************************************************/ 
#define APP_INTERFACE_USART 0x01 
#define APP_INTERFACE_VCP 0x02 
 
#if APP_INTERFACE == APP_INTERFACE_VCP 
  #include <vcpVirtualUsart.h> 
#endif // APP_INTERFACE_VCP 
 
#if APP_INTERFACE == APP_INTERFACE_USART 
  #define OPEN_USART            HAL_OpenUsart 
  #define CLOSE_USART           HAL_CloseUsart 
  #define WRITE_USART           HAL_WriteUsart 
  #define READ_USART            HAL_ReadUsart 
  #define USART_CHANNEL         APP_USART_CHANNEL 
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#endif // APP_USE_UART 
 
#if APP_INTERFACE == APP_INTERFACE_VCP 
  #define OPEN_USART            VCP_OpenUsart 
  #define CLOSE_USART           VCP_CloseUsart 
  #define WRITE_USART           VCP_WriteUsart 
  #define READ_USART            VCP_ReadUsart 
  #define USART_CHANNEL         USART_CHANNEL_VCP 
#endif // APP_INTERFACE_VCP 
 
#ifndef OPEN_USART 
  #error USART interface is not defined. 
#endif // OPEN_UART 
 
#endif // _SERIALINTERFACE_H 
 
// eof serialInterface.h 
 
Configuration 
#---------------------------------------------------- 
# Components path definition 
#---------------------------------------------------- 
COMPONENTS_PATH = ../../BitCloud/Components 
 
#---------------------------------------------------- 
# Application path 
#---------------------------------------------------- 
APP_PATH = . 
 
#---------------------------------------------------- 
# Project name 
#---------------------------------------------------- 
PROJNAME = peer2peer 
 
#---------------------------------------------------- 
# Compiler type 
#---------------------------------------------------- 
COMPILER_TYPE = GCC 
#COMPILER_TYPE = IAR 
 
#---------------------------------------------------- 
# Boards selection 
#---------------------------------------------------- 
BOARD = BOARD_MESHBEAN 
 
#---------------------------------------------------- 
# Board-specific options 
#---------------------------------------------------- 
ifeq ($(BOARD), BOARD_MESHBEAN) 
  HAL = ATMEGA1281 
   
  #HAL_FREQUENCY = HAL_4MHz 
  HAL_FREQUENCY = HAL_8MHz 
   
  RFCHIP = AT86RF230 
   
  APP_INTERFACE = APP_INTERFACE_USART 
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  APP_USART_CHANNEL = USART_CHANNEL_1 
endif #BOARD_MESHBEAN 
 
#---------------------------------------------------- 
# Avilable values for AT86RF212 chip: -17..11, for others: -17..3 
#---------------------------------------------------- 
CS_RF_TX_POWER = 3 
 
 
#---------------------------------------------------- 
# BitCloud stack features 
#---------------------------------------------------- 
SECURITY_MODE = NO_SECURITY_MODE 
#SECURITY_MODE = STANDARD_SECURITY_MODE 
ifeq ($(SECURITY_MODE), STANDARD_SECURITY_MODE) 
  # Preconfigured network key 
  CS_ZDO_SECURITY_STATUS = 0 
  # Preconfigured trust center link key 
  #CS_ZDO_SECURITY_STATUS = 1 
  # Preconfigured trust center master key 
  #CS_ZDO_SECURITY_STATUS = 2 
  # Not preconfigured 
  #CS_ZDO_SECURITY_STATUS = 3 
   
  CS_NETWORK_KEY = 
"{0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xCC,0xC
C,0xCC}" 
  CS_APS_TRUST_CENTER_ADDRESS = 0xAAAAAAAAAAAAAAAALL 
  CS_APS_SECURITY_TIMEOUT_PERIOD = 10000 
endif #STANDARD_SECURITY_MODE 
 
 
#---------------------------------------------------- 
# BitCloud stack parameters 
#---------------------------------------------------- 
#---------------------------------------------------- 
# Stack library type detection 
#---------------------------------------------------- 
# Stack library supports all device types (Coordinator, Router and 
EndDevice) 
STACK_TYPE = ALL_DEVICES_TYPES 
# Stack library supports Coordinator device type 
#STACK_TYPE = COORDINATOR 
# Stack library supports Router device type 
#STACK_TYPE = ROUTER 
# Stack library supports End Device device type 
#STACK_TYPE = ENDDEVICE 
 
#---------------------------------------------------- 
# Channel mask and page to be used to run network 
#---------------------------------------------------- 
CS_CHANNEL_MASK = "(1l<<0x0f)" 
 
#---------------------------------------------------- 
# Whether the stack is to enable its receiver during idle periods 
#---------------------------------------------------- 
CS_RX_ON_WHEN_IDLE = true 
#CS_RX_ON_WHEN_IDLE = false 
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#---------------------------------------------------- 
# Extended PAN ID of the network to start or to join to 
#---------------------------------------------------- 
CS_EXT_PANID = 0xAAAAAAAAAAAAAAAALL 
 
#---------------------------------------------------- 
# Device UID 
#---------------------------------------------------- 
CS_UID = 0x0LL 
 
#---------------------------------------------------- 
# Device's short address 
#---------------------------------------------------- 
CS_NWK_ADDR = 0x0000 
 
#---------------------------------------------------- 
# Maximum number of children that a given device (coordinator or router) 
may have 
#---------------------------------------------------- 
CS_MAX_CHILDREN_AMOUNT = 4 
 
#---------------------------------------------------- 
# Maximum number of routers among the children of one device 
#---------------------------------------------------- 
CS_MAX_CHILDREN_ROUTER_AMOUNT = 4 
 
#---------------------------------------------------- 
# The size of neighbor table 
#---------------------------------------------------- 
CS_NEIB_TABLE_SIZE = 5 
 
#---------------------------------------------------- 
# Maximum amount of records in the NWK Route Table 
#---------------------------------------------------- 
CS_ROUTE_TABLE_SIZE = 8 
 
#---------------------------------------------------- 
# The maximum number of hops that a packet may travel is twice that large 
#---------------------------------------------------- 
CS_MAX_NETWORK_DEPTH = 3 
 
#---------------------------------------------------- 
# Enabales or disables the power failure feature 
#---------------------------------------------------- 
#CS_POWER_FAILURE = true 
CS_POWER_FAILURE = false 
 
 
#---------------------------------------------------- 
# Application parameters 
#---------------------------------------------------- 
#---------------------------------------------------- 
# Application debug mode 
#---------------------------------------------------- 
DEBUG = 1 
#DEBUG = 0 
 
#---------------------------------------------------- 
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# Specifies APS Fragmentation usage (on/off) 
#---------------------------------------------------- 
#APP_FRAGMENTATION = 1 
APP_FRAGMENTATION = 0 
 
ifeq ($(APP_FRAGMENTATION), 1) 
  #---------------------------------------------------- 
  # The maximum blocks amount the asdu could be splitted into 
  #---------------------------------------------------- 
  CS_APS_MAX_BLOCKS_AMOUNT = 4 
   
endif #1 
 
 
 
Makefile 
#========================================================================== 
#  The file builds the application. 
#  \author 
#    Atmel Corporation: http://www.atmel.com \n 
#    Support email: avr@atmel.com 
# 
#  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
#  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
#========================================================================== 
 
#========================================================================== 
# Rules and options collecting 
#========================================================================== 
include Configuration 
 
# Schematic of STK600-Atmega128RFA1 is the same as schematic of 
RCB_ATMEGA128RFA1 
ifeq ($(BOARD), BOARD_STK600_ATMEGA128RFA1) 
  BOARD = BOARD_RCB 
  BOARD_REV = RCB_ATMEGA128RFA1 
  BSP_ENABLE_RS232_CONTROL = 0 
endif # BOARD_STK600_ATMEGA128RFA1 
# RS-232 control should be disabled on all platforms, except RCB 
ifneq ($(BOARD), BOARD_RCB) 
  BSP_ENABLE_RS232_CONTROL = 0 
endif 
 
# Extracting Configuration Server (CS_...) and Apllication (App_...) 
specific parameters 
CS_PARAMS := $(filter CS_%, $(.VARIABLES)) 
APP_PARAMS := $(filter APP_%, $(.VARIABLES)) 
BSP_PARAMS := $(filter BSP_%, $(.VARIABLES)) 
 
# Detecting Makerules file name which shall be inherited from stack. 
include $(COMPONENTS_PATH)/../lib/MakerulesSelector 
#MAKERULES = $(realpath, $(COMPONENTS_PATH)/../lib/$(LIB_MAKERULES)) # use 
this line once bug is fixed 
# workaround GNU make 3.81 bug on windows platform 
realpath_ = $(join \ 
            $(filter %:,$(subst :,: ,$1)),\ 
            $(realpath $(filter-out %:,$(subst :,: ,$1))))  
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MAKERULES = $(call realpath_, $(COMPONENTS_PATH)/../lib/$(LIB_MAKERULES)) 
# Stack Makerules inheriting 
include $(MAKERULES) 
# Board specific options detecting 
include $(BSP_PATH)/BoardConfig 
 
#========================================================================== 
# Stack and device type compatibility verification 
#========================================================================== 
# Sliders boards don't use APP_DEVICE_TYPE. 
ifeq (, $(filter -D_SLIDERS_, $(BOARDCFLAGS))) 
  ifneq ($(STACK_TYPE), ALL_DEVICES_TYPES) 
    ifdef APP_DEVICE_TYPE 
      ifneq (DEV_TYPE_$(STACK_TYPE), $(APP_DEVICE_TYPE)) 
        $(error ERROR: Unsupported application configuration: 
STACK_TYPE=$(STACK_TYPE), but APP_DEVICE_TYPE=$(APP_DEVICE_TYPE). Please, 
correct the Configuration) 
      endif # equality check 
    endif # APP_DEVICE_TYPE defined 
  endif # ALL_DEVICES_TYPES 
endif #SLIDERS 
 
#========================================================================== 
# Hardware parameters  
#========================================================================== 
HW_PARAMS = $(HAL_FREQUENCY) 
 
#========================================================================== 
# Stack parameters being set to Config Server 
#========================================================================== 
 
# Test network dependent parameters being set to Config Server 
ifeq ($(TEST_NETWORK), 1) 
  CFLAGS += -DTEST_NETWORK 
  CS_PARAMS += CS_NWK_ADDR 
endif 
 
#========================================================================== 
# Generate FLAGS based on specified parameters 
#========================================================================== 
CFLAGS_CS  = $(foreach PARAM, $(CS_PARAMS), -D$(PARAM)=$(value $(PARAM))) 
CFLAGS_APP = $(foreach PARAM, $(APP_PARAMS), -D$(PARAM)=$(value $(PARAM))) 
CFLAGS_BSP = $(foreach PARAM, $(BSP_PARAMS), -D$(PARAM)=$(value $(PARAM))) 
CFLAGS_HW = $(foreach PARAM, $(HW_PARAMS), -D$(PARAM)) 
 
# CFLAGS extending with specified parameters. 
CFLAGS += $(CFLAGS_CS) $(CFLAGS_APP) $(CFLAGS_BSP) $(CFLAGS_HW) 
 
#========================================================================== 
# Output debug port for ARM platforms only  
#========================================================================== 
ifeq ($(HAL), AT91SAM7X256) 
  ifeq ($(DEBUG), 1) 
    CFLAGS += -D_DBG_ 
  endif 
endif 
 
#========================================================================== 
# Compiler specific flags 
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#========================================================================== 
ifeq ($(DEBUG), 1) 
  ifeq ($(COMPILER_TYPE), GCC) 
    CFLAGS_DBG += -g 
  endif 
  ifeq ($(COMPILER_TYPE), IAR) 
    CFLAGS_DBG += --debug 
  endif 
  # Compiler flags extending with "debug info" compiler flag. 
  CFLAGS += $(CFLAGS_DBG) 
endif 
 
#========================================================================== 
# Include paths flags 
#========================================================================== 
INCLUDEDIRS =                            \ 
 -I$(APP_PATH)/include            \ 
 -I$(SE_PATH)/include             \ 
 -I$(APS_PATH)/include            \ 
 -I$(NWK_PATH)/include            \ 
 -I$(ZDO_PATH)/include            \ 
 -I$(MAC_PHY_PATH)/include        \ 
 -I$(HAL_PATH)/include            \ 
 -I$(HAL_HWD_COMMON_PATH)/include \ 
 -I$(HAL_PATH)/drivers/include    \ 
 -I$(BSP_PATH)/include            \ 
 -I$(CS_PATH)/include             \ 
 -I$(PDS_PATH)/include            \ 
 -I$(TC_PATH)/include             \ 
 -I$(SSP_PATH)/include            \ 
 -I$(OTAU_SERVER_PATH)/include    \ 
 
#========================================================================== 
# Libraries paths 
#========================================================================== 
ifeq ($(COMPILER_TYPE), GCC) 
  LIBDIRS  = -L$(COMPONENTS_PATH)/../lib 
  LIBDIRS += -L$(BSP_PATH)/lib 
  LIBDIRS += -L$(CS_PATH)/lib 
  LIBDIRS += -L$(PDS_PATH)/lib 
  ifeq ($(APP_USE_OTAU), 1) 
    LIBDIRS += -L$(OTAU_SERVER_PATH)/lib 
  endif 
  ifeq ($(APP_INTERFACE), APP_INTERFACE_VCP)  
    LIBDIRS += -L$(DRIVERS_PATH)/lib 
  endif 
 
  LIBS = -l$(STACK_LIB)  
  ifeq ($(APP_INTERFACE), APP_INTERFACE_VCP)  
    LIBS += -l$(VCP_LIB)  
  endif 
  LIBS += -l$(CS_LIB)  
  LIBS += -l$(PDS_LIB)  
  LIBS += -l$(BSP_LIB)  
  ifeq ($(APP_USE_OTAU), 1) 
    LIBS += -l$(OTAU_SERVER_LIB)  
  endif 
  LIBS += -l$(HAL_LIB) 
  LIBS += -l$(STACK_LIB) 
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endif # GCC 
ifeq ($(COMPILER_TYPE), IAR) 
  LIBS =  $(COMPONENTS_PATH)/../lib/lib$(HAL_LIB).a 
  LIBS += $(COMPONENTS_PATH)/../lib/lib$(STACK_LIB).a 
  LIBS += $(CS_PATH)/lib/lib$(CS_LIB).a 
  LIBS += $(PDS_PATH)/lib/lib$(PDS_LIB).a 
  LIBS += $(BSP_PATH)/lib/lib$(BSP_LIB).a 
  ifeq ($(APP_USE_OTAU), 1) 
    LIBDIRS += -L$(OTAU_SERVER_PATH)/lib/lib$(OTAU_SERVER_LIB).a 
  endif 
  ifeq ($(APP_INTERFACE), APP_INTERFACE_VCP)  
    LIBS += $(DRIVERS_PATH)/lib/lib$(VCP_LIB).a 
  endif 
endif # IAR 
 
#========================================================================== 
# Linking 
#========================================================================== 
ifeq ($(COMPILER_TYPE), GCC) 
  EXECUTABLE_FORMAT = elf 
  # It's easier to use indirect ld call via gcc instead of direct ld call. 
  LD = $(CC) 
  LINKER_FLAGS = -Xlinker -Map=$(APP_PATH)/list/$(PROJNAME).map -Wl,--gc-
sections 
  ifeq ($(HAL), ATMEGA1281) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atmega1281.ld 
  endif 
  ifeq ($(HAL), ATMEGA2561) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atmega2561.ld 
  endif 
  ifeq ($(HAL), ATMEGA1284) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atmega1284p.ld 
  endif 
  ifeq ($(HAL), AT90USB1287) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/at90usb1287.ld 
  endif 
  ifeq ($(HAL), ATXMEGA128A1) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    #LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atxmega128a1.ld 
  endif 
  ifeq ($(HAL), ATXMEGA256A3) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    #LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atxmega256a3.ld 
  endif 
  ifeq ($(HAL), ATMEGA128RFA1) 
    LINKER_FLAGS += $(filter -mmcu%,$(CFLAGS)) 
    LINKER_FLAGS += -Wl,--script=$(APP_PATH)/linkerScr/atmega128rfa1.ld 
    LINKER_FLAGS += -Wl,--section-start=.data=0x800200 
  endif 
  ifeq ($(HAL), AT91SAM7X256) 
    LDSCRIPT = atmel-rom 
    LINKER_FLAGS += $(filter -mthumb%,$(CFLAGS)) 
    LINKER_FLAGS += $(filter -mcpu%,$(CFLAGS)) 
    LINKER_FLAGS += -nostartfiles 
    LINKER_FLAGS += -Xlinker -T$(APP_PATH)/linkerScr/$(LDSCRIPT).ld 
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  endif 
  ifeq ($(DEBUG), 1) 
    LINKER_FLAGS += -g 
  endif 
endif # GCC 
 
ifeq ($(COMPILER_TYPE), IAR) 
  ifeq ($(HAL), AT32UC3A0512) 
    LINKER_FLAGS =  -rt  
    LINKER_FLAGS += -f $(APP_PATH)/linkerScr/lnkuc3a0512.xcl 
    LINKER_FLAGS += -s __program_start 
    LINKER_FLAGS += $(IAR_PATH)/lib/dlavr32allan.r82 
  endif 
  ifeq ($(HAL), AT91SAM7X256) 
    EXECUTABLE_FORMAT = elf 
    LDSCRIPT = at91SAM7X256_FLASH 
    LINKER_FLAGS  = --redirect _Printf=_PrintfTiny  
    LINKER_FLAGS += --redirect _Scanf=_ScanfSmall 
    LINKER_FLAGS += --semihosting  
    LINKER_FLAGS += --entry __iar_program_start 
    LINKER_FLAGS += --map $(APP_PATH)/list/$(PROJNAME).map 
    LINKER_FLAGS += --config $(APP_PATH)/linkerScr/$(LDSCRIPT).icf 
  endif 
  ifneq (, $(findstring $(HAL), ATMEGA1281 ATMEGA2561 ATXMEGA128A1 
ATXMEGA256A3 ATMEGA1284 AT90USB1287 ATMEGA128RFA1)) 
    EXECUTABLE_FORMAT = hex 
    #LINKER_FLAGS += -h"(CODE)0-(_..X_INTVEC_SIZE-1)" 
    LINKER_FLAGS += -Fintel-extended 
    LINKER_FLAGS += -l $(APP_PATH)/list/$(PROJNAME).html 
    LINKER_FLAGS += -xmsh #Generate linker list file 
    LINKER_FLAGS += -H1895 
    LINKER_FLAGS += -S 
    ifeq ($(HAL), ATMEGA1281) 
      LINKER_FLAGS += -s __bitcloud_start $(IAR_PATH)/LIB/DLIB/dlAVR-3s-
ec_mul-n.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgm1281bitcloud.xcl 
      LINKER_FLAGS += -e_PrintfSmall=_Printf 
    endif 
    ifeq ($(HAL), ATMEGA2561) 
      LINKER_FLAGS += -s __bitcloud_start $(IAR_PATH)/LIB/DLIB/dlAVR-3s-
ec_mul-n.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgm2561bitcloud.xcl 
      LINKER_FLAGS += -e_PrintfSmall=_Printf 
    endif 
    ifeq ($(HAL), ATXMEGA128A1) 
      LINKER_FLAGS += -s __program_start $(IAR_PATH)/LIB/CLIB/cl6s-
xmega.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgxm128a1.xcl 
    endif 
    ifeq ($(HAL), ATXMEGA256A3) 
      LINKER_FLAGS += -s __program_start $(IAR_PATH)/LIB/DLIB/dlAVR-5s-
xmega-n.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgxm256a3.xcl 
    endif 
    ifeq ($(HAL), ATMEGA1284) 
      LINKER_FLAGS += -s __bitcloud_start $(IAR_PATH)/LIB/DLIB/dlAVR-3s-
ec_mul-n.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgm1284bitcloud.xcl 
      LINKER_FLAGS += -e_PrintfSmall=_Printf       
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    endif 
    ifeq ($(HAL), AT90USB1287) 
      LINKER_FLAGS += -s __bitcloud_start $(IAR_PATH)/LIB/DLIB/dlAVR-3s-
ec_mul-n.r90 
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgusb1287bitcloud.xcl 
      LINKER_FLAGS += -e_PrintfSmall=_Printf       
    endif       
    ifeq ($(HAL), ATMEGA128RFA1) 
      LINKER_FLAGS += -s __bitcloud_start $(IAR_PATH)/LIB/DLIB/dlAVR-3s-
ec_mul-n.r90  
      LINKER_FLAGS += -f $(APP_PATH)/linkerScr/cfgm128rfa1bitcloud.xcl 
      LINKER_FLAGS += -e_PrintfSmall=_Printf 
    endif 
  endif 
endif # IAR 
 
PLATFORM_SPECIFIC_OBJECTS_WITH_PATH = $(addprefix 
$(COMPONENTS_PATH)/../lib/, $(PLATFORM_SPECIFIC_OBJECTS)) 
 
#========================================================================== 
# Export all variables needed by sub-make processes 
#========================================================================== 
export MAKERULES BOARD CFLAGS_HW CFLAGS_CS CFLAGS_DBG CFLAGS_BSP 
 
#========================================================================== 
# Objects 
#========================================================================== 
SRCS = $(wildcard $(APP_PATH)/src/*.c) 
OBJS += $(addprefix $(APP_PATH)/objs/, $(notdir $(SRCS:.c=.o))) 
 
#========================================================================== 
# Targets 
#========================================================================== 
.PHONY: otauserver all clean size cs pds bsp vcp obj_label 
 
all: otauserver $(PROJNAME).elf $(PROJNAME).srec $(PROJNAME).hex 
$(PROJNAME).bin size 
 
 
$(PROJNAME).elf: cs pds bsp vcp obj_label $(OBJS) 
$(PLATFORM_SPECIFIC_OBJECTS_WITH_PATH) 
 @echo  
 @echo -----------------Linking--------------------------- 
 $(LD) $(LIBDIRS) $(LINKER_FLAGS) $(OBJS) 
$(PLATFORM_SPECIFIC_OBJECTS_WITH_PATH) $(LIBS) -o $@ 
 
pds: 
 make all -C $(PDS_PATH) 
 
bsp: 
 make all -C $(BSP_PATH) 
 
cs: 
 make all -C $(CS_PATH) 
 
otauserver: 
ifeq ($(APP_USE_OTAU), 1) 
 make all -C $(OTAU_SERVER_PATH) 
endif 
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vcp: 
ifeq ($(APP_INTERFACE), APP_INTERFACE_VCP)  
 make all -C $(DRIVERS_PATH)/VCP 
endif # APP_INTERFACE_VCP 
 
obj_label: 
 @echo  
 @echo -------Application objects creation--------------- 
 
objs/%.o: src/%.c 
 $(CC) $(CFLAGS) $(INCLUDEDIRS) $< -o $@ 
 
%.srec: $(PROJNAME).elf 
 $(OBJCOPY) -O srec --srec-len 128 $^ $@ 
 
%.hex:  $(PROJNAME).elf 
 $(OBJCOPY) -O ihex -R .eeprom $^ $@ 
 
%.bin:  $(PROJNAME).elf 
 $(OBJCOPY) -O binary --strip-debug --strip-unneeded -R .eeprom $^ $@ 
 
size: $(PROJNAME).elf 
 @echo  
 @$(SIZE) -td $(PROJNAME).elf 
 
clean: 
 @echo  
 @echo -------Application cleaning------------------------ 
 -rm -rf $(OBJS) $(APP_PATH)/list/*.* $(PROJNAME).elf $(PROJNAME).hex 
$(PROJNAME).srec $(PROJNAME).bin 
 make clean -C $(PDS_PATH) 
 make clean -C $(CS_PATH) 
 make clean -C $(BSP_PATH) 
ifeq ($(APP_USE_OTAU), 1) 
 make clean -C $(OTAU_SERVER_PATH) 
endif 
ifeq ($(APP_INTERFACE), APP_INTERFACE_VCP)  
 make clean -C $(DRIVERS_PATH)/VCP 
endif # APP_INTERFACE_VCP 
 
# eof Makefile 
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peer2peer.c 
/**********************************************************************//** 
 \Firmware per progetto Unità di bordo 
 \basato su Peer2Peer.c della libreria BitCluod 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
**************************************************************************/ 
/************************************************************************** 
                    Includes section 
**************************************************************************/ 
#include <types.h> 
#include <configServer.h> 
#include <appTimer.h> 
#include <zdo.h> 
#include <peer2peer.h> 
#include <serialInterface.h> 
 
/************************************************************************** 
                    Variables section 
**************************************************************************/ 
// Network related variables 
static uint16_t nwkAddr;                        // NWK address 
static AppMessageBuffer_t appMessageBuffer;   // Application message buffer 
static uint8_t messageIdTx = 0;       // Application transmitted message ID 
static uint8_t messageIdRx = 0;     // Next expected ID of received message 
static uint16_t actualDataLength = 0;       // Actual data length to be 
                                                transmitted via network 
// Data indications FIFO related variables 
static uint8_t apsDataIndFifo[APP_DATA_IND_BUFFER_SIZE]; 
static uint16_t apsDataIndFifoStart = 0; 
static uint16_t apsDataIndFifoEnd = 0; 
 
// USART related variables 
static HAL_UsartDescriptor_t appUsartDescriptor;      // USART descriptor 
                                                        (required by stack) 
static bool usartTxBusy = false; // USART transmission transaction status 
static uint8_t usartTxBuffer[APP_USART_TX_BUFFER_SIZE]; // USART Tx buffer 
static uint8_t usartRxBuffer[APP_USART_RX_BUFFER_SIZE]; // USART Rx buffer 
 
// Application related parameters 
static AppState_t appState = APP_INITIAL_STATE;  // application state 
static AppDataTransmissionState_t appDataTransmissionState = 
APP_DATA_TRANSMISSION_READY_STATE; 
static ZDO_StartNetworkReq_t networkParams;          // request params for  
                                                       ZDO_StartNetworkReq 
static APS_DataReq_t apsDataReq; 
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// Endpoint parameters 
static SimpleDescriptor_t simpleDescriptor = { APP_ENDPOINT, 
APP_PROFILE_ID, 1, 1, 0, 0 , NULL, 0, NULL }; 
static APS_RegisterEndpointReq_t endpointParams; 
static bool noIndications = false; 
 
// Timer indicating starting network during network joining. 
// Also used as delay timer between APS_DataConf and APS_DataReq. 
static HAL_AppTimer_t delayTimer; 
 
/************************************************************************** 
                    Static functions declarations section 
**************************************************************************/ 
static void APS_DataIndication(APS_DataInd_t* dataInd); 
static void APS_DataConf(APS_DataConf_t* confInfo); 
static void ZDO_StartNetworkConf(ZDO_StartNetworkConf_t* confirmInfo); 
static void initNetwork(void); 
static void startNetwork(void); 
static void networkSendData(bool newTransmission); 
 
static void startBlinkTimer(void); 
static void startingNetworkTimerFired(void); 
static void delayTimerFired(void); 
 
static void initSerialInterface(void); 
static void usartStartSending(void); 
static void usartBytesReceived(uint16_t readBytesLen); 
static void usartWriteConf(void); 
 
static uint16_t fifoFreeSpace(void); 
static void fifoWriteData(uint8_t *data, uint16_t size); 
static uint16_t fifoReadData(uint8_t *data, uint16_t size); 
 
 
/************************************************************************** 
                    Implementation section 
**************************************************************************/ 
/**********************************************************************//** 
  \brief Application task handler. 
**************************************************************************/ 
void APL_TaskHandler(void) 
{ 
  switch (appState) 
  { 
    case APP_INITIAL_STATE:                 // Stato iniziale del nodo 
      initSerialInterface();                // Inizializza USART 
      appOpenLeds();                        // Abilita i led 
 initNetwork();       // Imposta parametri nodo 
      SYS_PostTask(APL_TASK_ID);            // Richiama APL_ThaskHandler 
      break; 
 
    case APP_NETWORK_JOINING_STATE:    //stato di creazione della rete 
   startNetwork();      //inizializza procedure di rete 
   break; 
 
    case APP_NETWORK_JOINED_STATE:   //stato finale del  nodo 
    default: 
      break; 
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  } 
} 
 
/**********************************************************************//** 
  \brief Intializes network parameters. 
**************************************************************************/ 
static void initNetwork(void) 
{ 
  DeviceType_t deviceType; 
 
  // NWK address statico del coordinatore 
  nwkAddr = 0; 
  // Set the NWK address value to Config Server 
  CS_WriteParameter(CS_NWK_ADDR_ID, &nwkAddr); 
  //Parametro per impostare l'indirizzamento statico 
  CS_WriteParameter(CS_NWK_UNIQUE_ADDR_ID, &(bool){true}); 
 
  // Node role detection. If nwkAddr == 0 then node is coordinator 
  // otherwise node role is router. 
  if (0 == nwkAddr) 
  { 
    deviceType = DEVICE_TYPE_COORDINATOR;  
 memcpy(usartTxBuffer, "Coordinator\n\r", 13);   //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 13); 
  } 
  else 
  { 
    deviceType = DEVICE_TYPE_ROUTER; 
 memcpy(usartTxBuffer, "Router\n\r", 8);    
 //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 8); 
  } 
 
  // Set the deviceType value to Config Server 
  CS_WriteParameter(CS_DEVICE_TYPE_ID, &deviceType); 
 
  // Start joining procedure 
  appState = APP_NETWORK_JOINING_STATE; 
} 
 
/**********************************************************************//** 
  \brief ZDO_StartNetwork primitive confirmation callback. 
 
  \param  confirmInfo - confirmation parametrs. 
**************************************************************************/ 
void ZDO_StartNetworkConf(ZDO_StartNetworkConf_t* confirmInfo) 
{ 
 
  if (confirmInfo->status == ZDO_SUCCESS_STATUS)//se la procedura di 
inizializzazione è andata a buon fine   
  { 
  
 memcpy(usartTxBuffer, "ZDO_SUCCESS\n\r", 13);   //Debug 
 WRITE_USART(&appUsartDescriptor, usartTxBuffer, 13); 
    appState = APP_NETWORK_JOINED_STATE; 
    actualDataLength = 0; 
 
    appOnLed(LED_BLUE);           //si accende se la rete è creata  
                                    ma nessun nodo connesso 
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    // Set application endpoint properties 
    endpointParams.simpleDescriptor = &simpleDescriptor; 
    endpointParams.APS_DataInd = APS_DataIndication; 
    // Register endpoint 
    APS_RegisterEndpointReq(&endpointParams); 
  } 
  else 
  { 
    SYS_PostTask(APL_TASK_ID); 
  } 
} 
 
/**********************************************************************//** 
  \brief Starts network. 
**************************************************************************/ 
static void startNetwork(void) 
{ 
  networkParams.ZDO_StartNetworkConf = ZDO_StartNetworkConf; 
  // Requst start network 
  ZDO_StartNetworkReq(&networkParams); 
} 
 
/**********************************************************************//** 
  \brief Starts Blink Timer based on HAL_AppTimer_t. 
**************************************************************************/ 
static void startBlinkTimer(void) 
{ 
  delayTimer.interval = APP_JOINING_INDICATION_PERIOD; 
  delayTimer.mode     = TIMER_REPEAT_MODE; 
  delayTimer.callback = startingNetworkTimerFired; 
  HAL_StartAppTimer(&delayTimer); 
} 
 
/**********************************************************************//** 
  \brief Blink timer callback function. 
**************************************************************************/ 
static void startingNetworkTimerFired(void) 
{ 
  appToggleLed(LED_BLUE);  //cambia lo stato del led 
} 
 
/**********************************************************************//** 
  \brief Update network status event handler. 
 
  \param  nwkParams - new network parameters. 
**************************************************************************/ 
void ZDO_MgmtNwkUpdateNotf(ZDO_MgmtNwkUpdateNotf_t *nwkParams) 
{ 
  switch (nwkParams->status) //Notifiche di eventi sulla rete 
  { 
    case ZDO_NETWORK_STARTED_STATUS:  //Rete inizializzata 
      break; 
 
    case ZDO_NETWORK_LOST_STATUS:   //Rete persa 
      { 
        APS_UnregisterEndpointReq_t unregEndpoint; 
 
        if (APP_NETWORK_JOINED_STATE == appState) 
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        { 
          unregEndpoint.endpoint = endpointParams.simpleDescriptor-
>endpoint; 
          APS_UnregisterEndpointReq(&unregEndpoint); 
        } 
 
        // try to rejoin the network 
        appState = APP_NETWORK_JOINING_STATE; 
        SYS_PostTask(APL_TASK_ID); 
        break; 
      } 
 
    case ZDO_NWK_UPDATE_STATUS:   //Cambiamento sulla rete 
      break; 
  
 case ZDO_CHILD_JOINED_STATUS:  //connessione di un "figlio" 
  appOffLed(LED_BLUE); 
  startBlinkTimer(); 
  memcpy(usartTxBuffer, "CHILD_JOINED\n\r", 14);  //Debug 
  WRITE_USART(&appUsartDescriptor, usartTxBuffer, 14); 
      break; 
 
 case ZDO_CHILD_REMOVED_STATUS: //rimozione di un  figlio (solo 
                                                          per end device) 
  memcpy(usartTxBuffer, "CHILD_REMOVED\n\r", 15); //Debug 
  WRITE_USART(&appUsartDescriptor, usartTxBuffer, 15); 
    HAL_StopAppTimer(&delayTimer); 
  appOnLed(LED_BLUE); 
            appState = APP_NETWORK_JOINING_STATE; 
      break; 
 
    default: 
      break; 
  } 
} 
 
/**********************************************************************//** 
  \brief Wakeup event handler (dummy). 
**************************************************************************/ 
void ZDO_WakeUpInd(void) 
{ 
} 
 
/**********************************************************************//** 
  \brief Sends data to the network. 
 
  \param newTransmission - new data transmission or retransmission 
**************************************************************************/ 
static void networkSendData(bool newTransmission) 
{ 
  if (APP_DATA_TRANSMISSION_READY_STATE == appDataTransmissionState) 
  { 
    appDataTransmissionState = APP_DATA_TRANSMISSION_BUSY_STATE; 
    // indicate we're sending 
    appOnLed(APP_SENDING_STATUS_LED); 
 
    if (newTransmission) 
    { 
      // The new applicatiom message will be sent 
APPENDICE C – FIRMWARE - UNITÀ DI BORDO 
 
 
151 
 
 
      // messageId value 
      appMessageBuffer.message.messageId = messageIdTx++; 
      // APS Data Request preparing 
      apsDataReq.dstAddrMode = APS_SHORT_ADDRESS;  // Short addressing mode 
      // Destination address 
      apsDataReq.dstAddress.shortAddress = 1; 
      apsDataReq.profileId = simpleDescriptor.AppProfileId;   // Profile ID 
      apsDataReq.dstEndpoint = simpleDescriptor.endpoint; // Desctination 
                                                              endpoint 
      apsDataReq.clusterId = APP_CLUSTER_ID;    // Desctination cluster ID 
      apsDataReq.srcEndpoint = simpleDescriptor.endpoint; //Source endpoint 
      apsDataReq.asdu = (uint8_t*) &appMessageBuffer.message; //Application 
                                                            message pointer 
      // actual application message length 
      apsDataReq.asduLength = actualDataLength + 
sizeof(appMessageBuffer.message.messageId); 
      apsDataReq.txOptions.acknowledgedTransmission = 1;  // Acknowledged  
                                                       transmission enabled 
#if APP_FRAGMENTATION 
      apsDataReq.txOptions.fragmentationPermitted = 1; 
#else 
      apsDataReq.txOptions.fragmentationPermitted = 0; 
#endif // APP_FRAGMENTATION 
      apsDataReq.radius = 0;                // Use maximal possible radius 
      apsDataReq.APS_DataConf = APS_DataConf;         // Confirm handler 
    } 
 
    APS_DataReq(&apsDataReq); 
  } 
} 
 
/**********************************************************************//** 
  \brief Handler of aps data sent confirmation. 
 
  \param  confInfo - confirmation info 
**************************************************************************/ 
void APS_DataConf(APS_DataConf_t* confInfo) 
{ 
  appOffLed(APP_SENDING_STATUS_LED); 
 
  if (APS_SUCCESS_STATUS != confInfo->status) 
  { 
    /* Data not delivered, resend. */ 
    appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
    networkSendData(false); /*Current application message retransmission */ 
    return; 
  } 
 
  actualDataLength = 0; 
 
#if APP_TRANSMISSION_DELAY > 0 
  appDataTransmissionState = APP_DATA_TRANSMISSION_STOP_STATE; 
 
  delayTimer.interval = APP_TRANSMISSION_DELAY; 
  delayTimer.mode     = TIMER_ONE_SHOT_MODE; 
  delayTimer.callback = delayTimerFired; 
  HAL_StartAppTimer(&delayTimer); 
#else 
  appDataTransmissionState = APP_DATA_TRANSMISSION_CONF_STATE; 
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  usartBytesReceived(0); 
#endif 
} 
 
/**********************************************************************//** 
  \brief Delay timer callback function. 
**************************************************************************/ 
static void delayTimerFired(void) 
{ 
  if (APP_DATA_TRANSMISSION_STOP_STATE == appDataTransmissionState) 
    appDataTransmissionState = APP_DATA_TRANSMISSION_CONF_STATE; 
  else 
    appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
  usartBytesReceived(0); 
} 
 
/**********************************************************************//** 
  \brief APS data indication handler. 
 
  \param  indData - received data pointer. 
**************************************************************************/ 
void APS_DataIndication(APS_DataInd_t* indData) 
{ 
  AppMessage_t *appMessage = (AppMessage_t *) indData->asdu; 
 
  // Data received indication 
  appOnLed(APP_RECEIVING_STATUS_LED); 
 
  if (appMessage->messageId == messageIdRx) 
  { 
    fifoWriteData(appMessage->data, indData->asduLength - 1); 
 
    usartStartSending(); 
 
    if (fifoFreeSpace() < APP_APS_PAYLOAD_SIZE) 
    { 
     APS_StopEndpointIndication(APP_ENDPOINT); //Disable APSDataIndications 
     noIndications = true; 
    } 
  } 
 
  messageIdRx = appMessage->messageId + 1; 
 
  appOffLed(APP_RECEIVING_STATUS_LED); 
} 
 
/**********************************************************************//** 
  \brief Initializes USART or VCP (depends on user's settings). 
**************************************************************************/ 
static void initSerialInterface(void) 
{ 
  usartTxBusy = false; 
 
  appUsartDescriptor.tty             = USART_CHANNEL; 
  appUsartDescriptor.mode            = USART_MODE_ASYNC; 
  appUsartDescriptor.baudrate        = USART_BAUDRATE_38400; 
  appUsartDescriptor.dataLength      = USART_DATA8; 
  appUsartDescriptor.parity          = USART_PARITY_NONE; 
  appUsartDescriptor.stopbits        = USART_STOPBIT_1; 
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  appUsartDescriptor.rxBuffer        = usartRxBuffer; 
  appUsartDescriptor.rxBufferLength  = sizeof(usartRxBuffer); 
  appUsartDescriptor.txBuffer        = NULL; // use callback mode 
  appUsartDescriptor.txBufferLength  = 0; 
  appUsartDescriptor.rxCallback      = usartBytesReceived; 
  appUsartDescriptor.txCallback      = usartWriteConf; 
  appUsartDescriptor.flowControl     = USART_FLOW_CONTROL_NONE; 
  OPEN_USART(&appUsartDescriptor); 
} 
 
/**********************************************************************//** 
  \brief Initiates data transmission via serial interface. 
**************************************************************************/ 
static void usartStartSending(void) 
{ 
  uint16_t size; 
 
  if (!usartTxBusy) 
  { 
    size = fifoReadData(usartTxBuffer, APP_USART_TX_BUFFER_SIZE); 
    WRITE_USART(&appUsartDescriptor, usartTxBuffer, size); 
 
    usartTxBusy = true; 
 
    if (noIndications && (fifoFreeSpace() >= APP_APS_PAYLOAD_SIZE)) 
    { 
      APS_ResumeEndpointIndication(APP_ENDPOINT); // Enable APS Data 
Indications 
      noIndications = false; 
    } 
  } 
} 
 
/**********************************************************************//** 
  \brief Writing confirmation has been received. New message can be sent. 
**************************************************************************/ 
static void usartWriteConf(void) 
{ 
  usartTxBusy = false; 
 
  if (APP_DATA_IND_BUFFER_SIZE != fifoFreeSpace()) 
    usartStartSending(); 
} 
 
/**********************************************************************//** 
  \brief New USART bytes are received - HAL USART callback function. 
 
  \param  bytesToRead - received bytes amount. 
**************************************************************************/ 
static void usartBytesReceived(uint16_t bytesToRead) 
{ 
  if (APP_NETWORK_JOINED_STATE != appState) 
    return; 
  if ((APP_DATA_TRANSMISSION_BUSY_STATE == appDataTransmissionState) 
    || (APP_DATA_TRANSMISSION_STOP_STATE == appDataTransmissionState)) 
    return; 
 
  if (actualDataLength < APP_MAX_PACKET_SIZE) 
  { 
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    actualDataLength += (uint8_t) READ_USART(&appUsartDescriptor, 
      appMessageBuffer.message.data + actualDataLength, 
      APP_MAX_PACKET_SIZE - actualDataLength); 
  } 
 
#if APP_DELAY_BEFORE_SEND > 0 
  if (actualDataLength < APP_MAX_PACKET_SIZE) 
  { 
    if (APP_DATA_TRANSMISSION_CONF_STATE == appDataTransmissionState) 
    { 
      appDataTransmissionState = APP_DATA_TRANSMISSION_WAIT_STATE; 
      delayTimer.interval = APP_DELAY_BEFORE_SEND; 
      delayTimer.mode     = TIMER_ONE_SHOT_MODE; 
      delayTimer.callback = delayTimerFired; 
      HAL_StartAppTimer(&delayTimer); 
      return; 
    } 
    if (APP_DATA_TRANSMISSION_WAIT_STATE == appDataTransmissionState) 
      return; 
  } 
  else if (APP_DATA_TRANSMISSION_WAIT_STATE == appDataTransmissionState) 
    HAL_StopAppTimer(&delayTimer); 
#endif 
 
  appDataTransmissionState = APP_DATA_TRANSMISSION_READY_STATE; 
 
  if (0 < actualDataLength) 
    networkSendData(true); 
 
  (void)bytesToRead; 
} 
 
/**********************************************************************//** 
  \brief Get free space size in data indications FIFO 
 
  \param  none 
  \return Free space size in FIFO 
**************************************************************************/ 
static uint16_t fifoFreeSpace(void) 
{ 
  int16_t free = apsDataIndFifoStart - apsDataIndFifoEnd; 
 
  if (apsDataIndFifoStart <= apsDataIndFifoEnd) 
    free += sizeof(apsDataIndFifo); 
 
  return free; 
} 
 
/**********************************************************************//** 
  \brief Write data into data indications FIFO. FIFO must have enough  
    space to fit all data. 
 
  \param  data - pointer to the data 
          size - size of provided data (bytes) 
**************************************************************************/ 
static void fifoWriteData(uint8_t *data, uint16_t size) 
{ 
  uint16_t i; 
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  for (i = 0; i < size; i++) 
  { 
    apsDataIndFifo[apsDataIndFifoEnd++] = data[i]; 
    if (apsDataIndFifoEnd == sizeof(apsDataIndFifo)) 
      apsDataIndFifoEnd = 0; 
  } 
} 
 
/**********************************************************************//** 
  \brief Read data from data indications FIFO 
 
  \param  data - pointer to the buffer where data should be placed 
          size - maximum size of data to read 
  \return Actual amount of data read 
**************************************************************************/ 
static uint16_t fifoReadData(uint8_t *data, uint16_t size) 
{ 
  uint16_t read = 0; 
  uint16_t i; 
 
  for (i = 0; i < size; i++) 
  { 
    if (apsDataIndFifoStart == apsDataIndFifoEnd) 
      break; 
 
    data[i] = apsDataIndFifo[apsDataIndFifoStart++]; 
    read++; 
 
    if (apsDataIndFifoStart == sizeof(apsDataIndFifo)) 
      apsDataIndFifoStart = 0; 
  } 
 
  return read; 
} 
 
 
#ifdef _BINDING_ 
/************************************************************************** 
  Stub for ZDO Binding Indication 
 
  Parameters:    bindInd - indication 
**************************************************************************/ 
void ZDO_BindIndication(ZDO_BindInd_t *bindInd)  
{ 
  (void)bindInd; 
} 
#endif //_BINDING_ 
// eof peer2Peer.c 
 
peer2peer.h 
Vedi Appendice B – Firmware – Unità di testa d’albero 
serialInterface.h 
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Vedi Appendice B – Firmware – Unità di testa d’albero 
Config 
Vedi Appendice B – Firmware – Unità di testa d’albero 
Makefile 
Vedi Appendice B – Firmware – Unità di testa d’albero 
  
157 
 
 
Appendice D – Libreria BitCloud 
 
 
 
 
La libreria si presenta come un insieme di cartelle che rispecchiano 
l’architettura dello stack. 
Alcuni livelli sono distribuiti in solo forma binaria incluse le directory ‘lib’ e 
‘include’ che contengono rispettivamente le immagini di libreria e i file 
header. Altri componenti sono forniti di codice sorgente, compresi le 
directory ‘objs’ e ‘src’. La tabella di seguito riporta la struttura con cui si 
presenta la cartella BitCloud\Components. 
 
Cartella 
Codice 
sorgente 
Descrizione 
APS No Livello Application Support 
BSP Si 
Board Support Package (driver di riferimento per 
le schede di sviluppo o di valutazione supportate) 
ConfigServer Si Livello impostazioni parametri 
HAL Si 
Hardware Abstraction Layer (driver di 
riferimento per le piattaforme supportate) 
MAC_PHY No Media Access Control e livello PHYsical 
NWK No Livello di rete 
PersistDataServer Si Accesso alla EEPROM e gestione dei parametri 
Security No Livello sicurezza 
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SystemEnviroment No Funzioni principali e Task Manager 
ZDO No Livello ZigBee Device Object 
 
Per il corretto funzionamento dei led presenti sulla scheda “Unità di Bordo” 
è stato necessario correggere i file: 
• BSP\include\leds.h 
• BSP\MESHBEAN\src\leds.c  
• BSP\MESHBEAN\include\bspleds.h 
 
 Di seguito riportiamo i file utilizzati nel nostro progetto 
 
BSP\include\leds.h 
/************************************************************//** 
  \file  leds.h 
 
  \brief The header file describes the leds interface. 
 
  \author 
    Atmel Corporation: http://www.atmel.com \n 
    Support email: avr@atmel.com 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
 
  \internal 
  History: 
    29/05/07 E. Ivanov - Created 
*****************************************************************/ 
 
#ifndef _LEDS_H 
#define _LEDS_H 
 
/**************************************************************** 
                   Includes section 
*****************************************************************/ 
// \cond 
#include <types.h> 
// \endcond 
 
/**************************************************************** 
                   Define(s) section 
*****************************************************************/ 
#define LED_FIRST     0 
#define LED_SECOND    1 
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#define LED_THIRD     2 
#define LED_FOURTH    3 
#define LED_FIFTH     4 
#define LED_SIXTH     5 
#define LED_SEVENTH   6 
#define LED_EIGHTH    7 
#define LED_RED       LED_FIRST 
#define LED_YELLOW    LED_SECOND 
#define LED_GREEN     LED_THIRD 
#define LED_BLUE      LED_FOURTH 
 
/**************************************************************** 
                   Prototypes section 
*****************************************************************/ 
/************************************************************//** 
\brief Opens leds module to use. 
\return 
  BC_SUCCESS - always. 
****************************************************************/ 
result_t BSP_OpenLeds(void); 
 
/************************************************************//** 
\brief Closes leds module. 
\return 
  BC_SUCCESS - always. 
****************************************************************/ 
result_t BSP_CloseLeds(void); 
 
/************************************************************//** 
\brief Turns on a led. 
\param[in] 
  id - number of the led to proceed. Must be chosen from defines. 
****************************************************************/ 
void BSP_OnLed(uint8_t id); 
 
/************************************************************//** 
\brief Turns off a led. 
\param[in] 
  id - number of the led to proceed. Must be chosen from defines. 
****************************************************************/ 
void BSP_OffLed(uint8_t id); 
 
/************************************************************//** 
\brief Switches the led state to the opposite. 
\param[in] 
  id - number of the led to proceed. Must be chosen from defines. 
****************************************************************/ 
void BSP_ToggleLed(uint8_t id); 
 
#endif /* _LEDS_H */ 
// eof leds.h 
BSP\MESHBEAN\src\leds.c 
/**********************************************************************//** 
\file  leds.c 
 
\brief The module to access to the leds. 
 
\author 
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    Atmel Corporation: http://www.atmel.com \n 
    Support email: avr@atmel.com 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
 
\internal 
  History: 
    29/05/07 E. Ivanov - Created 
**************************************************************************/ 
/************************************************************************** 
                   Includes section 
**************************************************************************/ 
#include <bspLeds.h> 
#include <sensors.h> 
#include <pwrCtrl.h> 
 
/************************************************************************** 
                   Implementations section 
**************************************************************************/ 
/**********************************************************************//** 
\brief Inits LEDs control module. 
**************************************************************************/ 
static void initLeds(void) 
{ 
  halInitRedLed(); 
  halInitYellowLed(); 
  halInitGreenLed(); 
  halInitBlueLed(); 
} 
 
/**********************************************************************//** 
\brief Opens leds module to use. 
 
\return 
    operation state 
**************************************************************************/ 
result_t BSP_OpenLeds(void) 
{ 
  initLeds(); 
  //bspOnPeriphery(SENSOR_LED);     eliminato per il progetto Unità di 
bordo 
  return BC_SUCCESS; 
} 
 
/**********************************************************************//** 
\brief Closes leds module. 
 
\return 
    operation state 
**************************************************************************/ 
result_t BSP_CloseLeds(void) 
{ 
  bspOffPeriphery(SENSOR_LED); 
  halUnInitRedLed(); 
  halUnInitYellowLed(); 
  halUnInitGreenLed(); 
  halUnInitBlueLed(); 
  return BC_SUCCESS; 
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} 
 
/**********************************************************************//** 
\brief Turns on the LED. 
 
\param[in] 
    id - number of led 
**************************************************************************/ 
void BSP_OnLed(uint8_t id) 
{ 
  switch (id) 
  { 
    case LED_RED: 
      halOnRedLed(); 
      break; 
    case LED_GREEN: 
      halOnGreenLed(); 
      break; 
    case LED_YELLOW: 
      halOnYellowLed(); 
      break; 
 case LED_BLUE: 
      halOnBlueLed(); 
      break; 
  } 
} 
 
/**********************************************************************//** 
\brief Turns off the LED. 
 
\param[in] 
      id - number of led 
**************************************************************************/ 
void BSP_OffLed(uint8_t id) 
{ 
  switch (id) 
  { 
    case LED_RED: 
      halOffRedLed(); 
      break; 
    case LED_GREEN: 
      halOffGreenLed(); 
      break; 
    case LED_YELLOW: 
      halOffYellowLed(); 
      break; 
 case LED_BLUE: 
      halOffBlueLed(); 
      break; 
  } 
} 
 
/**********************************************************************//** 
\brief Changes the LED state to opposite. 
 
\param[in] 
      id - number of led 
**************************************************************************/ 
void BSP_ToggleLed(uint8_t id) 
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{ 
  switch (id) 
  { 
    case LED_RED: 
      halToggleRedLed(); 
      break; 
    case LED_GREEN: 
      halToggleGreenLed(); 
      break; 
    case LED_YELLOW: 
      halToggleYellowLed(); 
      break; 
 case LED_BLUE: 
      halToggleBlueLed(); 
      break;   
  } 
} 
 
// eof leds.c 
BSP\MESHBEAN\include\bspleds.h 
/**********************************************************************//** 
\file  bspLeds.h 
 
\brief Declaration of leds defines. 
 
\author 
    Atmel Corporation: http://www.atmel.com \n 
    Support email: avr@atmel.com 
 
  Copyright (c) 2008 , Atmel Corporation. All rights reserved. 
  Licensed under Atmel's Limited License Agreement (BitCloudTM). 
 
\internal 
  History: 
    29/05/07 E. Ivanov - Created 
**************************************************************************/ 
 
#ifndef _BSPLEDS_H 
#define _BSPLEDS_H 
 
/************************************************************************** 
                   Includes section 
**************************************************************************/ 
// \cond 
#include <gpio.h> 
#include <leds.h> 
// \endcond 
 
/************************************************************************** 
                   Define(s) section 
**************************************************************************/ 
 
#define halInitRedLed()       GPIO_6_make_out() 
#define halUnInitRedLed()     GPIO_6_make_in() 
#define halOnRedLed()         GPIO_6_set() 
#define halOffRedLed()        GPIO_6_clr() 
#define halReadRedLed()       GPIO_6_read() 
#define halToggleRedLed()     GPIO_6_toggle() 
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#define halInitYellowLed()    GPIO_7_make_out() 
#define halUnInitYellowLed()  GPIO_7_make_in() 
#define halOnYellowLed()      GPIO_7_set() 
#define halOffYellowLed()     GPIO_7_clr() 
#define halReadYellowLed()    GPIO_7_read() 
#define halToggleYellowLed()  GPIO_7_toggle() 
 
#define halInitGreenLed()     GPIO_3_make_out() 
#define halUnInitGreenLed()   GPIO_3_make_in() 
#define halOnGreenLed()       GPIO_3_set() 
#define halOffGreenLed()      GPIO_3_clr() 
#define halReadGreenLed()     GPIO_3_read() 
#define halToggleGreenLed()   GPIO_3_toggle() 
 
#define halInitBlueLed()     GPIO_4_make_out() 
#define halUnInitBlueLed()   GPIO_4_make_in() 
#define halOnBlueLed()       GPIO_4_set() 
#define halOffBlueLed()      GPIO_4_clr() 
#define halReadBlueLed()     GPIO_4_read() 
#define halToggleBlueLed()   GPIO_4_toggle() 
 
#endif /*_BSPLEDS_H*/ 
// eof bspLeds.h 
  
164 
 
Appendice E – Modifiche per sviluppi futuri 
 
 
 
 
Durante le varie fasi del lavoro di tesi sono stati riscontrati alcuni errori di 
routing corretti attraverso l’interruzione delle piste su PCB e collegando i 
componenti attraverso dei fili. Di seguito riportiamo, per le due schede, le 
modifiche da effettuare in caso di sviluppo del progetto e di realizzazione di 
nuovi PCB. 
 
Unità di testa d’albero 
  
• Correggere la dimensione dei fori di U1 (DS2401)  
• Correggere il file di libreria di TLV (1 – Catodo; 2 – Anodo; 3 – 
Riferimento) 
• Invertire il routing dei pin 38 e 39  verso il connettore ISP come 
specificato nel capitolo 3.1.1 - Tabella 3 
• Inserire un connettore per i pin USART del modulo (pin 13-14) 
utilizzati in fase di debug del firmware 
• Eliminare R11 che crea un collegamento a 4,2V (o 3,7) tra la batteria 
e il microcontrollore (pin 21) attivando le protezioni del pin di IO 
• Inserire la resistenza R10 all’interno dell’anello di reazione come nello 
schema proposto nell’application note della Texas Instruments.  
  
Unità di Bordo 
  
• Correggere la dimensione dei fori di Q1 
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• Correggere la dimensione dei fori di U1 (DS2401)  
• Nel blocco operazionali (TLC2274) correggere il routing di R7, R8, 
R9, R12, R13, R14 per implementare correttamente il collegamento ad 
amplificatore non invertente 
• Inserire una soglia diversa da GND sul pin 13 dell’integrato TLC2274 
ad esempio attraverso un partitore; in questo modo l’operazionale, 
configurato come comparatore, non satura in alto alla minima 
variazione di tensione.  
• Invertire il routing dei pin 38 e 39  verso il connettore ISP come 
specificato nel capitolo 3.1.1 - Tabella 3 
• Inserire un connettore per i pin USART del modulo (pin 13-14) 
utilizzati in fase di debug del firmware 
• Dimensionare correttamente i pin del regolatore di tensione su PCB 
(anche se probabilmente il componente scelto andrà sostituito in 
quanto fuori produzione) 
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